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DISEÑO DE UN CRAWLER MODULAR PARA BUSCADORES VERTICALES 
 
 
      
AUTOR: JULIO CABRERA CORRALIZA 
DIRECTOR: SERGIO SÁNCHEZ LÓPEZ 
Diseño e implementación del sistema Shuttle para el mantenimiento y actualización 
automática de una fuente de información. El Sistema posee herramientas propias por las 
cuales un usuario avanzado puede diseñar crawlers verticales sin la necesidad de 
programarlos. Shuttle, si se requiere, puede proveer una visión distribuida de los procesos 
dedicados a tal fin, con el objetivo de reducir el impacto sobre el rendimiento de los equipos 
involucrados. 
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“El misterio crea curiosidad, y la curiosidad  
es la base del deseo humano de entender.” 
Neil Amstrong  
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 INTRODUCCIÓN I.
 
 Breve historia del tratamiento de datos 1.1
 
La información es el resultado del tratamiento de los datos. El proceso habitual es la 
representación de los mismos con el objetivo de poderlos interpretar en un futuro. Es posible que 
creamos que el tratamiento de la información es algo reciente, posiblemente por el fenómeno que 
han producido las redes sociales. Este proceso es inherente al ser humano, ya que ha existido desde 
sus inicios. El tratamiento de los datos y de la información  ha evolucionado de la mano de la 
tecnología que ha ido desarrollando el hombre. 
En la prehistoria era frecuente que el hombre 
antiguo representara datos sobre su entorno y cultura [1]. 
Las pinturas rupestres contenían información sobre 
rituales o estrategias de caza. De generación en generación 
la información se transmitía gracias a su interpretación. En 
estos últimos siglos, estas pinturas, nos han servido para el 
estudio de las sociedades primitivas; y por consiguiente, 
de nuestros orígenes.  
Con el tiempo, los medios en los cuales se 
plasmaba la información fueron evolucionando, facilitando así la recolecta de los datos 
representados. Gracias a la tecnología se consiguieron sistemas donde se mejoraba la persistencia 
de la información en el tiempo. Los Incas  por ejemplo, en el s. XII inventaron el Quipu [2], un 
sistema de cuerdas para contar ganado, cosa que facilitó las tareas ganaderas, fortaleciendo así su 
economía. 
Aunque durante miles de años existieron grandes bibliotecas donde la información era 
clasificada y catalogada, el acceso a las grandes fuentes de información  había estado bastante 
restringido. La información se materializaba en papiros de cuero y piel principalmente, y había 
pocas herramientas para procesarlas. Casos como la destrucción de la Biblioteca de Alejandría [3] 
(s. II a.C.) - La cual contenía cerca de un millón de papiros-, hizo que incluso las autoridades 
investigaran como guardar y procesar mejor la información.  
Desde el siglo V, la transmisión, conocimiento y  procesamiento de los datos ha sido 
totalmente necesaria para concebir la sociedad actual.  
Durante la realización de este proyecto tuve la oportunidad de visitar el Monasterio de 
Guadalupe, en Cáceres. Allí encontramos otro ejemplo de mejora en la tecnología de la información: 
Los libros miniados. Estos documentos son libros de dimensiones grotescas, algunos de dos metros 
de altura, reforzados con madera y ruedas -para transportarlos-. El uso se le daba durante los 
oficios de los frailes: Antes de cada misa, eran empujados desde la biblioteca hasta la capilla entre 
varios monjes. Se utilizaba una gran estructura giratoria de metal y madera donde se colocaban 
cuatro copias manufacturadas del mismo. Así, uno de los monjes  podía pasar las páginas y rotar la 
plataforma donde se exponían, consiguiendo que todos cantaran mirando al altar y se concentraran 
en el ritual. 
ILUSTRACIÓN 1. PINTURA RUPESTRE DE ALTAMIRA 
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ILUSTRACIÓN 2. IMPRENTA DE GUTENBERG. 
GRABADO DEL SIGLO XV. 
El estudio de la tecnología de la información residió durante mucho tiempo en los 
monasterios, garantes en aquella época de las 
bibliotecas. No fue hasta la edad moderna, cuando el 
estudio se convirtió en interés global. Esto fue gracias a 
un gran invento: La imprenta. 
En el siglo XV, gracias al invento de Gutenberg los 
libros y documentos comienzan a producirse en serie. 
Este progreso hace que aparezca un nuevo medio de 
comunicación y difusión capaz de hacer llegar la 
información a casi la totalidad de la población europea: 
La prensa escrita.  
Los diarios y periódicos demostraron que la información, independientemente de su uso, 
puede llegar a ser uno de los elementos intangibles más valiosos de la humanidad, convirtiéndose 
muchas veces en la voz del poder establecido y una de las principales fuentes de transmisión de 
conocimiento.  
Hasta el siglo XIX el medio escrito encabezó el tratamiento y difusión de la información. En 
1876, Antonio Meucci [4] inventa el teléfono, iniciando, así,  la era de las Telecomunicaciones. En 
1926, el escocés John Logie Baird [5] realiza la primera retransmisión televisada entre Londres y 
Glasgow, dando pie a la televisión. 
 De todos los grandes avances que ha hecho la humanidad en este ámbito, si cabe destacar 
uno de los más importantes, este sería el nacimiento de la computación. Con la aparición en la 
década de los 40 del primer ordenador, el procesamiento de la información, su uso y difusión han 
ido evolucionando exponencialmente hasta encontrarnos hoy en día con nuestra versión moderna 
de la biblioteca de Alejandría, la mayor fuente de información del planeta: Internet. 
Internet provee de cuasi infinitas fuentes de información de cualquier temática. Utilizamos 
Internet para leer el correo, comprar, escuchar música, ver películas y, sobretodo,  para buscar 
información. 
Los motores de búsqueda o buscadores son la herramienta principal para encontrar 
información en Internet. Muchos de ellos recogen datos de otras páginas web mediante un software 
informático llamado crawler. Este software facilita a los buscadores la posibilidad de tener una 
fuente de información actualizada. Esto permite a un usuario poder encontrar información 
fácilmente en la inmensidad de Internet; y todo ello haciéndolo mediante un clic de ratón. 
  
7  
 
 Objetivo del proyecto 1.2
 
El objetivo del proyecto es el diseño e implementación de un crawler capaz de mantener 
actualizada una fuente de información temática.  
Un crawler o araña web es un software capaz de rastrear y descargar información de 
Internet. Esta información es tratada a posteriori por otro sistema que le da un uso. Google, o el 
comparador de hoteles on-line Trivago, diseñan e implementan este tipo de software con el fin de 
abastecer  información a su buscador. 
 
DIAGRAMA 1. GOOGLE Y SU CRAWLER 
 
Desconocidos para la mayor parte de los usuarios de Internet, este tipo de sistemas son 
fundamentales para el mantenimiento de grandes buscadores y sitios web. En realidad, cuando un 
usuario realiza una búsqueda en Google,  el buscador no “busca” en ese momento la información en 
el World Wide Web, sino que consulta la fuente de datos elaborada con anterioridad por un 
crawler. 
 Aunque mayoritariamente este software es utilizado por buscadores, también se utiliza en 
ámbitos como en bibliotecas o empresas para organizar y clasificar su información. Además, en el 
mundo del marketing también puede haber usuarios potenciales; con esta tecnología se puede ver 
diariamente los precios actualizados de la competencia sin tener que entrar al sitio web de las 
empresas competidoras. 
 Además de diseñar un crawler temático, se intentará investigar la forma de poder dotar  
diferentes comportamientos al crawler. Esto permitiría la configuración de diferentes temáticas sin 
tener que modificar el código fuente.  
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 Justificación del proyecto 1.3
 
Los motores de búsqueda verticales, también llamados temáticos, se especializan en 
información de un solo ámbito: Deportes, Viajes, Seguros, Noticias, etc... Existen dos variantes 
importantes, en cuanto al tipo de búsqueda que hacen: 
 Motores verticales focalizados: Construyen una base de datos con cientos de 
páginas web, a las cuales llaman semillas, y realizan búsquedas sobre ellas. Utilizan 
un sistema similar al de los buscadores generalistas, pero al tener bases de datos 
más pequeñas y especializadas suelen ser más eficaces. Por ejemplo, Dale Ya! 
(descargas) o IMDB (cine). 
 
 Motores verticales comparadores: Suelen ser la base de un negocio de 
comparación de productos. Van más allá en la especialización en el producto. No 
solo muestran el enlace sino que pueden dar datos más específicos sobre los 
productos. Ofertan viajes, hoteles, seguros de coches, comparan productos, etc... 
Algunos ejemplos son Trivago (Hoteles), LastMinute (Viajes) o Rastreator (Seguros). 
En el mercado existen crawlers de software libre para buscadores web generalistas y 
focalizados, pero no hemos encontrado software significativo para montar buscadores temáticos 
del tipo comparador de productos. 
Se ha detectado que la ausencia de este software libre es debida principalmente a dos 
razones: 
En primer lugar, la tecnología utilizada es diferente respecto a los motores generalistas o 
focalizados. Google busca combinaciones de palabras y guardan las direcciones donde aparecen. En 
cambio, como veremos más adelante, un comparador necesitará realizar una base de datos de los 
productos. Esto obliga al crawler a tener un sistema por el cual pueda recoger más datos que la 
propia dirección de la página. 
 En segundo lugar, debido al auge actual de este tipo de portales temáticos, han aparecido 
bastantes comparadores como agencias de viajes on-line, comparadores de precios o de seguros. 
Los buscadores verticales se están convirtiendo en un nuevo modelo de negocio. Durante el 
proyecto se ha intentado contactar –infructuosamente- con algunas empresas y centros de 
desarrollo como Yahoo Labs o Trivago.  
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 Shuttle: Un crawler vertical configurable 1.4
 
Shuttle, denominado así dada la metonimia con uno de sus procesos, es el sistema diseñado 
e implementado durante la realización de este proyecto. Shuttle es un crawler vertical capaz de 
extraer información temática. Está orientado principalmente para poder acoplarlo a un buscador   
de carácter comparador. Dada su flexibilidad puede ser también utilizado en Apps de Smarthphone 
y en áreas profesionales  como el marketing o la investigación científica, donde es usual trabajar 
con fuentes de información temática.  
Con este software podemos extraer información específica de sitios web, tales como 
precios, horarios o descripciones. Las extracciones pueden ser programadas mediante un 
mecanismo temporizador de lanzamiento de eventos.  
 
 
DIAGRAMA 2. FUNCIONAMIENTO DE SHUTTLE 
El sistema se compone de tres aplicaciones diferentes que realizan procesos  según las áreas 
de responsabilidad asignadas. Estas áreas se establecieron durante el análisis inicial del diseño.   
En concreto, Shuttle consigue atajar el problema del comportamiento del crawler mediante 
la autogeneración de crawlers en lenguaje PHP, los cuales son “lanzados” a Internet cada cierto 
tiempo: 
Shuttle, inicialmente contiene solo una aplicación administradora. En la configuración 
genera los códigos de dos programas más: ShuttleBot y Shuttle My SQL Indexer. El primero, es un 
robot diseñado por el usuario que simula el comportamiento humano, visitando sitios web y 
extrayendo información; el segundo, es un indexador que guarda los resultados extraídos en una 
base de datos My SQL.  Los resultados también se guardan en  CSV, un formato de archivos de texto 
estandarizado: 
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DIAGRAMA 3. FUNCIONAMIENTO DETALLADO DE SHUTTLE 
 
Aplicaciones diseñadas: 
 ShuttleAdmin: Aplicación que administra el sistema. Contiene un proceso capaz 
de lanzar crawlers cada cierto tiempo. Además incluye funcionalidades como un 
Diseñador de crawlers y un servidor TCP. Se ha diseñado con la metodología 
orientada a objetos e implementado en Java 7.1. 
 
 
CAPTURA DE PANTALLA 1. SHUTTLEADMIN 
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  ShuttleBot: Es una aplicación web configurable capaz de extraer la información 
de sitios web. Los ShuttleBots pueden alojarse en equipos distintos del 
Administrador. Cuando finaliza, el Administrador, descarga los resultados del 
equipo del ShuttleBot, así dotamos al sistema de una visión distribuida. Esta 
aplicación está diseñada en PHP y es replicada  y configurada según el diseño del 
usuario. 
 
 
CAPTURA DE PANTALLA 2. SHUTTLEBOT 
 
 Shuttle My SQL Indexer: Es otro programa diseñado en PHP capaz de indexar 
los resultados en una base de datos My SQL. El objetivo es acercar los resultados 
a una tercera aplicación, como puede ser un buscador temático. También puede 
ser alojada en diferentes equipos del administrador o de los ShuttleBots. 
 
 
CAPTURA DE PANTALLA 3. SHUTTLE MY SQL INDEXER 
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A continuación se mostrará un breve resumen de las principales características. Serán 
explicadas con más detenimiento durante  el diseño e implementación del proyecto.  En verde se 
muestra las características iniciales del crawler y en negro las ampliaciones del proyecto: 
 
 Administración de Sitios Web: El Administrador contiene un gestor donde se 
podrán programar lanzamientos, también se guarda la configuración de los 
sitios. 
 
 Aplicaciones portables: El sistema es capaz de montar el sistema de archivos 
de los scripts que genere. La localización puede ser cualquier ubicación de una 
red donde tenga permisos de escritura. En caso contrario, el sistema provee al 
usuario de una herramienta para guardar los ShuttleBots o el Indexador 
comprimidos en formato ZIP para ser transportadas fácilmente. 
 
 Detección de la codificación de caracteres: Los sitios web pueden estar en 
diferentes codificaciones. Esto puede causar que no se vean acentos o caracteres 
latinos. Los ShuttleBots detectan la codificación y la modelan a UTF-8.  
 
 Diseñador de Bots: Funcionalidad de diseño y creación de crawlers 
pregenerados. 
 
 Diseño algebraico de patrones: Para aumentar la capacidad de las búsquedas 
por patrones de texto, el sistema está adaptado para el uso de expresiones 
regulares, incluyendo un asistente para realizar expresiones simples.  
 
 Historial de resultados: Existe un repositorio donde se almacenan resultados 
históricos. 
 
 Implementación Multiplataforma: Las aplicaciones se han diseñado  en Java 
7.1 y PHP. Estos lenguajes pueden ser utilizados tanto en Unix, Mac y Linux. 
 
 Indexación de resultados en bases de Datos MySQL: Shuttle, gracias al 
indexador que contiene, es capaz de indexar los resultados en tablas de bases de 
datos MySQL. 
 
 Interfaz gráfica: El sistema contiene una interfaz gráfica intuitiva. Contiene 
elementos de ayuda para una mejor experiencia del usuario. 
 
 Lanzadera de Scripts: Control de la temporización de lanzamientos 
automáticos. 
 
 Protocolo Exclusión de Bots (REP): Posibilidad de habilitar el protocolo de 
exclusión de robots. 
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 Repositorio de resultados distribuido y centralizado: Aunque los 
ShuttleBots guardan el archivo de resultados en su equipo, el Sistema también 
los guarda en el equipo del administrador. 
 
 Resultados en archivos legibles: Los resultados se guardan en formato CSV, 
“Comma-Separated-Values”. CSV es muy utilizado en las aplicaciones de datos 
debido a que es un estándar para guardar datos por columnas en texto plano. 
 
 Sistema de extracción de links: El sistema es capaz de crear índices de links, 
llamados fronteras. Cada frontera contiene los links de los niveles de 
profundidad del Sitio. 
 
 Visión distribuida de las aplicaciones: Las aplicaciones están interconectadas 
mediante los protocolos TCP y HTTP  permitiendo así una visión distribuida de 
los equipos y aplicaciones (clustered). 
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  ESTADO DEL ARTE II.
 
Este capítulo trata de informar al lector sobre las diferentes técnicas y tecnologías utilizadas 
comúnmente en el desarrollo de software de rastreo de información.  
  En primer lugar, haremos un pequeño inciso sobre los motores de búsqueda y sus 
características. A continuación, podremos ver información relacionada sobre los crawlers, 
sabremos que son y  que metodologías se utilizan para construirlos. 
Por último, se muestra una pequeña comparativa de crawlers de software libre. 
 
 Internet y los Motores de búsqueda 2.1
 
Un motor de búsqueda, Buscador o Search Engine es un sistema informático que busca 
información en una base de datos utilizando palabras clave o índices. Los más populares son los 
buscadores de webs generalistas como Google, Yahoo! o Bing. También existen una multitud de 
buscadores de  archivos e información, tanto en el World Wide Web como a nivel de intranet o  red 
local.  
Los motores de búsqueda han revolucionado el conocimiento y la búsqueda de información. 
Millones de usuarios, empresas y universidades los consultan a diario. Este software, proporciona 
de forma sencilla infinitas fuentes de información. El objetivo de su tecnología es indexar archivos 
para realizar consultas sobre ellos. 
Los Motores de Búsqueda en Internet se pueden catalogar en tres categorías: Buscadores 
Jerárquicos, Metabuscadores y Buscadores Verticales. 
 
2.1.1 Buscadores jerárquicos 
 
Los buscadores jerárquicos o generalistas son potentes sistemas informáticos que hacen 
búsquedas de texto en índices de información. La información es suministrada mediante unas 
aplicaciones complementarias, transparentes al usuario, que rastrean Internet en búsqueda de 
información: crawlers. 
Google es el buscador más utilizado [6]. Está catalogado como uno de los más rápidos, 
eficaces y  está considerado la mayor base de datos del mundo, sus índices contienen billones de 
páginas web. El índice original de Google fue de 25.000 páginas en 1996, actualmente supera los 40 
billones de páginas, doblando el índice de Bing (20 billones) y diez veces el de Yahoo (4 billones).  
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GRÁFICO 1. TAMAÑO DE LOS ÍNDICES DE GOOGLE, BING Y YAHOO! 
  
Un motor de búsqueda jerárquico consta de tres partes o procesos: 
 Crawler: También llamado araña web o rastreador. Recorre la fuente de 
información, generalmente páginas web, gracias a una lista de links que va 
construyendo a partir de unas primeras, llamadas semillas. Almacena 
información de las páginas seleccionadas, como puede ser su URL o  palabras 
clave que contenga el sitio.  GoogleBot, BingBot y Yahoo Slurp! son los crawlers 
de los principales buscadores de Internet. 
 
 El indexador: Procesa las páginas descargadas por el crawler, clasifica su 
información y la indexa para una búsqueda ágil. 
 
 Query Processor: Atiende las peticiones de los usuarios, mostrando resultados 
ordenados normalmente por algún algoritmo de relevancia.  
Otro aspecto a tener en cuenta en estos buscadores es el gran volumen de datos que 
soportan. Es por ello que no usan bases de datos convencionales como MySQL, si no que utilizan 
índices trabajados a bajo nivel en estructuras diseñadas al bit, de ahí la rapidez de sus búsquedas 
[7]. 
 
2.1.2 Directorios 
 
Estos son los buscadores más simples. Constan de categorías y directorios en los cuales la 
información es clasificada manualmente, o con una intervención más directa. Normalmente son los 
propios usuarios los que dan de alta dicha información. Posteriormente,   la petición es revisada y 
catalogada por un equipo del sitio.  
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Es una tecnología barata y sencilla y además ofrece una información precisa y clasificada, ya 
que  durante el proceso de selección han intervenido personas.  
Actualmente quedan pocos buscadores de este tipo. Algunos antiguos directorios como 
Yahoo o Terra optaron por migrar a una tecnología jerárquica. Aunque normalmente son utilizados 
como fuente de información muy particular como es el directorio de la UPC. Se sigue desarrollando 
esta tecnología para catálogos, como pueden ser las páginas de enlaces on-line como series.ly o 
portales inmobiliarios como idealista.com. 
 
2.1.3 Metabuscadores 
 
Un metabuscador es un motor de búsqueda que carece de base de datos. Utiliza las 
búsquedas de otros motores para realizar las suyas. El objetivo no es mostrar el enlace final, ya que 
respetan el formato original, sino recopilar las búsquedas de diferentes motores combinando los 
mejores resultados de cada uno.  Algunos ejemplos son Ixquick o Dogpile. 
 
2.1.4 Motores Verticales 
 
Existe un tipo de buscadores que se especializan en la búsqueda en un sector concreto. Esto 
hace que analicen la información más exhaustivamente y proporcionen información oculta que no 
encontraría un buscador jerárquico. 
Estos buscadores temáticos proporcionan búsquedas avanzadas y concretas, por ejemplo, 
los buscadores de viajes kayak.com, trivago.com o e-dreams.com ofrecen viajes y hoteles en 
determinadas fechas que un usuario de sus buscadores puede encontrar fácilmente. 
Los motores de búsqueda verticales, también llamados temáticos, se especializan en 
información de un solo ámbito. Existen dos variantes importantes, en cuanto al tipo de búsqueda 
que hacen: 
 Motores verticales focalizados: Construyen una base de datos con cientos de 
páginas web, a las cuales llaman semillas, y realizan búsquedas sobre ellas. Utilizan 
un sistema similar al de los buscadores generalistas, pero al tener bases de datos 
más pequeñas y especializadas suelen ser más eficaces. Por ejemplo, Dale Ya! 
(descargas) o IMDB (cine). 
 
 Motores verticales comparadores: Suelen ser la base de un negocio de 
comparación de productos. Van más allá en la especialización en el producto. No 
solo muestran el enlace sino que pueden dar datos más específicos sobre los 
productos. Ofertan viajes, hoteles, seguros de coches, comparan productos, etc... 
Algunos ejemplos son Trivago (Hoteles), LastMinute (Viajes) o Rastreator (Seguros). 
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 Crawlers 2.2
 
Como hemos dicho en la introducción, un crawler es un software capaz de rastrear y 
descargar información de Internet para su posterior tratado. Este software es desarrollado por 
multitud de empresas dedicadas al tratamiento de información. 
Un crawler generalista se provisiona manualmente de una lista de links, llamadas semillas o 
seeds. El rastreador identifica todos los hiperenlaces y los añade a la lista inicial, llamada Frontera 
de Rastreo o Crawl Frontier.  
Es posible que se establezca un nivel de profundidad en un sitio, siendo este el número de 
sublinks que ha de atravesar para llegar al sublink más lejano del link principal. Una vez que está en 
cada página web almacena los documentos para su posterior tratamiento o directamente, a través 
de algún algoritmo extrae la información y la introduce en alguna base de datos. 
 
 
 
 
DIAGRAMA 4. FUNCIONAMIENTO DE UN CRAWLER 
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2.2.1 Politicas de rastreo 
Existen cuatro políticas que combinadas definen un buen comportamiento de un rastreador 
de tipo generalista: Selección, Frecuencia de visita, Recursos de origen y Concurrencia [8]. 
2.2.1.1 Política de Selección 
Un rastreador no puede descargarse todo el contenido público de una web, dado que la 
pérdida de tiempo y recursos sería inasumible. Sin embargo, se puede seleccionar que URLs puden 
ser más relevantes por la calidad de su información y descargar solo esa fracción, dando más 
cohesión y relevancia a la información tratada. 
Priorizar las visitas y actualizaciones de ciertas fuentes puede sernos de bastante utilidad, 
ya que ofreceremos calidad en la selección de la información. Para ello se utilizan algoritmos 
matemáticos, como HITS o PageRank, para dotar a cada URL de una cierta relevancia a tener en 
cuenta. 
Hits es un algortimo recursivo consiste en dos valores: Autoridad y Concentración (en 
inglés Autority y Hub) [9]. El primero indica la calidad de la información como fuente y el segundo 
refleja la calidad de los enlaces que contiene. Por defecto ambos tienen valor 1, a la espera de que 
sean tratados por el algoritmo: 
La autoridad de un sitio es igual a la suma de los valores de los concentradores o hubs que 
redireccionan a ella: 
∑
Donde: 
 A(p): Autoridad de la página p.
 Hub(k): Valor de Hub de cada enlace a la página p.
El hub se define como: 
∑
Donde: 
 H(p): Hub de la página p.
 Ap(k): Valor de Autoridad de la página p.
19  
 
Page Rank es otro algoritmo matemático desarrollado por Google [10] sucesor del antiguo 
HITS,  dota a cada URL de un valor de Prioridad (PR) según el número de hiperenlaces que apuntan 
a ella.  
             ∑
     
    
 
   
 
Donde: 
 PR(A): es el PageRank de la página p. 
 d: Es la probabilidad de que un usuario continue navegando por el sitio, 
nomalmente 0,85. 
 PR(k): Son los valores de PageRAnk que tiene cada uno de los links a la página de A. 
C(k): Es el número total de links que posee la página. 
 
2.2.1.2 Politica de Frecuencia de visita 
 
Dado que la cantidad de sitios visitados por un rastreador suele ser elevado, existe una 
política para mantener actualizada la información de los sitios visitados anteriormente. Para ello se 
sulen utlizar algoritmos como Frescura (in. Freshness) y Edad (in. Age) que ayudarán a decidir que 
páginas actualizar. Es usual complementar estas dos funciones con estudios estadísticos para 
penalizar la visita de sitios que cambian con alta frecuencia, ya que pueden desvirtuar la frontera de 
rastreo. 
 Frescura: Es un algoritmo binario que nos indica si la página ha sido actualizada 
recientemente (1) o no (0) respecto a un tiempo indicado. 
Se define como: 
     {
         
          
 
Dónde: 
 FP : Frescura de página p. 
pt: Tiempo de última actualización. 
t: Tiempo indicado. 
 Edad: Este mecánismo matemático nos indica el tiempo total de desactualización de un 
web: 
 
     {
         
              
 
Dónde: 
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 EP = Edad de página p. 
pt = Tiempo de última actualización. 
t = Tiempo indicado. 
 
2.2.1.3 Politica de Buen Uso 
 
El uso de rastreadores en Internet es algo usual y trae consigo una multitud de ventajas. A 
través de los servicios que estos provisionan mejoran la experiencia del usuario. Una de las 
desventajas más plausibles del uso de estas herramientas es el estrés que pueden llegar a provocar 
en los servidores de origen de la fuente. Un crawler puede visitar un sitio mucho más rápido que un 
usuario y puede descargar archivos bastante pesados, incluso en concurrencia, por lo que pueden 
llegar a saturar el servidor de destino con dichas peticiones. 
Por ello, es conveniente respetar los recursos de origen y realizar un buen diseño e implementación 
para evitar una saturación de la fuente. 
Existen soluciones parciales complementarios como el Retardo de refresco o  el Protocolo de 
Exclusión de Bots. 
 Retardo de refresco: El Retraso de Refresco es un tiempo de pausa voluntario para no 
saturar el server de origen. Según varios estudios lo ideal serían 60 segundos, aunque este 
tiempo puede ser demasiado amplio para descargar información de sitios con un gran 
volumen de información, por ello se suele reducir entre 10 y 30 segundos, e incluso en 
algunos crawlers como el antiguo MercatorWeb establece el retardo en 10 veces el tiempo 
que ha tardado en descargarse. 
 
 Robots Exclusion Protocol:  El webmaster de un sitio puede utilizar un protocolo para que 
los crawlers no  rastreen parcial o totalmente el contenido de su web. También puede 
utilizarlo para indicar  que información es innecesaria en los rastreos. 
Este sistema se denomina Robots Exclusion Protocol [11]. Consiste en alojar un archivo con 
nombre robots.txt indicando que archivos o directorios específicos se quiere que no se 
contemplen en la recolección de datos. 
  
21  
 
2.2.1.4 Politica de Concurrencia  
 
Un rastreador eficaz utilizará procesos paralelos para maximizar la descarga, esto conlleva 
que pueda haber URLs iguales en varios procesos. Para evitarlo se debe introducir un mecanismo 
que evite la duplicidad en la asignación de URLs nuevas. 
 
2.2.2 La parte oculta de la web 
 
Durante estos últimos años ha habido un auge de sitios dinámicos diseñados con tecnología 
Ajax, Silverlight o Flash, los rastreadores tradicionales pierden efectividad con estas tecnologías. En 
primer lugar normalmente escanean texto y no reconocen toda la información ya que es mostrada 
en una interfaz para usuario. Formularios, tablas, imágenes y mapas se convierten en verdaderos 
obstáculos para los crawlers tradicionales. 
Tecnologías utilizadas en el desarrollo web [12]: 
 JavaScript y VBScript: Lenguajes imperativos orientados a objetos, permiten la generación 
dinámica de la interfaz.  
 Aplets: Componente Java de una aplicación que se ejecuta utilizando recursos del cliente 
web. 
 Flash: Aplicación que nos permite crear interfaces vectoriales, utiliza ActionScript, similar a 
JavaScript. 
 Ajax: Técnicas de desarrollo de contenido dinámico. Utiliza JavaScript.  
Estas tecnologías generan navegaciones transparentes al crawler, como en los Applets de Java, 
o generan automáticamente enlaces que no podemos procesar. El protocolo Site o la programación 
de Bots de formulario son métodos que, complementarios, nos pueden ayudar a la hora de resolver 
los problemas que nos plantean [13]. 
 
2.2.3 Sitemaps Protocol 
 
Existe un protocolo adicional al Protocolo de Exclusión de Robots llamado SiteMaps 
Protocol [14]. Este protocolo consiste en alojar un archivo XML de metadatos con las URLs que 
aconsejan rastrear de sus sitios con información adicional como: Última actualización, frecuencia de 
modificación o relevancia en relación a las demás páginas del sitio. Este archivo se le nombra como 
sitemap.xml y se añade la etiqueta “SiteMap:<ubicación del archivo stiemaps>” en el archivo 
robots.txt. 
Sitemaps facilita la eficacia del rastreo. El webmaster puede orientar a los rastreadores para 
una mejor selección de la información de su web. Si es una web dinámica puede informar de URLs 
para acceder a zonas donde un crawler tradicional no podría acceder. Al ser las búsquedas más 
rápidas se ahorra recursos en el servidor remoto y, además, el webmaster puede orientar a los 
buscadores para una mejor selección de la información de su web. 
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2.2.3.1 Formato de sitemaps.xml 
 
El archivo SiteMaps.xml contiene una estructura XML en UTF-8. Las etiquetas que se 
pueden utilizar son las siguientes: 
<URLset>: Referencia a la versión del protocolo. 
<URL>: Etiqueta padre de cada URL. 
<loc>: localización de la URL. 
<lastmod>: Última actualización. 
<changefreq>: Frecuencia de modificación. Tiene los parámetros: always, hoURLy, daily, 
weekly, monthly, yearly, never 
<priority>: Parámetro con valor comprendido entre “0.0” y “1.0” que indica la relevancia 
de la URL en el sitio. 
Ejemplo del contenido un archivo de Site Protocol: 
<?xml versión=1.0” encoding=”utf-8?> 
<URLset xmlns:http://www.Sitemaps.org/shcemas/sitemaps/0.9> 
 <URL> 
  <loc>http://sitio.com>/loc> 
  <lastmod> 2006-11-12</lasmod> 
  <changefreq>daily</changefreq> 
  <priority>0.8</priority> 
 </URL> 
</URLset> 
 
2.2.4  Bots de formularios 
 
Un bot es un programa informático que realiza alguna función imitando el comportamiento 
humano. Existen bots conversacionales para chats, bots que simulan usuarios en un juego de 
ordenador, los hay que son capaces de crear cientos de cuentas de correo para enviar SPAM y 
también los hay para la investigación y el Data Mining. 
Cuando nos encontramos con una interfaz diseñada específicamente para un usuario, con 
un formulario, tablas o campos dinámicos podemos hacer uso de estos para acceder al contenido 
deseado. 
Los bots de acceso suelen ser focalizados al sitio y diseñados expresamente, ya que hay que 
estudiar el formulario el cual el bot desea rellenar. Hay que saber el nombre de los campos y los 
valores necesarios para que se pueda superar satisfactoriamente este obstáculo. 
Muchos bots están diseñados en PHP por la facilidad que tiene para trabajar con 
documentos web. Depende que formulario, deberemos, aparte de conocer el nombre de los 
elementos, guardarnos la cookie e identificarnos como un navegador habitual (Mozilla Firefox, 
Chrome o Internet Explorer) para que no nos rechacen la petición. 
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2.2.4.1 BOT Atenea: Un Ejemplo didáctico de bot 
 
Con el objetivo de aprender de la tecnología de bots se ha diseñado el siguiente programa, el 
cual se registra en el formulario de acceso de Atenea, el Campus Virtual de la Universidad 
Politécnica de Catalunya. A continuación, accede al perfil y extrae datos. En este caso didáctico, 
hemos elegido un elemento dinámico que siempre va a cambiar: Última conexión. 
 
CAPTURA DE PANTALLA 4. BOT ATENEA, REALIZADO DURANTE LA INVESTIGACIÓN DEL PROYECTO 
 
Se puede ejecutar en: http://www.segmentation-fault.com/segmentation/bot2.php. 
En esta aplicación utilizamos la librería CURL de PHP la cual nos permite mantener abierta 
una sesión http con el servidor. Enviamos los datos del formulario a la página 
“https://atenea.upc.edu/moodle/login/index.html”, la cual es la responsable de validar dicho 
formulario.  
Una vez dentro de Atenea, nos descargamos la página del perfil y recogemos la información. 
 
2.2.5 El reconocimiento de la información 
 
El Screen Scraping es la técnica que se utiliza en programación para extraer información de 
una fuente mediante ingeniería inversa. Estas técnicas son utilizadas para analizar información en 
interfaces diseñadas para el usuario.  
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Existen diferentes técnicas, desde la más rudimentaria que necesita de la intervención del 
usuario, como el “copiar + pegar”, hasta la más compleja como el reconocimiento de texto en 
imágenes. El Screen Scraping dedicado a páginas web, es denominado Web Scraping y el método 
más usual es el parsing de texto. 
 
2.2.5.1 Parsing 
 
Parsing, o análisis, es el proceso mediante una serie de técnicas podemos analizar un texto, 
utilizando patrones y análisis de código. El parser, o analizador, es el módulo de un programa 
responsable de esta función. 
Los parsers se utilizan en multitud de aplicaciones: matemáticas (álgebra, sintaxis…) 
traductores de lenguajes (XML, PHP…), plataformas lingüísticas (traductores de idiomas,  
correctores ortográficos) o en la extracción de datos. 
Un parser para un search engine debe estar preparado para su función. Un buscador de 
vuelos utilizará un parser para reconocer el valor de ciertos productos de unas páginas concretas, 
mientras que un buscador genérico extraerá información útil para la indexación (Metas, título...). 
 
 
 
DIAGRAMA 5. PROCESO DE PARSING 
 
2.2.5.2 DOM: Modelo de Objetos de Documentos 
 
Este modelo fue creado para dotar a la estructura de los lenguajes HTML y XML [15] una 
orientación a objetos. Estos lenguajes sencillos de programar son complejos para procesar o 
manipular por parte de otros lenguajes. Es por ello que apareció esta técnica [16]. 
Muchos lenguajes como PHP o Ajax tienen librerías para manipular documentos con esta 
herramienta. 
Este modelo tiene una estructura lógica parecida a un árbol aunque sin restricciones ya que 
puede ser diseñado de diferentes formas. Los objetos no guardan relación lógica entre ellos. 
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Este método se utiliza para representar los objetos del documento es utilizado en parsers 
complejos para averiguar la estructura general del documento.  
 
2.2.6  Comparativa de software libre 
 
En este apartado se realiza una comparativa de software libre relacionado con los procesos 
que realiza un buscador. 
2.2.6.1 Aspseek 
 
  Es un buscador desarrollado por SWsoft bajo 
licencia GNU GPL. Tiene aplicación Web CGI 
personalizable con capacidad para buscar palabras y 
frases. Posee  un potente crawler programado en C++, es 
capaz de indexar varios millones de URLs  utilizando  Page 
Rank para las relevancias de las páginas.  Utiliza una base 
de datos SQL y archivos binarios. Soporta el Protocolo de 
Exclusión de Robots. Web: aspseek.org. 
 
2.2.6.2 DataParkSearch 
 
Buscador y crawler programado en C desarrollado por 
Maxim Zakharov bajo licencia GNU GPL. Con base de datos en 
SQL. Posee aplicación web CGI, multilenguaje, búsqueda de 
palabras (usando sinónimos, acrónimos y abreviaciones), 
algoritmo propio de ranking de URLs.  Utiliza el protocolo de 
Exclusión de Robots. Capacidad de rastreo HTTP, FTP, NNTP y 
documentos. Web: www.dataparksearch.org. 
 
2.2.6.3 Wget 
 
Es un rastreador desarrollado en C por Giuseppe 
Scrivano y Hrvoje Niksic bajo licencia GNU GPL en 1996. 
Suelen haber continuas actualizaciones hasta al día de hoy 
(Agosto 2012). Puede rastrear, descargar y mantener 
actualizados una lista de sitios. Soporta el Protocolo de 
Exclusión de Robots. Capacidad de rastreo HTTP y FTP. Web: 
www.gnu.org/software/wget. 
  
CAPTURA DE PANTALLA 5. ASPSEEK 
CAPTURA DE PANTALLA 6. 
DATAPARAKSEARCH 
CAPTURA DE PANTALLA 7. WGET 
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2.2.6.4 Heritrix 
 
Es el crawler de las bibliotecas digitales “Internet 
Archive Library” y “Nordic Library” bajo licencia Apache 2.0. 
Programado en Java. Descarga archivos de Internet y los 
indexa en archivos .ARC, que es el tipo de archivo que utiliza 
la Internet Archive Library. También posee una herramienta 
para abrir dichos archivos llamada ARCReader. Web: 
webarchive.jira.com/browse/HER. 
 
 
2.2.6.5 Ht:/dig 
 
Es un motor de búsqueda con crawler diseñado en 
1995 en la Universidad Estatal de San Diego por Andrew 
Scherpbier, actualizado hasta 2004. Programado 
completamente en C++ bajo licencia GNU GPL. Soporta el 
Protocolo de Exclusion de Robots. Puede buscar por frases 
utilizando diferentes algoritmos (sinónimos, abreviaturas, 
etc..) también escanea ficheros de texto. Web: 
http://www.htdig.org/ 
 
2.2.6.6 HTTrack 
 
HTTrack es un crawler diseñado para la 
descarga masiva de páginas webs para la navegación 
offline. Desarrollado por Xavier Roche, bajo licencia 
GNU GPL y programado en C. Tiene capacidad para la 
descarga web, JavaScript, Applets y Java.  Web: 
http://www.httrack.com/ 
  
CAPTURA DE PANTALLA 8. 
HERITRIX 
CAPTURA DE PANTALLA 9. 
HT:/DIG 
CAPTURA DE PANTALLA 10. HTTRACK 
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2.2.6.7 Nutch 
 
Nutch es un buscador jerárquico con crawler. Es 
un producto de  Apache Software Foundation, su primera 
versión salió en 2003.  Está diseñado en Java y tiene 
capacidad para ejecutarse en varias máquinas usando 
Hadoop cluster. Tiene soporte para el Protocolo de 
Exclusión de Robots. Creative Commons ha utilizado este 
software para su buscador. Web: nutch.apache.org. 
 
 
2.2.6.8 PHPCrawl 
 
Es un framework bajo licencia GNU GPLv2 
programado en Java que permite al programador 
incorporar un Crawler multiproceso a su código. Este 
crawler nos descargará archivos web para su posterior 
tratado.  Tiene interfaz de configuración. Su primera 
versión salió en 2003 y su última actualización ha sido en 
Abril de 2012. Web: phpcrawl.cuab.de. 
 
 
  
CAPTURA DE PANTALLA 11. NUTCH 
CAPTURA DE PANTALLA 12. 
PHPCRAWL 
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2.2.6.9 Tabla resumen software libre 
 
A continuación una tabla donde recogemos las principales características del software libre 
anteriormente mencionado: 
 
Nombre Crawler Lenguaje Clustered Robots.txt Search 
Engine 
BBDD Licencia Plataforma 
Aspseek Si C++ No Si Si SQL GNU GPL 
v2 
Unix 
Data 
Search 
Park 
Si C No Si Si SQL GNU GPL 
v2 
Unix 
Wget Si C No Si No - GNU GPL 
v2 
Unix 
Heriatrix Si Java No Si No - Apache 
v2 
Multiplataforma 
HTTrack Si C No Si No - GNU GPL 
v2 
Windows 
Nutch Si Java Si Si Si Propia Apache 
v2 
Multiplataforma 
PHPCrawl Si PHP No Si No - GNU GPL 
v2 
Multiplataforma 
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 ESTRUCTURA Y DISEÑO III.
 
El objetivo de este capítulo es la obtención de una especificación detallada de las 
características y funcionalidades del sistema propuesto con todas las mejoras y ampliaciones 
realizadas en el transcurso de la realización del proyecto.  
Este apartado está dividido según los módulos diseñados. Los módulos iniciales del 
proyecto fueron Lanzadera  y Bot. El diseño actual consta de ambos módulos junto a Diseñador de 
Bots, Servidor de Bots e Indexador; los cuales se integraron a posteriori.  
Las explicaciones se acompañan de gráficos e imágenes realizadas para mejorar la 
comprensión de la información dada. 
 
 Análisis inicial 3.1
 
El primer paso dado es el diseño de un proceso mediante unos conceptos elementales. El 
objetivo es resolver el problema de una forma conceptual. Lo cual nos permite tener un punto de 
partida para el desarrollo y diseño final de la arquitectura del sistema. 
En primer lugar localizamos los conceptos elementales del sistema, los cuales se 
convertirán en el centro gravitatorio del desarrollo. Seguidamente, desarrollaremos un proceso 
elemental que nos ayude a resolver el problema de una forma conceptual. 
Posteriormente, desarrollaremos dicho concepto para averiguar que aplicaciones debemos 
diseñar para cumplir con las características del crawler que queremos diseñar. Así, estableceremos 
las bases de nuestro diseño. 
 
3.1.1 Conceptos elementales 
 
 El crawler que debemos diseñar debe ser un sistema que extraiga información de una serie 
de sitios y la mantenga actualizada. Esta información podrá ser fuente de datos de otro sistema, 
como pueden ser un buscador temático, una aplicación estadística o cualquier otro sistema 
informático que sea capaz de manipular archivos de texto. 
 Nuestra idea inicial se basa en resolver la extracción de la información a través de bots  Un 
bot es un programa  informático que simula el comportamiento humano para realizar una tarea 
encomendada. Nuestros  bots serán “lanzados” a Internet mediante un actor, el cual los ejecutará 
cada cierto tiempo. 
 
De esta idea nos surgen tres necesidades o conceptos:  
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 Actor de Tiempo o Lanzadera: Se necesitará un actor que controle la ejecución de los bots 
sobre un sitio en una hora determinada.  A este actor se le denominará Lanzadera (Shuttle 
en inglés). 
 Bot: Será un proceso que extraiga de un sitio información en forma de resultados.  
 Sitio: Es un dominio web donde existe información potencial. (Site en inglés). 
 
3.1.2  Proceso elemental 
 
Dados los anteriores conceptos y sus relaciones, obtenemos el proceso elemental del 
sistema.  Este proceso consistirá en una Lanzadera que ejecutará cada cierto tiempo una serie de 
Bots sobre diversos Sitios, obteniendo  así los resultados. 
Gráfico del proceso: 
 
DIAGRAMA 6. PROCESO ELEMENTAL DEL SISTEMA 
 
El sistema propuesto pretende resolver los  problemas que existen en dotar  diferentes 
comportamientos a un crawler vertical. La dificultad  radica en la especialización de los datos. Éstos 
son muy específicos y frecuentemente se muestran de formas diversas. Normalmente los crawlers 
comparadores son diseñados específicamente con un objetivo: ya sea buscar viajes, comparar 
precios, recolectar información sobre un cierto tema, etc…, Lo que intentamos solucionar con 
nuestro diseño es poder dotar de herramientas al crawler para extraer información sin tener que 
reprogramarlos en caso de cambiar la temática. 
Para tener éxito debemos pensar en la máxima flexibilidad posible. Debemos diseñar un 
sistema capaz de adaptarse a diferentes situaciones: 
El diseño debe dejar abierta la substitución de procesos. Los bots o el indexador deberían 
ser substituibles de algún modo. Aplicaciones externas podrán utilizar los resultados 
proporcionados sin ningún tipo de restricción por parte del sistema.  Los bots podrán estar 
distribuidos en diferentes equipos y  ubicaciones dotando al sistema de una capacidad mayor de 
proceso, si se requiere. Esto conllevará el estudio de la posible integración de un protocolo fiable de 
comunicaciones. 
También se pretende que el propio sistema tenga una herramienta para la configuración de 
Bots. Esto facilitaría el uso del sistema ya que no haría falta la programación  de scripts propios. 
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Los datos extraídos deben ser manipulables por aplicaciones externas. Esto hace que los 
resultados obtenidos deban guardarse en un formato de archivo de texto o similar. Estos archivos 
podrán ser procesados por una tercera aplicación.   
 
3.1.3 Diseño Modular 
 
 Como hemos mencionado anteriormente la flexibilidad es fundamental. Deseamos que 
nuestro sistema se adapte a las necesidades finales del usuario. Por ello, se identifican tres áreas de 
responsabilidad: 
 Administración: En esta área se engloban los procesos de la administración del 
sistema, el diseño de bots y la ejecución de estos. 
 Rastreo de Información: Encargada de resolver la extracción de datos sobre un sitio.  
 Indexación: Responsable de englobar los procesos de indexación en bases de datos. 
 
De estas tres áreas obtenemos las aplicaciones que se diseñarán para que el sistema 
funcione correctamente: 
 Administrador: Aplicación que administra el sistema. Contiene la Lanzadera, el 
Diseñador de Bots y la información básica del sistema. 
 Bot: Un script configurable que podrá ser ejecutado en otras máquinas dotando al 
sistema de una visión distribuida. 
 Indexador: Aplicación o Script que indexe los datos extraídos por los bots en una 
base de Datos. 
 
 
3.1.4 Desarrollo Ágil  
 
El proyecto se ha diseñado de una forma ágil. Primero se ha diseñado un crawler básico y 
posteriormente se ha ido ampliando el diseño con funcionalidades nuevas. Las fases de desarrollo 
han sido: 
1. Primera fase: Diseño del administrador de sitios, la lanzadera y los bots. 
2. Segunda fase: Diseño y acople dela herramienta creadora de bots. 
3. Tercera fase: Diseño e implementación del indexador y el Servidor TCP. 
 
La primera fase se inició después de un periodo de investigación de dos meses, 
concretamente el 3 de septiembre de 2012 y se finalizó la implementación el 5 de noviembre de 
2012.  
 
 La segunda fase se inició el mismo día de finalización que la primera y se terminó el 5 de 
diciembre acoplándolo al diseño inicial.  
 
La tercera fase se comienza el 23 de diciembre  y finaliza el 5 de enero de 2013, dando fin al 
diseño e implementación del proyecto, como podemos ver en el diagrama 7: 
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3.1.5 Esquema general de la arquitectura del Sistema 
 
DIAGRAMA 8. ESQUEMA GENERAL DE LA ARQUITECTURA DEL SISTEMA 
DIAGRAMA 7. PLANIFICACIÓN Y PLAZOS DEL PROYECTO 
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La arquitectura general del sistema consta de tres áreas de responsabilidad: Indexación, 
Rastreo de Información y Administración,  representados en el esquema en bloques. 
Los elementos diseñados se muestran por colores según su fase de diseño: azul, amarillo y 
verde correspondientes a la primera, segunda y tercera fase. En rojo se muestran elementos que 
pueden ser externos o diseñados a posteriori. 
Se aplica el principio de flexibilidad en la arquitectura, como podemos comprobar en el 
esquema. Las interacciones con sistemas externos que deben quedar abiertas son las siguientes:  
 La lanzadera podrá ejecutar scripts externos o scripts generados por el Diseñador 
de Bots. 
 Los datos pueden ser recogidos por el Indexador del Sistema o por uno indexador 
externo. 
 Los datos extraídos deberán ser en formato texto para facilitar que las aplicaciones 
externas  puedan  trabajar directamente con ellos.  
 
3.1.6 Visión distribuida del sistema 
 
El proceso de extracción de datos puede demorar bastante tiempo. El sistema podrá visitar 
cientos de páginas, descargarlas y procesarlas. En sitios grandes estas pueden ser miles. Esto, junto 
a políticas de buen uso añade un tiempo importante al proceso. 
En caso de exceso de trabajo, o de que no se desee tener saturado un solo equipo, el sistema 
contemplará la opción de estar distribuido; es decir, la posibilidad de que el Administrador, el 
Indexador y los Bots estén en diferentes equipos: 
 
DIAGRAMA 9. VISIÓN DISTRIBUIDA 
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A continuación mostramos algunos ejemplos de configuraciones distribuidas del sistema: 
 Distribución única: El administrador, los bots y el indexador están en un mismo equipo. 
 Distribución administrador-indexadora: El administrador y el indexador están en un 
equipo y los bots distribuidos en varios equipos. 
 Distribución total: Cada equipo solo tiene una aplicación de área de responsabilidad.  
 
 
DIAGRAMA 10. DIFERENTES DISTRIBUICIONES DEL SISTEMA 
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 ShuttleBot 3.2
 
ShuttleBot es la aplicación que gestionará el proceso de extracción de información sobre las 
páginas web. Esta aplicación contiene una serie de algoritmos para llevar a cabo dicha empresa. 
Está diseñada para ser ejecutada desde el administrador de Sitios, el objetivo de tener separado 
dichas aplicaciones es mitigar el impacto de los procesos de extracción sobre la máquina donde se 
alojen. Con esta aplicación dotamos al sistema de una visión distribuida pudiendo alojarse en otras 
máquinas. 
 
 
 
CAPTURA DE PANTALLA 13. INTERFAZ DE UN SHUTTLEBOT 
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3.2.1 La información De un Site 
 
La información que se extrae de los sitios normalmente es generada de forma automática 
por gestores de contenido y código pregenerado. Este tipo de técnica utilizada por los creadores de 
sitios web nos facilita el reconocimiento de los datos de sus páginas. 
Cada sitio muestra la información de una forma diferente, es por ello que los bots son 
diseñados  individualmente para cada sitio. 
A continuación un ejemplo de un sitio real (www.tuaregviatges.es), el cual nos ofrece 
información de excursiones de aventura. En rojo aparecen datos que nos pueden interesar rastrear 
en el sitio para construir un portal temático de aventura. 
 
 
CAPTURA DE PANTALLA 14. PÁGINA DEL SITIO WEB TUAREG VIATGES 
 
3.2.2 Niveles de un Sitio 
 
Una vez localizada la información debemos saber llegar a ella, por ello debemos examinar el 
sitio para ver a qué nivel de profundidad están las páginas fuente.  
El nivel de profundidad se determina por los links que se ha de atravesar para llegar al 
contenido de la página.  
Pongamos un ejemplo: Una página de viajes común suele tener un nivel inicial, nivel 0 o de 
semilla. – ya que a partir de este enlace “crece” la lista de links a visitar-. El siguiente nivel lo 
conforman links de categorías como (Viajes a América, Viajes a Europa…) o enlaces externos e 
internos a diferentes lugares del sitio. Los siguientes niveles constarán a su vez de subcategorías 
(Kenya, Estados Unidos, Francia…). Estos niveles se van sucediendo hasta llegar al nivel donde 
están las páginas fuente.  
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Esquema de niveles del ejemplo anterior: 
 
DIAGRAMA 11. NIVELES DE UN SITIO 
 
 
3.2.3 Algoritmos del script 
 
El proceso de extracción de una fuente de datos se asemeja bastante al proceso real de la 
minería clásica. Es por ello que este tipo de procesos suelen denominarse procesos de Data Mining 
o Minería de Datos. 
 Como hemos comprobado, necesitamos resolver dos problemas principales: El primero es 
encontrar los links donde debemos rastrear información y el segundo es extraer dicha información. 
Para resolver dichos problemas se han diseñado dos algoritmos: 
 Algoritmo de fronteras de profundidad: Este algoritmo 
explorará los links del sitio hasta cierta profundidad. Recogerá conjuntos 
de links pertenecientes a cada nivel. Cada uno de estos conjuntos se le 
denominará frontera de rastreo y podrán ser utilizados por el segundo 
algoritmo. 
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 Algoritmo de Extracción de datos o workminer: Este algoritmo se encarga de visitar una 
frontera de rastreo y extraer los datos según unos patrones prestablecidos.  
 
 
3.2.3.1 Algoritmo de fronteras de profundidad 
 
Este algoritmo es el encargado de la recolección de los links del sitio. En él, encontramos un 
conjunto inicial de URLs, llamado Frontera de rastreo n (n indica el nivel de profundidad). De dicho 
conjunto se examinaran sus contenidos en busca de nuevos links de una profundidad mayor. 
 Hasta que se hayan tratado todas las URL de la Frontera N se hará el siguiente proceso: 
1. Se extrae una URL de la Frontera N. 
2. Se recopilan los links de la URL. 
3. Se trata la URL con  unos filtros configurables para obtener el resultado. 
4. Estas nuevas URL n+1 se introducen en la Frontera n+1. 
 
 
 
DIAGRAMA 12. ALGORITMO DE FRONTERAS DE PROFUNDIDAD 
 
Los filtros para las URL nos ayudan a acotar la frontera resultante, dando un menor tiempo 
de proceso y trabajo al siguiente nivel. Unos filtros muy restrictivos pueden hacer perder 
resultados. 
Los filtros diseñados son: 
 Comienza con: Debe comenzar por <parámetro>. 
 No comienza con: No debe comenzar por <parámetro>. 
 Acaba con <par>: Debe acabar con <parámetro>. 
 No acaba con <par>: No debe acabar por <parámetro>. 
 Contiene <par>:  Debe contener <parámetro>. 
 No contiene <par>: No debe contener <parámetro>. 
 Autocompletar: Si la URL es relativa y no comienza por el dominio, se le incluye el dominio. 
 Cerrar Frontera: Si se activa este filtro ninguna URL que esté en la Frontera n será incluida 
en la Frontera n+1.  
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3.2.3.2 Algoritmo de extracción de datos 
 
 El Algoritmo de extracción de datos es el encargado de extraer la información de un sitio. El 
proceso consiste en examinar cada una de las páginas almacenadas en una de las fronteras de 
rastreo. Durante este análisis se extraen todos los valores que coincidan con una serie de patrones, 
anteriormente configurados. 
Hasta que se hayan tratado todas las URL de la Frontera N se hará el siguiente proceso: 
1. Se extrae una URL de la Frontera. 
2. Se buscan coincidencias con los patrones. 
3. Se encapsulan los datos coincidentes. 
4. Estos datos se introducen en los Resultados Finales. 
 
 
DIAGRAMA 13. ALGORITMO DE EXTRACCIÓN DE DATOS 
 
Búsqueda de patrones 
 
 Este algoritmo contiene uno de los subprocesos fundamentales del Sistema: La búsqueda de 
patrones. Consiste en buscar una serie de patrones en un texto que puede ser que esté en el cuerpo 
del texto de la página, el cuerpo de la dirección URL o esté en otra página similar. 
 
Expresiones regulares 
 
 Debido a que la información se muestra de formas muy diversas se ha decidido utilizar 
expresiones regulares. Una expresión regular es un patrón en el cual cada carácter se refleja así 
mismo, pero además, puede contener ciertos símbolos que ayuden a definir ciertas características. 
Supongamos que tengamos el siguiente texto: 
“Ei, tengo casa. Perdón, tengo casi casa. Ya que  el abogado dice que tengo el caso ganado. Mira, 
tanta cosa para nada, si tenía coche para dormir.” 
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A continuación tres ejemplos de expresiones sobre el texto anterior: 
 
Expresión regular Equivalencias 
‘Tengo casa’ ‘Tengo casa’ 
‘Tengo  cas.’ ‘Tengo casa’, ‘Tengo casi’ ‘Tengo Caso’ 
‘^T???? c???’ ‘Tengo casa’ ‘tenía Coche’ ‘Tanta Cosa’ 
 
 La expresión regular ‘Tengo Casa’ coincidirá con cualquier texto igual a cada carácter que 
contenga, es decir, equivaldría a la misma cadena: ‘Tengo Casa’. Si añadimos un símbolo como ‘?’, 
que significa que en esa posición puede haber cualquier carácter y lo substituimos por la última 
letra, ‘Tengo Cas?’, nos coincidiría con ‘Tengo Caso’, ‘Tengo Casi’ o cualquier frase del texto que 
contenga el texto con la última letra cambiada. 
 Las posibilidades de las expresiones regulares son cuasi infinitas, existen multitud de 
modificadores y símbolos que nos ayudarán a construir un buen patrón. 
A continuación mostraremos los símbolos o metacarácteres  más importantes de las 
expresiones regulares, el resto de expresiones se pueden consultar en cualquier manual en Internet 
o en el libro [17]. 
 
Meta carácter Descripción 
. Coincide con cualquier carácter individual excepto el salto de 
línea. 
* Coincide con cero o más apariciones de la expresión precedente. 
Es decir, que la expresión a* coincide con cero más apariciones 
de a minúsculas, y .* coincide con cero o más caracteres. 
 
[caracteres] 
 
Los corchetes deben contener uno o más caracteres; la 
expresión completa entre los corchetes coincide exactamente 
con uno o más caracteres en la serie. De esta 
forma, [abc]coincide con una a, una b, o una c; no coincide con 
cero caracteres, y no coincide con otro carácter que no sea uno 
de estos tres. 
^ 
 
Fija la búsqueda al principio de la línea. La 
expresión ^The coincide con The cuando aparece al principio de 
la línea. No puede haber espacios antes de The. Si desea permitir 
espacios, puede permitir cero o más espacios de la manera 
siguiente: ^*The. 
 
$ 
 
Coincide con el final de la línea. end$ precisa que el 
texto end esté al final de la línea, sin espacios ni texto en medio. 
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[^caracteres] Esta expresión invierte el sentido de una lista entre corchetes. 
De esta forma, [^abc] coincide con cualquier carácter 
único excepto a, b, or c. 
[carácter-carácter] Puede especificar un rango de caracteres dentro de una lista de 
paréntesis cuadrados. Para coincidir con cualquier letra 
minúscula, utilice [a-z]. Puede especificar más de un rango; de 
esta manera, para especificar las tres primeras o las tres últimas 
letras del abecedario, escriba [a-cx-z]. Para especificar cualquier 
letra, sea mayúscula o minúscula, pruebe con [a-zA-Z]. Puede 
poner juntos rangos de caracteres y caracteres únicos, además 
del metacarácter ^metacharacter; por ejemplo [^a-zBZ]significa 
«cualquier carácter, excepto una letra minúscula, una B 
mayúscula o una Z mayúscula». 
() Puede utilizar los paréntesis para agrupar partes de la expresión 
regular, igual que lo haría con una expresión matemática. 
| Significa «o». Utilícelo para especificar una serie de expresiones 
alternativas. Generalmente deseará poner las alternativas entre 
paréntesis, de la siguiente manera: c(ad|ab|at)coincide con cad o 
bien cab o bien cat. Sin los paréntesis, coincidiría con cad o ab o 
at. 
\ Permite escapar cualquier carácter especial; si desea encontrar 
literalmente un asterisco *, escriba \*. La barra invertida 
permite ignorar el significado especial al que estamos 
acostumbrados para *. 
He aquí algunos ejemplos más: 
Expresión regular Equivalencias 
c.pa cepa, capa, copa, copar 
c\ .pa c.pa, c.par
sto*p stp, stop, stoop 
car.*n carton, cartoon, Carmen 
xyz.* Con xyz y con cualquier cosa que le siga. 
^The The al principio de la línea. 
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tiempo$ 
 
tiempo al final de la línea. 
^Solo$ 
 
Con una línea que está compuesta únicamente por la 
palabra Solo, sin espacios, ni otros caracteres, nada 
en absoluto. Sólo se permite la palabra Solo. 
 
p[aeo]sa 
 
pasa, pesa, posa 
 
Ca[D-F]re 
 
CaDre, CaEre, CaFre 
Ver[^0-9] Con Ver seguido por cualquier carácter que no sea 
un número. 
sal[ai][rn] 
 
con salar, salan, salir, salin. 
[A-Za-z][A-Za-z]* 
 
Con cualquier palabra que esté compuesta 
únicamente y al menos por una letra. No coincidirá 
con números o espacios. 
  
Construcción de patrones para el algoritmo 
 
El patrón es un conjunto de caracteres que definirá el resultado de la búsqueda. Como 
anteriormente hemos descrito, se utilizarán las potentes expresiones regulares durante este 
proceso. 
Las expresiones regulares de los patrones deben contener la marca ‘(.*)’ que indica al 
sistema la información a extraer. Es decir, si deseamos extraer la palabra ‘casa’ de ‘Tengo Casa’ 
deberemos introducir la siguiente expresión ‘Tengo (.*)’. 
 Además, para aumentar la potencia de la búsqueda se han diseñado cuatro tipos de patrón: 
 
 Tipo 0 (Normal): Este patrón busca la expresión regular en el cuerpo de la página 
referenciada por la URL. 
 
 Tipo 1 (URL): Buscará la expresión regular en el cuerpo de la dirección URL. 
 
 Tipo 2 (Reemplazo): Substituirá una parte de la URL por otra indicada por un patrón de 
remplazo. Buscará el patrón en el contenido de la página de la URL resultante. 
 
 Tipo 3 (Espejo): Este patrón se construye a partir de dos subpatrones y un número de 
patrón. Los subpatrones corresponden a la expresión regular partida en dos y en medio los 
datos extraídos en un patrón ya tratado. 
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DIAGRAMA 14. CONSTRUCCIÓN DE PATRONES 
 
 Como ejemplo vamos a construir los patrones para extraer la información del sitio indicado 
en inicio del capítulo: 
 
CAPTURA DE PANTALLA 15. PÁGINA DEL SITIO WEB DE TUAREG VIATGES 
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 Si inspeccionamos el código de dicho sitio, encontraremos que estos tres campos están en 
las siguientes partes del código HTML: 
 “<h2>India : Stok Kangri 6.150m con guía Sanga</h2>” y “<strong>Época :</strong>De Junio 
a Septiembre</p>”. 
 
Los patrones resultantes son: 
Campo Datos del patrón Tipo de patrón 
Zona (India)  Patrón: “<h2>(.*)-“ 0 - Normal 
Título (Stok Kangri 6.150m…)  Subpatrón1: “<h2>” 
 Nº patrón: 1 
 Subpatrón2: ”(.*) </h2>” 
3 – Espejo 
Época (Junio a Septiembre)  Patrón: ”Época :</strong>(.*)</p>”. 
 
0 - Normal 
 
Con estos mismos patrones podremos extraer información de todas las páginas 
referenciadas en la frontera de rastreo que se asemejen. Ya que, por ejemplo, encontramos este 
mismo fragmento de código en todas las fichas de viajes de este sitio como: 
 
 “<h2>Francia : Tour del Mont Blanc</h2>” y “<strong>Época :</strong>De Junio a 
Septiembre</p>”. 
 “<h2>CABO VERDE : Cabo Verde – Santo Antao</h2>” y “<strong>Época :</strong>Todo el 
año</p>”. 
 
 
3.2.4 Inicialización y sistema de archivos 
 
El Script está preparado para cargar la configuración deseada para su ejecución. Estos datos 
están en archivos con extensión *.conf en el directorio donde se aloja el script. La frontera inicial, 
las configuraciones de cada nivel y del extractor son cargadas en el momento que haga falta 
utilizarlas. 
Los archivos de datos generados por el script tendrán extensión *.dat, cada frontera 
después de ser construida será almacenada en un  archivo llamado “lvl” + número de frontera + 
“.dat”. A su vez, los resultados de la extracción del sitio se almacenarán con el nombre de archivo 
indicado en la inicialización del script. 
A continuación se muestra un esquema de la inicialización y el sistema de archivos. En 
amarillo los archivos que deben ser creados en el inicio del script y en azul los archivos creados por 
el propio script. Los posibles inicios del proceso se indican con una flecha de color rojo. 
Esquema del sistema de archivos: 
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La inicialización del proceso comienza con la carga del archivo ini.conf donde establece 
la configuración de inicialización.  
Este archivo contiene:  
 
 El número de niveles configurados. 
 El dominio del sitio. 
 Si se desea extraer resultados. 
 Si se desea activar el protocolo de Exclusión de Robots. 
 Los segundos mínimos de espera entre petición y petición. 
 
 
  DIAGRAMA 15. ESQUEMA DEL SISTEMA DE ARCHIVOS 
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  El administrador: La lanzadera 3.3
 
El administrador es la aplicación responsable del área de administración del Sistema. Se 
muestran  la lanzadera y los componentes necesarios para su funcionamiento.  
La lanzadera es un proceso o servicio del administrador que debe gestionar y controlar los 
lanzamientos de los ShuttleBots o de bots externos. Además, para una gestión de los sitios, se ha 
diseñado la configuración de los lanzamientos sobre los Sitios Web. 
 Se utilizará la programación a objetos con el fin de obtener un resultado mejor en la gestión 
del sistema. El diseño se basa en la metodología modelo-vista-controlador. En concreto se 
presentan los diseños de la capa de Negocio. 
 
Pantalla del Administrador del Sitios: 
 
 
CAPTURA DE PANTALLA 16. INTERFAZ DE SHUTTLEADMIN 
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3.3.1 Diagrama conceptual UML 
 
A continuación, expondremos los conceptos necesarios para diseñar la aplicación. Para ello 
se ha desarrollado el  diagrama conceptual (Diagrama 16): 
 
 
DIAGRAMA 16. MODELO CONCEPTUAL FASE 1 
 
Dónde: 
 Sitio: Es el lugar o sitio web al que se desea extraer información.  
 Bot: Es el enlace entre el administrador con el bot PHP que extraerá la información.  
 Hora de Lanzamiento: Es la fecha en la cual se va a ejecutar el bot. 
 Lanzamiento: Es el proceso de ejecución de un bot. 
 Lanzadera: Es el objeto encargado de gestionar la cola de lanzamientos. 
 Hora de Mantenimiento: En una hora determinada la lanzadera debe reiniciarse para 
acoger las ejecuciones del nuevo día.  
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3.3.2 Contexto de trabajo 
Para poder llevar el diseño a cabo se necesitan repositorios. Los repositorios son almacenes de 
información donde se guardan ciertos objetos con la intención de recuperarlos más adelante. 
Los repositorios necesarios en este contexto de trabajo son: 
 Necesitaremos un repositorio centralizado de Sitios: (List<Sitio>).
 Necesitaremos un segundo repositorio, en este caso distribuido por lanzamientos por cada
bot.
 También será necesario un archivo binario para guardar la  configuración de los sitios:
sities.crw  y de la configuración inicial options.crw.
3.3.3 Casos de Uso 
Un caso de uso es una secuencia de interacciones entre el sistema y un actor que se 
desarrollan en respuesta a un evento que inicia el primero. Este actor puede ser un usuario, 
otro sistema o el propio sistema. Los casos de uso definen las funcionalidades principales de la 
aplicación. 
A continuación los casos de Uso detectados para la aplicación: 
DIAGRAMA 17. CASOS DE USO DEL SISTEMA DE LA FASE 1 
 Crear Sitio: Crea un Sitio en el sistema.
 Modificar Sitio: Modifica un Sitio existente.
 Iniciar Lanzadera: Iniciar la lanzadera.
 Parar Lanzadera: Detener la lanzadera.
 Reiniciar Lanzadera: Reiniciar la lanzadera.
 Mantenimiento: Reinicia la lanzadera a las 0:00.
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3.3.3.1 Crear Sitio / Modificar Sitio 
 
Crear Sitio y Modificar Sitio son los casos de uso relacionados con la creación o modificación 
de los sitios en el Sistema. Ambos diseños se muestran juntos ya que comparten dos de las tres 
secuencias diseñadas: 
 
 
 
 
 
 
 
DIAGRAMA 18. DIAGRAMAS DE INTERACCIÓN CREAR SITIO Y MODIFICAR SITIO 
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Secuencia newSite 
Contrato 
 
Responsabilidad 
 Prepara la lista de ejecuciones temporal para la introducción de un nuevo Sitio. 
Precondiciones 
 Cierto. 
Postcondiciones 
 Existe una nueva lista temporal de Ejecuciones. 
 
Diseño 
 
El caso de Uso comienza con el mensaje New_Sitio()  hacia el controlador(1). Es aconsejable 
trabajar con una lista temporal para no modificar el objeto durante la edición. Esto permitirá 
deshacer los cambios si el usuario lo requiere. El controlador creará una lista de Lanzamientos 
temporales (TempLaunchings) para crear o modificar el sitio (1.1). 
 
 
 
  
DIAGRAMA 19. DIAGRAMA DE COLABORACIÓN NEW SITE 
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modifySite 
 
Contrato 
 
Responsabilidad 
 Prepara la lista de lanzamientos temporales para la introducción de un nuevo Sitio. 
Precondiciones 
 Existe un Sitio con ID_Sitio=String id_sit. 
Postcondiciones 
 Si[Bol] TempLaunchings se le asignará la lista de TempSitio. 
 Si[¡Bol] TempLaunchings  será reseteada. 
 
 
Diseño 
 
El Controlador recibe el mensaje para modificar un Sitio con una cadena como identificador: 
Id_sit   (mensaje 1). Resolverá la encajada del identificador y devolverá el objeto y lo asignará a un 
Sitio Temporal para cargar los datos en la interfaz (mensaje 1.2). Asignará los lanzamientos del sitio 
a la lista temporal de lanzamientos (1.2.1).   
 
 
 
  
DIAGRAMA 20. DIAGRAMA DE COLABORACIÓN UML MODIFY SITE 
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AddTempLaunching 
 
Contrato 
 
Responsabilidad 
 Introduce una nueva ejecución en la lista de ejecuciones temporal. Este método es compartido 
con el Modificar_Sitio(id_sitio). 
Precondiciones 
 Existe una lista temporal de Lanzamientos. 
Postcondiciones 
 Existe una nueva ejecución con: 
 Id_Launching=id_ex 
 BotLaunching=botr 
 InitialDate=din 
 FinalDate=dout 
 Hour=hour 
 Min=min 
 
Diseño 
 
Una vez recibido el mensaje addTempLaunching (mensaje 1), creamos un nuevo 
lanzamiento (Ex) con los parámetros recibidos (mensaje 1.1). Seguidamente, lo añadimos a la lista 
temporal (1.2).  
 
 
 
DIAGRAMA 21. DIAGRAMA DE COLABORACIÓN UML ADD TEMP LAUNCHING 
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saveSite 
Contrato 
Responsabilidad 
 Guarda el Sitio en el sistema. Este método es compartido con el Modificar_Sitio (id_sitio).
Precondiciones 
 Existe una Lista de Sitios (List<Sitio> Sitios)
Postcondiciones 
 [Si (activado=true or empty=true)] Existe un Sitio con:
o Id_Sitio=id_sit
o Descripcion=Descr
 [Si not(activado=true or empty=true)] Existe un Sitio con:
o Id_Sitio=id_sit
o Descripcion=Descr
o Existe un Nuevo Bot enlazado al Sitio con:
 BotAdress=ad_bot
 List<Launching> Launchings = List<Launching> TemporalLaunchings
Diseño 
El mensaje saveSite es recibido desde la interfaz por el Controlador (UCR), este confirma su 
existencia (mensaje 1.1). Si existe, el caso de Uso cambiará al Caso de Uso Modificar Sitio, el cual 
eliminará dicho Sitio (mensaje 1.2). Una vez hecho este proceso será el mismo camino para ambos 
Casos de Uso: Se crea un nuevo Sitio (mensaje 1.3). Si está activado el bot o la interfaz ya contenía 
lanzamientos (signo de que se quiere modificar o se están añadiendo más). Se creará un Bot en el 
Sitio (mensajes 1.3.1 y 1.3.2) y se le substituirá su lista de Lanzamientos (mensaje 1.3.3). El último 
mensaje lo realiza el Controlador que añade el nuevo Sitio al Sistema. 
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3.3.3.2 Iniciar Lanzadera 
 
Este caso de uso es el encargado de ejecutar la Lanzadera.  Creará un hilo de ejecución que 
despertará cada vez que tenga que ejecutarse un bot. 
 
 
 
 
DIAGRAMA 23. DIAGRAMA DE INTERACCIÓN START SHUTTLE 
 
DIAGRAMA 22. DIAGRAMA DE COLABORACIÓN UML SAVESITE 
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startShuttle 
Contrato 
Responsabilidad 
Es el encargado de ejecutar la Lanzadera.  Creará un hilo de ejecución que despertará cada vez 
que tenga que ejecutarse un bot. 
Precondiciones 
 Existe algún Sitio en el Sistema.
Postcondiciones 
 La lista de lanzamientos está vacía o se ha interrumpido mediante los casos de uso resetShuttle
o stopShuttle.
Diseño 
Este caso de uso inicia el proceso de lanzamientos de los bots. Consta de una lista de 
lanzamientos (mensaje 1.1) que es actualizada  por una lista de lanzamientos programados para el 
día actual (mensajes 1.2.1 y 1.2.2). A continuación, el Controlador provee a la Lanzadera de la lista 
de lanzamientos diarios (mensaje 1.3.1). Seguidamente, envía un mensaje para iniciar la Lanzadera 
(mensaje 1.4).  
Al iniciarse la Lanzadera coge el primer elemento de la lista Lanzamientos(mensaje 1.4.1) y 
lo guarda en el componente nextLaunching y se inicia un hilo de ejecución (mensaje 1.4.2) 
Este hilo consulta el tiempo que queda para su próxima ejecución  (mensaje 1.4.3) y se 
duerme hasta que transcurra dicho tiempo (mensaje 1.4.4). Cuando despierte mandará la orden al 
lanzamiento para que ejecute  el Bot (mensajes 1.4.4 .1 y 1.4.4.2). 
Una vez ejecutado el bot, el hilo de ejecución elimina de la lista de lanzamientos el objeto 
alojado en el componente nextLaunching (mensaje 1.4.5). Seguidamente, el hilo de ejecución mira si 
la lista está vacía y en ese caso sale del bucle  reiniciando la lanzadera (mensaje 1.4.6). Por el 
contrario si quedan más ejecuciones cojera el siguiente elemento (mensaje 1.4.5) y volverá a 
comenzar el proceso desde el mensaje 1.4.1 realizando las mismas tareas que en el lanzamiento 
anterior. 
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DIAGRAMA 24. DIAGRAMA DE COLABORACIÓN UML START SHUTTLE 
 
3.3.3.3 Parar Lanzadera 
 
Este caso de uso interrumpirá la lanzadera siempre y cuando se haya iniciado el caso de uso 
anterior. 
 
 
DIAGRAMA 25. DIAGRAMA DE INTERACCIÓN STOP SHUTTLE 
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stopShuttle 
Contrato 
Responsabilidad 
 Detener la lanzadera.
Precondiciones 
 Existe un componente Shuttle iniciado.
Postcondiciones 
 El componente Shuttle ha detenido su hilo de ejecución.
Diseño 
El Controlador recibe el mensaje ShuttleStop (mensaje 1) y si tiene una realización de la 
Lanzadera le envía el mensaje StopShuttle (mensaje 1.1). Si se está ejecutando un hilo, la lanzadera 
envía un mensaje de interrupción (mensaje 1.2). En ese caso, tratará la excepción del mensaje de 
interrupción y pondrá el booleano que controla el bucle a cierto (mensaje 1.2.1). 
DIAGRAMA 26. DIAGRAMA DE COLABORACIÓN STOPSHUTTLE 
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3.3.3.4 Reiniciar Lanzadera 
Este caso de uso reinicia la Lanzadera. 
DIAGRAMA 27. DIAGRAMA DE INTERACCION RESET SHUTTLE 
resetShuttle 
Contrato 
Responsabilidad 
 Reiniciar la lanzadera.
Precondiciones 
 Existe un componente Shuttle iniciado.
Postcondiciones 
 Se ha reiniciado la lanzadera.
Diseño 
En este caso de uso reaprovecharemos los dos casos de uso anteriores, ya que es necesario 
parar la lanzadera correctamente. El actor envía el mensaje de resetShuttle() al Controlador 
UCR(mensaje 1). Ejecuta el caso de uso  StopShuttle()(mensaje 1.1) y por último el caso de uso 
StartShuttle() (mensaje 1.2). 
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DIAGRAMA 28. DIAGRAMA DE COLABORACIÓN UML RESET SHUTTLE 
3.3.3.5 Mantenimiento 
 
A las 0:00 el sistema debe recoger los datos para el nuevo día. Por ello este caso de uso mantendrá 
un hilo dormido hasta las 0:00 de cada día para realizar un reset de la Lanzadera. 
 
 
 
DIAGRAMA 29. DIAGRAMA DE INTERACCIÓN MAINTENANCE 
 
Maintenance 
 
Contrato 
 
Responsabilidad 
 Reiniciar la lanzadera a las 0:00. 
Precondiciones 
 El Sistema está iniciado. 
Postcondiciones 
 Se ha iniciado un reinicio de la lanzadera  a las 00.00. 
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Diseño 
En primer lugar, el actor envía el mensaje maintenance() al Controlador UCR. Este crea una 
nueva realización del componente Maintenance. Al crearse ejecuta un hilo (mensaje 1.2) que 
dormirá (mensaje 1.3) hasta las 0:00.  A dicha hora el hilo realizará el reset (mensaje 1.4). 
DIAGRAMA 30. DIAGRAMA DE COLABORACIÓN UML MAINTENANCE 
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 El administrador: El diseñador de bots  3.4
 
A continuación vamos a proceder a explicar el diseño del Diseñador de bots. Como 
comentamos en la arquitectura del sistema, necesitamos dotar al administrador de alguna 
metodología para diseñar y construir los bots a través de los archivos de configuración de los 
Scripts.  
El script para funcionar correctamente necesita los archivos de workminer.conf, nivel0.dat y 
ini.conf. En cada archivo se configura cada subproceso del script, es por ello que para diseñar el 
Diseñador de Bots crearemos nuevos conceptos basados en los procesos de los algoritmos de 
fronteras y extracción de datos (Workminer). 
 
CAPTURA DE PANTALLA 17. INTERFAZ GRÁFICA DEL DISEÑADOR DE BOTS 
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3.4.1 Ampliación del  Diagrama conceptual UML 
 
Vamos a proceder a ampliar el diagrama conceptual con las nuevas relaciones que surgen al 
añadir los siguientes conceptos: 
 Nivel: Representa a cada uno de los niveles del sitio. Cada nivel guarda la configuración que 
posteriormente se utilizará para crear los archivos de configuración de cada nivel del script.  
 Workminer: Representa la configuración del algoritmo de extracción del script. La 
finalidad de este concepto será la configuración del archivo workminer.conf. 
 Patrón: Los patrones son expresiones regulares con una configuración adicional para el 
algoritmo de extracción del Script. 
Además, se necesitan añadir nuevos atributos a los conceptos del diseño de la primera fase: 
 Bot: Se le añaden los atributos: List<workminer>workminers, List<Level>levels, String 
fileSystem, int robotsTXT, int gap.  
 
 Lanzamiento: Se le añaden los atributos int level_execution, int workminer. 
 
Diagrama conceptual resultante: 
 
 
DIAGRAMA 31. MODELO CONCEPTUAL DEL DISEÑADOR DE BOTS (FASE 2) 
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3.4.2 Ampliación del Contexto de trabajo 
 
Se amplía el contexto de trabajo: 
 Necesitaremos añadir un repositorio centralizado de Bots: (List<Bot>Bots). 
 Necesitaremos un repositorio distribuido de niveles por Bot. 
 Necesitaremos un repositorio distribuido de workminers por bot. 
 Necesitaremos un repositorio distribuido de patrones por bot. 
 
 
3.4.3 Ampliación de los Casos de Uso 
 
Se añaden seis nuevos casos de uso: Create bot, modify bot, Launch bot, Build Bot, Make 
portable y Show Results: 
 
 
DIAGRAMA 32. NUEVOS CASOS DE USO (FASE 2) 
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 Crear Bot: Se crea un nuevo Bot.
 Modificar Bot: Se crea o se modifica un nuevo Sitio.
 Lanzar Bot: Lanza un bot.
 Montar Bot: Monta un bot en un directorio especificado.
 Bot Portable: Crea un archivo comprimido ZIP con un bot montado.
 Mostrar Resultados: Muestra resultados con el visor CSV por defecto.
3.4.3.1 Crear Bot / Modificar Bot 
Create Bot y Modify Bot son los casos de uso relacionados con la creación o modificación de 
los bots de nuestro sistema. Comparten dos de las tres secuencias diseñadas, es por ello que se  
ambos diseños se muestran juntos. 
DIAGRAMA 33. DIAGRAMA DE INTERACCIÓN CREATE BOT / MODIFY BOT 
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Secuencia create bot 
Contrato 
Responsabilidad 
 Prepara el bot temporal para la introducción de un nuevo bot.
Precondiciones 
 Cierto.
Postcondiciones 
 Existe un nuevo bot temporal llamado BotTemp y enlazado con el controlador.
Diseño 
El caso de uso comienza con el mensaje Create_Bot()  hacia el controlador(mensaje 1). Es 
aconsejable trabajar con un objeto temporal para no modificar el objeto durante la edición. Esto 
permitirá deshacer los cambios si el usuario lo requiere. El controlador creará un Bot temporal 
(botTemp) el cual creará una lista de workminers y niveles vacía. (Mensajes 1.1.1 y 1.1.2). 
DIAGRAMA 34. DIAGRAMA DE COLABORACIÓN UML CREATE BOT 
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modify bot 
Contrato 
Responsabilidad 
 Prepara la lista de ejecuciones temporales para la introducción de un nuevo Sitio. 
Precondiciones 
 Existe un Sitio con ID_Sitio=String id_sit. 
Postcondiciones 
 Si[Bol] TempExecutions se le asignará la lista de TempSitio. 
 Si[¡Bol] TempExecutions  será reseteada. 
 
Diseño 
El Controlador recibe el mensaje para modificar un Site con una cadena Id_sit (mensaje 1). 
Resolverá la encajada del identificador y devolverá el objeto y lo asignará a un Site Temporal para 
cargar los datos en la interfaz (mensaje 1.2). Asignará las ejecuciones del sitio a la lista temporal de 
ejecuciones (1.2.1).   
 
 
DIAGRAMA 35. DIAGRAMA DE COLABORACIÓN UML MODIFY BOT 
 
addLevel 
Contrato 
Responsabilidad 
 Introduce añade un nuevo nivel al bot temporal.  
Precondiciones 
 Existe un bot temporal con nombre BotTemp. 
 Existe en Bot Temp una lista de objetos Level. 
Postcondiciones 
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 Existe una nueva objeto Level con: 
 int idLevel=lvl 
 String start_with =sw 
 Bool start_with_neg = swn 
 String ends_with=ew 
 Bol ends_with_neg = ewn 
 String contains = co 
 Bool contains_neg=con 
 
Diseño 
Una vez recibido el mensaje indicando el inicio de la secuencia (mensaje 1.1), enviamos los 
datos a través del controlador al bot temporal (mensaje 1.1). Creamos un nuevo Nivel (1.1.2), 
siendo el Bot su creador canónico y se añade previamente el identificador (1.1.1). Por último 
añadimos a la lista Levels el nuevo objeto. 
 
 
DIAGRAMA 36. DIAGRAMA DE COLABORACIÓN UML NEW LEVEL 
 
add TempWorkminer 
Contrato 
Responsabilidad 
 Añade un nuevo workminer temporal.  
Precondiciones 
 Existe un bot temporal con nombre BotTemp. 
Postcondiciones 
 Existe una nueva realización del objeto tempWorkminer con una lista vacía de objetos Pattern. 
 
68 
Diseño 
El controlador recibe el mensaje de creación del objeto temporal. Éste indica al bot la 
creación de un workminer temporal mendiante el mensaje 1.1. Se crea el objeto y la lista temporal 
de patrones (mensajes 1.2 y 1.3).   
Diagrama de secuencia UML: 
DIAGRAMA 37. DIAGRAMA DE COLABORACIÓN UML ADDTEMPWORKMINER 
add Pattern 
Contrato 
Responsabilidad 
 Añade un nuevo patrón a la lista de patrones del workminer temporal (WorkTemp)
Precondiciones 
 Existe un bot temporal con nombre BotTemp.
 Existe en Bot Temp un workminer temporal llamado WorkTemp.
 Worktemp contiene una lista de patrones.
Postcondiciones 
 Existe una nueva objeto Pattern con:
 String Expresion1 = E1
 String Expresion2 = E2
 int_remplace = Re
 String URL_remplace=Ure
 String URL_remplace_by=Urb
Diseño 
La secuencia empieza con el mensaje enviado por el actor al controlador UCR. Este envia los 
datos al workminer temporal mediante el bot temporal (mensajes 1.1 y 1.2). TempWork crea un 
identificador único para el patrón (mensaje 1.2.1), lo crea (mensaje 1.2.2) y lo añade a la lista de 
patrones (mensaje 1.2.3). 
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DIAGRAMA 38. DIAGRAMA DE COLABORACIÓN UML ADD PATTERNS 
add Workminer 
Contrato 
Responsabilidad 
 Añade un nuevo workminer a la lista de workminers del bot temporal.
Precondiciones 
 Existe un bot temporal con nombre BotTemp.
 Existe en Bot Temp una lista de objetos Workminer con nombre Workminers.
Postcondiciones 
 Existe un nuevo objeto Workminer en la lista Workminers con:
 La información suministrada a BotTemp.
 Int Id_workminer =id_wkm
 Int ExtractionLevel = extraction_level
 Int Expected= expected
Diseño 
El controlador envia el mensaje de creación del nuevo workminer a través del mensaje 1.1. 
Crea el identificador único (mensaje 1.1.1) y añade la información al Workminer temporal (mensaje 
1.1.2). Posteriormente, se realiza una copia de los datos y se inyectan en una nueva realización 
(mensaje 1.1.3), la cual es añadida a la lista de workminers del bot temporal (mensaje 1.1.4). 
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DIAGRAMA 39. DIAGRAMA DE COLABORACIÓN UML ADD WORKMINER 
 
saveBot 
Contrato 
 
Responsabilidad 
 Guarda el Bot en el sistema. Este método es compartido con el Modificar_Bot (id_bot). 
Precondiciones 
 Existe una Lista de Bots (List<Bot> Bots) 
Postcondiciones 
 Existe un nuevo Bot con los datos inyectados desde el bot temporal. 
 
 
Diseño 
 
El mensaje saveBot es recibido desde la interfaz por el Controlador (UCR), este confirma su 
existencia mensaje (1.1.1). Si existe, el caso de Uso cambiará al Caso de Uso Modificar Bot, el cual 
eliminará dicho Bot posteriormente en el mensaje 1.1.4. Una vez hecho este proceso será el mismo 
camino para ambos Casos de Uso: Se añade la información al Bot temporal (mensaje 1.1.2), se crea 
un nuevo bot inyectando los datos del bot temporal (1.1.3). Por último, se añade a la lista de Bots 
del repositorio centralizado (mensaje 1.1.5). 
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DIAGRAMA 40. DIAGRAMA DE COLABORACIÓN UML SAVE BOT 
 
 
3.4.3.2 Lanzar Bot 
 
Este caso de uso es el encargado de ejecutar el script del Bot indicado a petición del sistema 
(lanzamiento mediante la lanzadera) o  a petición del usuario (lanzamiento manual). 
 
 
 
DIAGRAMA 41. DIAGRAMA DE INTERACCIÓN LAUNCH BOT 
Contrato 
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Responsabilidad 
 Ejecuta un Bot. Establece las comunicaciones si hiciera falta y muestra el script en una nueva 
ventana. 
Precondiciones 
 No puede estar ejecutándose el mismo bot al mismo tiempo. 
Postcondiciones 
 Se ha ejecutado un Bot. 
 
 
Diseño 
El caso de Uso comienza con el mensaje launch_Bot()  hacia el controlador(mensaje 1). Este 
crea un nuevo objeto de la capa de Servicio (SE_Bot) el cual enviará el mensaje para crear una 
nueva conexión a la capa de comunicaciones (mensaje 1.2.1). Por último crea una nueva realización 
del objeto LaunchPad, el cual nos creará la ventana de ejecución del bot. 
  
DIAGRAMA 42. DIAGRAMA DE COLABORACIÓN UML LAUNCH BOT 
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Montar Bot 
 
Este caso de uso es el encargado de montar el sistema de archivos necesario para la 
ejecución de un Bot. 
 
 
 
Contrato 
 
Responsabilidad 
 Construye el sistema de archivos necesario para la ejecución de un Bot. 
Precondiciones 
 Debe existir el directorio raíz donde se va a montar el Bot. 
Postcondiciones 
 Se ha montado el Bot. 
 
Diseño 
El caso de uso comienza con el mensaje buildBot()  hacia el controlador (mensaje 1). Este 
retransmite el mensaje al Bot Temporal para que, junto con los datos incluidos, monte el Bot en el 
directorio especificado en la durante el diseño del Bot. 
 
 
 
 
 
 
DIAGRAMA 44. DIAGRAMA DE COLABORACIÓN UML BUILD BOT 
DIAGRAMA 43. DIAGRAMA DE INTERACCIÓN BUILD BOT 
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3.4.3.3 Bot Portable 
 
Este caso de uso es el encargado de crear un archivo ZIP con los archivos necesarios para la 
ejecución de un Bot en un directorio especificado. 
 
Contrato 
 
Responsabilidad 
 Crea un nuevo archivo ZIP con el contenido de la carpeta especificada. 
Precondiciones 
 El bot debe estar montado previamente. 
Postcondiciones 
 Se ha creado un archivo ZIP con un bot portable. 
 
Diseño 
 
Cuando recibe el mensaje el controlador, este, que es experto en los datos para poder 
realizar la operación, crea el archivo portable. 
 
DIAGRAMA 46. DIAGRAMA DE COLABORACIÓN UML MAKE PORTABLE 
 
  
DIAGRAMA 45. DIAGRAMA DE INTERACCIÓN MAKE PORTABLE 
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3.4.3.4 Mostrar Resultados 
Este caso de uso muestra los resultados en el programa predefinido del S.O. encargado de 
visualizar archivos CSV. 
Diagrama de interacción 
Contrato 
Responsabilidad 
 Muestra los resultados en el programa predefinido del S.O. encargado de visualizar archivos
CSV.
Precondiciones 
 Debe existir una aplicación en el sistema definida a tal uso.
Postcondiciones 
 Se ha ejecutado el programa visor de CSV con el documento.
Diseño 
En este caso de uso, se envía el mensaje showResults al Controlador indicándole que tipo de 
resultados se desea obtener. Según la opción mostrará los últimos resultados de un Bot o los 
resultados de un lanzamiento específico. 
DIAGRAMA 48. DIAGRAMA DE COLABORACIÓN UML SHOW RESULTS 
DIAGRAMA 47. DIAGRAMA DE INTERACCIÓN SHOW RESULTS 
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 El servidor de Bots TCP 3.5
El Administrador debe comunicarse de alguna manera con los ShuttleBots para tener un 
intercambio de información. El sistema se ampliará con un servidor TCP para la gestión de las 
comunicaciones entre el Administrador y los ShuttleBots.  El servidor de Bots pertenece a la capa 
de Servicios de la aplicación, la cual se ubica dentro de la capa de negocio. 
Necesitamos trabajar sobre un protocolo fiable para controlar el estado de la conexión y 
recibir correctamente los resultados en el repositorio centralizado de archivos. Es por ello que el 
protocolo TCP nos ofrece los requisitos necesarios para realizar este diseño. 
3.5.1 Diagrama conceptual UML 
DIAGRAMA 49. DIAGRAMA CONCEPTUAL DEL SERVIDOR DE BOTS 
Se añaden los siguientes conceptos: 
 Servidor de Bots: Gestiona las múltiples conexiones a los bots.
 Conexión de Bot: Es el componente responsable de la comunicación individual entre el
script y el Servidor de Bots.
 Bot de Servicio: Este componente contiene un Bot de la capa de negocio y una plataforma
de Lanzamiento.
 Plataforma de Lanzamiento: Este componente representa el objeto donde será ejecutado
el Bot. Para ello se requerirá de algún componente para la navegación de páginas web.
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3.5.2 Conexión TCP 
El sistema propuesto necesita dotarse de algún método de intercambio de información 
entre las diferentes aplicaciones que lo componen. Las aplicaciones pueden estar en diferentes 
plataformas y además están diseñadas en diferentes lenguajes de programación. Esto nos obliga a 
utilizar un buen protocolo de comunicaciones con el objetivo de dotar al sistema de la visión 
distribuida que queremos. 
El Protocolo de Control de Transmisión, conocido comúnmente por sus siglas en inglés TCP 
(Transfer Control Protocol), nos ofrece una comunicación segura y una estandarización en todos los 
sistemas operativos.  
TCP es el protocolo más estandarizado para este tipo de conexiones. Múltiples protocolos de 
aplicación lo utilizan: HTTP, SMTP, SSH y FTP. Es por ello que nuestro sistema de intercambio de 
mensajes irá sobre este protocolo. 
3.5.2.1 Intercambio de Mensajes TCP. 
 Los mensajes de Datos entre las aplicaciones que integran Shuttle se transmitirán dentro de 
segmentos TCP. Un segmento TCP es la unidad de datos del protocolo y la forman un conjunto de 
bits que representan la información.  
El Mensaje de Shuttle es la unidad de datos de nuestro sistema. Distinguimos dos mensajes 
diferentes:  
DIAGRAMA 50. MENSAJES DE SHUTTLE 
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 Mensaje del Servidor de Bots: Es el mensaje que envía el Servidor de Bots en el inicio de 
la sesión TCP. Está compuesto por cuatro campos:
o ID ShuttleBot: Este campo indica el identificador del Bot. El cual le servirá al Bot
para guardar el archivo de información.
o Petición: Es el número de la frontera que construirá primero.
o Número de Niveles: Es el total de niveles que debe considerar el Bot.
o Nivel de Extracción: Aquí se indica el nivel del cual, el Workminer procesará la
frontera de rastreo.
 Mensaje de un ShuttleBot: Existen cuatro tipo de mensajes:
o ‘P’: Información de Nivel. El parámetro uno es el nivel actual. El parámetro dos el
número total de niveles.
o ‘T’: Estado de Proceso. El parámetro uno son los analizados y el parámetro dos el
total a analizar.
o ‘W’: Información del Workminer. El primer parámetro es el nivel de extracción y el
segundo el total de niveles.
o ‘F’: Fin de proceso. El primer parámetro es el total de resultados encontrados y el
segundo es 0.
DIAGRAMA 51. INTERCAMBIO DE MENSAJES DE SHUTTLE 
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Ejemplo 2. Mensajes de un caso ficticio de transmisión entre un ShuttleBot con ID 
TuaregBot y un Servidor de Bots: 
DIAGRAMA 52. DIAGRAMA DE INTERCAMBIO DE MENSAJES  DE SHUTTLE CON DATOS REALES 
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A continuación mostraremos el paquete TCP [18] que envían nuestras aplicaciones 
(Diagrama 53): 
DIAGRAMA 53. PAQUETE TCP DE NUESTRA APLICACIÓN 
Dónde: 
 Puerto de origen: (16 bits) El número del puerto de origen.
 Puerto de destino: (16 bits) El número del puerto de destino.
 Número de secuencia: (32 bits) El número de secuencia del primer octeto de
datos.
 Número de acuse de recibo: (32 bits)   Si el bit de control ACK está puesto a uno,
este campo contiene el valor del siguiente número de secuencia que el emisor del
segmento espera recibir.
 Posición de los datos: (4 bits) El número de palabras de 32 bits que ocupa la
cabecera de TCP.
 Reservado: (6 bits) Reservado para uso futuro.
 Bits de control: (6 bits):
o URG: Hace significativo el campo Puntero urgente.
o ACK: Hace significativo el campo Número de acuse de recibo.
o PSH: Función de Entregar datos inmediatamente.
o RST: Reiniciar la conexión.
o SYN: Sincronizar los números de secuencia.
o FIN: Últimos datos del emisor.
81 
 Ventana: (16 bits) El número de octetos de datos, a contar a partir del número
indicado en el campo de Número de acuse de recibo, que el emisor de este segmento
está dispuesto a aceptar.
 Suma de control: (16 bits)  El campo Suma de control es una secuencia de bits para
comprobar la integridad de los datos.
 Puntero urgente: (16 bits)   Este campo indica el valor actual del puntero urgente.
 Opciones: (Variable. Múltiplos de 8 bits) Diferentes opciones de la trama.
 Relleno: (Variable) Secuencia de bits compuesta de ceros.
 Mensaje de Shuttle: Aquí están los datos generados por nuestra aplicación.
3.5.3 Ampliación de los Casos de uso 
Se añaden  un nuevo caso de uso: Bot Connection. 
DIAGRAMA 54. AMPLIACIÓN DE LOS CASOS DE USO 
 Conectar Bot: Crea una conexión TCP entre el Administrador y un bot.
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3.6.3.1 Conectar Bot 
Este caso de uso es activado cuando es necesario establecer una comunicación individual 
con un Bot. Este caso de uso pertenece a la subcapa de Servicios.  
Contrato 
Responsabilidad 
 Crea una conexión con el Bot.
Precondiciones 
 No hay ningún Bot con el mismo ID ejecutándose en estos momentos.
Postcondiciones 
 Ha finalizado la conexión. Si no hay más bots pendientes de conectar el servidor se
apagará.
Diseño 
En este caso de uso se introduce un controlador dedicado exclusivamente a las 
comunicaciones (CommManager). Una vez iniciado el caso de uso el controlador se asegurará si 
está en marcha el Servidor de Bots. En caso negativo, creará una nueva realización del mismo 
(mensaje 1.1). En caso positivo el controlador indicaría el servidor los parámetros para una 
conexión inminente (mensaje 1.2). Desde el inicio el Servidor siempre está escuchando en busca de 
conexiones (mensaje 1.1.2). En cuanto hay una petición de un ShuttleBot, este acepta la conexión y 
crea una nueva Conexión de Bot (mensaje 1.2.1). Al mismo tiempo, para asegurarse de que se ha 
establecido correctamente la conexión, esperará durante un segundo mediante el objeto 
Maintenance (mensajes 1.1.2.1 y 1.1.2.2). Cuando el segundo haya transcurrido enviará el mensaje 
1.1.2.4 a la Conexión de Bot para que se cerciore del establecimiento.  La Conexión de Bot lee los 
datos del ShuttleBot y los envía a la realización del objeto Bot en el sistema de administración 
DIAGRAMA 55. DIAGRAMA DE INTERACCIÓN ADD BOT CONNECTION 
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(mensaje 1.2.3). Si la conexión se interrumpe o se recibe el mensaje de finalización la conexión se 
cierra. En el caso de no prever nuevas conexiones el servidor se apaga automáticamente.    
 
 
  
DIAGRAMA 56. DIAGRAMA DE COLABORACIÓN UML ADD BOT CONNECTION 
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 Shuttle My SQL Indexer 3.6
 
El indexador es el último módulo a diseñar. Este módulo utiliza la infraestructura del 
administrador para lanzar un Script mediante el cual se indexen los resultados en una base de 
Datos My SQL. Con este diseño quedaría cerrado el diseño de Shuttle. Consiguiendo proveer a un 
buscador temático de carácter comparador una base de datos con información actualizada. 
 
 
DIAGRAMA 57. INTERFAZ DE SHUTTLE MY SQL INDEXER 
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3.6.4 Algoritmo del script 
 
Este algoritmo realiza una petición “query” SQL a la Base de Datos configurada en el archivo 
de configuración. El indexador lee el archivo CSV y carga la configuración de la base de datos. 
Realiza una conexión MySQL y crea una tabla en la base de datos indicada con el contenido del 
archivo de resultados. 
 
PHPMyAdmin nos muestra el resultado de una indexación de un fichero CSV: 
  
DIAGRAMA 58. ALGORITMO DE INDEXACIÓN 
CAPTURA DE PANTALLA 18. PHPMYADMIN NOS MUESTRA EL CONTENIDO DE LA BBBD 
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3.6.5 Ampliación de los Casos de uso 
 
Se añaden los nuevos casos de uso: Indexador Portable, Montar Indexador y Lanzar Indexador. 
 
DIAGRAMA 59. AMPLIACIÓN DE LOS CASOS DE USO (FASE 3) 
 
 Montar Indexador: Monta el sistema de archivos para la ejecución de un indexador. 
 Indexador Portable: Crea un archivo ZIP con un indexador portable. 
 Lanzar Indexador: Lanza el indexador. 
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3.7.2.1 Montar indexador 
 
Este caso de uso es el encargado de montar el sistema de archivos necesario para la 
ejecución del indexador. 
 
 
 
 
 
 
 
 
 
 
Contrato 
 
Responsabilidad 
 Construye el sistema de archivos necesario para la ejecución de un Indexador. 
Precondiciones 
 Debe existir el directorio raíz donde se va a montar el Indexador. 
Postcondiciones 
 Se ha montado el Indexador. 
 
Diseño 
 
El caso de Uso ejecuta el método buildIndexer()  El controlador es experto en los datos y 
monta el sistema de archivos. Ya que en la inicialización del sistema estos se han referenciado. 
 
 
DIAGRAMA 61. DIAGRAMA DE COLABORACIÓN BUILD INDEXER 
  
DIAGRAMA 60. DIAGRAMA DE INTERACCIÓN BUILD INDEXER 
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3.7.2.2 Indexador Portable 
 
Este caso de uso es el encargado de crear un archivo ZIP con los archivos necesarios para la 
ejecución de un Bot en un directorio especificado. 
 
 
 
 
 
 
 
Contrato 
 
Responsabilidad 
 Crea un nuevo archivo ZIP con el contenido de la carpeta especificada. 
Precondiciones 
 El indexador debe estar montado previamente. 
Postcondiciones 
 Se ha creado un archivo ZIP con un indexador portable. 
Diseño 
 
Cuando recibe el mensaje el controlador, este, que es experto en los datos para poder 
realizar la operación, crea el archivo portable. 
 
DIAGRAMA 63. DIAGRAMA DE COLABORACIÓN MAKE INDEXER PORTABLE 
 
3.7.2.3 Lanzar Indexador 
 
Este caso de uso es el encargado de ejecutar el script del Indexador. El indexador es un 
script, igual que el bot, es por  ello que se aprovecha la infraestructura montada para el caso de uso 
Lanzar Bot. La diferencia es que enviamos los datos específicos del indexador y el resto de 
parámetros los dejamos a nulo, falso o a 0. 
DIAGRAMA 62. DIAGRAMA DE INTERACCIÓN MAKE INDEXER PORTABLE 
89  
 
 
 
 
 
 
 
 Diagrama de clases simplificado 3.7
 
En el diagrama de clases simplificado podemos ver la interacción de las clases diseñadas  
(diagrama 65). Estas clases corresponden a la capa de negocio de la aplicación del 
Administrador: 
 
DIAGRAMA 65. DIAGRAMA DE CLASES SIMPLIFICADO  
DIAGRAMA 64. DIAGRAMA DE COLABORACIÓN LAUNCH BOT 
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 IMPLEMENTACIÓN IV.
 
 Software utilizado 4.1
 
A continuación se expondrá las herramientas principales utilizadas en la implementación 
del proyecto. Se clasifican por el ámbito de uso: Lenguajes de programación, bases de datos, 
entornos de desarrollo y herramientas de servicio.  
 
4.1.1 Lenguajes de programación 
 
4.1.1.1 Java 1.7 
Java es uno de los lenguajes más populares hoy en día. Es de propósito 
general y orientado a objetos. Esto nos permite adaptar el diseño que hemos 
desarrollado a Java sin demasiados problemas.  
Java está basado en fragmentos de código reutilizables llamados clases. 
Estas clases representan objetos abstractos con datos y métodos propios. Al 
combinar los objetos nos permite una programación flexible, ágil, y fácil de añadir 
cambios en los requisitos.  
Algo fundamental para este proyecto, basado en la investigación de una 
nueva metodología, es el poder modificar el diseño y seguidamente la 
implementación. Esto ha permitido realizar el desarrollo ágil propuesto en el 
diseño. 
 
4.1.1.2  PHP 5.4 
 PHP (Hypertext Pre-processor) es otro lenguaje de propósito 
general. A diferencia de Java, este no está orientado a objetos. Es 
secuencial y apenas se suelen escribir métodos o funciones. Es un 
lenguaje interpretado, es decir, no llega a compilarse. La aplicación 
creada con PHP es un script de código que es ejecutado a través de un 
navegador y procesado en un servidor HTTP con soporte a este 
lenguaje. 
Esto hace que podamos abrir una página web en PHP, ver el contenido, pero no sufrir el 
impacto de los procesos en nuestra máquina, ya que PHP se ejecuta en la máquina del servidor.  
 PHP es un lenguaje ideal para encomendarle la tarea de rastreo de información. Podremos 
crear el código desde nuestra aplicación Java, alojarlo en un tercer equipo y ejecutarlo a través de 
Java. 
 
ILUSTRACIÓN 3. 
LOGO DE JAVA 
ILUSTRACIÓN 4. LOGO DE PHP 
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4.1.2 Bases de datos 
 
4.1.2.1 MySQL 
MySQL es un sistema de gestión de bases de datos 
desarrollado por Oracle y con licencia GNU GPL. Este 
sistema nos permite hacer consultas en la base de datos 
utilizando un lenguaje relacional llamado SQL. 
SQL nos permite operar en la base de datos 
mediante instrucciones que pueden ser lanzadas desde 
terceros lenguajes como Java y PHP. MySQL está 
fuertemente ligado al segundo, ya que ambos suelen aparecer juntos en suites de software para la 
creación de sitios webs dinámicos. 
En la implementación se ha utilizado en el módulo indexador con el objetivo de ofrecer una 
funcionalidad de indexación para este tipo de bases de datos tan popular. 
 
4.1.3 Entorno de Desarrollo 
 
4.1.3.1 NetBeans 7.2 
 
NetBeans es un entorno de desarrollo para programar en múltiples 
lenguajes. Concretamente hemos trabajado con NetBeans 7.2 para Java 
1.7. 
 Además, existen múltiples plugins y módulos para ampliar sus 
funcionalidades. Esta plataforma nos permite desarrollar el código Java 
mediante módulos Java que contienen clases de java que interactúan con 
las librerías de NetBeans.  
 Gracias a esta herramienta podemos explotar al máximo las 
características de Java y, por extensión de nuestro diseño. 
ILUSTRACIÓN 5. LOGO DE MYSQL 
ILUSTRACIÓN 6. LOGO 
DE NETBEANS 
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4.1.4 Herramientas de servicios 
 
4.1.4.1 EasyPHP 
EasyPHP es una suite de software que nos configura un 
servidor HTTP Apache con soporte PHP. El servidor Apache es de la 
GNU Fundation y es el servidor web más distribuido del mundo. 
Además, nos configura e instala el sistema de gestión MySQL 
automáticamente. Nos ofrece un panel de administración y una 
aplicación de escritorio para configurarlo. 
En el proyecto se ha utilizado para montar servidores HTTP 
con soporte PHP y Bases de datos SQL de ejemplo donde poder hacer 
pruebas de la implementación. Es recomendable habilitar la librería CURL de PHP, ya que 
muchas suites como EasyPHP viene deshabilitada por defecto. 
  
CAPTURA DE PANTALLA 19. IMPLEMENTACIÓN DE SHUTTLE CON NETBEANS 
ILUSTRACIÓN 7. LOGO 
DE EASYPHP 
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  Interfaz Gráfica 4.2
 
En este capítulo se mostrará la interfaz gráfica de la aplicación. Esta interfaz la componen 
seis pantallas. Para construirla se han desarrollado múltiples clases en Java que detallaremos a 
continuación. 
4.2.1 Interfaz Pantalla principal 
 
 
Cuando iniciamos el programa, la primera pantalla en aparecer es la Pantalla Principal. Esta 
interfaz se construye a través de la clase Interface_main.java del paquete Shuttle. 
 La ventana se compone de una botonera donde podemos acceder a las principales 
funcionalidades del Sistema. Los tres primeros botones corresponden al control de la Lanzadera 
(Iniciar, Parar y Reset). Los tres segundos nos dejan acceder a las interfaces del administrador de 
Sitios, el Diseñador de Bots y el Panel de Opciones. 
 También encontramos información útil como es el estado de la cola de Lanzamiento. En la 
tabla, que podemos observar en la captura de pantalla 20 aparecen todos los lanzamientos al iniciar 
la Lanzadera. 
 
  
CAPTURA DE PANTALLA 20. PANTALLA PRINCIPAL 
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4.2.2 Interfaz del Administrador de Sitios 
 
 
La interfaz del Administrador de Sitios está creada expresamente para el caso de uso crear / 
modificar Sitio. Podemos observar que contiene una lista de Sitios y los botones correspondientes 
para crearlos y modificarlos.  
Los campos que aparecen son:  
 Nombre: Identificador del Sitio. 
 Dominio / Semilla: Dominio del Sitio o la semilla por la cual comenzará el proceso de 
extracción de links. 
 Descripción: Campo para notas o la descripción del propio Sitio. 
 URL de Bot: Dirección del Bot a ejecutar. 
 Externo: Si está activo el Sistema ejecutará el Script del campo URL de Bot. 
 ShuttleBots: Lista donde aparecen referenciados los ShuttleBots creados por el Diseñador. 
 Lanzamientos programados: Aquí nos aparece la información de los lanzamientos 
programados. 
 Botonera de lanzamiento: En la botonera encima de la lista podemos crear o eliminar 
lanzamientos. También posee los botones correspondientes los casos de uso Mostrar 
Resultados y Lanzar Indexador. En el caso de crear un lanzamiento se nos abrirá una 
interfaz auxiliar para dicha secuencia del caso de uso. 
 
  
CAPTURA DE PANTALLA 21. ADMINISTRADOR DE SITIOS 
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4.2.3 Interfaz Auxiliar Nuevo Lanzamiento 
 
 
CAPTURA DE PANTALLA 22. NUEVO LANZAMIENTO 
La interfaz Nuevo Lanzamiento aparece al pulsar el botón que inicia la secuencia de Nuevo 
Lanzamiento. En ella podremos programar los lanzamientos que la lanzadera ejecutará. 
Esta interfaz consta de dos paneles: 
 ShuttleBot:  
o Nivel inicial: Nivel por el cual empezará la recogida de links. 
o Nivel de Extracción: Nivel en el cual el Workminer buscará patrones. 
o Extracción en Semilla: Opción para extraer solo en semilla. 
o Deshabilitar Fronteras: Deshabilita la recogida de links. 
o Deshabilitar Workminer: Deshabilita la búsqueda de patrones. 
 
 
 Calendario de Lanzamiento: 
o Fecha inicial: Fecha en la cual se producirá la ejecución; en caso de ser 
diaria será la primera vez que se lance. 
o Fecha de Finalización: Último día en el cual se ejecutará un lanzamiento 
diario. 
o Repetir cada día: Indicador para poder programar lanzamientos diarios. 
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4.2.4 Diseñador de Bots 
 
 
CAPTURA DE PANTALLA 23. DISEÑADOR DE BOTS – PANTALLA DEL DISEÑO DEL WORKMINER 
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CAPTURA DE PANTALLA 23. DISEÑADOR DE BOTS - PANTALLA DE DISEÑO DE RECOLECCIÓN DE LINKS 
 
Esta es la interfaz más compleja. Desde esta ventana dotamos de comportamiento, 
lanzamos o/y montamos ShuttleBots. 
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Encontramos una botonera principal en el lateral derecho. En estos cuatro botones se 
inician los casos de uso Lanzar Bot, Montar Bot y Bot Portable. Además incorpora la última 
secuencia del caso de uso Crear/Modificar Bot, representado por el botón guardar. 
En la pantalla tenemos tres pestañas principales, correspondientes a cada repositorio del 
Sistema: Bots, Workminer y Frontera de rastreo (Niveles). Junto a la información requerida para 
crear o modificarlos.  
 Panel superior: Aquí aparece el repositorio de Bots, el botón nuevo y eliminar Bot. 
Además contiene información básica del Bot: Nombre, URL, Ubicación, Sitio 
predefinido, Protocolo Robots TXT y Gap de tiempo. 
 Panel inferior: Consta de dos pestañas principales, cada una dedicada a la 
configuración del algoritmo del ShuttleBot. 
o Pestaña Workminer: Aquí se crean y se modifican los  Workminers y sus 
patrones.    
o Pestaña  de Fronteras de profundidad: Se configuran los niveles de 
extracción. 
 
 
 
4.2.5 Asistente de Patrones 
 
 Esta pantalla ha sido una de las últimas mejoras del sistema. Ha sido diseñada 
específicamente para la introducción de patrones simples a partir del código HTML. 
 La ventana consta de tres grandes áreas de texto. En la primera se copia el código o texto 
desde el cual se quiera realizar el patrón. En la segunda área, seleccionando el texto que no coincide 
entre muestra y muestra para quitarlo del patrón. El resultado nos aparecerá montado 
sintácticamente en la tercera área.  
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4.2.6 Pantalla de lanzamiento 
 
 
CAPTURA DE PANTALLA 25. LANZAMIENTO DE UN BOT A TRAVÉS DE LA INTERFAZ DE LANZAMIENTO 
 
CAPTURA DE PANTALLA 24. ASISTENTE DE PATRONES SIMPLES 
 100 
 
La interfaz de lanzamiento es el navegador web donde se ejecutan los scripts del sistema. 
Este navegador a sido diseñado específicamente para tal fin, por lo que carece de funcionalidades 
de exploración más allá de las necesarias.  
En la interfaz aparece: 
  Panel superior:  
o Texto de estado: Se va actualizando con la información proveniente 
del servidor de Bots. 
o Barra de proceso: Indica el avance del proceso actual. 
o Barra Total: Indica el avance del proceso total. 
 Panel central:  
o Área Web: Aquí aparece la interfaz del propio Script. 
 Panel inferior: 
o Candado anticierre: Existe un pequeño candado para bloquear la 
ventana y que no se cierre automáticamente cuando el Script haya 
acabado de ejecutarse. 
 Capa de Vista 4.3
 
La Capa de Vista es el conjunto de clases Java que implementan la Interfaz gráfica. El 
objetivo de esta capa es facilitar la interacción del sistema con el usuario.  
La capa de vista la componen once clases: 
o Interface_main.java: Clase que implementa la pantalla principal. 
o Interface_options.java: Se implementa el panel de opciones. 
o Interface_admin_sitios.java: Clase que implementa la pantalla principal 
administrador de sitios. 
o Interface_admin_bots.java: Clase de la interfaz del administrador de bots. 
o Interface_launching.java: Clase que implementa el asistente de lanzamiento. 
o Interface_calendar.java: Clase que implementa el calendario del asistente de 
lanzamiento. 
o Interface_mover.java: Clase que implementa un objeto para poder mover la 
pantalla principal. 
o Interface_Splash.java: Interfaz de la pantalla de carga del Sistema. 
o Interface_Assistant.java: Clase que implementa el asistente de patrones. 
o Interface_black.java: Clase que implementa el fondo de las ventanas. 
o SE_Launch_pad.java: Interfaz del servicio de Lanzamiento. 
Las principales clases de esta capa se han diseñado con la ayuda del FrameWork Java Swing 
que incorpora NetBeans 7.2. Este Framework nos facilita la programación de las ventanas y objetos 
con la ayuda de potentes librerías. 
Las imágenes, fondos e iconos han sido en su mayoría diseñados mediante la aplicación 
GIMP 2.0 de retoque fotográfico. Algunos iconos han sido recogidos de la librería Crystal Clear con 
licencia LGPL. 
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Dada la complejidad de este tipo de software, se ha trabajado esta capa con el objetivo de 
facilitar el uso de la aplicación, dentro de los márgenes que nos permite. La interfaz gráfica 
incorpora sistemas de ayuda y elementos que ayudan al usuario a configurar el programa. Aunque 
técnico, no se necesitan grandes nociones de informática para poder configurarlo.  
Para aumentar la usabilidad del programa se ha optado por incorporar en todas las 
pantallas un panel de ayuda. Cuando el usuario pasa por encima de cualquier elemento de la 
pantalla, este se ilumina dando una breve descripción del objeto: 
 
CAPTURA DE PANTALLA 26. PANEL DE AYUDA 
 
CAPTURA DE PANTALLA 27. PANEL DE AYUDA AL PASAR EL RATÓN POR ENCIMA DE UN CAMPO 
 
Las clases implementadas en esta capa tienen aproximadamente la mitad del código del 
programa. En ella encontramos multitud de objetos y métodos auxiliares en más de 7000 líneas de 
código y más de 200 métodos.  
Uno de los métodos programados y que ha ahorrado multitud de líneas de código es el sistema de 
ayuda anteriormente citado: Por cada botón o área de información la interfaz intenta ayudar al 
usuario. Contando la cantidad de elementos que componen esta interfaz fue necesaria la 
implementación de un método por el cual cambiábamos y quitábamos la información utilizando 
solo una línea de código: 
 
CÓDIGO FUENTE 1. SISTEMA DE AYUDA 
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 También se intentó minimizar el número de instrucciones de código reutilizando métodos 
para activar o desactivar zonas de la interfaz.  El siguiente caso es el método resetLinkFilter, el cual 
activa o desactiva el panel de filtros de links según el booleano indicado: 
 
 
 
 
 
 
 
 
 
Un ejemplo es el panel de filtros de Nivel del Administrador de Bots. En el podemos destacar 
que utilizamos siempre elementos temporales para no modificar los objetos que queremos guardar. 
Esto da la posibilidad de deshacer la operación si el usuario lo requiere: 
 
CÓDIGO FUENTE 3. CARGA DE DATOS A LA INTERFAZ 
 
  
CÓDIGO FUENTE 2. DESACTIVAR EL PANEL DE FILTROS 
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4.3.1 Diagrama de clases de la capa de vista 
 
En el Diagrama 66 podemos observar como los componentes principales se comunican con 
el controlador de la capa de Negocio. Esto es así debido a que la capa de vista no realiza procesos 
complejos. Se encarga principalmente de interactuar con el usuario y deja la lógica del sistema a la 
capa de negocio. 
 
DIAGRAMA 66. DIAGRAMA DE CLASES DE LA CAPA DE VISTA 
 
 Capa de Negocio 4.4
 
 La capa de negocio es la encargada de la lógica del programa. Debido al número de clases 
implementadas, y con el objetivo de facilitar la implementación de las mismas, esta capa se ha 
decidido dividirla en dos subcapas: 
 
 Capa de Persistencia de Datos: En esta capa se incluyen las clases en las cuales sus 
realizaciones van a ser guardadas en el Sistema entre ejecución y ejecución del 
mismo. Estas clases comienzan por el prefijo “BO_”, proveniente de las iniciales de 
Business Object. Encontramos en esta capa clases como BO_Bot o BO_Site, las cuales 
tienen la información necesaria para la administración del Sistema. 
 
 
 Capa de Servicios: Estas son las clases donde sus realizaciones no van a necesitar 
una persistencia en el sistema. Realizan operaciones lógicas sirviendo a las clases de 
la capa de Persistencia. En esta capa encontramos las clases del Servidor de Bots o la 
Lanzadera, entre otros servicios. 
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4.4.1 Diagrama de clases de la Capa de Persistencia 
 
En el diagrama de clases (Diagrama 67) podemos ver las relaciones entre las clases de la 
capa de persistencia, extraídas del diseño del software: 
 
 
DIAGRAMA 67. DIAGRAMA DE CLASES DE LA CAPA DE PERSISTENCIA 
 Las siete clases de la capa de persistencia son: 
o BO_Options.java: Clase donde almacenamos las opciones del Sistema. 
o BO_Sitio.java: Clase de gestión y persistencia de la lógica de los Sitios. 
o BO_Bot.java: Clase de gestión y persistencia de la lógica de los Bots. 
o BO_Level.java: Clase de gestión y persistencia de los Niveles de Extracción. 
o BO_Workminer.java: Clase de gestión y persistencia de los Workminers. 
o BO_Pattern.java: Clase de gestión y persistencia de los Patrones. 
o BO_Launching.java: Clase de gestión y persistencia de la lógica de los lanzamientos. 
 
4.4.2 Diagrama de clases de la capa de servicios 
 
 En el diagrama de clases de la capa de servicios podemos ver de color Azul sus 
componentes. Además se incluyen algunas clases de otras capas para poder ver como se relacionan 
entre ellas, ya que, a parte del Controlador, la capa de servicios puede ser invocada desde la lógica 
de negocio: 
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DIAGRAMA 68. DIAGRAMA DE CLASES DE LA CAPA DE SERVICIOS 
 Las siete clases de la capa de servicios son: 
o SE_CommManager.java: Clase controladora de las conexiones. 
o SE_FileManager.java: Clase controladora de soporte a la gestión de ficheros. 
o SE_Shuttle.java: Clase que realiza el servicio Lanzadera. 
o SE_BotServer.java: Clase que gestiona el Servidor de Bots. 
o SE_BotConnection.java: Clase de gestión de conexión con un ShuttleBot. 
o SE_Bot.java: Clase complementaria a BO_Bot.java, contiene métodos que solo se 
utilizan en modo servicio. 
o SE_Maintenance.java: Clase que implementa un temporizador. Depende del objeto 
que lo invoque, hará unas acciones u otras. 
 
 Implementación de los Casos de Uso 4.5
 
La mayor parte del proyecto se ha diseñado mediante metodología orientada a objetos 
(POO). Esto hace que la implementación de los casos de Uso se consiga directamente a través de los 
diagramas de colaboración del Capítulo 3. Java 1.7  es el lenguaje utilizado en la capa de negocio, 
debido que es un lenguaje orientado a objetos ideal para implementar nuestro diseño. 
Los métodos, variables y visibilidades son recogidos de los mensajes que existen entre los 
componentes. Además, podemos ver las interacciones entre los métodos facilitando así la 
programación de los mismos. 
Seguidamente explicaremos la utilización del software implementado durante la realización 
de este proyecto. Se mostrarán gráficos y fragmentos de código fuente  para mejorar la 
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comprensión de la implementación  de sus funcionalidades. Se referencian entre corchetes y en 
verde [#] los fragmentos de las imágenes incluidas en la explicación. 
  
4.5.1 Administración de los Sitios 
 
Los casos de uso crear y modificar sitios se inician a través de la interfaz gráfica. Para 
invocarlos se necesita acceder a la pantalla del Administrador de Sitios, para ello pulsaremos el 
botón Sitios de la pantalla principal [1]: 
 
CAPTURA DE PANTALLA 28. BOTÓN DEL ADMINISTRADOR DE SITIOS 
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 Al pulsar el botón nos aparecerá la ventana del Administrador de Sitios. En ella podemos 
iniciar dos casos de uso Crear Sitio [2] y Modificar Sitio [3]: 
 
 
CAPTURA DE PANTALLA 29. ADMINISTRADOR DE SITIOS 
Crear Sitio se invoca con el botón Nuevo [2] de la pantalla principal y Modificar Sitios al 
pulsar encima de un Sitio existente en la lista del repositorio [3]. El siguiente código pertenece a un 
fragmento de la implementación de la interfaz del botón: 
 
CÓDIGO FUENTE 4. BOTÓN NUEVO 
 Una vez iniciados ambos casos de uso, el usuario puede modificar los datos generales del 
Sitio. Estos son  Nombre, Dominio y Descripción del Sitio [4]:  
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A continuación, el usuario puede introducir la URL del Script que será ejecutado sobre el 
sitio. Se ha de indicar si el Script es externo o  es un ShuttleBot creado por el Diseñador De Bots. En 
caso de ser generado por nuestro software podrá seleccionar el ShuttleBot que desea ejecutar [5]. 
Una vez introducido los datos, el sistema nos dejará programar lanzamientos pulsando el botón + 
del panel de lanzamientos [6]: 
 
CAPTURA DE PANTALLA 31. CONFIGURACIÓN DE UN LANZAMIENTO 
 
 Al pulsar el botón +, nos aparecerá la interfaz Auxiliar de Nuevos Lanzamientos. En ella 
podremos introducir la configuración del lanzamiento, concretamente el usuario puede configurar: 
 El panel del ShuttleBot [7]: Se deshabilita automáticamente si se ha seleccionado un Script 
externo. En esta zona de la pantalla se puede configurar el Nivel Inicial, El Nivel de 
Extracción y las opciones del lanzamiento que incluyen la posibilidad de deshabilitar partes 
del algoritmo del ShuttleBot o modificar su comportamiento.  
 Programación del calendario de lanzamiento: En este panel podemos configurar la fecha 
y hora de lanzamiento [8]. También nos posibilita poder hacer lanzamientos diarios hasta 
una fecha determinada [9].  
CAPTURA DE PANTALLA 30. CONFIGURACION DE UN SITIO 
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 Se ha introducido un mecanismo para facilitar la selección de fecha mediante un asistente 
de calendario: 
 
CAPTURA DE PANTALLA 33. INTERFAZ DE CALENDARIO 
 
Una vez editados los datos, ya sea por el caso de uso Crear Sitio o Modificar Sitio, 
pulsaremos el botón guardar. Seguidamente se ejecutará el algoritmo para salvar la información en 
el sistema [10]: 
CAPTURA DE PANTALLA 32. PROGRAMAR UN NUEVO LANZAMIENTO 
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A partir de este punto ya es el controlador (ucr) quien se ocupa de gestionar las últimas 
secuencias de los caso de uso programados. En el fragmento de código fuente 5 podemos ver como 
se invoca el método del controlador encargado de invocar la secuencia del caso de uso para 
modificar. La interfaz recoge los datos de una variable temporal: TemporalSite. Esta variable, es un 
sitio temporal que se ha creado expresamente para que el usuario solo modifique la información en 
caso de guardarla y pueda deshacer cambios si lo desea. Esta metodología está basada en el 
principio de la incorporación tardía estudiado en Ingeniería del Software I: 
 
 
CÓDIGO FUENTE 5. INVOCACIÓN DEL MÉTODO MODIFYSITE 
 
  
CAPTURA DE PANTALLA 34. ADMINISTRADOR DE SITIOS 
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4.5.2 Control de la Lanzadera 
 
 El control de la lanzadera se lleva a cabo mediante el panel lateral de la ventana principal de 
del administrador de sitios. Una vez introducido los lanzamientos a través de los casos de uso 
anteriores, el sistema nos permite ponerla en marcha. Esta acción se realiza mediante el botón 
Iniciar [1].  
 
CAPTURA DE PANTALLA 35. LOCALIZACIÓN DEL BOTÓN INICIAR 
 
Dicha acción ejecutará el caso de uso Iniciar Lanzadera. En el código fuente 6 podemos 
observar el inicio del caso de uso mediante el controlador (ucr).  El caso de uso devuelve cierto o 
falso si se ha podido iniciar. Este mecanismo nos permite definir el comportamiento de la interfaz 
adecuado al caso de uso: 
 
 
 
CÓDIGO FUENTE 6. INICIO DEL CASO DE USO INICIAR LANZADERA 
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Una vez iniciada la lanzadera, el monitor nos ofrece la información básica de los 
lanzamientos para el día de actual [2]. Recordamos que el sistema tiene implementado un 
mecanismo por el cual se reinician lanzamientos en caso de estar ejecutándose en un cambio de día, 
mes o año.  En caso de haber ejecuciones programadas en el sitio, nos dejará habilitados los botones 
Parar y Reset, los cuales invocan los casos de uso Parar Lanzadera y Reiniciar Lanzadera. 
 
CAPTURA DE PANTALLA 36. LOCALIZACIÓN DE LOS BOTONES PARAR Y RESET 
 
4.5.3 Diseñar Shuttlebots 
 
Para diseñar un ShuttleBot debemos acceder al Diseñador de Bots pulsando el botón Bots 
de la pantalla principal [1]: 
 
CAPTURA DE PANTALLA 37. LOCALIZACIÓN DEL BOTÓN BOTS 
 
 Una vez realizada la acción, nos aparecerá la ventana del Diseñador De Bots, la cual 
describimos en el punto 4.2.2.2 de este documento: 
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CAPTURA DE PANTALLA 38. DISEÑADOR DE BOTS 
 Para crear un ShuttleBot lo primero será seleccionar el Botón Nuevo e introducir los datos 
generales del Bot: Nombre, URL, Ubicación y seleccionar un Sitio Predefinido [2].  Además podemos 
configurar las políticas de Buen Uso del ShuttleBot [3]: Es posible asignar un tiempo de N segundos, 
lo cual indicará al ShuttleBot que tiempo debe detenerse cada vez que va a entrar a una página 
nueva. Con ello conseguimos no saturar ni nuestro servidor ni el servidor donde se aloje el sitio. 
Además podemos activar el Protocolo de Exclusión de Robots para detectar si nuestro Bot es 
deseado. 
 
CAPTURA DE PANTALLA 39. PANEL SUPERIOR DE LA INTERFAZ DEL DISEÑADOR DE BOTS 
 
 A continuación se pueden diseñar la extracción de datos y las fronteras mediante las 
pestañas Workminer y Fronteras de Rastreo: 
 
CAPTURA DE PANTALLA 40. PESTAÑAS WORKMINER Y FRONTERAS DE RASTREO 
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 Para proceder al diseño de la extracción de datos se debe configurar al menos un 
Workminer. Para añadirlo, debemos pulsar el botón + del panel del Workminer [4].  En la pantalla 
que aparecerá, el usuario puede configurar el número de patrones que se espera reconocer y, si se 
desea, predefinir el Workminer por defecto. También existe la posibilidad de deshabilitarlo en los 
lanzamientos manuales [5]. 
 
 
 Los Workminers utilizan patrones para reconocer el texto de un sitio. Para agregar patrones 
debemos pulsar el botón + del panel de Diseño de Patrón [6] e introducir una expresión regular. 
Seguidamente debemos seleccionar el tipo de extracción [7] y configurarla según el diseño descrito 
en el punto 3.3.3.2 de este documento. 
 Con el objetivo de facilitar el diseño del Patrón se ha añadido un asistente para realizar 
patrones simples. Para acceder debemos pulsar el botón del asistente [8]. Vamos a configurar un 
patrón de ejemplo. Para ello entraremos al sitio web de El Periódico y vamos a extraer el resumen 
de la noticia principal de cada sección [9]: 
CAPTURA DE PANTALLA 41. PANEL DE DISEÑO DEL WORKMINER 
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CAPTURA DE PANTALLA 42. PÁGINA WEB DE "EL PERIÓDICO" 
Si inspeccionamos el código para buscar un patrón podremos escoger un candidato [10], el 
cual lo podremos copiar en asistente [11]: 
CAPTURA DE PANTALLA 43. CÓDIGO FUENTE DE UNA PÁGINA DE "EL PERIODICO" 
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 Una vez hemos copiado el código HTML o texto, seleccionaremos la parte que deseamos 
extraer del patrón [12]. Seguidamente, haremos el proceso inverso en el siguiente recuadro, 
Seleccionaremos el texto que siempre va a cambiar en el patrón [13] y obtendremos el resultado en 
el último recuadro [14]: 
 
CAPTURA DE PANTALLA 44. ASISTENTE DE PATRONES 
El resultado nos aparecerá copiado en el campo Patrón, listo para guardarlo [16]. Cuando 
hayamos acabado con los patrones, podremos guardar el Workminer [17]. 
 
CAPTURA DE PANTALLA 45. CAMPO DE PATRÓN 
 
 Una vez configurado la extracción vamos a diseñar la recolección de links. Para ello 
pulsaremos la pestaña de Fronteras de Rastreo. En esta pestaña podemos diseñar el 
comportamiento de la recolecta de links de cada frontera. Las fronteras son el conjunto de links que 
elabora el algoritmo de fronteras por cada nivel del Sitio. Por ello, configuraremos los niveles según 
su profundidad en el Sitio, partiendo desde la semilla [18]:  
117  
 
 
CAPTURA DE PANTALLA 46. DISEÑO DEL ALGORITMO DE FRONTERAS DE PROFUNDIDAD 
Para crear un nuevo nivel pulsaremos el botón + en el repositorio de Niveles de Exploración 
[19]. Seguidamente se habilitará el panel para lo configuración del nivel [20]. En él, podremos 
configurar el comportamiento del algoritmo: Cerrar la frontera, autocompletar los links con el 
dominio o marcar el nivel actual como predefinido; además, podremos configurar los filtros de URL 
restringiendo la recolecta de links a casos determinados [21]. 
 Cada vez que deseemos guardar el nivel pulsaremos el botón diseñado a tal fin [22]. 
Podemos diseñar tantos niveles como se deseen. Una vez diseñados todos,  guardaremos el bot 
[23].  
 A partir de esta acción el sistema, igual que pasó con los sitios, guardará la información del 
Bot Temporal que se ha ido generando en un ShuttleBot temporal que será almacenado en el 
repositorio de Bots. A continuación podemos ver la invocación de la última secuencia de los casos 
de uso Modificar Bot y Crear Bot: 
 
CÓDIGO FUENTE 7. BOTÓN GUARDAR 
 Una vez completado el proceso, el ShuttleBot ya está listo para montarse y lanzarse. Si el 
diseño es el correcto, deberíamos encontrar resultados. Si no los hemos encontrado deberemos de 
revisar las restricciones en el comportamiento dotado al ShuttleBot. 
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4.5.4 Lanzamiento manual de un ShuttleBot 
Para lanzar manualmente un ShuttleBot debemos acceder al Diseñador de Bots pulsando el 
botón Bots de la pantalla principal [1]: 
CAPTURA DE PANTALLA 47. LOCALIZACIÓN DEL BOTÓN BOTS 
Seleccionaremos un ShuttleBot del Repositorio [2]: 
CAPTURA DE PANTALLA 48. REPOSITORIO DE SHUTTLEBOTS 
Seguidamente el usuario puede deshabilitar el Workminer [3]  o el algoritmo de Fronteras [4]  de 
rastreo. Además, podrá configurar la extracción sea en la semilla [5].  
CAPTURA DE PANTALLA 49. DESHABILITAR EN LANZAMIENTO MANUAL 
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CAPTURA DE PANTALLA 50. EXTRACCIÓN EN SEMILLA Y DESHABILITAR EN LANZAMIENTO MANUAL 
Una vez configurado el lanzamiento pulsamos el Botón Lanzar, el cual iniciará el mecanismo 
de lanzamiento del Sistema [6]. 
CAPTURA DE PANTALLA 51. LOCALIZACIÓN DEL BOTÓN LANZAR 
En esta funcionalidad concurren dos procesos en paralelo, el primero se encarga de ejecutar 
el bot con el caso de uso Lanzar Bot y el segundo es el establecimiento de la conexión TCP por parte 
del Servidor de Bots. 
El servidor de Bots es transparente al usuario pero se activa y desactiva automáticamente 
según se requiera. Si el sistema espera una conexión el servidor de Bots se enciende y en cuanto no 
prevé nuevas conexiones se apaga. Este proceso lo podemos ver simplificado en la consola del 
Sistema de la pantalla principal: 
CAPTURA DE PANTALLA 52. CONSOLA DEL SISTEMA 
E
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En la captura de pantalla 52 podemos ver como el Servidor de bots crea la conexión y 
realiza un intercambio de mensajes. A continuación vamos a ver un fragmento del código de la clase 
BotConnection.java: 
En el código fuente 8 podemos observar cómo se tratan los mensajes que recibimos a través 
del objeto “recepcion”. Este objeto es una realización de la clase BufferedReader.java de la librería 
java.utils de Java 7.1. También utilizamos la librería StringTokenizer para tratar el texto recibido 
desde el ShuttleBot. 
Por el lado del ShuttleBot enviamos los mensajes mediante la función fwrite de PHP. 
Utilizamos una variable, $socket,  que contiene la conexión con ShuttleAdmin: 
CÓDIGO FUENTE 9. ENVIO DE UN MENSAJE DE SHUTTLE 
CÓDIGO FUENTE 8. MÉTODO RECEPTOR DE MENSAJES DEL SERVIDOR DE BOTS 
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Una vez realizada la conexión nos aparecerá la ventana de lanzamiento de ShuttleBot donde 
podremos ver el estado de la ejecución del bot. En esta interfaz podremos ver la información del 
proceso [7]. Esta información la envía el ShuttleBot a través del Servidor de Bots. La parte inferior 
corresponde al estado de los procesos del ShuttleBot [8]. En el contenido del área central se 
muestra la propia interfaz del ShuttleBot, la cual recibimos a través del protocolo HTTP. El 
ShuttleBot es una página web dinámica, que nos sirve información y realiza el proceso en el 
servidor web donde está alojado.  
El tiempo en realizarse todo el proceso puede ir desde unos minutos a horas. El tiempo 
depende del tamaño del sitio, de las restricciones del diseño y las políticas de buen uso 
configuradas. Una vez acabado el proceso, la interfaz indicará el número de resultados en la barra 
de estado [9]. Si no pulsamos el candado de la esquina inferior derecha [10], se cerrará 
automáticamente en diez segundos la ventana. 
Si por el contrario hemos pulsado el candado podremos ver los resultados de la extracción 
[11]. Aquí  podremos ver cómo han funcionado nuestros patrones y, así, mejorar los resultados. 
E
E
CAPTURA DE PANTALLA 53. UN SHUTTLEBOT EN EJECUCIÓN 
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CAPTURA DE PANTALLA 54. EXTRACCIÓN DE INFORMACIÓN 
En el  fragmento de código fuente 10 que pertenece al ShuttleBot, podemos ver como realiza 
la conexión web utilizando los links de la frontera. Este proceso se respalda en la librería CURLi de 
PHP. Un ShuttleBot se identifica como un navegador web. Esto facilitará su detección por parte de 
los administradores del Sitio al cual accedemos. 
CÓDIGO FUENTE 10. CONEXIÓN HTTP DEL SHUTTLEBOT 
Podemos ver otros elementos como  un sleep, que escenifica el gap o tiempo a esperar; o el 
envío de un mensaje a través del socket. 
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4.5.5 Montar  un ShuttleBot 
Para montar un ShuttleBot debemos acceder al Diseñador de Bots pulsando el botón BOTS 
de la pantalla principal [1]: 
CAPTURA DE PANTALLA 55. LOCALIZACIÓN DEL BOTÓN BOTS 
Una vez en el Diseñador de Bots, seleccionaremos el ShuttleBot a montar del repositorio de 
Bots [2]: 
CAPTURA DE PANTALLA 56. REPOSITORIO DE BOTS 
Seguidamente, debemos pulsar el botón Montar [3]. El cual creará la estructura de archivos 
[4] necesaria para la ejecución de un ShuttleBot. 
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CAPTURA DE PANTALLA 57. LOCALIZACIÓN DEL BOTÓN MONTAR 
 
CAPTURA DE PANTALLA 58. ARCHIVOS EN LA CARPETA DEL SHUTTLEBOT 
 En el fragmento de código (Código fuente 11), podemos ver el inicio del método 
mountBot(...) de la clase BO_Bot.java. En él, vemos la creación del archivo inicial de configuración 
del ShuttleBot (ini.conf). Se utiliza la clase SE_FileManager.java, un servicio implementado para 
gestionar archivos. En el algoritmo observamos cómo se crea el sistema de archivos mediante la 
instrucción folder.mkdirs(). Se escriben los datos del Bot en los archivos mediante las librerías  
FileWriter, File y BufferedWritter: 
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CÓDIGO FUENTE 11. MÉTODO MOUNTBOT 
 
4.5.6 Generar un ShuttleBot Portable 
 
 A veces puede ser necesario instalar manualmente un ShuttleBot. Si el usuario no es el 
administrador del equipo donde se va a instalar, es posible que no tengamos acceso al sistema de 
ficheros de dicho equipo. Este problema puede ocasionar que Shuttle no pueda montar el 
ShuttleBot por causas ajenas al diseño. Por ejemplo, un ShuttleBot puede estar instalado en una red 
privada en Pekín y el administrador estar en Londres. Si el usuario quiere modificar el ShuttleBot, el 
sistema le proporciona la funcionalidad de crear los archivos en un fichero comprimido ZIP. Así el 
ShuttleBot estará listo para ser enviado a su destino para su instalación mediante algún sistema de 
mensajería, como el correo electrónico o el FTP.  
Para montar un ShuttleBot debemos acceder al Diseñador de Bots pulsando el botón BOTS 
de la pantalla principal [1]: 
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CAPTURA DE PANTALLA 59. LOCALIZACIÓN DEL BOTÓN BOTS 
 Seleccionamos igual que en el caso anterior el Bot. En la interfaz aparecerá el botón portable 
habilitado en caso que haya sido montado alguna vez, si no, deberá montarlo. [2]. 
 
CAPTURA DE PANTALLA 60. LOCALIZACIÓN DEL BOTÓN PORTABLE 
  
Con la acción anterior se inicia el caso de uso Bot Portable. El sistema creará un archivo ZIP 
mediante la clase SE_FileManager. En ella encontramos el método create_Zip(...), el cual podemos 
ver en el código que aparece a continuación. Podemos observar como creamos el archivo, leemos 
los bytes de los archivos y los vamos escribiendo en el ZIP respaldándonos en la librería java.util.zip 
: 
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CÓDIGO FUENTE 12. GENERACIÓN ARCHIVO ZIP 
4.5.7 Mostrar Resultados 
 
 Esta funcionalidad implementa el caso de uso Mostrar Resultados. Para mostrar los 
resultados el usuario tiene dos vías, puede ver los últimos resultados de un ShuttleBot o ver los 
resultados de lanzamientos anteriores. 
Para ver los últimos resultados de un ShuttleBot deberemos de acceder al Diseñador de 
Bots [1]: 
 
CAPTURA DE PANTALLA 61.LOCALIZACIÓN DEL BOTÓN BOTS 
 Una vez dentro del Diseñador de Bots, seleccionaremos el ShuttleBot que deseemos y 
pulsaremos sobre el botón diseñado a tal efecto [2].  
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CAPTURA DE PANTALLA 62. LOCALIZACIÓN DEL BOTÓN RESULTADOS 
 Una vez pulsado este botón, Shuttle ejecutará el programa por defecto del Sistema 
Operativo para leer archivos CSV. En el código fuente (Código fuente 13), podemos ver como 
ejecutamos la aplicación lectora de CSV, para ello indicamos el archivo de últimos resultados a la 
librería Runtime, este archivo de resultados lleva el nombre del ShuttleBot: 
 
CÓDIGO FUENTE 13. MÉTODO MOSTRAR RESULTADOS 
Si lo que deseamos es ver los resultados de lanzamientos ejecutados por la Lanzadera, 
accederemos al Administrador de Sitios [3]. Allí encontraremos un botón que se habilitará si un 
lanzamiento los ha obtenido [4]: 
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CAPTURA DE PANTALLA 63. LOCALIZACIÓN DEL BOTÓN SITIOS 
 
CAPTURA DE PANTALLA 64. BOTÓN PARA MOSTRAR LOS ÚLTIMOS RESULTADOS DE UN LANZAMIENTO 
 
A continuación un ejemplo de un visor de CSV. Se trata del conocido procesador de hojas de 
cálculo MS Excel: 
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CAPTURA DE PANTALLA 65. ARCHIVO CVS DE RESULTADOS - MICROSOFT EXCEL 2010 
 
4.5.8 Lanzar el Indexador 
 
 Si el usuario lo requiere, el sistema le ofrece una funcionalidad para poder subir resultados 
a una base de datos My SQL. 
 Para ello debemos pulsar el botón Sitios de la pantalla principal [1]: 
 
CAPTURA DE PANTALLA 66. LOCALIZACIÓN DEL BOTÓN SITIOS 
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 Seleccionamos un lanzamiento y, si este obtuvo resultados durante la ejecución del 
ShuttleBot veremos habilitado el botón para ejecutar el Indexador [2]: 
 
CAPTURA DE PANTALLA 67. LOCALIZACIÓN BOTÓN LANZAR INDEXADOR 
Nos aparecerá la ventana de ejecución de Bots, pero esta vez en vez de un ShuttleBot 
veremos la interfaz del indexador:  
 
CAPTURA DE PANTALLA 68. EJECUCIÓN DEL INDEXADOR 
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  Una vez finalizado el proceso podremos consultar en nuestra base de datos My SQL 
el contenido de la nueva tabla. El portal, buscador vertical o aplicación móvil que esté conectada a 
esta base de datos podrá utilizarlos  como fuente de información para su negocio. Podemos ver 
seguidamente un ejemplo de la tabla generada: 
4.5.9 Configuración General 
 
 La configuración general del Administrador se realiza mediante el Asistente de 
configuración del sistema. Para acceder debemos hacer clic en el botón Opciones de la pantalla 
principal [1]: 
 
CAPTURA DE PANTALLA 70. LOCALIZACIÓN DEL BOTÓN OPCIONES 
 Al pulsar nos aparecerá el asistente de configuración del Sistema. En la ventana nos 
aparecen dos pestañas: Indexador y BotServer [2]: 
CAPTURA DE PANTALLA 69. PHPMYADMIN NOS MUESTRA LA TABLA DE LA BASE DE DATOS 
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CAPTURA DE PANTALLA 71. PESTAÑAS INDEXADOR Y BOTSERVER 
 Configuración del Indexador: Se compone de dos áreas. En la primera introducimos la 
configuración de la conexión de la base de Datos SQL [3]. En la segunda área [4], 
encontramos la ubicación donde se montará el indexador y la URL donde se alojará el 
Script. Aunque, tiene un tratamiento especial, por parte del sistema, se ha aprovechado 
la infraestructura de los ShuttleBots para poder montar el Indexador y hacerlo portable. 
Esto se consigue utilizando los botones Montar Indexador y Indexador portable [5]. 
 
 
CAPTURA DE PANTALLA 72. CONFIGURACIÓN DEL INDEXADOR 
 Configuración del Servidor de Bots: En esta pestaña podemos configurar el Puerto 
TCP donde se realizará la conexión y la dirección IP del equipo donde esté alojado 
ShuttleAdmin. 
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CAPTURA DE PANTALLA 73. CONFIGURACIÓN DEL SERVIDOR DE BOTS 
 
Una característica de la implementación de esta funcionalidad es el objeto diseñado para 
guardar los datos de configuración: BO_Options.java. Una realización de este objeto la guarda el 
controlador. Esto nos garantiza poder guardar la configuración mediante la interfaz Serializable 
de Java, la cual nos facilita la persistencia de objetos en archivos binarios:  
 
CÓDIGO FUENTE 14. ATRIBUTOS DE LA CLASE BO_OPTIONS.JAVA 
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 Diagrama General de Clases 4.6
 
 El diagrama de clases general consta de 27 clases. En total son aproximadamente 7200 
líneas de código, sin contar las librerías externas utilizadas: 
 
Debido al tamaño del diagrama, se han ocultado los métodos y los atributos de las clases. Para 
consultarlo se facilita junto a la memoria digital el acceso a las imágenes en alta definición de los 
tres diagramas de clases realizados. 
DIAGRAMA 69. DIAGRAMA DE CLASES GENERAL 
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 RESULTADOS V.
 
Este capítulo trata de mostrar los resultados obtenidos después de diseñar e implementar el 
proyecto. Podremos ver diferentes tests que se han llevado a cabo para comprobar la integridad 
del sistema. Además, se incluye la implementación de un pequeño buscador temático de 
aventura. Este buscador utiliza Shuttle para abastecerse de información proveniente de tres 
agencias de viajes.  
 Para realizar estas pruebas se ha tenido que montar servidores con soporte a las 
aplicaciones de Shuttle. 
 Test de la Lanzadera 5.1
 
Se han realizado múltiples pruebas de lanzamientos programando la ejecución de 
Shuttlebots en distintos días.  
La fiabilidad de esta parte es bastante importante, ya que al trabajar con fechas puede haber 
algún desajuste, como el famoso efecto 2000. Para comprobar el buen funcionamiento del sistema, 
se dejó ejecutando el sistema con varios bots la noche de fin de año. Se obtuvieron resultados 
satisfactorios: todos los bots se lanzaron a la hora adecuada. Esta prueba se grabó en video con el 
programa AutoScreenRecorder (Captura de pantalla 74). La grabación dura desde las 23:52 del día 
31 de diciembre de 2012 a las 00:04 del 1 de Enero de 2013. No se mostraron anomalías en el 
proceso.  
 
 
CAPTURA DE PANTALLA 74. VIDEO DEL TEST REPRODUCIENDOSE EN VLC 
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 Test TCP de la visión distribuida 5.2
 
Uno de las características más llamativas de Shuttle es su visión distribuida. Es decir, 
las tres aplicaciones del sistema pueden estar en diferentes equipos. 
Se diseñó e implementó el Servidor de Bots con el objetivo de gestionar las 
operaciones del ShuttleBot. Además, de la conexión TCP, utilizamos otras conexiones como 
una conexión web HTTP, por la cual el ShuttleBot muestra su interfaz en el navegador del 
Administrador de Shuttle. 
Para comprobar que el sistema esté funcionando correctamente nos hemos 
dispuesto a capturar la conversación inicial TCP entre un ShuttleBot y el Administrador. 
Se ha instalado un ShuttleBot llamado “SangaBot” en un equipo con IP 
192.168.2.100, Sistema operativo Windows 7 y con la herramienta EasyPHP en 
funcionamiento. En el otro equipo se alojará ShuttleAdmin. Es un portátil con IP 
192.168.2.104, Windows 7, EasyPHP y Java 7.1. 
 
 
 
 
 
 
El paquete seleccionado para capturar es el  contenedor del mensaje del Servidor de 
Bots durante el inicio la conexión HTTP: 
 
 
DIAGRAMA 71. DISEÑO DEL MENSAJE DEL SERVIDOR DE BOTS 
 
 
Hemos utilizado el programa WireShark, con licencia GPL, para capturar la 
conversación. Podemos observar en la captura de pantalla 74 los intercambios de mensajes 
TCP entre ambos dispositivos. 
DIAGRAMA 70. CONEXIÓN TCP ENTRE EL ADMINISTRADOR Y UN SHUTTLEBOT 
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Además, podemos ver el contenido del paquete y observar que es igual al que describimos 
durante el diseño: 
 
 
 
 
 
CAPTURA DE PANTALLA 75. CONVERACIÓN CAPTURADA CON WIRESHARK 
CAPTURA DE PANTALLA 76. PAQUETE TCP DE UN MENSAJE DE SHUTTLE 
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Para comprobar el formato, aunque se puede distinguir el mensaje de Shuttle [1], Wiresark 
nos permite mostrar el contenido del campo datos. Con esto comprobaremos como el mensaje 
diseñado se ha implementado correctamente [2]: 
 
 
CAPTURA DE PANTALLA 78. DATOS DEL MENSAJE 
 
 
  
  
CAPTURA DE PANTALLA 77. CONTENIDO DEL PAQUETE TCP 
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  Shuttle Search Engine: Un sencillo buscador temático de aventura 5.3
 
Una vez testadas las comunicaciones y la lanzadera, se procedió a implementar un 
sencillo buscador temático de excursiones de aventura. Shuttle se ha configurado con tres 
bots que recogerán información de tres agencias especializadas en viajes de trekking y 
aventura. 
 
 
 
 
 
 
 
 
 
 
 
El buscador tiene a Shuttle como crawler. Se han diseñado tres ShuttleBots que 
mantienen actualizada la base de datos del buscador: 
o SangaBot: Bot que extrae información de la agencia Viajes Sanga. 
o TuaregBot: Bot  lanzado sobre la web de Tuareg Viatges. 
o Club Marco Polo: Bot que recoge datos en la web del Club Marco Polo. 
La información que deseamos extraer de los sitios web son: 
 El enlace a la página de la descripción del viaje. 
 La zona de la excursión (país, continente, región...). 
 El título de la excursión. 
 La temporada, la época o salidas que tiene la excursión. 
 Descripción: Itinerario o descripción de los días de la excursión. 
  
CAPTURA DE PANTALLA 79. BUSCADOR TEMÁTICO DE AVENTURA 
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Este buscador no es un producto destinado al público, ya que se ha creado con la intención 
de verificar los procesos para adaptar Shuttle a un motor de búsqueda. Para realizar un buscador 
más potente deberemos tratar los datos con más profundidad para adaptarlos a la lógica de un 
nuevo buscador e incrementar el número de bots. Este motor de búsqueda trabaja con tres sitios 
web, los grandes comparadores trabajan con una quincena de sitios diferentes. 
 
Para ponerlo en marcha se han lanzado los bots sobre los sitios web de las agencias de viajes 
obteniendo 1125[1] registros. Seguidamente mediante el indexador se han creado las tres tablas, 
una por cada bot [2], en la base de datos MySQL. 
 
 
CAPTURA DE PANTALLA 80. RESUMEN DE LA BASE DE DATOS MY SQL 
 
 Cuando las tablas están creadas, el buscador ya está preparado para facilitar información a 
un usuario. Este hará consultas sobre los datos obtenidos. Nuestro objetivo con este buscador 
sencillo es verificar el sistema, por lo cual no se han tratado los datos al completo y se muestran con 
el formato extraído a excepción de la descripción que, por motivos estéticos, se ha reducido a 50 
caracteres. 
 El buscador realiza una query SQL sobre la base de datos para obtener los resultados que 
coincidan con una palabra clave en los campos ‘patron0’ y ‘patron1’. La búsqueda podrá ser por el 
lugar, zona o por el título de la excursión, por ejemplo “Tíbet”, “Kilimanjaro”, “América” o “Odisea 
en Marruecos”. 
 
CÓDIGO FUENTE 15. QUERY SQL DEL MOTOR DE BÚSQUEDA 
 
A continuación vamos a mostrar un ejemplo de una búsqueda. Supongamos que queremos 
realizar una excursión al mítico volcán kenyano Kilimanjaro, uno de los destinos turísticos 
preferidos de los aventureros interesados en este tipo de excursiones. 
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Para ello deberemos introducir la clave en el buscador y pulsar sobre el botón “¡A la aventura!” 
[1]: 
 
CAPTURA DE PANTALLA 81. BÚSQUEDA DE OFERTAS DE EXCURSIONES AL KILIMANJARO 
 El buscador nos mostrará los resultados clasificados por el Sitio web donde recolectó la 
información [2]: 
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CAPTURA DE PANTALLA 82. RESULTADO DE LA BÚSQUEDA DE EXCUERSIONES AL KILIMANJARO 
 
 Podemos observar que debajo de los resultados nos aparece el total de ofertas de viajes de 
la agencia [3].  Los enlaces [4] son diferentes entre ellos, se puede observar pasando el ratón por 
encima de los mismos [5]. En este motor de búsqueda hemos distinguido a cada oferta por su 
enlace, por lo que pueden aparecer repetidas pero con diferente link. Esto es así porque queremos 
comprobar la totalidad de los datos, ya que es útil saber dónde se encuentra cada excursión, aunque 
capturemos los mismos datos, al ser páginas diferentes, pueden contener información relevante. 
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A continuación, mostramos un gráfico con los resultados de la extracción sobre los sitios 
anteriores: 
 
 
GRÁFICO 2. RESULTADOS DE LA EJECUCIÓN DE TRES SHUTTLEBOTS 
 Los Shuttlebots han tenido un comportamiento similar, debido a que tienen los filtros 
optimizados. Podemos ver que el tiempo es casi proporcional a la cantidad de resultados obtenidos. 
En el caso de TuaregBot tarda cinco minutos más que MarcoBot, este, saca treinta ofertas de viajes 
menos. La diferencia se debe a que los itinerarios del sitio de Tuareg Viatges son mucho más 
completos. Esto lo podemos comprobar tras observar como duplica la cantidad de Kbytes de 
información. 
 A continuación vamos a comparar los tres ShuttleBots con otros tres iguales, pero esta vez 
no le añadiremos ninguna configuración en la exploración de los sitios. Con esto veremos el impacto 
que tiene sobre el tiempo y el  número de páginas visitadas por parte de  un crawler con una 
navegación sin restricciones ni filtros. Se muestran en color claro los nuevos bots y en oscuro los 
optimizados:  
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GRÁFICO 3. PÁGINAS WEB VISITADAS POR LOS SHUTTLEBOTS 
 Como observamos en la gráfica anterior, la diferencia entre ambos es bastante grande, 
sobretodo en la última frontera. Esto es debido a que, si no se ponen ciertas restricciones, el 
número de páginas a visitar crece exponencialmente. Los resultados finales son idénticos, pero este 
factor hará que tenga un impacto en otra variable importante: El tiempo. La exploración que han 
Semilla Frontera 1 Frontera 2 Frontera 3
SangaBot 1 88 724 4450
MarcoBot 1 65 964 5438
TuaregBot 1 257 1620 13841
SangaBot (Opt) 1 83 535 322
MarcoBot (Opt) 1 38 457 1528
TuaregBot (Opt) 1 255 1567 302
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realizado los ShuttleBots sin filtros se asemejaría a una exploración de una sola frontera, como 
hacen los crawlers jerárquicos. 
 A continuación vamos a ver otro gráfico comparando el tiempo entre ambas 
configuraciones. Es aquí, donde notamos la diferencia más notable: 
 
GRÁFICO 4. DIFERENCIAS EN EL TIEMPO DE EJECUCIÓN 
 Como apreciamos en el gráfico, la diferencia es bastante amplia. Sin unos filtros adecuados 
nos movemos en unos márgenes de tiempo bastante superiores. Además, estamos a la merced del 
volumen del contenido del sitio. Si, por el contrario, les hemos definido comportamiento mediante 
los filtros, comprobaremos como reducimos considerablemente la dependencia del tiempo respecto 
al tamaño del sitio. 
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 ASPECTOS ECONÓMICOS VI.
 
  Coste orientativo del proyecto 6.1
 
Los costes de la implantación de este sistema son variables dependiendo del motor de 
búsqueda o aplicación usuario de Shuttle. 
Normalmente, una empresa o particular que desee explotar este software debería tener ya 
las tecnologías de base de datos, incluyendo las respectivas licencias. My SQL se distribuye bajo 
licencia GPL, lo que implica un coste en el caso de sacar un rédito económico de su uso, que es 
aproximadamente de 1500€. 
Los equipos involucrados en una visión distribuida dependerán también del volumen de 
datos que extraigan y la potencia de la aplicación usuaria. En un buscador temático sencillo se 
puede instalar nuestro sistema en ordenadores de oficina o adquirir equipos personales comunes, 
los cuales rondan los 500€ en el mercado. 
Si el buscador va a ser la base de un negocio donde se necesita acondicionar Shuttle, en 
teoría, también deberían tener adquirido un servidor web para el buscador. Si no lo tiene, se 
debería adquirir uno o montarlo en un pc común. Un servidor web podría ser un Hewlett Packard 
de la clase Proliant , su precio oscila entre 600 y 30.000€, según prestaciones. 
Sistema operativo pude tener desde un Linux gratuito a un Windows Server 2012 Data 
Center de 4100€.  
Además se debería asumir el coste de luz, al tener los equipos encendidos las veinticuatro 
horas del día. Un local pequeño con cinco o seis equipos debería consumir una media parecida a un 
hogar familiar, es decir unos 80€ al mes. 
Sobre la conexión a Internet, fundamental para nuestras aplicaciones, se debería contratar 
un paquete para empresas a un precio adecuado. La factura puede rondar según los requisitos del 
ancho de banda necesario, desde 18€, de una conexión sencilla a Internet, a una conexión Premium 
de Telecable, que costaría unos 135€ al mes con un alta de 40€. 
Además de todo ello habría que añadir las horas trabajadas por el equipo. Hemos estimado 
un equipo de seis programadores, un analista y un jefe de proyecto para desarrollarlo. 
Al haber hecho un diseño de forma ágil y con tecnologías como Java, la cual nos permiten 
una programación más rápida, se ha utilizado otro método. Dado que el mito hombre-mes está 
comprobado que no es fiable, se ha escogido un método bastante común de previsión de esfuerzo: 
Puntos de función por casos de uso [19]. 
En este sistema puntuamos en primer lugar los casos de uso, dependiendo de su 
complejidad. Utilizando unos valores proporcionados por el método: 
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 Puntos por caso de Uso 
(PCU) 
 Peso Total 
Crear Sitio 3 5 
Modificar Sitio 3 5 
Iniciar Lanzadera 1 10 
Parar Lanzadera 1 5 
Reiniciar Lanzadera 1 5 
Mantenimiento 1 5 
Crear Bot 3 5 
Montar Bot 1 5 
Modificar Bot 3 5 
Lanzar Bot 1 15 
Bot Portable 1 5 
Mostrar Resultados 1 5 
Conexión de Bot 2 5 
Lanzar Indexador 1 5 
Indexador Portable 1 5 
Montar Indexador 1 10 
 TOTAL 100 
 
Seguidamente, con ayuda de las tablas que nos han proporcionado, puntuamos los factores 
técnicos: 
 Factores Técnicos (FT) 
 Influencia Peso Total 
Sistema Distribuido 2 5 10 
Objetivos de rendimiento 2 3 6 
Eficiencia respecto al usuario final 1 3 3 
Procesamiento complejo 1 3 3 
Código reutilizable 1 3 3 
Instalación sencilla 0,5 1 0,5 
Fácil utilización 0,5 0 0 
Portabilidad 2 3 6 
Fácil de cambiar 1 1 1 
Uso concurrente 1 2 2 
Características de seguridad 1 1 1 
Accesible por terceros 1 5 5 
Se requiere formación especial 1 3 3 
  TOTAL 43,5 
 
 
Por último, hacemos lo mismo con los factores de Entorno: 
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 Factores de Entorno (FE) 
 Peso Influencia Total 
Familiar con UML 1,5 5 7,5 
Experiencia con la aplicación 0,5 3 1,5 
Experiencia en la orientación de 
objetos 
1 5 5 
Capacidades de análisis 0,5 3 1,5 
Motivación 1 5 5 
Requisitos estables 2 2 4 
Trabajadores a tiempo parcial -1 0 0 
Lenguaje complejo -1 0 0 
  TOTAL 24,5 
 
Aplicando la siguiente fórmula, nos dará el total de esfuerzo necesario:  
Esfuerzo = 28 * (PCU + FE) * (1,4 + FE*(-0,03)) * (0,6+(0,01*FT)) = 2766 horas-hombre. 
 El equipo de programadores tardaría tres meses y medio en implementar el sistema, lo que 
a 8€/h tendría un coste de 22.128€ aproximadamente. Además el analista y el jefe de proyecto 
dedicarían horas al diseño y a la dirección del proyecto respectivamente. El analista dedicaría 8 
horas durante mes y medio, lo que acarrearía un coste adicional de 2.200€, cobrando 10€/h. 
Además hay que sumarle el sueldo del jefe de proyecto por el trabajo de control realizado, 
supongamos que dedique 21 horas a 13€/h, costaría 273€.  
Si sumásemos un par de equipos informáticos y un servidor, la suma total orientativa 
ascendería a 29.510, como podemos observar en las siguientes tablas: 
Tabla resumen costes en recursos humanos: 
Trabajador Número €/h total 
Programador 5 8€/h 19.600€ 
Analista 1 10€/h 2.200€ 
Jefe de Proyecto 1 13€/h 273€ 
TOTAL   24631€ 
 
Coste orientativo del proyecto para un buscador medio: 
Recursos necesarios Coste 
2 equipos informáticos 1000€ 
1 servidor mediano 1500€ 
Licencia MySQL 1200€ 
S.O. Ubuntu - 
Recursos humanos 24631€ 
Alta ADSL 679€ 
Electricidad 500€ 
Total 29.510€ 
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 Viabilidad del producto 6.2
 
En este capítulo vamos a analizar brevemente el producto realizado desde un ámbito 
comercial. A través de un diagrama DAFO extraeremos diferentes conclusiones sobre la viabilidad 
de nuestro software como producto comercial. 
6.2.1 Idea de negocio 
 
 El producto realizado en este proyecto puede destinarse como eje principal de un negocio 
de buscadores verticales de tipo comparador.  Por un lado, nos provee de la principal herramienta 
para poder construir un portal web comparador de precios, búsqueda de viajes, etc… Por otro lado, 
dado el auge de este tipo de negocio, también podemos dotar a terceros de este servicio.  
6.2.2  Diagrama DAFO 
 
 Este diagrama se denomina matriz DAFO o SWOT y es utilizado en el estudio de un producto 
o proyecto.  Para realizarlo se ha hecho sobre un caso ficticio, ya que el inversor sería el propio 
autor. 
DIAGRAMA 72. DAFO (DEBILIDADES, AMENAZAS, FORTALEZAS Y OPORTUNIDADES) 
151  
 
 En el diagrama podemos observar cuatro recuadros, en cada uno se incluyen conceptos que 
conforman una debilidad, una amenaza, una fortaleza o una oportunidad. Esto nos servirá para 
poder ver la situación real del producto en el mercado. 
 
6.2.3 Análisis de negocio 
 
 Como hemos visto en el diagrama DAFO tenemos algunas ventajas e inconvenientes para 
poder comercializar un producto como este: 
 
Amenazas detectadas con el análisis externo: 
 Crisis del Euro: Con la crisis actual es difícil encontrar créditos privados y públicos. 
 Competencia: La competencia puede desarrollar software parecido una vez 
comercializado el nuestro. Con un equipo humano menor, estamos en desventaja. 
 Cambio de Tecnología: Una nueva revolución en Internet podría hacer que nuestro 
producto no funcionase correctamente y necesitase una actualización tecnológica. 
Oportunidades detectadas con el análisis externo: 
 Crisis: Aunque sea una amenaza, los periodos de crisis suelen ser donde hay mejores 
oportunidades para desarrollar un negocio, ya que los costes de emprender son más 
bajos. 
 Ampliación de funcionalidades: El software podría ampliarse con nuevas 
funcionalidades que aumenten el número de clientes potenciales que existen 
actualmente. 
 Mercado Internacional: Aunque el mercado europeo no esté en su mejor momento, 
podemos intentar entrar en mercados internacionales de países que no están sufriendo 
una bajada en el consumo. Países emergentes como Brasil o México nos pueden aportar 
nuevos clientes potenciales. 
 Benchmarking: Si ampliamos o se hiciera una edición del software especial para 
Benchmarking, con una promoción adecuada podríamos conseguir nuevos clientes 
fuera del sector inicial con el que contábamos. 
 Gadgets Smartphone: Actualmente existen Apps que podrían utilizar nuestro sistema. 
Es otra vía de producir otras aplicaciones que se puedan mantener con Shuttle. 
 
Fortalezas detectadas en el análisis interno: 
 Orientado a producto: Nuestro software está orientado al producto. Es decir, nos 
hemos especializado en resolver los problemas de los buscadores verticales tipo 
comparador, lo cual nos da una ventaja competitiva. 
 Sistema multitemático: Al estar orientado a producto, hemos podido crear soluciones 
para poder ser configurado en diferentes temáticas definidas por el usuario. 
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 No necesita mantenimiento: Una persona técnica puede manejar e incorporar Shuttle 
a su sistema sin necesidad de terceros. 
  Visión distribuida: Una de las ventajas competitivas que más destacan es la 
posibilidad de trabajar en modo clustered, es decir de forma distribuida, asignado 
responsabilidades a los equipos. 
 Multiplataforma: El sistema Shuttle está implementado con tecnología Java y PHP, 
ambas utilizables en diferentes sistemas operativos. 
Debilidades detectadas en el análisis interno: 
 Software en desarrollo: El software diseñado está recién implementado. Aunque ha 
pasado los tests pertinentes, no ha sido probado a gran escala. La competencia es capaz 
de corregir su software según su implantación, utilizando casos reales con clientes y en 
equipos mucho más potentes que los que poseemos. Nosotros, al no haber empezado 
una hipotética comercialización y al no tener capital, carecemos de esta ventaja. 
 
 Carencia de recursos económicos: Dado el estatus actual del autor, estudiante y 
parado, en estos momentos sería inviable la inversión de capital. 
 
 Carencia de recursos humanos: El equipo de Shuttle lo compone un único autor, lo 
que hace difícil una ampliación y comercialización del producto. Se necesitaría más 
manos técnicas para proseguir en un futuro con este proyecto. 
 
6.2.4 Oportunidad de negocio 
 
En este apartado responderemos a la siguiente pregunta: 
 ¿Shuttle es un producto comercializable? 
La respuesta a la pregunta de si Shuttle es un producto comercializable es afirmativa. 
Tenemos las suficientes ventajas competitivas: Características como la especialización del producto 
o la superioridad en funcionalidades respecto a otros productos de la competencia, o la posibilidad 
multitemática del sistema, nos sirven como base de una hipotética comercialización de Shuttle.  
Se necesitaría mejorar en las debilidades como la carencia de recursos humanos, lo cual, nos 
puede hacer más fuertes de cara a afrontar amenazas externas. El tema económico también es 
importante, y habría que encontrar una fuente de financiación.  
Respecto a las oportunidades, tenemos ámbitos, como el benchmarking o los gadgets para 
Smartphones, aptos para la introducción de este tipo de software con el objetivo de diseñar 
terceras aplicaciones que ofrezcan información recogida mediante nuestro sistema. 
A partir de este pequeño estudio se podría elaborar un plan de negocio. En este plan se 
debería incluir una estrategia de marketing encarada a la comercialización de Shuttle, donde 
podamos explotar sus fortalezas y oportunidades.  Y por otro lado, un segundo plan económico 
encarado a la inversión económica y financiera, el cual nos serviría como una herramienta para 
captar inversiones y capitalizar la comercialización.   
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 CONCLUSIÓN VII.
 
El eje principal de este proyecto ha sido el diseño e implementación de un sistema de 
aplicaciones capaz de extraer información de sitios web. Este sistema de aplicaciones se le ha 
denominado Shuttle, y forma parte de la familia de software catalogada como crawlers. Los 
crawlers proveen información a terceros, normalmente aplicaciones web como los buscadores 
generalistas o temáticos, como son, respectivamente, Yahoo! o Trivago.  
 
 
DIAGRAMA 73. FUNCIONAMIENTO DE SHUTTLE 
Shuttle es un software único entre su género. Es el resultado del trabajo e investigación 
desarrollado durante medio año con el objetivo de obtener un crawler multitemático. Durante estos 
cinco meses se ha ampliado el proyecto inicial con nuevas características para poder proponer una 
solución lo más completa posible. 
El proyecto se ha realizado en cinco meses, comenzando en verano de 2012 y finalizando en 
enero de 2013. Cada ampliación se ha planificado como una fase nueva del proyecto. La primera 
corresponde a la propuesta inicial del proyecto y las dos fases siguientes han sido las  restantes 
ampliaciones. 
 
 Primera fase: Diseño del Administrador de Sitios, la Lanzadera y los Bots. 
 Segunda fase: Diseño y acople dela herramienta creadora de Bots. 
 Tercera fase: Diseño e implementación del indexador y el Servidor TCP. 
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La segunda fase es producto de la investigación y la experiencia en la primera. Se logró 
resolver el objetivo secundario planteado: Dotar de diferentes comportamientos al crawler, es 
decir, la posibilidad de configurarlo para diferentes temáticas y sitios web. Este hecho hace de 
Shuttle el único software en el mercado capaz de cambiar la temática de un crawler vertical. 
La tercera fase corresponde a la última ampliación. Para dar consistencia al sistema se 
implanta un indexador MY SQL y un Servidor TCP,  completando así las funcionalidades de Shuttle.  
Nuestro diseño partió de unos conceptos previos donde establecimos los requisitos 
mínimos del diseño de un crawler de estas características. De este análisis inicial, obtuvimos dos 
aplicaciones, las cuales conformarían el crawler básico: La lanzadera y los bots. 
 
DIAGRAMA 74. PROCESO ELEMENTAL DE SHUTTLE 
Se diseñaron e implementaron dos algoritmos para los Bots, capaces de resolver el 
problema. Se intentó buscar pautas en la creación de sitios que nos facilitaran la creación de algún 
mecanismo para la resolución de las tareas de extracción de links y datos: 
 Algoritmo de fronteras de profundidad: Explora los links de un sitio creando una 
frontera de rastreo por cada nivel del mismo. 
 
 
DIAGRAMA 75. ALGORITMO DE FRONTERAS DE PROFUNDIDAD 
 
 Algoritmo de Extracción de datos: Este algoritmo visita una frontera de rastreo 
extrayendo datos según patrones prestablecidos. 
 
 
 
DIAGRAMA 76. ALGORITMO DE EXTRACCIÓN DE DATOS 
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Seguidamente se inició el diseño del Administrador del Sistema una aplicación Java que 
permitiera gestionar los bots. Se le incluyó la Lanzadera y el módulo necesario para su uso: El 
Administrador de Sitios. 
 
 
 
 
 
 
 
 
 
Con la experiencia adquirida en la fase anterior, replanteamos el diseño para intentar hallar 
una solución al objetivo secundario propuesto: Dotar de comportamientos diferentes al crawler. 
Recordamos al lector que los crawlers verticales suelen ser diseñados específicamente para 
una temática, debido a la dificultad de recoger datos especializados. Se investigó la forma de 
hacerlo y, tras estudiar y replantear los algoritmos anteriores, se encontró una técnica que, 
mediante la creación de unos archivos, podría solventar dicho problema. 
Gracias a la introducción de dichos archivos en el diseño, los algoritmos podrían 
autoconfigurarse para la extracción y exploración de sitios web. Pudiendo así obtener los datos de 
las páginas, independientemente de la temática.  
Con el objetivo de aumentar la potencia del sistema se suministró al Administrador un 
nuevo módulo para el diseño de Bots. El nuevo diseño permite replicar el código de los algoritmos y 
dotarle de un comportamiento mediante archivos generados por el Diseñador de Bots. Además, el 
diseño orientado a objetos expuesto aumenta considerablemente la lógica de los scripts. A estos 
bots se les denominaron ShuttleBots, para distinguirlos de los scripts generados por el usuario, ya 
que la Lanzadera puede ejecutar cualquier bot externo en PHP o similar. 
Una vez finalizada la fase anterior, se decidió aumentar las funcionalidades del sistema 
dotándolo de un servidor de Bots. Este nuevo módulo nos permite ejecutar varios ShuttleBots a la 
vez, obteniendo un control directo sobre los procesos mediante comunicaciones bajo tecnología 
TCP. 
Para cerrar el conjunto de aplicaciones, añadimos el último módulo utilizando la 
infraestructura ya montada para los ShuttleBots. Este módulo trata de acercar los resultados lo 
máximo posible a una tercera aplicación, como puede ser un buscador o una App para teléfonos 
inteligentes.  
CAPTURA DE PANTALLA 83. CONTROL DE LA LANZADERA DE LA APLICACIÓN ADMINISTRADORA DEL SISTEMA 
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Este indexador es un script configurable que está conectado al servidor de Bots y 
confecciona tablas en una base de datos MySQL con los resultados obtenidos. Es ejecutado por el 
administrador a través de la interfaz del Administrador de Sitios y es capaz de indexar todos los 
resultados. 
La implementación del proyecto consta de más de 7200 líneas de código, formando a su vez 
27 clases Java y dos aplicaciones web en PHP. 
Java ha sido el lenguaje escogido para la implementación de la mayoría de código, ya que 
nos dota de una lógica orientada a objetos, algo totalmente necesario para nuestro diseño. PHP, en 
cambio, nos ha ofrecido un lenguaje simple, muy manipulable y poseedor de potentes librerías de 
conexión, tanto a otros dispositivos como a bases de datos. 
 
CAPTURA DE PANTALLA 84. SHUTTLE MY SQL INDEXER 
DIAGRAMA 77. DIAGRAMA GENERAL DE CLASES JAVA IMPLEMENTADAS 
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A continuación, repasaremos las características diseñadas e implementadas del software. En 
verde se muestran las funcionalidades del proyecto inicial, y en negro las funcionalidades 
implementadas para mejorar el sistema: 
 Administración de Sitios Web: El Administrador contiene un gestor donde se 
podrán programar lanzamientos, también se guarda la configuración de los 
sitios. 
 
 Aplicaciones portables: El sistema es capaz de montar el sistema de archivos 
de los scripts que generé. La localización puede ser cualquier ubicación de una 
red donde tenga permisos de escritura. En caso contrario, el sistema provee al 
usuario de una herramienta para guardar los ShuttleBots o el Indexador 
comprimidos en formato ZIP para ser transportadas fácilmente. 
 
 Detección de la codificación de caracteres: Los sitios web pueden estar en 
diferentes codificaciones. Esto puede causar que no se vean acentos o caracteres 
latinos. Los ShuttleBots detectan la codificación y la modelan a UTF-8.  
 
 Diseñador de Bots: Funcionalidad de diseño y creación de crawlers 
pregenerados. 
 
 Diseño algebraico de patrones: Para aumentar la capacidad de las búsquedas 
por patrones de texto, el sistema está adaptado para el uso de expresiones 
regulares, incluyendo un asistente para realizar expresiones simples.  
 
 Historial de resultados: Existe un repositorio donde se almacenan resultados 
históricos. 
 
 Implementación Multiplataforma: Las aplicaciones se han diseñado  en Java 
7.1 y PHP. Estos lenguajes pueden ser utilizados tanto en Unix, Mac y Linux. 
 
 Indexación de resultados en bases de Datos MySQL: Shuttle, gracias al 
indexador que contiene, es capaz de indexar los resultados en tablas de bases de 
datos MySQL. 
 
 Interfaz gráfica: El sistema contiene una interfaz gráfica intuitiva. Contiene 
elementos de ayuda para una mejor experiencia del usuario. 
 
 Lanzadera de Scripts: Control de la temporización de lanzamientos 
automáticos. 
 
 Protocolo Exclusión de Bots (REP): Posibilidad de habilitar el protocolo de 
exclusión de robots. 
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 Repositorio de resultados distribuido y centralizado: Aunque los 
ShuttleBots guardan el archivo de resultados en su equipo, el Sistema también 
los guarda en el equipo del administrador. 
 
 Resultados en archivos legibles: Los resultados se guardan en formato CSV, 
“Comma-Separated-Values”. CSV es muy utilizado en las aplicaciones de datos 
debido a que es un estándar para guardar datos por columnas en texto plano. 
 
 Sistema de extracción de links: El sistema es capaz de crear índices de links, 
llamados fronteras. Cada frontera contiene los links de los niveles de 
profundidad del Sitio. 
 
 Visión distribuida de las aplicaciones: Las aplicaciones están interconectadas 
mediante los protocolos TCP y HTTP  permitiendo así una visión distribuida de 
los equipos y aplicaciones (clustered). 
Se han realizado diferentes tests para probar la implementación del sistema. Capturamos un 
paquete del servidor de Bots, donde observamos con el programa Wireskark el contenido de un 
paquete real; se probó durante las campanadas de año nuevo la Lanzadera, aprovechando un caso 
real de cambio de fecha; y, por último, se implementó un pequeño buscador temático que tuviera a 
Shuttle como servidor de datos. 
“Shuttle Trekking & Adventure Serach Engine”, es una aplicación adicional al proyecto, 
realizada con el fin de comprobar la integridad de los datos y el acoplamiento de Shuttle a un caso 
real.  
  
 
 
 
 
 
 
 
Para poder ver el impacto de los algoritmos en los resultados finales de la aplicación, se 
diseñaron tres ShuttleBots íntegramente con el Diseñador de Bots y se probaron con diferentes 
filtros y restricciones. A continuación recordamos las gráficas de los tests del algoritmo de fronteras 
de profundidad del capítulo V, donde observamos como un diseño optimizado de los ShuttleBots 
consiguen reducir bastante el rango de páginas exploradas, y por extensión, del tiempo final en 
realizar el proceso. 
CAPTURA DE PANTALLA 85. SHUTTLE TREKKING & ADVENTURE SEARCH ENGINE 
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GRÁFICO 5. RENDIMIENTO DEL ALGORITMO DE FRONTERAS DE PROFUNDIDAD (PÁGINAS VISITADAS) 
 
GRÁFICO 6. RENDIMIENTO DEL ALGORITMO  DE FRONTERAS DE PROFUNDIDAD (TIEMPO) 
Shuttle es un sistema viable para su comercialización, como expusimos durante el Análisis 
de Viabilidad económica del capítulo VI, en este mismo documento. Vimos los pros y contras de su 
comercialización a través de un caso ficticio donde obtuvimos un diagrama DAFO que nos ayudó a 
estudiar la oportunidad de negocio de este proyecto: 
0
2000
4000
6000
8000
10000
12000
14000
16000
Semilla Frontera
1
Frontera
2
Frontera
3
P
á
g
in
a
s 
w
e
b
 v
is
it
a
d
a
s 
SangaBot
MarcoBot
TuaregBot
SangaBot (Opt)
MarcoBot (Opt)
TuaregBot (Opt)
0
50
100
150
200
250
300
TuaregBot MarcoBot SangaBot
M
in
u
to
s 
Optimizado
Sin Filtros
DIAGRAMA 78. DAFO DE UN CASO FICTICIO DE COMERCIALIZACIÓN 
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La especialización del software en el “crawling” temático o la dotación de comportamientos 
diferentes a los ShuttleBots, son características difíciles de encontrar en un software público. 
Partiendo de la base de que todo software es mejorable, la aplicación desarrollada, además de ser 
un producto único en sus funcionalidades, tiene las suficientes ventajas competitivas para ser un 
producto atractivo en el mercado. 
Respecto a las oportunidades, tenemos ámbitos como el benchmarking o las Apps para 
Smartphones aptos para la introducción de este tipo de software con el objetivo de diseñar terceras 
aplicaciones que puedan ofrecer información recogida mediante nuestro sistema. 
A continuación, mostramos algunas mejoras posibles del sistema que fortalecerían el 
producto:  
 Selección de patrones directamente desde la página web: Actualmente 
el sistema posee un asistente para la creación de expresiones regulares 
mediante la captura de código HTML. Siguiendo este mismo mecanismo, 
podríamos hallar alguna forma para recoger directamente el texto sin pasar 
por el código fuente del sitio web. 
 
 Reconocimiento de imágenes: No siempre la información se muestra en 
modo texto, por lo cual, proponemos dotar de un nuevo módulo a Shuttle 
con el fin que recoja datos de imágenes en los sitios web que explore. 
 
 Ampliación de los filtros de Bots: Actualmente existen bastantes filtros 
para el diseño de los Bots, los cuales resuelven los casos más importantes 
encontrados. Un estudio más extenso en este campo podría dotar al sistema 
de un mejor acople sobre un mayor número de sitios web. 
 
 Uso de los formularios de buscadores: Aunque Shuttle es capaz de llegar 
en la mayoría de veces a explorar todo el contenido de un sitio, no manipula, 
ni utiliza los propios buscadores que estos contengan. Una mejora 
substancial en el tiempo de lanzamiento sería adaptarlo para utilizarlos. 
 
 Generador de portales temáticos: Siguiendo las técnicas de creación de 
gestores de contenidos, realizar los cambios necesarios para crear un gestor 
de buscadores temáticos y agregarlo como  nuevo módulo. 
 
Durante los cinco meses del proyecto, con los medios que hemos tenido al alcance y los  
conocimientos adquiridos en la carrera, se ha tratado de aportar la solución tecnológica más 
completa que el autor ha sabido diseñar e implementar. Se ha intentado hacer un ejercicio completo 
de ingeniería: Desde la formulación del problema hasta su solución implementada, siendo Shuttle el 
resultado obtenido. 
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 GLOSARIO VIII.
 
 Actor: Demandante de una acción o caso de uso del sistema, normalmente es el propio 
usuario a través de la interfaz. 
 
 Administrador de un equipo: Usuario técnico con credenciales para configurar un sistema 
operativo o aplicación. 
 
 Administrador del Sistema: Ver ShuttleAdmin. 
 
 App: Aplicación de software, normalmente una aplicación para teléfonos inteligentes. 
 
 Araña web: Ver crawler. 
 
 Área de responsabilidad: Área de procesos que es asignada a un módulo. 
 
 Arquitectura: Define, de manera abstracta, los componentes que llevan a cabo alguna tarea 
de computación, sus interfaces y la comunicación entre ellos. 
 
 Benchmarking: Técnica de Marketing que consiste en averiguar qué acciones toma la 
competencia. 
 
 Bot: Script que simula el comportamiento humano para resolver una tarea encomendada. 
 
 Buscador: Página web o aplicación que se utiliza para buscar información. 
 
 Buscar (mediante un buscador): Acción de consultar una fuente de datos y ofrecerla a un 
usuario. 
 
 Capa de negocio: Capa de clases que contiene la lógica del programa. 
 
 Capa de persistencia: Subcapa de la capa de negocio encargada de guardar los datos entre 
ejecución y ejecución de un programa. 
 
 Capa de servicio: Subcapa de la capa de negocio encargada de proveer ciertos servicios al 
resto de capas. 
 
 Capa vista: Capa que contiene las clases necesarias para mostrar la interfaz gráfica e 
interactuar con el controlador de la capa de Negocio. 
 
 Clase: Abstracción de un objeto cuando se programa según el paradigma de orientación a 
objetos. 
 
 Codificación UTF8: formato de codificación de caracteres Unicode e ISO 10646 que utiliza 
símbolos de longitud variable. 
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 Concepto elemental: Concepto que define a grandes rasgos un objeto abstracto que 
representa una tarea, datos y/o  un objetivo que resuelve un problema de una forma 
conceptual. 
 
 Controlador: Componente de la capa de negocio que comunica una interfaz con una capa o 
conjunto de clases. 
 
 Crawler: Software de rastreo de información de Internet. 
 
 Crawling software: familia de software dedicada al rastreo de información en Internet. 
 
 CSV: Archivo de texto estándar separado por comas (Comma separated values). 
 
 Directorio: Motor de búsqueda por catálogo. 
 
 Equipo: Ordenador o máquina que interviene en el sistema. 
 
 Expresión regular: Una expresión regular es una expresión que describe un conjunto de 
cadenas sin enumerar sus elementos. 
 
 Filtros: Conjunto de restricciones que un usuario puede configurar durante el diseño de un 
ShuttleBot. 
 
 Frontera de rastreo: Conjunto de links pertenecientes a un nivel de un sitio web. 
 
 Fuente de información: Lugar donde se almacena cierta información. 
 
 Http: Protocolo usado en la transacción de páginas web en el World Wide Web. 
 
 Indexador: Aplicación que indexa información en una base de datos. 
 
 Lanzamiento: Acción de ejecutar un script en una hora determinada. 
 
 Minería de Datos: Es un campo de las ciencias de la computación referido al proceso que 
intenta descubrir patrones en grandes volúmenes de conjuntos de datos. 
 
 Módulo: Aplicación o ampliación que complementa un sistema de aplicaciones. 
 
 Montar: Acción de configurar y construir un sistema de archivos para una aplicación 
pregenerada. 
 
 Motor de búsqueda: Ver buscador. 
 
 Nivel del sitio: Un nivel es la profundidad a la cual se encuentra una cierta página en un 
sitio web. 
 
 Página fuente: Página donde existen datos potenciales. 
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 Parser: Técnica informática orientada al reconocimiento de texto. 
 
 Patrón: Es un conjunto de reglas que pueden ser usadas para crear o generar entidades o 
partes de una entidad. 
 
 Políticas de buen uso: Conjunto de recomendaciones para no ocasionar incidencias 
técnicas a terceros. 
 
 Portable: Funcionalidad para trasladar aplicaciones de un equipo a otro. 
 
 Principio de flexibilidad: Principio por el cual se intenta adaptar un producto al mayor 
número de usos posibles por parte de un usuario. 
 
 Protocolo de exclusión de robots: Es un método no vinculante para evitar que ciertos 
bots que analizan los sitios Web u otros robots que investigan todo o una parte del acceso 
de un sitio Web, público o privado, agreguen información innecesaria a los resultados de 
búsqueda. 
 
 Protocolo: Conjunto de estándares que controlan una secuencia de mensajes que ocurren 
entre dos equipos de una red. 
 
 Query processor: Aplicación encargada de realizar consultas de un usuario en una base de 
datos. 
 
 Rastrear: Buscar información con ciertos patrones en Internet. 
 
 Rastreador: Ver crawler. 
 
 Robots.txt: Ver Protocolo de exclusión de robots. 
 
 Script: Es un archivo que contiene un conjunto de ordenes en un lenguaje secuencial que 
por lo general se almacena en un archivo de texto plano. 
 
 Search engine: Ver buscador. 
 
 Seed: Ver semilla. 
 
 Semilla: Primera página de exploración de un crawler. 
 
 Shuttle My SQL Indexer: Indexador pregenerado por Shuttle capaz de indexar los 
resultados en una base de datos MySQL. 
 
 ShuttleAdmin: Aplicación administradora de nuestro sistema. 
 
 ShuttleBot: Bot pregenerado por Shuttle capad de extraer información de sitios web. 
 
 Sistema de aplicaciones: Conjunto de aplicaciones que, juntas, resuelven un problema. 
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 Sistema externo: Tercera aplicación o sistema de aplicaciones que interactúa de alguna 
forma con Shuttle. 
 
 Sistema operativo: Conjunto de programas que en un sistema informático gestiona los 
recursos de hardware y provee servicios a los programas de aplicación, ejecutándose en 
modo privilegiado respecto de los restantes. 
 
 Sitio web: Conjunto de páginas contenidas en un mismo dominio. 
 
 Software libre: Software que está sujeto a licencias débiles que fomentan su libre uso. 
 
 TCP: Protocolo de comunicaciones orientado a conexión de la capa de transporte OSI. 
 
 URL: Es una secuencia de caracteres estándar que se usa para nombrar recursos en Internet 
para su localización o identificación. 
 
 Usuario final: Usuario que utilizará la aplicación. 
 
 Visión distribuida: Posibilidad de alojar las aplicaciones en diferentes equipos y que estas 
se comuniquen entre sí. 
 
 Workminer: Algoritmo de extracción de datos. 
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