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Povzetek 
V nalogi je opisan razvoj rešitve za nadgradnjo klasične hišne instalacije v 
"pametno" stanovanjsko hišo. Obsega načrtovanje sistema, izbiro strojne opreme, 
pripravo delovnega okolja, izdelavo prototipnega vezja in izdelavo programske 
opreme.  
Sistem vključuje nadzorni del z mini-računalnikom Raspberry Pi in 
uporabniškim vmesnikom na pametnem telefonu (Android), mikrokrmilniški 
podsistem in senzorje na I2C vodilu.  
Mikrokrmilniški podsistem je v celoti zgrajen modularno in se ga poljubno 
nadgrajuje. Tako lahko z enim podsistemom zvezno reguliramo 16-kanalno 
razsvetljavo. Z dodajanjem I/O modulov, lahko upravljamo s 56 digitalnimi 
signali (DI/DO). Na digitalne vhodno/izhodne module priključimo krmilne tipke, 
senzorje gibanja in relejske module s katerimi krmilimo motorske pogone za dvig in 
spust okenskih rolet. Za krmiljenje večjega števila porabnikov dodamo celoten 
mikrokrmilniški podsistem s poljubnim številom modulov.  
Naš prototipni sistem vsebuje mikrokrmilniški modul, dva DI in dva DO 
modula. DO modul krmili štiri-kanalni relejski modul za krmiljenje dveh rolet. Na 
DI modul je povezan senzor gibanja, tipke za krmiljenje razsvetljave in tipke za 
krmiljenje rolet. Zatemnilni modul je štiri kanalni. Naš sistem vsebuje le en senzor 
temperature, s katerim je nakazana možnost dodajanja senzorjev v sistem. 
I2C komunikacija skrbi  za povezovanje nadzornega mini-računalnika 
Raspberry Pi, mikrokrmilniškega pod-sistema in senzorja. Raspberry Pi je postavljen 
v vlogo glavne naprave (master).  
Nadzorni sistem omogoča povezovanje pametnih telefonov s sistemom 
krmiljenja. Testno smo upravljali s sistemom na osmih pametnih telefonih istočasno, 
hkrati pa z napravami upravljali z lokalnimi tipkami. Sistem je ostal funkcionalen in 
dobro odziven. 
 
Ključne besede: Pametna hiša, avtomatizacija stavb, mikrokrmilnik, 
Raspberry Pi, Android, daljinski nadzor 
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Abstract 
The thesis describes the development of a solution for upgrading classical 
indoor house installation to a "smart" automated building. It comprises planning of 
the system, choosing the hardware, preparation of the working environment, 
prototyping circuits and prototyping software. 
The system consists of a control part that contains the mini-computer 
Raspberry Pi, of user interface software that runs on Android smartphone, of a 
microcontroller subsystem and of sensors on the I2C bus. 
Microcontroller subsystem is completely modular and can be optionally 
upgraded. With one subsystem, we can regulate 16-channel dimmable lighting. By 
adding I/O modules, we can control up to 56 digital signals (DI/DO). Actuating 
buttons, motion sensors and relay modules that control motor drives for raising and 
lowering window blinds are connected to digital input/output modules. To control a 
larger number of consumers, we can add complete microcontroller subsystem. 
Our prototype system contains a microcontroller module, two DI and two DO 
modules. DO module controls a four-channel relay module for controlling blinds. 
Motion sensor, push-buttons for controlling lights and push-buttons for controlling 
the roller shutters are connected to a DI module. Dimmer module has four channels. 
We are using one temperature sensor to demonstrate adding sensors to the system. 
Mini-computer Raspberry Pi, the microcontroller sub-system and the sensor are 
communicating over I2C communication bus. The Raspberry Pi is placed into the 
role of the master device. 
The control system allows us to connect multiple smart phones with the control 
system. In the final test, we have connected eight smartphones at once, while 
operating the microcontroller by the local push-buttons. The system remained 
functional and well responsive. 
 
Key words: smart home, building automation, microcontroller, Raspberry Pi, 
Android, remote control 
16 Abstract 
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1 Uvod 
V današnjih časih se srečujemo s pametnimi napravami praktično na vsakem 
koraku našega življenja. Tako imamo pametne ure, telefone, televizije, pametne 
avtomobile, pametne hiše… Takšne naprave vsebujejo nek mikroprocesor, ki je 
zmožen izvajati program, ki jim poveča uporabnost. Hkrati pa omogoča povezovanje 
in komuniciranje z ostalimi (bolj ali manj) pametnimi napravami. 
Za namen pametnih instalacij v zgradbah obstaja vrsta sistemov. Najbolj 
razširjena in izpopolnjena sistema sta KNX in LonWorks. Oba sistema sta 
zastavljena profesionalno, na visokem nivoju – z dobro tehnično podporo 
uporabnikom, široko paleto komponent in modularno programsko podporo. Tako sta 
namenjena predvsem za implementacijo v hotelih, poslovnih objektih, luksuznih 
stanovanjskih objektih… Žal pa sta zaradi visoke cene težje dostopna za širšo 
uporabo. Ostali – cenovno dostopnejši sistemi pa zaostajajo predvsem s tehnično 
podporo in možnostmi za nadaljnje nadgradnje. 
V nalogi je opisan razvoj rešitve za nadgradnjo klasične hišne instalacije v 
"pametno" stanovanjsko hišo. Hiša je projektirana tako, da so instalacije vezane v 
zvezdo. Vsi stikalni elementi in porabniki so vezani v skupno točko – razdelilno 
omarico. Takšna centralizirana vezava omogoča, da je celotno krmiljenje izvedeno v 
razdelilni omarici, vsi ostali elementi instalacije pa ostajajo takšni, kot pri klasični. 
Vseeno pa centralizacija predstavlja določeno slabost, saj pri odpovedi 
mikrokrmilnika, odpove krmiljenje celotnega objekta. Kot rešitev lahko v tak objekt 
namestimo več mikrokrmilniških podsistemov, in tako pri okvari odpove krmiljenje 
le določenega dela objekta. 
Zaradi pestrosti elementov v hišni instalaciji, se v tej nalogi omejimo le na 
nekaj predstavnikov iz vsake družine: 
- porabniki: razsvetljava, rolete, ostali močnostni porabniki 
- stikalni elementi,temperaturni senzorji, PIR senzorji, stikala, tipke 
Pri načrtovanju strojne opreme in programske opreme predvidimo možnost 
razširitve na večje število posameznih elementov. 
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2 Popis električnih naprav v stanovanjski hiši 
V stanovanjskih objektih je vgrajenih mnogo različnih električnih naprav in 
elementov, ki jih lahko povežemo med seboj, da delujejo usklajeno glede na 
postavljene zahteve. Kot je že zapisano v uvodu, se naprave poveže v sistem, ki ga je 
mogoče upravljati preko uporabniškega vmesnika. Nekatere naprave je možno 
krmiliti enostavno, druge pa ne omogočajo nadaljnje povezljivosti. Tabela 2.1 
prikazuje naprave in njihovo zmožnost povezovanja in način krmiljenja. 
 
Naprava povezava je 
možna 
krmiljenje močnostni 
element 
Notranja razsvetljava Da vklop/izklop, 
zatemnitev 
Triak 
Zunanja razsvetljava Da vklop/izklop Triak oz. rele 
Ventilacija prostorov Da vklop/izklop Triak oz. rele 
Električni kopalniški radiator Da vklop/izklop Triak oz. rele 
Okenske rolete Da vklop/izklop Triak oz. rele 
Toplotna črpalka za ogrevanje in 
pripravo sanitarne vode 
Ne / / 
Elektromagnetni ventili talnega 
ogrevanja (niso vgrajeni, napeljava je 
izvedena) 
Da vklop/izklop Rele 
Klimatizacija prostorov Ne / / 
Pogon garažnih dvižnih vrat Da vklop/izklop Rele 
Tabela 2.1: popis vgrajene oprem 
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4 Delitev po sklopih 
Po uvodnih ugotovitvah, se pri obsegu te naloge omejimo na ključne elemente 
hišnih instalacij, hkrati pa sistem načrtujemo tako, da ga je možno nadgraditi. Vsaka 
sprememba oz. razširitev strojne opreme zahteva še nadgradnjo programske opreme 
v vseh delih. Celoten sistem razdelimo po sklopih, katere obdelujemo posamično. 
Komunikacija I2C povezuje sklope med seboj. 
 
Slika 4.1 - Pregledna risba 
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Glede na stanje posamezne rolete imajo ukazi za dvig/spust različno funkcijo: 
 
STANJE: ROLETA MIRUJE  STANJE: ROLETA V GIBANJU 
ukaz  
tipka / komunikacija 
ukaz 
krmiljenje   
ukaz  
tipka / komunikacija 
ukaz 
krmiljenje 
gor  aktiviraj navzgor    gor  ustavi 
dol  aktiviraj  navzdol    dol  ustavi 
 
Tabela 5.2: krmiljenje rolet 
 
I2C komunikacija skrbi za povezavo z nadzornim sistemom. Vodilo tvorita 
dve liniji: SDA (podatkovno vodilo) in SCL (vodilo takta). Po SDA vodilu se 
prenašajo podatki, v paketih po 8 bitov. SCL določa hitrost vodila in je standardno 
določena na 100kHz. Začetek pošiljanja podatkov sprožimo s posebnim stanjem na 
vodilu START in zaključimo s stanjem STOP. Ti dve stanji dosežemo, ko: 
START: SCL = 1 in gre SDA  iz 1 v 0 
STOP:  SCL = 1 in gre SDA  iz 0 v 1 
Vse naprave na vodilu morajo biti enolično naslovljene. Naslavljanje je 7-bitno 
ali 10-bitno. Zagotovljena je kompatibilnost, tako da na istem vodilu lahko istočasno 
uporabljamo 7 ali 10 bitno naslovljene naprave. Nekatere naprave imajo tovarniško 
vpisan naslov in se ga ne da spreminjati, druge pa lahko naslavljamo z namenskimi 
priključki. Mikrokrmilnikom programsko določimo naslov. Ko glavna naprava na 
vodilu generira START signal, kateremu sledi še naslov ciljne naprave, se odzove le 
naslovljena naprava s signalom ACK, ostale pa čakajo na novi START. 
I2C komunikacijski protokol pozna naslednja režima delovanja: 
 single master: le ena naprava, ki je priključen na vodilu je lahko glavna 
(angl. master), vse ostale so podrejene (angl. slave). Glavna naprava 
lahko komunicira z vsemi, medtem ko podrejene ne morejo začeti 
komunikacije. 
 multi master: na vodilu je poleg podrejenih lahko več glavnih naprav. V 
tem primeru lahko katerakoli od glavnih naprav v danem trenutku 
prevzame vodilo in komunicira z ostalimi.  
Ker RPi lahko deluje le kot Master I2C naprava (ne podpira slave, niti 
multimaster načina), morajo biti vse ostale naprave na vodilu I2C nastavljene kot 
34 Načrtovanje 
 
slave. Tako lahko direktno komunicira s periferijo na I2C vodilu le RPi, ki nato po 
potrebi aktivira porabnike, oz. posreduje podatke v ostale naprave. 
V mikrokrmilniku pripravimo tabelo za izmenjavo podatkov, kamor nadzorni 
sistem vpisuje in bere vrednosti. Vsak naslov v tabeli ima v naprej določeno 
funkcijo: 
 
naslov  funkcija  branje/ pisanje  podatek 
0  Dimmer vrednost[0]  b/p  0..255 
1  Dimmer vrednost[1]  b/p  0..255 
2  Dimmer vrednost[2]  b/p  0..255 
3  Dimmer vrednost[3]  b/p  0..255 
4  Dimmer vklop[0]  b/p  0 / 1 
5  Dimmer vklop[1]  b/p  0 / 1 
6  Dimmer vklop[2]  b/p  0 / 1 
7  Dimmer vklop[3]  b/p  0 / 1 
8 
Ukaz za dvig/spust rolet 
A == roleta 1 
B == roleta 2 
p 
0..255 
b0_A_gor 
b1_A_dol 
b2_B_gor 
b3_B_dol 
9  Pir_Mode [0..3]  b 
0..255 
b0_PIR0 
b1_PIR1 
b2_PIR2 
b3_PIR0 
 
Tabela 5.3: tabela I2C komunikacije 
Nadzorni sistem ima do nekaterih vrednosti v tabeli bralno/pisalni dostop, 
ostale pa lahko le piše oz bere 
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Inicializacija: nastaviti je potrebno konfiguracijske bite mikrokrmilnika. 
Imamo dve možnosti: v grafičnem vmesniku aplikacije, ali pa  kot navodilo  
prevajalniku v kodi programa ((#pragma config). Zaradi preglednosti in lažjega 
dostopa izberemo drugo varianto. Vključimo standardni knjižnici p18f46k20.h in 
delays.h. Sledijo definicije konstant in deklaracije spremenljivk. Določimo naslov, ki 
ga uporablja na I2C vodilu (0x55). 
 
Glavna zanka: v mikrokrmilniku se v glavni zanki izvaja program, ki ciklično 
bere in piše na vhodno/izhodne module. Program prepozna funkcije tipk - 
pritisk/držanje in preklop v "PIR-način" delovanja. Poleg tega izvaja aktivnosti, 
glede na vrednosti, ki so zapisane v tabeli za izmenjavo podatkov preko I2C. 
 
 
Slika 7.1 - zgradba programa 
 
 
Prekinitveni podprogrami:  časovno-kritični procesi so obdelani v 
prekinitvenih podprogramih. Za zagotavljanje stabilne regulacije razsvetljave 
uporabimo visoko prioritetno prekinitev in za I2C komunikacijo nizko prioriteto. 
 
PREKINITEV I2C SSPIF 
- sprejem/oddaja podatkov 
-branje/pisanje v tabelo za 
izmenjavo podatkov preko I2C 
INICIALIZACIJA 
- PIC konfiguracijski biti     #pragma config ... 
 - knjižnice    p18f46k20.h in delays.h. 
 - deklaracija konstant in spremenljivk 
 - prekinitvena vektorja 
  high_priority -> IRQ50Hz in IRQ TMR0 
  low_priority -> I2C 
 - inicializacija spremenljivk 
 - nastavitve prekinitve in parametrov I2C komunikacije 
 - nastavitve prekinitve in parametrov  časovnika 
  TMR0 - zakasnitev aktivacije triaca po IRQ50Hz
GLAVNA ZANKA 
Branje DI: 
- branje senzorjev gibanja (PIR) 
- branje tipk za dvig/spust rolet 
- branje tipk za krmiljenje razsvetljave 
Obdelava podatkov I2C komunikacije: 
- branje vrednosti iz tabele I2C 
Pisanje DO: 
- aktivacija izhodov za dvig/spust rolet 
PREKINITEV TMR0 
- poveča vrednost števca 
zakasnitve vklopa Triaca 
- aktivira triac, ki ustreza 
izbrani zakasnitvi 
PREKINITEV INT0IF 
(IRQ50Hz - zero cross) 
- postavi števec zakasnitve 
vklopa triaca na 0 
- priprava ure 1Hz 
Tabela vrednosti za 
izmenjavo podatkov preko 
I2C komunikacije 
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Odpremo datoteko z mrežnimi nastavitvami: 
  sudo nano /etc/network/interfaces  
 kjer spremenimo dinamični IP naslov 
  iface eth0 inet dhcp   
 v statični IP naslov 
  iface eth0 inet static  
 dodamo še vrednosti 
  address 192.168.1.13  
  netmask 255.255.255.0  
  network 192.168.1.0  
  broadcast 192.168.1.255  
  gateway 192.168.1.1  
Nastavitve shranimo in RPi ponovno zaženemo. 
 
Omogočimo I2C komunikacijo 
 po naslednjem postopku omogočimo I2C komunikacijo: 
1. namestimo gonilnike 
  pi@raspberrypi ~ $ sudo apt-get update  
  pi@raspberrypi ~ $ sudo apt-get install i2c-tools libi2c-dev python-smbus  
2. v konfiguraciji onemogočimo blokado I2C gonilnika  
(pred blacklist i2c-bcm2708 dodamo znak #): 
  pi@raspberrypi ~ $ sudo nano /etc/modprobe.d/raspi-blacklist.conf  
3. v konfiguraciji modules dodamo I2C modula ... 
  pi@raspberrypi ~ $ sudo nano /etc/modules  
... dodamo nastavitev za I2c 
  i2c-dev  
  i2c-bcm2708  
4. posodobimo še config.txt ... 
  pi@raspberrypi ~ $ sudo nano /boot/config.txt  
... kjer dodamo 
  dtparam=i2c_arm=on  
  dtparam=i2c1=on  
5. po ponovnem zagonu preverimo delovanje z ukazom i2cdetect: 
  pi@raspberrypi ~ $ sudo i2cdetect -y 1  
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Na vodilu mora biti priključena vsaj ena I2C naprava (senzor). Rezultat je 
tabela, v kateri so prikazani naslovi priključenih naprav na vodilu: 
 
   pi@raspberrypi ~ $ sudo /usr/sbin/i2cdetect -y 1  
      0  1  2  3  4  5  6  7  8  9  a  b  c  d  e  f  
 00: -- -- -- -- -- -- -- -- -- -- -- -- -- -- -- --  
 10: -- -- -- -- -- -- -- -- -- -- -- -- -- -- -- --  
 20: -- -- -- -- -- -- -- -- -- -- -- -- -- -- 2E --  
 30: -- -- -- -- -- -- -- -- -- -- -- -- -- -- -- --  
 40: -- -- -- -- -- -- -- -- -- -- -- -- -- -- -- --  
 50: -- -- -- -- -- 55 -- -- -- -- -- -- -- -- -- --  
 60: -- -- -- -- -- -- -- -- -- -- -- -- -- -- -- --  
 70: -- -- -- -- -- -- -- --  
 
Namestitev dodatne knjižnice: za enostavnejše programiranje uporabimo 
knjižnico WiringPi. Namestimo jo z ukazom: 
  git clone git://git.drogon.net/wiringPi  
(če git še ni na voljo, ga namestimo: sudo apt-get install git-core) 
nato jo še prevedemo in namestimo: 
  cd wiringPi  
  ./build  
 
Knjižnica vsebuje ukaze za delo z GPIO vmesnikom, serijskimi vrati, kontrolo 
LCD prikazovalnika, PWM, SPI in I2C. 
 
Izbira programskega jezika: RPi ponuja pester nabor programskih jezikov: 
 Scratch - namenjen enostavnemu programiranju 
 Python - zmogljivo orodje, dobro podprt s knjižnicami za RPi 
 C - zmogljivo orodje, podprt s knjižnicami za RPi 
 C++ - zmogljivo orodje, podprt s knjižnicami za RPi 
 HTML5 - jezik spletnih aplikacij 
 JavaScript - podpora/nadgradnja HTML5 
 Java - podpora/nadgradnja HTML5 
 
Zaradi poznavanja programskega jezika in dobre podprtosti s knjižnicami, 
izberemo programski jezik C. 
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7.2.2 Programiranje Raspberry Pi 
Na namizju ustvarimo novo mapo, v kateri ustvarimo besedilno datoteko 
"mysrever.c". Za urejanje uporabimo sistemski urejevalnik besedilnih datotek nano.  
  nano  myserver.c   
Tudi pri izdelavi tega programa se prilagodimo na manjši nabor naprav, ki jih v 
nalogi obravnavamo, vendar dopuščamo možnost razširitve. Najprej je potrebna 
inicializacija, kjer določimo, katere knjižnice uporabljamo, definicija konstant in 
deklaracija spremenljivk. Sledi aktivacija socks strežnika, kamor se povezujejo socks 
odjemalci (android telefon). 
Program je razdeljen na naslednje sklope: 
0. inicializacija 
1. glavna zanka - vzpostavljanje povezave s socks odjemalci 
2. Rx nit - sprejemanje podatkov preko TCP/IP in pošiljanje na I2C 
3. Tx nit - branje I2C (mikrokrmilnik, senzorji) in oddaja podatkov preko 
TCP/IP povezave. 
V glavni zanki program čaka na zahtevo po vzpostavitvi povezave. Vsakič ko pride 
do zahteve, se ustvarita Rx in Tx programski niti (angl. thread), ki skrbita za 
izmenjavo podatkov. Znotraj programske niti za branje  podatkov na I2C vodilu, se 
nahaja tudi koda, ki po navodilu proizvajalca senzorja dekodira vrednost 
temperaturnega senzorja. Program prevedemo z ukazom: 
  gcc -Wall -o myserver myserver.c -lwiringPi -pthread   
gcc klic izvršilne datoteke prevajalnika 
-Wall aktivirana opozorila prevajalnika 
-o myserver ime prevedene datoteke 
myserver.c ime izvorne datoteke 
-WiringPi in -pthreat sklic na knjižnici 
 
zaženemo ga z administratorskimi (root) pravicami: 
  sudo ./myserver    
 
Strežnik izpiše sporočilo, da je pripravljen na sprejem nove povezave. 
Delovanje strežnika testiramo s pomočjo osebnega računalnika, na katerem 
poženemo aplikacijo "SocketTest". Aplikacija omogoča povezovanje na socks 
strežnik in pošiljanje sporočil. Vnesemo podatke RPi strežnika (IP naslov, vrata) in 
pritisnemo gumb Connect. Če se za trenutek dotaknemo temp. senzorja, se v 
sporočilnem oknu izpiše vrednost temperature I2C senzorja. V vrstico za pošiljanje 
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sporočil vpišemo ukaz "C1" in pritisnemo gumb Send. Prižge se luč na zatemnilnem 
modulu 1. Strežnik nato novo stanje kontrolnika "C" pošlje na vse povezane socks 
odjemalce (tudi naši testni aplikaciji), da posodobijo stanje tega kontrolnika. Tabela 
7.2 prikazuje ukaze, ki jih lahko pošiljamo. 
 
Slika 7.2 - testiranje RPi strežnika 
 
7.2.3 Pametni telefon 
Priprava okolja: aplikacijo za pametni telefon izdelamo v programskem 
orodju Eclipse Java EE IDE. Po zagonu aplikacije zaženemo čarovnika, ki nam 
pomaga pri kreiranju projekta. Izberemo "Android Application Project", nato 
določimo ime aplikacije, in verzijo Adroid OS, ki še podpira izvajanje te aplikacije. 
Izberemo "V4.1 Jelly Bean", ki že podpira nekatere napredne kontrolnike. V 
naslednjih korakih nastavimo parametre prikazovanja aplikacije. Po zaključku 
čarovnika, se prikaže okno za načrtovanje grafičnega dela aplikacije. Kontrolnike 
postavimo na želeno mesto in nastavimo primerno ločljivost zaslona. Možnost 
imamo preklopiti v besedilni način, kjer so kontrolniki opisani v XML kodi. Med 
kontrolniki je parametre lažje kopirati v XML kodi. Ko postavimo vse kontrolnike, 
preklopimo v MainActivity.java, kjer napišemo, kako naj se aplikacija izvaja. Kot 
pove končnica, pišemo v programskem jeziku Java. Čarovnik je že pripravil osnovno 
ogrodje programa: 
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vsaki eno-črkovni oznaki sledi še številčna vrednost, ki pomeni vrednosti 
kontrolnika. Tako npr. ukaz "C1" pomeni da kontrolnik z oznako "C" dobi vrednost 
"1" (luč kanal 1 : vklop). Za nadaljnji razvoj aplikacije pa bi s takšnim označevanjem 
imeli težave, saj lahko uporabimo ~25 črk abecede, kar pa ne zadostuje za večje 
sisteme. Takrat bo potrebno poiskati drugačno rešitev (npr. več-črkovno označevanje 
komponent). 
Programski del zgradimo po zgledu aplikacije za medsebojno sporazumevanje 
(chat). Deluje kot socks odjemalec. V glavnem delu programa kličemo proceduro za 
vzpostavitev povezave z RPi socks strežnikom. Ko je povezava vzpostavljena, 
zaženemo novo programsko nit (angl. thread), ki teče v ozadju. V njej ciklično 
preverjamo, ali je strežnik poslal kakšno sporočilo in vrednost prikažemo na 
kontrolniku.  
Kontrolnikom določimo dogodkovno proceduro, ki se izvrši ob aktivaciji 
kontrolnika. V proceduri nato aktiviramo novo programsko nit, ki pošlje paket v 
socks strežnik, ki informacijo posreduje v mikrokrmilnik. 
Delovanje aplikacije preskusimo v emulatorju, ki je del programskega paketa 
Eclipse. V meniju izberemo "Run as Android Applicaition". V naslednjem oknu nas 
program vpraša, kje želimo zagnati aplikacijo. Ob prvem zagonu navidezna naprava 
še ne obstaja, zato jo ustvarimo. Biti mora kompatibilna z našo aplikacijo (ločljivost, 
verzija androida). Počakamo, da se navidezna naprava zažene. Nato se zažene tudi 
aplikacija. Ta se takoj poveže na RPi socks strežnik in je pripravljen za sprejem 
ukazov in prikaz stanja.  
 
Slika 7.4 - preskušanje aplikacije v emulatorju 
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S kontrolami lahko upravljamo povezane naprave - zatemnitev luči, 
vklop/izklop luči, aktivacija posameznih kanalov relejskega modula za krmiljenje 
rolet. Prikazuje se vrednost temperaturnega I2C senzorja. Če z napravami 
upravljamo preko tipk v mikrokrmilniškem podsistemu, se spremembe ustrezno 
prikažejo tudi na uporabniškem vmesniku. 
 
Oznaka 
 (Tag)  Kontrolnik 
Območje 
vrednosti za ukaz 
A Luč: zatemnitev kanal 1 0..150 
B Luč: zatemnitev kanal 2 0..150 
C Luč: izklop/vklop kanal 1 0/1 
D Luč: izklop/vklop kanal 2 0/1 
E Stanje PIR senzorja 1 ni v funkciji 
F Stanje PIR senzorja 2 ni v funkciji 
G Roleta 1: gor 0/1 
H Roleta 1: dol 0/1 
I Roleta 2: gor 0/1 
J Roleta 2: dol 0/1 
K Roleti 1&2: gor 0/1 
L Roleti 1&2: dol 0/1 
M Datum prikaz 
N Temp. senzor prikaz 
 
Tabela 7.2: označevanje (Tag)  kontrolnikov 
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8 Zaključne misli 
Izdelava naloge je potekala dokaj gladko, brez večjih zapletov. Že v začetku je 
bilo veliko idej, zato je bilo najtežje določiti meje naloge. Morda bi lahko še kaj 
zanimivega dodali, vendar je v nalogi prikazano bistvo in nadaljnje nadgradnje  
sistema ne bi smele predstavljati težav. Z izbrano strojno opremo do sedaj nisem 
imel izkušenj, razen nekaj primerov z manjšimi mikrokrmilniki. 
Na področju razvoja aplikacije za pametni telefon je bilo pridobljenega največ 
novega znanja - tako pri programiranju, kot pri uporabi programskih orodij. Glede na 
to, da je to moja prva aplikacija za pametni telefon, sem z rezultatom zadovoljen.  
Poučno je bilo tudi programiranje mikrokrmilnika, saj sem do sedaj vedno 
uporabljal zbirni jezik, v nalogi pa je uporabljen programski jezik C. Prehod iz 
zbirnega jezika na C ni bil težaven, verjetno pa bi bila obratna pot nekoliko težja.  
Zelo me je navdušil Raspberry Pi, saj glede na ceno in majhne fizične 
dimenzije ponuja neverjetno veliko funkcij in hkrati relativno veliko zmogljivost. 
Glede na zmožnosti RPi, se za nadgradnjo sistema kar same porajajo ideje: 
 prijava v nadzorni sistem z geslom 
 pošiljanje alarmnih sporočil 
 beleženje vseh dogodkov v MySQL bazo (aktivacije PIR senzorjev in 
ostalih elementov) 
 postavitev spletnega strežnika na RPi in tako možnost prenosa zadnje 
verzije aplikacije za pametni telefon direktno iz RPi 
Uporaba prototipnih univerzalnih tiskanih vezjih se v tem primeru ni obnesla, 
saj je bilo veliko povezav. Obneslo se je sicer pri izdelavi napajalnega modula in 
zatemnilnega modula, vendar bi bilo v vseh primerih bolje izdelati tiskano vezje. 
Pri izdelavi naloge je prišlo do manjših odstopanj od začetnega koncepta, 
vendar se končni izdelek bistveno ne razlikuje.  
Izdelava naloge je bila zanimiva in poučna. 
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/** KONFIGURACIJSKI BITI *****************************************/ 
#pragma config FOSC = INTIO67, FCMEN = OFF, IESO = OFF // CONFIG1H 
#pragma config PWRT = OFF, BOREN = SBORDIS, BORV = 30 // CONFIG2L 
#pragma config WDTEN = OFF, WDTPS = 32768 // CONFIG2H 
#pragma config MCLRE = OFF, LPT1OSC = OFF, PBADEN = OFF, CCP2MX = PORTC // CONFIG3H 
#pragma config STVREN = ON, LVP = OFF, XINST = OFF // CONFIG4L 
#pragma config CP0 = OFF, CP1 = OFF, CP2 = OFF, CP3 = OFF // CONFIG5L 
#pragma config CPB = OFF, CPD = OFF // CONFIG5H 
#pragma config WRT0 = OFF, WRT1 = OFF, WRT2 = OFF, WRT3 = OFF // CONFIG6L 
#pragma config WRTB = OFF, WRTC = OFF, WRTD = OFF // CONFIG6H 
#pragma config EBTR0 = OFF, EBTR1 = OFF, EBTR2 = OFF, EBTR3 = OFF // CONFIG7L 
#pragma config EBTRB = OFF // CONFIG7H 
 
/** KNJIŽNICE ******************************************************/ 
#include "p18f46k20.h" 
#include "delays.h" 
 
/** DEKLARACIJE SPREMENLJIVK IN FUNKCIJ ***************/ 
 
// NASLOV MIKROKRMILNIKA NA I2C VODILU: 
#define I2C_ADDR    0x55    // 7 bit address 
 
typedef unsigned char byte; 
 
void low_isr(void); 
void high_isr(void); 
void beri_tipke_dimmer (byte); 
void fOut (byte, byte); 
byte fIn (byte); 
 
volatile byte i2c_reg_addr = 0; 
 
// i2c_reg_map je tabela za izmenjavo podatkov po I2C 
volatile byte i2c_reg_map[150];  
volatile byte i2c_byte_count   = 0; 
// Stevc dimmerja 
volatile byte bStevcDimmer;   
// DI0 - TIPKE luč 
volatile byte bDI0; 
// DI1 - PIRSenzor, Tipke Rolete 
volatile byte bDI1; 
 
volatile byte PirMode[4]; 
volatile byte PirDetect[4]; 
volatile byte DimmerUpHold[4]; 
volatile byte SDTUpStevc[4]; 
volatile byte DimmerDnHold[4]; 
volatile byte SDTDnStevc[4]; 
volatile byte TipkaRolAUp;      
volatile byte TipkaRolADn; 
volatile byte TipkaRolBUp; 
volatile byte TipkaRolBDn; 
volatile byte TipkaRolA1Cikel; 
volatile byte TipkaRolB1Cikel; 
 
volatile byte RoletaACountDown; 
volatile byte RoletaBCountDown; 
volatile byte bRoleteOut; 
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// Vsako IRQ50HZ poveča za 1. Ko pride do 100 je to 1sec. 
// ko Stevec100Hz1s doseže 100, gre Signal1s na 1. V Main ga postavimo na 0 
volatile byte Stevec100Hz1s; 
volatile byte Signal1s; 
 
// začasna spremenljivka (za vmesne rezultate) 
volatile byte dummy; 
 
//************************************************************ 
//* visoko-prioritetni prekinitveni vektor je na naslovu 00000008h.  
#pragma code high_vector=0x08 
 void interrupt_at_high_vector(void) 
 { _asm GOTO high_isr _endasm } 
#pragma code  
//************************************************************ 
//* nizko-prioritetni prekinitveni vektor je na naslovu 00000018h. 
#pragma code low_vector=0x18 
 void interrupt_at_low_vector(void) 
 { _asm GOTO low_isr _endasm } 
#pragma code  
//************************************************************ 
void main (void) 
{ 
 
//* Nastavitve oscilatorja mikrokrmilnika 
    OSCCON            = 0b01110000; //0x60;       // IRCFx = 111 === 16MHz 
    OSCTUNEbits.PLLEN = 1;           
 
//************************************************************************* 
//* I/O konfiguracija PORT-ov 
//************************************************************************* 
//***** PORT A - I/O DATA BUS  *****  
// vsi biti PORTA kot DI; 
// onemogočimo A/D 
 TRISA = 0b11111111;   
 ANSEL = 0; 
 LATA  = 0;  
//************************************************************************* 
//***** PORT B - 50Hz IRQ, ICP *****  
 TRISBbits.TRISB0 = 1; // Input IRQ50Hz 
 INTCON2bits.RBPU = 0; // omogočimo pull-up na RB1 
//************************************************************************* 
//***** PORT C - I/O ADDRESS DECODER, I2C PORT  
//nastavimo 7,6,5 in 2,1,0 na DO in 4&3 (SCL & SDA) na DI 
 TRISC = 0b00011000;   
 LATC  = 0b00011111; 
//************************************************************************* 
//***** PORT D - IZHODI TRIAK  
// vsi biti PORTD kot DO; 
 TRISD = 0b00000000; 
 LATD = 0; 
//************************************************************************* 
//***** PORT E - TRIAC CHIP SELECT 
//nastavimo 0,1,2 na DO ; 
 TRISE = 0b00000000;   
 LATE = 255; 
//************************************************************************* 
//* Nastavitve I2C komunikacije 
// I2C naslov je vpisan v b7-b1; b0 == NC 
 SSPADD = I2C_ADDR<<1; 
 SSPCON1 = 0b00100110;     
 SSPCON2 = 0x01; 
 SSPSTAT = 0b00000000; 
//************************************************************************ 
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//************************************************************************ 
//************                NASTAVITVE IRQ                  ************ 
//************************************************************************ 
//* INT0 - INT50Hz 
//INTCON3bits.INT1IP  = 1;  // High-Priority 
 INTCONbits.INT0IF  = 0; 
 INTCON2bits.INTEDG0 = 1; 
// omogoči INT0 
 INTCONbits.INT0IE  = 1; 
// IRQ - TMR0 
// TMR0ON = 1 - ENABLED 
// T08BIT = 1 - 8BIT 
// T0CS = 0 - INTERNAL CLOCK/4 
// T0SE = 0 - LO->HI TRANSITION T0CKI 
// PSA = 0 - PRESCALER ASSIGNED TO TMR0 
// T0PS = 111 - 1:256 PRESCALER 
 T0CON = 0b11000111; 
 INTCONbits.TMR0IF = 0; // Briši interrupt flag 
 INTCON2bits.TMR0IP = 1; // High-Priority 
 INTCONbits.TMR0IE = 0; // ### TMR0 IRQ omogočimo v INT50Hz ### 
 TMR0L = 253; 
// IRQ - I2C 
// set LOW priority interrupt (1 == default) 
// Enable MSSP interrupt enable bit 
// GIE/GIEH: Global Interrupt Enable bit 
// PEIE/GIEL: Peripheral Interrupt Enable bit 
 PIR1bits.SSPIF = 0;              
 IPR1bits.SSPIP = 0; 
 PIE1bits.SSPIE = 1; 
 INTCONbits.GIE_GIEH  = 1; 
 INTCONbits.PEIE_GIEL = 1; 
// Splošne nastavitve IRQ 
// Priority Interrupt Enable 
 RCONbits.IPEN = 1;      
 INTCONbits.PEIE = 1; 
 INTCONbits.GIE = 1; 
//************************************************************************* 
//************************************************************************* 
// GLAVNA ZANKA PROGRAMA 
// PRAVILO: Always read inputs from PORTx and write outputs to LATx 
 while (1) 
 { 
//************************************************************************* 
// pripravimo tabelo PIR senzorjev za RPi 
 dummy = PirMode[0] + 2*PirMode[1] + 4*PirMode[2] + 8*PirMode[3]; 
 i2c_reg_map[9] = dummy; 
//************************************************************************* 
// preberemo vrednosti DI0 in DI1 
 bDI0 = fIn(0);// DI0 = 100 == Y4 tipke luč 
 bDI1 = fIn(1);// DI1 = 011 == Y3 == PIR senzor, tipke rolete 
//************************************************************************* 
// preberemo vrednosti PIR senzorjev 
// b0:PirDetect; b1:PirDetect[1]; b2:PirDetect[2]; b3:PirDetect[3] 
 PirDetect[0] = (bDI1 & 0b00000001); 
 PirDetect[1] = (bDI1 & 0b00000010); 
 PirDetect[2] = (bDI1 & 0b00000100); 
 PirDetect[3] = (bDI1 & 0b00001000); 
// in aktiviramo luči (uporabljen je le en senzor) 
 if (PirMode[0]>0){    
  if (PirDetect[0] > 0) 
  { i2c_reg_map[4+0] = 1;} //DimmerON 
  else 
  { i2c_reg_map[4+0] = 0;} //DimmerOFF 
 } 
//************************************************************************* 
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// branje tipk ROLET  
 TipkaRolAUp = (bDI1 & 128); 
 TipkaRolADn = (bDI1 & 64); 
 TipkaRolBUp = (bDI1 & 32); 
 TipkaRolBDn = (bDI1 & 16);  
 if (TipkaRolAUp ==0) {TipkaRolAUp =255;} else {TipkaRolAUp=0;} 
 if (TipkaRolADn ==0) {TipkaRolADn =255;} else {TipkaRolADn=0;} 
 if (TipkaRolBUp ==0) {TipkaRolBUp =255;} else {TipkaRolBUp=0;} 
 if (TipkaRolBDn ==0) {TipkaRolBDn =255;} else {TipkaRolBDn=0;} 
 
// komande za dvig/spust rolet iz RPi emuliramo kot pritisk tipk 
 if ((i2c_reg_map[8] & 1)>0){ 
  TipkaRolAUp=1; 
  TipkaRolADn=0; 
  i2c_reg_map[8]=i2c_reg_map[8] & (255-1);} 
 if ((i2c_reg_map[8] & 2)>0){ 
  TipkaRolADn=1; 
  TipkaRolAUp=0; 
  i2c_reg_map[8]=i2c_reg_map[8] & (255-2);} 
 if ((i2c_reg_map[8] & 4)>0){ 
  TipkaRolBUp=1; 
  TipkaRolBDn=0; 
  i2c_reg_map[8]=i2c_reg_map[8] & (255-4);} 
 if ((i2c_reg_map[8] & 8)>0){ 
  TipkaRolBDn=1; 
  TipkaRolBUp=0; 
  i2c_reg_map[8]=i2c_reg_map[8] & (255-8);} 
// aktivacija rolet za testne namene omejimo na 5 sec 
// v praksi je to odvisno od hitrosti pogona 
// ROLETA A  
 if ((TipkaRolAUp >0) & (TipkaRolA1Cikel==1)){ 
  if (RoletaACountDown==0) {    
   bRoleteOut = bRoleteOut | 0b00000010; // b1 = up 
   bRoleteOut = bRoleteOut & 0b11111110; // b0 = down 
   RoletaACountDown = 5; 
  }  
  else { // ugasnemo gor in dol roleto A 
   bRoleteOut = bRoleteOut & 0b11111100;  
   RoletaACountDown=0; 
  } 
 } 
 if ((TipkaRolADn >0) & (TipkaRolA1Cikel==1)){ 
  if (RoletaACountDown==0) {    
   bRoleteOut = bRoleteOut | 0b00000001; // b1 = up 
   bRoleteOut = bRoleteOut & 0b11111101; // b0 = down  
   RoletaACountDown = 5; 
  }  
  else {// ugasnemo gor in dol roleto A 
   bRoleteOut = bRoleteOut & 0b11111100;  
   RoletaACountDown=0; 
  } 
 } 
  
//ROLETA B 
 if ((TipkaRolBUp >0) & (TipkaRolB1Cikel==1)){ 
  if (RoletaBCountDown==0) {    
   bRoleteOut = bRoleteOut | 0b00000100; // b2 = up 
   bRoleteOut = bRoleteOut & 0b11110111; // b3 = down 
   RoletaBCountDown = 5; 
  }  
  else {// ugasnemo gor in dol roleto B 
   bRoleteOut = bRoleteOut & 0b11110011; 
   RoletaBCountDown=0; 
  } 
 } 
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 if ((TipkaRolBDn >0) & (TipkaRolB1Cikel==1)){ 
  if (RoletaBCountDown==0) {    
   bRoleteOut = bRoleteOut | 0b00001000; // b2 = up 
   bRoleteOut = bRoleteOut & 0b11111011; // b3 = down  
   RoletaBCountDown = 5; 
  }  
  else {// ugasnemo gor in dol roleto B 
   bRoleteOut = bRoleteOut & 0b11110011;    
 RoletaBCountDown=0; 
  } 
 } 
 
// ko poteče maksimalni čas aktivacije rolet: 
// ugasnemo gor in dol roleto A 
 if (RoletaACountDown == 0) {bRoleteOut = bRoleteOut & 0b11111100;} 
// ugasnemo gor in dol roleto B  
 if (RoletaBCountDown == 0) {bRoleteOut = bRoleteOut & 0b11110011;} 
//AKTIVACIJA ROLET - DO1 
 fOut(1,bRoleteOut); 
// če tipki UP & DN nista pritisnjeni nastavimo TipkaRol_1Cikel=1 
 if ((TipkaRolAUp ==0 ) & (TipkaRolADn == 0)) {TipkaRolA1Cikel=1;} 
  else {TipkaRolA1Cikel=0;} 
 if ((TipkaRolBUp ==0 ) & (TipkaRolBDn == 0)) {TipkaRolB1Cikel=1;}  
  else {TipkaRolB1Cikel=0;} 
 
//************************************************************************ 
//Tipke kontrole luči beremo v posebni proceduri 
 beri_tipke_dimmer(0); 
 beri_tipke_dimmer(1); 
 //beri_tipke_dimmer(2);  // v testnem vezju niso v uporabi 
 //beri_tipke_dimmer(3);  // v testnem vezju niso v uporabi 
  
//************************************************************************ 
//Stvari, ki jih v glavni zanki obdelujemo vsako sekundo: 
 if (Signal1s ==1) { 
  Signal1s = 0; 
// **************** časovnik na aktivnih roletah: **************** 
  if (RoletaACountDown>0){RoletaACountDown--;} 
  if (RoletaBCountDown>0){RoletaBCountDown--;} 
 } 
//************************************************************************ 
 Delay1KTCYx(220); 
    }     
} 
 
//************************************************************************ 
// KONEC GLAVNE ZANKE PROGRAMA 
 
//************************************************************************ 
// VISOKO PRIORITETNA PREKINITEV 
#pragma interruptlow high_isr 
void high_isr (void) 
{ 
//**************************************** Prekinitev 50Hz    **************************************** 
if (INTCONbits.INT0IF) { 
//KREIRANJE IMPULZA 1 SEKUNDA 
//Omrežna napetost ima v eni periodi dva prehoda skozi nič, kar pomeni da so  
//prekinitve 50Hz dejansko 100x/sec. Tako štejemo 100 prekinitev za signal 1sec: 
 ++Stevec100Hz1s; 
 if (Stevec100Hz1s==100){ // tukaj je 1 s stevc 
  Stevec100Hz1s=0; 
  Signal1s = 1; 
 } 
//ob vsakem prehodu skozi nič starta TMR0, ki zakasni vklop triaka za ustrezno zatemnitev 
 INTCONbits.TMR0IE = 0;  // Onemogočimo prekinitve TMR0 
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 bStevcDimmer = 0;  // Nastavimmo vrednost stevca dimmerja na 0    
//ponovni zagon časovnika TMR0: 
 TMR0L = 253;  // nastavitve TMR0 časa 
 INTCONbits.TMR0IF = 0; // Brišemo interrupt flag 
 INTCONbits.INT0IF = 0; // resetiramo IRQ50 
 INTCONbits.TMR0IE = 1; // Omogočimo prekinitve TMR0 
 } 
 
//**************************************** Konec prekinitve 50Hz    **************************************** 
 
//**************************************** Prekinitev TMR0  **************************************** 
if (INTCONbits.TMR0IF) { 
 INTCONbits.TMR0IF = 0; // resetiramo IRQ TMR0 
 
// Ob TMR0_IRQ povečamo vrednost stevca dimmerja 
 bStevcDimmer++; 
 if (bStevcDimmer >254){bStevcDimmer=254;} 
 
// AKTIVACIJE IZHODOV ZATEMNILNEGA MODULA: 
 LATDbits.LATD0 = ((i2c_reg_map[4+0] == 1) && 
   ((bStevcDimmer == i2c_reg_map[0]) ||  
   ((bStevcDimmer-1) == i2c_reg_map[0]) ||  
   ((bStevcDimmer-2) == i2c_reg_map[0]))); 
 LATDbits.LATD1 = ((i2c_reg_map[4+1] == 1) &&  
   ((bStevcDimmer == i2c_reg_map[1]) ||  
   ((bStevcDimmer-1) == i2c_reg_map[1]) ||  
   ((bStevcDimmer-2) == i2c_reg_map[1]))); 
 LATDbits.LATD2 = ((i2c_reg_map[4+2] == 1) &&  
   ((bStevcDimmer == i2c_reg_map[2]) ||  
   ((bStevcDimmer-1) == i2c_reg_map[2]) ||  
   ((bStevcDimmer-2) == i2c_reg_map[2]))); 
 LATDbits.LATD3 = ((i2c_reg_map[4+3] == 1) &&  
   ((bStevcDimmer == i2c_reg_map[3]) ||  
   ((bStevcDimmer-1) == i2c_reg_map[3]) ||  
   ((bStevcDimmer-2) == i2c_reg_map[3]))); 
    
 
// nastavitve TMR0  
     TMR0L = 253;       
 INTCONbits.TMR0IF = 0; // Brišemo interrupt flag 
 INTCONbits.TMR0IE = 1; // Omogočimo prekinitve TMR0 
    } 
//**************************************** Konec prekinitve TMR0  **************************************** 
}  
// KONEC VISOKO PRIORITETNA PREKINITEV  
//************************************************************************************************************ 
 
// NIZKO PRIORITETNA PREKINITEV 
#pragma interruptlow low_isr 
void low_isr (void) 
{ 
//**************************************** Prekinitev SSP I2C  **************************************** 
byte    sspBuff; 
     
if (PIR1bits.SSPIF) { 
 if (!SSPSTATbits.D_NOT_A) { 
  i2c_byte_count = 0; 
// #  NASLOV  # 
  if (SSPSTATbits.BF) { 
   sspBuff = SSPBUF;    // Clear BF 
  }             
  if (SSPSTATbits.R_NOT_W) {                 
   SSPCON1bits.WCOL = 0; 
   SSPBUF = i2c_reg_map[i2c_reg_addr++]; 
  }  
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         } else { 
// #  PODATKI  # 
  i2c_byte_count++; 
  if (SSPSTATbits.BF) { 
   sspBuff = SSPBUF;    // Clear BF 
  } 
  if (SSPSTATbits.R_NOT_W) { 
// Multi-byte read - nadaljuj na naslednjem naslovu 
  SSPCON1bits.WCOL = 0; 
  SSPBUF = i2c_reg_map[i2c_reg_addr++];                 
  } else {  
   if (i2c_byte_count == 1) { 
    i2c_reg_addr = sspBuff; 
                   } else { 
    i2c_reg_map[i2c_reg_addr++] = sspBuff; 
   } 
  } 
 } 
// naslavljanje omejimo na velikost I2C tabele 
 i2c_reg_addr %= sizeof(i2c_reg_map);         
 Delay100TCYx(1); 
 PIR1bits.SSPIF  = 0;  // brišemo IRQ MSSP 
 SSPCON1bits.CKP = 1; // Sprostimo uro I2C 
 }   
}  
//**************************************** Konec prekinitve SSP I2C  ***************************************************** 
// KONEC NIZKO PRIORITETNA PREKINITEV 
//**************************************************************************************************************************** 
 
//**************************************** ostale procedure  *************************************************************** 
//****************************** branje tipk krmiljenja razsvetljave ******************************************************* 
void beri_tipke_dimmer (byte kanal) {  
// tipke "dol" na DI 0 so vezane na: 
// ch0:00000001  ch1:00000100  ch2:00010000  ch3:01000000 
// tipke "gor" na DI 0 so vezane na: 
// ch0:00000010  ch1:00001000  ch2:00100000  ch3:10000000 
 byte maska_up = 1 << (kanal*2);        
 byte maska_dn = 1 << (kanal*2 +1); 
 byte TipkaUp = (bDI0 & maska_up); 
 byte TipkaDn = (bDI0 & maska_dn); 
 if (TipkaUp==0) {TipkaUp=255;} else {TipkaUp=0;} 
 if (TipkaDn==0) {TipkaDn=255;} else {TipkaDn=0;} 
// DETEKCIJA KLIK OZ. DRŽANJA TIPKE DIMMER UP 
// če je števec držanja tipke > 5 in manjši od 30 in gre iz 1-> 0, potem je bil to klik 
// če je števec držanja tipke > 30, potem je to držanje 
  
// vklop PIR_mode: 
// če držimo tipko UP, ko je luč uganjena, potem omogočimo PIR_mode 
 if ((TipkaUp > 0) && (SDTUpStevc[kanal] > 30) && (i2c_reg_map[4+kanal] == 0) && (PirMode[kanal] == 0)){ 
  PirMode[kanal] = 1; 
  i2c_reg_map[4+kanal] = 1; 
  i2c_reg_map[kanal]=80; // 80 = DimmerVrednost[kanal] 
 } 
 
// Je PIR_mode vključen za izbrani kanal ? 
 if (PirMode[kanal] > 0) { 
// ko spustiš tipko po HOLD-u, 
  if ((TipkaUp==0) && (SDTUpStevc[kanal] > 30)) { 
   i2c_reg_map[4+kanal] = 0; // če je vklop PIRMode potem ugasni dimmer   
   SDTUpStevc[kanal] = 0; 
  } 
  if (SDTDnStevc[kanal] > 30){ 
   i2c_reg_map[4+kanal] = 1; 
   i2c_reg_map[kanal] = 123; 
  } 
64 Priloga 1: Mikrokrmilniški program 
 
//DimmerVrednost[kanal] če je PIRMODE in DN HOLD, potem izključimo PIRMODE 
  if (TipkaDn>0){ // ali je tipka DN[ch] pritisnjena? 
   SDTDnStevc[kanal] = SDTDnStevc[kanal]+1; 
   if (SDTDnStevc[kanal] >250) {SDTDnStevc[kanal]=250;} 
  } 
  if ((TipkaDn==0) && (SDTDnStevc[kanal] > 30)) { 
   i2c_reg_map[4+kanal] = 0; 
   PirMode[kanal] = 0; // če je vklop PIRMode potem ugasnemo dimmer 
   SDTDnStevc[kanal] = 0; 
  } 
 } 
 else  
 { 
// Ni PIR_mode, normalno delovanje: 
 if (TipkaUp > 0){ // ali je tipka UP[ch] pritisnjena? 
  SDTUpStevc[kanal]=SDTUpStevc[kanal]+1; 
  if (SDTUpStevc[kanal] >250) {SDTUpStevc[kanal]=250;} 
 } 
 if (TipkaUp==0){ 
  if (SDTUpStevc[kanal] < 3)  {SDTUpStevc[kanal] =0;}  // je bila krajša motnja ? 
  if (SDTUpStevc[kanal] > 30) { 
   SDTUpStevc[kanal] =0;  // je to konec key HOLD-a    
  } 
//je bil KLIK? 
  if ((2 < SDTUpStevc[kanal]) && (SDTUpStevc[kanal] < 30)){ 
// DimmerVrednost[kanal] če je bil že prižgan, potem ga damo na 100%, sice le prižgemo na stari vrednosti 
   if (i2c_reg_map[4+kanal] == 1) { i2c_reg_map[kanal]=3;}  
    else { i2c_reg_map[4+kanal] = 1;} 
   SDTUpStevc[kanal] =0; 
  } 
 } 
 
//je HOLD? 
 if ((SDTUpStevc[kanal] > 30) && (i2c_reg_map[4+kanal] == 1)){ 
  if ((i2c_reg_map[kanal]) > 4) {i2c_reg_map[kanal]--;} //DimmerVrednost[kanal]-- 
 }    
 
// DETEKCIJA KLIK OZ. DRŽANJA TIPKE DIMMER DOWN 
// če je števec držanja tipke > 5 in manjši od 30 in gre iz 1-> 0, potem je bil to klik 
// če je števec držanja tipke > 30, potem je to držanje 
 if (TipkaDn>0){ // ali je tipka DN[ch] pritisnjena? 
  SDTDnStevc[kanal] = SDTDnStevc[kanal]+1; 
  if (SDTDnStevc[kanal] >250) {SDTDnStevc[kanal]=250;} 
 } 
 if (TipkaDn==0) { 
  if (SDTDnStevc[kanal] < 3) {SDTDnStevc[kanal] =0;}  // je bila krajša motnja ? 
  if (SDTDnStevc[kanal] > 30) { 
   SDTDnStevc[kanal] =0;  // je to konec key HOLD-a 
  } 
//je bil KLIK? 
  if ((2 < SDTDnStevc[kanal]) && (SDTDnStevc[kanal] < 30)){ 
   if (i2c_reg_map[4+kanal] == 1)  
    { i2c_reg_map[4+kanal] = 0;} 
   else { 
    i2c_reg_map[4+kanal] = 1; 
    i2c_reg_map[kanal] = 123; // DimmerVrednost[kanal] 
   } 
   SDTDnStevc[kanal] =0; 
  } 
 } 
   
//je HOLD? 
 if ((SDTDnStevc[kanal] > 30) && (i2c_reg_map[4+kanal] == 1)){     
  if (i2c_reg_map[kanal] < 124){i2c_reg_map[kanal]++;} // DimmerVrednost[kanal]++ 
 } 
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 } 
return; } 
//**************************************** konec branja tipk za krmiljenja razsvetljave **************************************** 
 
//**************************************** pisanje na izbrani port (DO0 ali DO1) **************************************** 
void fOut (byte vrata, byte vrednost) {  // DO0=000   , DO1=001 
//  DO 
 TRISA = 0b11111111; // PORTA set all 8 to input (1) ; 
 LATC  = 0b00011111;  // 111 == Y7 == NC 
 Delay1KTCYx(1); 
  
 TRISA = 0b00000000; // PORTA set all 8 to output (0) ; 
 LATA = vrednost ^ 255; // ^ == xor 
 Delay1KTCYx(1); 
 LATC  = 0b00011000 + vrata;  // vrata: DO0=000   , DO1=001 
 Delay1KTCYx(1); 
 LATC  = 0b00011111;  // 111 == Y7 == NC 
 Delay1KTCYx(1); 
 TRISA = 0b11111111; // PORTA set all 8 to input (1) ; 
 Delay1KTCYx(1); 
return; } 
 
//**************************************** konec pisanja na izbrani port **************************************** 
 
//**************************************** branje izbranega porta (DI0 ali DI1) **************************************** 
byte fIn (byte vrata) {  // VRATA kličem z 0 in 1  (DI0=0b100=Y4   , DI1=0b011 = Y3) 
byte prebrano; 
 if (vrata == 0) {vrata = 0b00011100;} // 100 == Y4 == DI0 
 if (vrata == 1) {vrata = 0b00011011;} // 011 == Y3 == DI1 
 TRISA = 0b11111111;  // PORTA set all 8 to input (1) ; 
 LATC  = vrata; 
 Delay1KTCYx(1); 
 prebrano = PORTA; 
 LATC  = 0b00011111;   // 111 == Y7 == NC 
 Delay1KTCYx(1); 
return prebrano; } 
/** ************************************** konec branja izbranega porta ****************************************/ 
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/* 
Aplikacija je grajena na osnovi primera: 
  http://www.cs.rpi.edu/~moorthy/Courses/os98/Pgms/socket.html (Robert Ingalls) 
 
ime datoteke: myserver.c 
 
ukaz za prevajanje: 
gcc -Wall -o myserver myserver.c -lwiringPi -pthread 
 
prevedeno aplikacijo zaženemo z ukazom: 
sudo ./myserver 
 
Strežnik je nastavljen na port 6006 
*/ 
 
// vključitev knjižnic: 
 
#include <stdio.h> 
#include <sys/types.h> 
#include <sys/socket.h> 
#include <netinet/in.h> 
#include <netdb.h> 
#include <string.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <errno.h> 
#include <arpa/inet.h> 
#include <pthread.h> 
 
#include <wiringPiI2C.h> 
 
#define BUFSIZE 1024 
 
// deklaracije: 
extern int errno; 
int prejelkomando = 0; 
char PIC_vrednosti[20]; 
float tempfloat = 0; 
 
void delay(unsigned int);  
void delayMicroseconds(unsigned int);  
 
 
// obdelava napak 
void error( char *msg ) { 
 perror( msg ); 
} 
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/****** NIT I2C **********/ 
void *I2CThread(void *arg) 
{  
 int c; 
 int fd = wiringPiI2CSetup(0x55); 
 int ft = wiringPiI2CSetup(0x77); 
 char msb; 
 char lsb; 
 msb = wiringPiI2CReadReg8(ft, 0xB4); 
 lsb = wiringPiI2CReadReg8(ft, 0xB5); 
 unsigned short iAC6 = (msb*256) + lsb; 
 msb = wiringPiI2CReadReg8(ft, 0xB2); 
 lsb = wiringPiI2CReadReg8(ft, 0xB3); 
 unsigned short iAC5 = (msb*256) + lsb; 
 msb = wiringPiI2CReadReg8(ft, 0xBC); 
 lsb = wiringPiI2CReadReg8(ft, 0xBD); 
 short iMC = (msb*256) + lsb; 
 msb = wiringPiI2CReadReg8(ft, 0xBE); 
 lsb = wiringPiI2CReadReg8(ft, 0xBF); 
 short iMD = (msb*256) + lsb; 
 
 // startamo neskončno zanko, v kateri vsako sekundo preberemo naprave na I2C vodilu 
 while (1) { 
  delay(1000);  // 1000 ms 
  // preberi polje iz PIC-a 
  for (c = 0; c<10; c++) { 
   PIC_vrednosti[c] = wiringPiI2CReadReg8(fd, c); 
  }   
  // PREBEREMO TEMPERATURO I2C SENZORJA 
  // vrednost temperature izračunamo po algoritmu proizvajalca senzorja 
  wiringPiI2CWriteReg8(ft, 0xF4, 0x2E); 
  delayMicroseconds (5000); // Wait at least 4.5ms 
  char msb = wiringPiI2CReadReg8(ft, 0xF6); 
  char lsb = wiringPiI2CReadReg8(ft, 0xF7); 
  int uncompTemperature = (msb << 8) + lsb; 
  long aX1 = ((uncompTemperature - iAC6) * iAC5) >> 15 ; //2 ^ 15; 
  long aX2 = (iMC << 11) / (aX1 + iMD); 
  long aB5 = aX1 + aX2; 
  int lngTemp = (aB5 + 8) >> 4; 
  // rezultat zapišemo v spremenljivko tempfloat 
  tempfloat = (lngTemp/(10.0));   
 } 
    return 0; //NULL; 
}//*************************************************************************************** 
 
 
/****** NIT za sprejem TCP podatkov (sock) **********/ 
 
void *ConnectionThreadRX(void *arg) 
{ 
 int sock, c, n; 
 char buffer[BUFSIZE]; 
 char TAG ; 
 
 sock = *(int *)arg; 
 n = read(sock,buffer,BUFSIZE-1); 
 int fd = wiringPiI2CSetup(0x55); 
 
// RX ZANKA: 
 while (n > 0) { 
  buffer[n]='\0'; 
  printf("Sporočilo: %s\n",buffer); 
  TAG = buffer[0]; 
  for (c = 0; c<10; c++) buffer[c] = buffer[c+1]; 
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  prejelkomando = 1; 
  int vrednost = atoi(buffer); 
 
  printf("TAG=%c\n", TAG); 
  printf("vrednost= %d\n",vrednost); 
 
// OBDELAVA PREJETIH UKAZOV   
  if (TAG == 'A') { 
   wiringPiI2CWriteReg8(fd, 0, vrednost); 
  } 
  if (TAG == 'B') { 
   wiringPiI2CWriteReg8(fd, 1, vrednost); 
  } 
  if (TAG == 'C') { 
   wiringPiI2CWriteReg8(fd, 4, vrednost) ; 
  } 
  if (TAG == 'D') { 
   wiringPiI2CWriteReg8(fd, 5, vrednost) ; 
  } 
  if (TAG == 'G') { 
   wiringPiI2CWriteReg8(fd, 8, 1) ; 
  } 
  if (TAG == 'H') { 
   wiringPiI2CWriteReg8(fd, 8, 2) ; 
  } 
  if (TAG == 'I') { 
   wiringPiI2CWriteReg8(fd, 8, 4) ; 
  } 
  if (TAG == 'J') { 
   wiringPiI2CWriteReg8(fd, 8, 8) ; 
  } 
  if (TAG == 'K') { 
   wiringPiI2CWriteReg8(fd, 8, 5) ; // 5 = 1 + 4 (obe roleti gor) 
  } 
  if (TAG == 'L') { 
   wiringPiI2CWriteReg8(fd, 8, 10) ; // 10 = 2 + 8 (obe roleti dol) 
  } 
 
  n = read(sock,buffer,BUFSIZE-1); 
  if (n < 0) error("napaka branja");     
 } 
// če odjemalec ne odgovarja, zaključimo njegovo nit (n<0) 
    if (close(sock) < 0) error("closing"); 
    pthread_exit(NULL); 
    return 0; 
} 
 
/****** NIT za oddajo TCP podatkov (sock) **********/ 
void *ConnectionThreadTX(void *arg) 
{ 
 float staratempfloat = 0; 
 char PIC_stare_vrednosti[20]; 
  
 int c; 
 char msg[80]; 
 int sock, n=0, len; 
 sock = *(int *)arg; 
 printf("\n"); 
 printf("\n"); 
 printf("* * * * * * * * *    TX SockID: %d   * * * * * * * * *\n", sock); 
  
 char id_kontrolnik; 
 char runthisthread=1; 
 while (runthisthread==1) { 
  if (prejelkomando==1) 
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   // po prejetju ukaza ne pošiljaj naprej v roku 1s 
   {prejelkomando = 0; delay(1000);}  
  else { 
   // primerjamo polje iz PIC-a 
   for (c = 0; c<10; c++) { 
    if (PIC_vrednosti[c] !=  PIC_stare_vrednosti[c]){ 
     PIC_stare_vrednosti[c] = PIC_vrednosti[c]; 
 
     id_kontrolnik=' ';      
     if (c==0) id_kontrolnik='A'; 
     if (c==1) id_kontrolnik='B'; 
     if (c==4) id_kontrolnik='C'; 
     if (c==5) id_kontrolnik='D'; 
     if (c==8) id_kontrolnik='Y'; 
      
     if (id_kontrolnik != ' ') { 
      sprintf(msg, "%c%d\n", id_kontrolnik, PIC_vrednosti[c]); 
      len = strlen(msg); 
      // lokalno prikazovanje ukazov 
      printf( " dolzina:%d  Id:%d   msg:%s\n", len, sock, msg); 
      n = write(sock,msg,len); 
      if (n < len) { 
      // če odjemalec ne sprejema, zaključimo njegovo nit (n<len) 
       error("Napaka TX"); 
       runthisthread=0; 
      } 
     } 
    } 
   } 
   // preberi temperaturo  
   if (staratempfloat != tempfloat) { 
    staratempfloat = tempfloat; 
    sprintf(msg,"T%.1f\n", tempfloat); 
    len = strlen(msg); 
    n = write(sock,msg,len); 
   } 
   delay(10);  
  } 
 } 
 if (close(sock) < 0) error("napaka zapitanja povezave"); 
    pthread_exit(NULL); 
    return 0; //NULL; 
} 
 
/****** GLAVNA ZANKA **********/ 
 
int main(int argc, char *argv[]) { 
 int sockfd, *newsock, portno = 6006, retval; 
 socklen_t fromlen; 
 struct sockaddr_in serv_addr, from; 
 pthread_t tid, tidTX, tidI2C; 
 
 void *ConnectionThreadRX(void *); 
 void *ConnectionThreadTX(void *); 
 
 printf( "Strežnik čaka na portu #%d\n", portno ); 
 
 sockfd = socket(AF_INET, SOCK_STREAM, 0); 
 if (sockfd < 0) 
  error( (char*)("socket - napaka odpiranja") ); 
 bzero((char *) &serv_addr, sizeof(serv_addr)); 
 
 serv_addr.sin_family = AF_INET; 
 serv_addr.sin_addr.s_addr = INADDR_ANY; 
 serv_addr.sin_port = htons( portno ); 
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 char cakaj_sock_free=1; 
 while (cakaj_sock_free==1) { 
// zaženemo sock strežnik 
  if (bind(sockfd, (struct sockaddr *) &serv_addr, sizeof(serv_addr)) < 0){ 
// ob prekinitvi povezave, sistem 1 minuto ne dopušča nove. 
   printf("Napaka binding... cakam sprostitev...\n"); 
   delay(3000);  // 3sec 
  } else { 
    printf("Socket server pripravljen\n"); 
    cakaj_sock_free = 0; 
  } 
 } 
 listen(sockfd,5); 
 fromlen = sizeof(from); 
 
// zaženemo nit za branje I2C vodila: 
  retval = pthread_create(&tidI2C, NULL, I2CThread, (NULL)); 
  if (retval != 0)   { 
  error("Napaka ustvarjanja I2C niti"); 
  } 
 
//  neskončna zanka, ki sprejema nove TCP sock povezave 
 while (1) { 
  newsock = (int *)malloc(sizeof (int)); 
  if (newsock == NULL) error("Napaka malloc"); 
  *newsock=accept(sockfd, (struct sockaddr *)&from, &fromlen); 
  if (*newsock < 0) error("Napaka povezovanja!"); 
  printf("Vzpostavljena povezava z %s, SockID: %d\n", 
  inet_ntoa((struct in_addr)from.sin_addr), *newsock); 
      
  retval = pthread_create(&tid, NULL, ConnectionThreadRX, (void *)newsock); 
  if (retval != 0)   error("Napaka ustvarjanja RX niti!"); 
 
  retval = pthread_create(&tidTX, NULL, ConnectionThreadTX, (void *)newsock); 
  if (retval != 0)   error("Napaka ustvarjanja TX niti!"); 
 } 
     return 0; 
} 

 73 
Priloga 3: Aplikacija android  
Priloga 3A: Grafični vmesnik  
 
datoteka: main_control.xml 
 
<LinearLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    xmlns:tools="http://schemas.android.com/tools" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:background="@drawable/greenbackground" 
    android:fadingEdge="horizontal" 
    android:fadingEdgeLength="123dp" 
    android:orientation="vertical" 
    android:padding="10dp" 
    tools:context=".MainControlActivity" > 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" > 
 
    </LinearLayout> 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:paddingBottom="30dp" > 
 
        <Switch 
            android:id="@+id/luc1sw" 
            android:layout_width="wrap_content" 
            android:layout_height="59dp" 
            android:checked="false" 
            android:paddingLeft="10dp" 
            android:tag="C" 
            android:text="Luč1" /> 
 
        <SeekBar 
            android:id="@+id/dimmervr1" 
            android:layout_width="wrap_content" 
            android:layout_height="60dp" 
            android:layout_weight="5" 
            android:background="#e0e090" 
            android:indeterminate="false" 
            android:max="140" 
            android:paddingRight="30dp" 
            android:splitTrack="false" 
            android:tag="A" /> 
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        <ImageView 
            android:id="@+id/pir1" 
            android:layout_width="60dp" 
            android:layout_height="60dp" 
            android:contentDescription="Pir senzor 1" 
            android:src="@drawable/abc_scrubber_control_off_mtrl_alpha" 
            android:tag="E" /> 
    </LinearLayout> 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" > 
 
        <Switch 
            android:id="@+id/luc2sw" 
            android:layout_width="wrap_content" 
            android:layout_height="59dp" 
            android:checked="false" 
            android:paddingLeft="10dp" 
            android:tag="D" 
            android:text="Luč2" /> 
 
        <SeekBar 
            android:id="@+id/dimmervr2" 
            android:layout_width="wrap_content" 
            android:layout_height="60dp" 
            android:layout_weight="5" 
            android:background="#e0e090" 
            android:max="140" 
            android:paddingRight="30dp" 
            android:tag="B" /> 
 
        <ImageView 
            android:id="@+id/pir2" 
            android:layout_width="60dp" 
            android:layout_height="60dp" 
            android:contentDescription="Pir senzor 2" 
            android:src="@drawable/abc_scrubber_control_off_mtrl_alpha" 
            android:tag="F" /> 
    </LinearLayout> 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" 
        android:paddingLeft="160dp" > 
 
        <EditText 
            android:id="@+id/editText2" 
            android:layout_width="120dp" 
            android:layout_height="wrap_content" 
            android:clickable="false" 
            android:ems="10" 
            android:focusable="false" 
            android:focusableInTouchMode="false" 
            android:paddingLeft="30dp" 
            android:text="Roleta 1" /> 
 
        <EditText 
            android:id="@+id/editText3" 
            android:layout_width="120dp" 
            android:layout_height="wrap_content" 
            android:clickable="false" 
            android:ems="10" 
            android:focusable="false" 
            android:focusableInTouchMode="false" 
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            android:paddingLeft="30dp" 
            android:text="Roleta 2" /> 
 
        <EditText 
            android:id="@+id/editText4" 
            android:layout_width="160dp" 
            android:layout_height="wrap_content" 
            android:clickable="false" 
            android:ems="10" 
            android:focusable="false" 
            android:focusableInTouchMode="false" 
            android:paddingLeft="30dp" 
            android:text="Roleti 1&amp;2" /> 
 
    </LinearLayout> 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" > 
 
        <LinearLayout 
            android:layout_width="160dp" 
            android:layout_height="match_parent" 
            android:orientation="vertical" 
            android:paddingRight="50dp" > 
        </LinearLayout> 
 
        <ImageButton 
            android:id="@+id/roleta1up" 
            android:layout_width="120dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_up" 
            android:tag="G" /> 
 
        <ImageButton 
            android:id="@+id/roleta2up" 
            android:layout_width="120dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_up" 
            android:tag="I" /> 
 
        <ImageButton 
            android:id="@+id/roleteup" 
            android:layout_width="160dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_up" 
            android:tag="K" /> 
 
    </LinearLayout> 
 
    <LinearLayout 
        android:layout_width="match_parent" 
        android:layout_height="wrap_content" > 
 
        <LinearLayout 
            android:layout_width="160dp" 
            android:layout_height="match_parent" 
            android:orientation="vertical" 
            android:paddingRight="50dp" > 
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            <TextView 
                android:id="@+id/temptv" 
                android:layout_width="wrap_content" 
                android:layout_height="wrap_content" 
                android:paddingLeft="10dp" 
                android:text="Tz = 22°C" 
                android:textAppearance="?android:attr/textAppearanceLarge" /> 
 
            <EditText 
                android:id="@+id/dummyet" 
                android:layout_width="130dp" 
                android:layout_height="wrap_content" 
                android:paddingBottom="0dp" 
                android:paddingTop="0dp" 
                android:text="cmd" /> 
        </LinearLayout> 
 
        <ImageButton 
            android:id="@+id/roleta1dn" 
            android:layout_width="120dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_dn" 
            android:tag="H" /> 
 
        <ImageButton 
            android:id="@+id/roleta2dn" 
            android:layout_width="120dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_dn" 
            android:tag="J" /> 
 
        <ImageButton 
            android:id="@+id/roletedn" 
            android:layout_width="160dp" 
            android:layout_height="60dp" 
            android:background="#00000000" 
            android:scaleType="fitCenter" 
            android:src="@drawable/arrow_button_metal_green_dn" 
            android:tag="L" /> 
 
    </LinearLayout> 
 
</LinearLayout> 
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package com.example.soketa; 
 
import java.io.BufferedReader; 
import java.io.IOException; 
import java.io.InputStreamReader; 
import java.io.PrintWriter; 
import java.net.Socket; 
import java.net.UnknownHostException; 
 
import android.os.AsyncTask; 
import android.os.Build; 
import android.os.Bundle; 
 
import android.R.string; 
import android.app.Activity; 
import android.view.Menu; 
import android.view.View; 
import android.view.View.OnClickListener; 
import android.widget.Button; 
import android.widget.CompoundButton; 
import android.widget.CompoundButton.OnCheckedChangeListener; 
import android.widget.Switch; 
import android.widget.TextView; 
import android.widget.ImageButton; 
 
import android.widget.ImageView; 
import android.widget.EditText; 
//import android.widget.TextView; 
import android.widget.SeekBar; 
import android.widget.SeekBar.OnSeekBarChangeListener; 
 
 
 
public class MainControlActivity extends Activity { 
   
     private EditText dummytextField;      
     private TextView tmptv; 
     private ImageButton buttonrolup1, buttonroldn1; 
     private ImageButton buttonrolup2, buttonroldn2; 
     private ImageButton buttonrolup, buttonroldn; 
      
     private Switch dimmer1sw; 
     private Switch dimmer2sw; 
      
     public Socket client; 
     private PrintWriter printwriter; 
     private BufferedReader bufferedReader;      
     private SeekBar seekbarDim1, seekbarDim2; 
 
     public char tagRX; 
     public char tagTX; 
 
     // NASTAVITEV IP NASLOVA STREŽNIKA 
     private String CHAT_SERVER_IP = "192.168.1.14"; 
     public boolean connected = false;      
 
     @Override 
     protected void onCreate(Bundle savedInstanceState) { 
         super.onCreate(savedInstanceState); 
         setContentView(R.layout.main_control); 
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         dimmer1sw = (Switch) findViewById(R.id.luc1sw);  
         dimmer2sw = (Switch) findViewById(R.id.luc2sw);  
   buttonrolup1 = (ImageButton) findViewById(R.id.roleta1up); 
   buttonrolup2 = (ImageButton) findViewById(R.id.roleta2up); 
   buttonrolup = (ImageButton) findViewById(R.id.roleteup); 
   buttonroldn1 = (ImageButton) findViewById(R.id.roleta1dn); 
   buttonroldn2 = (ImageButton) findViewById(R.id.roleta2dn); 
   buttonroldn = (ImageButton) findViewById(R.id.roletedn); 
   
 
         tmptv = (TextView) findViewById(R.id.temptv); 
         dummytextField = (EditText) findViewById(R.id.dummyet); 
    
         seekbarDim1 = (SeekBar) findViewById(R.id.dimmervr1); 
         seekbarDim2 = (SeekBar) findViewById(R.id.dimmervr2); 
                  
         if(connected == false) {     
          ChatOperator chatOperator = new ChatOperator(); 
          chatOperator.execute(); 
         } 
 
          
      // ***********************************************************************************************************          
         OnClickListener OnKlikBtn = new OnClickListener() { 
             @Override 
             public void onClick(View v) { 
              tagTX = v.getTag().toString().charAt(0); 
              if (tagTX == 'G' || tagTX == 'H' || tagTX == 'I' || tagTX == 'J' || tagTX == 'K' || tagTX == 'L' || tagTX == 'S') 
              {posljiinteger(1, tagTX);} 
 
              if (tagTX == '0') 
              { 
               if(connected == false) {     
                   ChatOperator chatOperator = new ChatOperator(); 
                   chatOperator.execute(); 
                  } 
              } 
             } 
           }; 
    // *********************************************************************************************************** 
          
            
           OnCheckedChangeListener OnChgSw = new OnCheckedChangeListener() { 
    @Override 
    public void onCheckedChanged(CompoundButton buttonView, boolean 
isChecked) { 
              tagTX = buttonView.getTag().toString().charAt(0); 
              if (tagTX == 'C' || tagTX == 'D'){ 
               if(isChecked){ 
                posljiinteger(1, tagTX); 
               }else{ 
                posljiinteger(0, tagTX); 
               } 
              } 
    } 
   }; 
       // ***********************************************************************************************************          
         OnSeekBarChangeListener OnSeekChg = new OnSeekBarChangeListener() {           
    
          @Override 
    public void onProgressChanged(SeekBar seekbarDim, int progresValue, boolean 
fromUser) { 
           if (fromUser) {             
            tagTX = seekbarDim.getTag().toString().charAt(0); 
            if (tagTX == 'A' || tagTX == 'B'){ 
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             int progress = seekbarDim.getMax() - progresValue + 3; 
     
       posljiinteger(progress, tagTX); 
            } 
           } 
          } 
          @Override 
          public void onStartTrackingTouch(SeekBar seekbarDim1) { 
          } 
          @Override 
          public void onStopTrackingTouch(SeekBar seekbarDim1) { 
          } 
   }; 
               
       // ***********************************************************************************************************          
      // ***********************************************************************************************************          
          buttonrolup1.setOnClickListener(OnKlikBtn); 
          buttonroldn1.setOnClickListener(OnKlikBtn); 
          buttonrolup2.setOnClickListener(OnKlikBtn); 
          buttonroldn2.setOnClickListener(OnKlikBtn); 
          buttonrolup.setOnClickListener(OnKlikBtn); 
          buttonroldn.setOnClickListener(OnKlikBtn); 
          dimmer1sw.setOnCheckedChangeListener(OnChgSw);                    
  
          dimmer2sw.setOnCheckedChangeListener(OnChgSw); 
          seekbarDim1.setOnSeekBarChangeListener(OnSeekChg);            
   
          seekbarDim2.setOnSeekBarChangeListener(OnSeekChg);            
     } 
 
      
      
     /** 
      * AsyncTask ustvari povezavo s strežnikom 
      */ 
     private class ChatOperator extends AsyncTask<Void, Void, Void> { 
 
           @Override 
           protected Void doInBackground(Void... arg0) { 
               try { 
       // Ustvarimo povezavo na socket strežnik 
                   client = new Socket(CHAT_SERVER_IP, 6006);    
                   if (client != null) { 
                    connected = true; 
                       printwriter = new PrintWriter(client.getOutputStream(), true); 
                       InputStreamReader inputStreamReader = new 
InputStreamReader(client.getInputStream()); 
                       bufferedReader = new BufferedReader(inputStreamReader); 
                   } else { 
                    connected = false; 
                   } 
               } catch (UnknownHostException e) { 
                connected = false; 
               } catch (IOException e) { 
                connected = false; 
               } 
               return null; 
           } 
         /** 
          * Metoda, ki se izvrši ob koncu doInBackground metode: 
          */ 
           @Override 
           protected void onPostExecute(Void result) {   
               Receiver receiver = new Receiver(); 
               receiver.execute(); 
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           } 
     } 
 
     /** 
      * AsyncTask neprestano bere medpomnilnik (buffer) in prispele ukaze obdela 
      */ 
     private class Receiver extends AsyncTask<Void, Void, Void> { 
 
         private String message; 
 
         @Override 
         protected Void doInBackground(Void... params) { 
             while (connected) { 
                 try { 
 
                     if (bufferedReader.ready()) { 
                         message = bufferedReader.readLine();                          
// vsak klic te metode bo sprožil izvajanje onProgressUpdate 
                         publishProgress();  
                     } 
                 } catch (UnknownHostException e) { 
                     e.printStackTrace(); 
                 } catch (IOException e) { 
                     e.printStackTrace(); 
                 } 
 
                 try { 
                     Thread.sleep(500); 
                 } catch (InterruptedException ie) { 
                 } 
             } 
             return null; 
         } 
         @Override 
         protected void onProgressUpdate(Void... values) { 
// prejete ukaze obdelamo in vrednosti prikažemo na grafičnem vmesniku 
// prvi znak predstavlja kontrolnik, vrednost je v nadaljevanju 
   tagRX = message.charAt(0); 
    if (tagRX == 'A')  { 
     seekbarDim1.setProgress(seekbarDim1.getMax()  + 3 - 
Integer.parseInt(message.substring(1)));      
     seekbarDim1.refreshDrawableState(); 
    } 
    if (tagRX == 'B')  { 
     seekbarDim2.setProgress(seekbarDim2.getMax()  + 3 - 
Integer.parseInt(message.substring(1)));      
     seekbarDim2.refreshDrawableState(); 
    } 
    if (tagRX == 'C')  { 
     dimmer1sw.setChecked(Integer.parseInt(message.substring(1)) == 1); 
     dimmer1sw.refreshDrawableState(); 
    } 
    if (tagRX == 'D')  { 
     dimmer2sw.setChecked(Integer.parseInt(message.substring(1)) == 1); 
     dimmer2sw.refreshDrawableState(); 
    } 
 
    if (tagRX == 'T')  { 
     tmptv.setText(message.substring(1) + "°C"); 
     tmptv.refreshDrawableState(); 
    } 
     
         } 
 
     } 
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     /** 
      * AsyncTask za pošiljanje sporočil 
      */ 
     private class Sender extends AsyncTask<Void, Void, Void> { 
 
         private String message; 
 
         @Override 
         protected Void doInBackground(Void... params) { 
             message = dummytextField.getText().toString(); 
             if (connected) { 
              printwriter.write(message + "\n"); 
              printwriter.flush(); 
             } 
             return null; 
         } 
 
         @Override 
         protected void onPostExecute(Void result) { 
             dummytextField.setText(""); 
         } 
     } 
 
     public void prekinisocket(){      
        connected = false; 
        try {           
         client.shutdownInput(); 
         client.shutdownOutput(); 
         client.close(); 
   } catch (IOException e) { 
   //e.printStackTrace(); 
   } 
} 
      
 
     public int posljiinteger(int vrednost, char  tagg) { 
         // pošiljanje       TAG + vrednost          v strežnik 
   dummytextField.setText(tagg + String.valueOf(vrednost)); 
            final Sender messageSender = new Sender(); // Initialize chat sender AsyncTask. 
            if (Build.VERSION.SDK_INT >= Build.VERSION_CODES.HONEYCOMB) { 
                messageSender.executeOnExecutor(AsyncTask.THREAD_POOL_EXECUTOR); 
            } else { 
                messageSender.execute(); 
            }                 
      return 1; 
     }      
 
 
// obdelava dogodkov, ob izhodu (vračanju) iz (v) aplikacijo 
 
     @Override 
     public void onResume() { 
         super.onResume(); 
          
         if(connected == false) {           
         } 
     }      
      
     @Override 
     public void onPause() { 
         super.onPause(); 
         prekinisocket(); 
     }      
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     @Override      
     public void onStop() { 
         super.onStop(); 
         prekinisocket(); 
     }      
 
     @Override 
     public void onDestroy() { 
      //String message; 
         super.onDestroy(); 
         prekinisocket(); 
     }      
      
     @Override 
     public boolean onCreateOptionsMenu(Menu menu) {          
         getMenuInflater().inflate(R.menu.main_control, menu);         
         return true; 
     } 
 
 } 
