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Functional languages are easy to detect bugs in a 
program at early stages and the program is unlikely to 
cause unexpected behavior, mainly because reference 
transparency is maintained, therefore, it is useful for 
assembling a high quality system. However, writing 
programs in a functional language tends to be hard 
when the system needs to acquire information from the 
outside, updating values by processing on that 
information. Functional reactive programming (FRP) is 
gaining attention as a framework to declaratively 
describe such processing. FRP is a very useful 
programming paradigm for describing operations that 
requires time handling such as physical operations, 
games, animation, parallel processing and other 
processing in real world domains. However, FRP is 
difficult to understand and cannot be handled easily. It 
takes time to actually perform coding. Therefore, in this 
research, we have implemented a library for embedded 
systems that makes FRP easier to handle. This makes it 
possible to improve code size reduction, readability, and 
ease of use. In this experiment, this library was able to 
reduce in code amount. Readability and ease of use were 


















































図 1 機器の関係 
  Raspberry Pi から命令を出し，その命令やコマンドを
BrickPi に渡しモータやセンサに受け渡す．命令によって

































Event という概念で表す．また，この 2 つのことをまと




2.1.2. Netwire [3] 
 Netwireは Haskell用のライブラリで，汎用 FRPを提供
する．Netwire は Wire という概念のもと設計を行う．
Wire は入力に対し処理を行い，値を出力する関数である．
この Wire は一般化されたオートマトンの Arrow と捉え
られるため，これらを用いて多くのデザインパターンを
表現できる．Wireは 
Wire s e m a b 
という形をしており，s はセッションタイム，e は抑制方
法，mは内部のモナド，aは入力，bは出力を表している．
基本的にこの型は値 a を受け取った後，処理を行い値 b
の出力を行うものである． 
 また,本研究ではアロー記法という記法を用いる．これ
は，入出力などの関係を” 出力 <- 関数 -< 入力”のように
矢印で表すものである． 








2.1.3. Raspberry Pi 
 Raspberry Piは Raspberry Pi Foundationによって製造さ
れているシングルボードコンピュータである．名刺サイ
ズと小さく省電力で動作するが，性能が高いため最近で
は IoT(Internet of Thing)や個人サーバとして運用されてい
ることが多い．本研究では後述の BrickPi と接続し，















2.1.5. LEGO Mindstorms 






























DSL である．これらの研究では OS を持たないような小
規模ハードウェアを対象とし，その上で動作するプログ











































main1 = proc _ -> do 
   _ <- initialAuto -< () 
  car  -< (White, Far) 
 sensors = proc _ -> do 
   light <- getLightE -< () 
   returnA -< (light) 
 motors = proc light -> do 
   case light of 
     Black -> do 
       _ <- straightMotor -< () 
       returnA -< () 
     White -> do 
       _ <- leftMotor -< () 
       returnA -< () 

















initialize = proc _ -> do 
 ---------- 中略 ---------- 
    True -> do 
         _ <- initialSensor [(port_1, 
type_sensor_light_on)] -< () 
         _ <- initialMotor [port_c, port_b] -< () 
---------- 中略 ---------- 
 sensors = proc _ -> do 
     light <- getLightT port_1 512 -< () 
     returnA -< light 
 motors = proc light -> do 
     case light of 
         Black -> do 
             _ <- freeMotor [(port_c, 255), (port_b, 255)] -< () 
             returnA -< () 
         White -> do 
             _ <- freeMotor [(port_c, 255), (port_b, 0)] -< () 
             returnA -< () 
























 OS は，DEXTER Industries 社が提供している OS を利
用する．この OS は，BrickPi を利用しやすいようにカス




Haskell処理系の GHC(Glasgow Haskell Compiler)を導入す
る．また，FRP を利用するために Haskell のパッケージ
管理システム cabal を利用し，その中に Netwire 5.0.0 を
インストールする． 
表 1 資源のバージョン 
Model Version 




LEGO Mindstorms EV3 
LEGO Mindstorms 
Sensors 







 次に，Haskell で BrickPi が提供しているライブラリを
利用できるようにする．そのために，ここでは FFI 


















センサを port_1 に，超音波センサを port_3 に接続する．
initialMotor ではポート番号を指定するだけでモータの利




initialize = proc _ -> do 
    result <- setup -< () 
    case result of 
        True -> do 
            _ <- initialSensor [(port_1, light_on), 
                         (port_3, ultrasonic_cont)] -< () 
            _ <- initialMotor [port_c, port_b] -< () 
            _ <- initialSet -< () 
            returnA -< () 
    returnA -< () 
図 7 初期化部のサンプルコード 
 




car :: (HasTime t s) => Wire s () IO (Light, Dis) () 
car  = proc (light, dis) -> do 
    _ <- motors -< (light, dis)  
    _ <- chatter -< () 
    (light1, dis1) <- sensors -< () 
    car -< (light1, dis1) 
図 8 統合部のサンプルコード 
 


















sensors = proc _ -> do 
    light <- getLight port_1 -< () 
    dis <- getDistance port_4 -< () 
  returnA -< (light, dis) 














ghc --make LineTraceCar.hs BrickPi.o tick.o –rtsopts 
sudo ./LineTraceCar +RTS –K100M 













ii ともにモータを 2 つ使用する．コードの一部は図 11，
図 12のようになっている． 
 
motors = proc (lightL, lightR) -> do 
    case (lightL, lightR) of 
        (Black, Black) -> do 
            _ <- straightMotor -< () 
            returnA -< () 
        (Black, White) -> do 
            _ <- rightMotor -< () 
            returnA -< () 
---------- 後略---------- 
図 11 iのコードの一部 
 











park :: (HasTime t s) => Wire s () IO () () 
park = after 2 . stopMotor <|> leftMotor 












5.i.のみ FRPを使わず Haskell のみで記述した場合とも比
 較を行った．5.i.と 5.ii.のコード量の比較は表 2のように
なった．表 2の①は 3.1.の初級者向け機能，②は 3.2.の中
級者向け機能の利用を表す． 
表 2 コード量比較 
 ② 有 ②有 FRPのみ FRP無 
5.i. 41行 52行 86行 73行 
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