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ABSTRACT 
 In this thesis, Directional Modulation (DM) as a technique to enhance security in 
the physical layer (PHY) for wireless communication systems is discussed, and a multiple-
input, multiple-output (MIMO) DM radio is designed using GNU Radio software. A DM 
processing block for a MIMO system with two transmit and two receive antennas based on 
the knowledge of the channel state information (CSI) is implemented and tested in GNU 
Radio. An attempt to demonstrate a physical DM communication system using GNU Radio 
and universal software radio peripheral (USRP) devices is described, the problems faced 
during the experimental setup are included, and the reasons it was not finally completed 
for real testing are explained. Bit Error Rate (BER) calculations are presented by simulating 
a MIMO DM QPSK communication system in the GNU Radio Companion (GRC) 
environment using the implemented DM block. The simulation results illustrate the 
capability of the MIMO DM system to achieve small BER at an intended receiver and large 
BER for potential eavesdroppers. 
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Conventional wireless communication systems are extensively used in all kinds of 
military operations despite the high risk of interception. Although wireless 
communications provide great flexibility and cover a wide area, this comes with the 
drawback of exposing information to potential eavesdroppers [1]. Security issues can be 
challenging in such systems as confidential data are broadcast through a transmitter in all 
directions; therefore, the same essential data could be extracted by any receiver regardless 
of location.  
Given these issues, one technique widely used to enhance transmission security is 
encryption. Insertion of encrypting keys is a method applied for secure communication 
links, as transmitted data are unable to be recognized by receivers that do not apply the 
same key [2]. Even if encryption is sophisticated and complex, expert knowledge of 
encryption techniques combined with the proper equipment can eventually lead to the 
decryption of a message [2]. Furthermore, the latency added for processing the signal with 
strong security keys on both sides of the link, and also the risk of losing these keys to 
eavesdroppers, are aspects that should be considered regarding performance and security. 
As a result, encryption does not always provide an efficient communication link with the 
required security level, and extra security features in different layers should be considered.  
Security concerns have led to a different technology, known as Directional 
Modulation (DM), that promises to enhance wireless transmission security in the physical 
layer [3]. This technique is designed to provide locked transmission of information signals 
without the need of a conventional method that uses encryption keys [4]. The DM 
technique is applied on the transmitter side of a communications link, and its primary 
concept is to project the information signal into a pre-specified spatial direction while in 
any other direction the same signal is distorted [5]. The result is that receivers only along 
that pre-selected direction will be able to recover the transmitted data successfully, while 
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eavesdroppers in other directions will capture a distorted signal and, therefore, will not be 
able to extract any useful information.  
Much research has been conducted on DM in the last decade due to this attractive 
physical layer security feature. Researchers proved in theory that DM strengthens the 
security over a communication link but this technology has not yet evolved enough to be 
applied in commercial applications. Greater detail about the DM research will be provided 
in Chapter II.  
The DM concept is illustrated in Figure 1. A quadrature phase-shift keying (QPSK) 
transmitter is used to demonstrate the DM technique. In this example the standard 
formatted QPSK constellation pattern is maintained in the pre-defined direction θ0 [4]. The 
legitimate receiver can extract the information data correctly, while the scrambled symbol 
patterns in the directions of the potential eavesdroppers will not allow the original 
information data to be demodulated without errors [4]. 
 
Figure 1. Constellation patterns of a legitimate receiver and different 
eavesdroppers when using a QPSK DM system. Source: [4]. 
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B. OBJECTIVE AND METHODOLOGY 
The objective of this research was to implement a DM transmitter on an open source 
software platform with digital signal processing (DSP) capabilities called GNU Radio, a 
popular tool for implementing Software Defined Radios (SDRs). The first goal was to 
implement the block that performs Directional Modulation on the transmitter side. To 
achieve this, the Out-of-the-Tree (OOT) block implementation method in GNU Radio was 
studied and the block was coded. The second goal was to test the proper functionality of 
this block, and the final goal was to perform DM testing using a multiple-input, multiple-
output (MIMO) orthogonal frequency-division multiplexing (OFDM) SDR built in to the 
GNU Radio environment. The model concept and implementation method for this research 
was based on a MIMO inspired synthesis of Directional Modulation proposed in [6] by 
Yuang Ding and Vincent F. Fusco.  
C. CHAPTER OUTLINE 
This thesis begins in Chapter I with an introduction describing the security issues 
faced with wireless communication systems and how a DM concept can help improve 
security in the physical layer. Chapter II is a review of previously conducted research in 
the field of Directional Modulation, including architectures of proposed DM transmitters. 
The GNU Radio open software platform used for this thesis is presented in Chapter III 
along with its capabilities and the hardware devices that are connected to implement a 
functional Over-the-Air (OTA) radio. In Chapter IV the theory and mathematical model 
for a MIMO inspired Directional Modulation system is covered. The process of applying 
the DM concept with the GNU radio is the subject of Chapter V, and in Chapter VI the 
testing and analysis of the results are presented. Finally, conclusions and recommendations 
are discussed in Chapter VII. 
  
4 
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II. BACKGROUND 
DM has been an active research area over the last decade. The motivation behind 
this research is to examine the potential security reinforcement of radio transmissions 
against eavesdroppers. The idea is to apply the DM technique at the transmitter side and 
improve the security of the transmitted information signals at the physical layer. Some of 
the architectures studied over the past years to illustrate DM are presented in this chapter.  
In 2008, a first DM transmitter was introduced and demonstrated in [7], [8] where 
a structure of passive reflectors used as reconfigurable switches were combined with an 
actively driven antenna to distort the radiation pattern along various spatial directions. The 
researchers named this technique near-field direct antenna modulation (NFDAM). By 
configuring the reflectors/switches in a unique combination, a desired direction could be 
selected for secure transmission to an intended receiver while in other directions the 
transmitted symbols were distorted. This architecture is shown in Figure 2. 
 
Figure 2. Near-field direct antenna modulation technique. Source [7]. 
Later in 2009 a similar idea but using a phased-array antenna instead of one antenna 
and reflectors was proposed [9] and demonstrated [10] the following year. The authors’ 
concept was to achieve the desired directional transmission by reconfiguring the excitation 
on each of the antenna array elements instead of modulating the signal after the antenna 
with reflectors as proposed in [7]. For each symbol the phase shift was pre-calculated and 
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stored in a text file which afterwards was used to control the phase shifter before the array 
elements as shown in Figure 3.  
 
Figure 3. DM transmitter with phased-array elements. Source: [9]. 
Further research on DM techniques was presented in [11], [12] where the aspect of 
providing secure communications was achieved through the manipulation of the sidelobes 
of the transmitted signal using the methods of the Butler matrix and the Fourier Rotman 
lens. These techniques project artificial noise by exploiting the orthogonality between the 
created beam forming networks. Artificial noise is projected in all directions except the 
pre-specified direction for secure communication as shown in Figure 4. The orthogonality 
between the transmitted signals guarantee null interference only to the intended receiver 
[11].  
Another DM architecture based on an orthogonal vector approach was introduced 
in 2014–15 by Ding and Fusco in [13], [14]. With this technique, the symbols were 
transmitted from the array elements as vectors which when summed would yield the correct 
constellation point only for the receiver in the desired direction [13]. An example of 
different path vectors pointing to the correct constellation point for the intended receiver is 




Figure 4. (a) Butler matrix, and (b) Fourier transform lens DM networks. 




Figure 5. Illustration of different vector paths leading to a constellation 
point. Source: [13]. 
Follow on research by Ding and Fusco in 2016 presented for the first time [6] the 
MIMO concept combined with DM technology . The MIMO model used by the authors is 
shown in Figure 6. In this model, the knowledge of the transmission coefficients between 
the transmit and receive antenna elements are exploited by performing singular-value 
decomposition, and by carefully determining the network schemes on the two sides of the 
link can be regarded as a MIMO DM system. Further details about this concept are 
provided in Chapter V. 
 
Figure 6. Ding’s and Fusco’s DM MIMO model. Source: [6]. 
A similar architecture but for multiple users was proposed in [1] and is presented 
in Figure 7. Different algorithms were examined in order for an efficient symbol pre-coder 
to be designed for use in the transmitter and achieve the DM properties in a MIMO 
environment. This technique realized a multi-user (MU) MIMO system which considered 
both the DM performance and the energy efficiency of the system. The authors examined 
9 
the capability of eavesdropper to acquire the intended user signal. It was shown in 
simulations that the design for their optimal pre-coder, which is dependent on the channel 
knowledge and the transmitted symbols [1], could effectively generate interference at the 
eavesdropper locations. 
 
Figure 7. Symbol-level pre-coding DM architecture. Source: [1]. 
More recent studies expanded the theory for physical layer security by applying 
DM techniques. In [15] the authors proposed a hybrid phased array and MIMO method 
where a phased antenna array could work as a time-modulated DM transmit array by 
dividing into different subarrays while transmitting a signal. Each selected subarray could 
emit a directional beam for secure communication, and all these subarrays jointly could be 
regarded as a MIMO system [15]. The multiple subarrays were able to be configured with 
a combination of switches before the array elements as shown in Figure 8. The authors 
verified the feasibility of this hybrid scheme by comparing the performance metrics of bit 
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error rate (BER) and a secrecy rate after performing simulations for the case of an intended 
receiver and an eavesdropper. 
 
Figure 8. Hybrid phased array and MIMO transmitter. Source: [15]. 
Another recent study[16] investigated a multi-user MIMO DM system applying a 
method based on main lobe integration (MLI) and leakage. This architecture was based on 
the design of confidential message vectors and an artificial noise matrix which injected 
interference into the directions pointing to the eavesdroppers. The concept behind this 
technique was to minimize the power leakage of the transmitted confidential signal from 
the base station (BS) toward the eavesdropper locations and similarly maximize the 
artificial noise power leakage toward the eavesdroppers by using the projection noise 
matrix. Using BER and secret rate metrics, the authors verified in simulation their proposed 
method. 
Most of the described techniques refer to line-of-sight (LOS) cases where the 
intended receivers are in a pre-defined angle from the transmitter and use beam forming 
networks with different types of weighting methods to produce DM signals. A more 
interesting case for modern communication needs is the non-line-of-sight (NLOS) case, 
and this scenario is simulated in the present study where the channel information is the 
parameter instead of a specific LOS angle between the transmitter and the receiver.   
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III. SOFTWARE DEFINED RADIO AND GNU RADIO 
Software Defined Radio (SDR) also referred to as Software Radio, is a radio 
communication system [17] where most of the DSP operations are executed in software 
using a personal computer or an embedded system [18], while the rest of the processing is 
performed in specialized hardware. Many hardware components of a traditional radio such 
as filters, modulators/demodulators, detectors, mixers, etc., can be implemented by 
software means [18]; therefore, a communication system may be designed and configured 
in software while at the same time the system hardware resources are minimized to only 
those that are necessary and unreplaceable by software. This concept of building a real-
world software defined radio reduces the complexity, is cost effective, and allows the radio 
to be reprogrammable. 
An ideal architecture behind a software defined radio is shown in Figure 9. It 
consists of two distinct parts, the analog and the digital. The analog subsystem includes 
components that cannot be implemented digitally such as the antenna, the signal amplifiers, 
the local frequency reference generator, and other components in the analog radio 
frequency (RF) part of the radio [19]. The digital subsystem is the main reconfigurable part 
of the system and includes the digital processing resources and the software generated for 
various applications [19]. 
In addition, SDR technology provides great flexibility in modern wireless 
communication systems, including reconfigurable, upgradeable, and multimode radios that 
can be used in different applications. For example, while implementing SDRs, the system 
parameters such as sample rates, frequency bands, modulation and demodulation schemes, 
encoding and decoding operations, etc., are configured in software; therefore, developers 
are able to implement different types of applications with the same hardware resources 
[20]. Additionally, algorithms for SDRs may be written in different programming 
languages, giving the developers even more flexibility in order to develop a suitable SDR 
for their needs. The code for a software radio may be targeted for execution in DSP 
processors, FPGAs, or microprocessors [19], providing improved system performance. For 
all these reasons, SDR technology is widely used and applied. 
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Figure 9. Ideal Software Defined Radio architecture. Source: [19]. 
A. GNU RADIO BASICS 
One robust and popular open source software platform that provides an extensive 
built-in library of DSP tools for developing SDRs is GNU Radio [21]. If used without 
additional hardware but just a personal computer, it is a powerful simulation environment 
in which to build and test radios [22]. Combined with external RF hardware, it is a useful 
tool to implement software defined radios which can transmit and receive over the air. 
GNU radio is suggested for academic and commercial environments and is widely used in 
wireless communications research and real radio systems development [23]. It is supported 
by Linux, Mac OS X, and Windows operating systems [24]; however, the Linux build is 
the one which is mainly used for developing and adding new signal processing blocks and 
features in the GNU Radio library.  
1. GNU Radio Blocks 
The main signal processing tool used in GNU Radio is called the “GNU Radio 
Block” or simply a block of code written in the Python or C++ programming language that 
performs a specialized signal processing operation. An example of a graphical 
representation for such a block is shown in Figure 10. A series of blocks connected together 
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are used to implement a complete system. Essential parameters depending on the type of 
operation that the block performs such as sample rate, frequency, offset, amplitude, etc., 
are displayed on the block Graphical User Interface (GUI). These parameters are 
reconfigurable and accessed by clicking and entering the block properties. Apart from the 
parameters which are vital for its functionality, another important part is the block input 
and output ports. The input ports are connected to previously deployed blocks and the 
output ports to the next processing blocks, creating a chain. If a block is a source or a sink, 
only output or input connections exist. 
 
Figure 10. A “Signal Source” GNU Radio Block  
2. User Interface  
Although expert GNU Radio software developers may use only Python or C++ to 
build their projects, most users interact with a friendly GUI. This interface is called  GNU 
Radio Companion (GRC) and consists of five parts [25] as shown in Figure 11: 
• The Workspace, where a flowgraph project is created and presents the used 
processing blocks and their connections. 
• The Library, where the available signal processing blocks installed in GNU 
Radio are grouped under categories and are ready to use by dragging inside 
the workspace or double clicking on them.  
• The Toolbar, containing useful tools for editing, running, and in general, 
parameterizing a project.  
• The Terminal, where build and execution information are displayed. 
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• The Variables window, where the variables used in the project are presented 
in summary. 
 
Figure 11. GNU Radio Companion environment. Adapted from [25]. 
3. Flowgraph 
The basic data structure in GNU Radio is the flowgraph, which consists of a number 
of blocks connected together via their input and output ports. The main idea of a flowgraph 
is to create a logical data stream starting from source blocks and ending in sink blocks. 
Between the source and the sink blocks a continuous stream of samples flows [26]. In order 
to accomplish connectivity between a pair of blocks, the output ports of the first block are 
connected to the input ports of the second. The source block provides the input data to the 
implemented system, and the sink block exports the data after they have been processed 
inside the flow chain. The ports of every block are color coded, representing the type of 
data imported for processing and then exported to the next connected block. The main data 
types associated with colored ports and the number of bits used for each data type are listed 
in Figure 12. 
15 
 
Figure 12. Color mapping of ports in GRC. Source [25]. 
To create a logical flowgraph in the GRC, the data types between the connected 
blocks must match; otherwise, the connection cannot be established. An example of a 
flowgraph is presented in Figure 13. The GRC displays the prohibited connections with 
red arrows, giving a hint to the developer that errors are present and corrections must be 




Figure 13. Flowgraph example of a NBFM receiver. Source: [21]. 
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4. Runtime Scheduler 
The GNU Radio architecture is often responsible for the performance and potential 
errors of the designed system. This architecture is based on the runtime scheduler, which 
is the most important part of GNU Radio [27]. The scheduler supervises all the functions 
running in a flowgraph and is an extremely complex part in the GNU Radio code base [27]. 
Any modification of this core without absolute knowledge of its effect on the rest of the 
GNU Radio functionality can crash the whole system. The runtime scheduler mission is to 
manage and optimize the data stream flow between the blocks of a flowgraph in GRC by 
processing large blocks of data samples at a time instead of using a sample-by-sample 
processing approach [28]. This accomplishes high throughput and, hence, better system 
performance. All the processing operations are executed in a parallel computational 
environment as a different thread is created during runtime for each processing block. 
Some of the general tasks the scheduler performs during the execution of the flowgraph 
are [29]: 
• Calculate the available items on the input buffer of a block 
• Calculate the available free space on the output buffer of a block 
• Set any restrictions and resolve any issues while running a flowgraph (e.g., 
alignment between consumed and produced items, forecast requirements) 
• Schedule the performed operations as needed or aborts and reschedules 
• Call the general_work function of a block and set the appropriate buffer 
pointers and number of items to be processed 
• Take feedback from the general_work function in every cycle of execution 
and updates the pointers in the buffers 
B. OUT-OF-THE-TREE MODULES AND BLOCKS 
After GNU Radio is installed in the preferred computer system, a large built-in 
library of blocks is offered and is ready to use for creating new flowgraphs. All these blocks 
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cover a wide range of DSP operations and can be found under specific categories, usually 
named after the operation they support such as filters, Fourier Analysis operations, 
modulators/demodulators, error-correction coding, etc. In many cases this pre-installed 
library of blocks is enough to implement a desired system, but GNU radio gives the option 
to users to develop their own DSP blocks called Out-of-the-Tree (OOT) blocks and insert 
new functions and more features in the GNU Radio source tree. As stated previously, it is 
an open source framework, and anyone can contribute and create new blocks which can be 
shared if desired with the rest of the GNU Radio community. 
Developers mainly use the Linux environment for OOT module implementation; 
therefore, familiarly with Linux, how to use a terminal window in Linux, and programming 
skills are required. The tools that developers use to create new OOT blocks for GNU Radio 
are first the gr_modtool command in the terminal and second a source-code editor for 
editing the created files. The gr_modtool command is a script which initially creates a new 
module, the OOT module, inside which a developer can add various OOT blocks. With the 
same command, but with different parameters, the module is created first and then a DSP 
block is added. Note that the name of the module is a new category of blocks in the GRC 
library. A new folder with the name gr_’name_of_module’ containing all necessary 
subfolders and files for the OOT module is created. The gr_modtool script automates the 
process of creating and editing the appropriate makefiles using templates and allows 
developers to avoid the routine and monotonous work involved in the starting process of 
creating a new module, enabling them to go straight into the DSP coding [30]. 
The programming languages used for developing an OOT block in GNU Radio are 
Python and C++. The selection of the preferred language is made during the gr_modtool 
script execution. After choosing the language and inserting other parameters including 
name of the block, type, variables, etc., the script creates draft files for later editing inside 
the appropriate subfolders of the module. The necessary files to edit and code the 
functionality of the OOT block and also to create a GUI for use in GRC, are: 
• The blockname_impl.cc main file and blockname_impl.h header file inside 
the “lib/” subfolder and the blockname.h file inside the “include/” subfolder, 
if the chosen language is C++.  
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• The blockname.py file inside the “python/” subfolder if the chosen 
language is Python. 
• The file blockname.xml (or blockname.yaml for newer versions of GNU 
Radio)  inside the “grc/” subfolder for the creation of a GUI in all cases.  
Once all these steps are completed, the next step is to compile and install the new 
module and its blocks in GNU Radio and make it available to the library. In [30] the whole 
process is explained with the following details: 
• If there are errors during the compile, then one or more of the above files 
must be reviewed and the appropriate corrections must be made before 
recompiling.  
• After a successful compilation, the module and its blocks are ready to be 
installed in GNU radio. (It is noted that administration privileges must be 
obtained for the installation; otherwise, the blocks will not be installed 
properly.)  
• A new block can be added at any time, and in that case, the whole process 
of coding, compiling, and installing must be repeated.  
C. UNIVERSAL SOFTWARE RADIO PERIPHERAL (USRP) 
The universal software radio peripheral (USRP) is a configurable hardware device 
used as a transmitter or receiver in SDRs. It is a low cost option for designing and  
implementing radio communication systems [31]. USRP devices allow for OTA 
transmission and reception and are connected usually through a USB port or Ethernet cable 
with the host computer that runs GNU Radio. An example of a simple transceiver scheme 
is shown in Figure 14. Baseband signal processing is done on a personal computer with 




Figure 14. GNU Radio and USRP connection scheme. Adapted from [32]. 
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IV. MIMO-INSPIRED DIRECTIONAL MODULATION THEORY  
The objective of this research is to implement a DM transmitter for a multiple-input, 
multiple-output communication system. As previously noted, a MIMO-inspired synthesis 
of a DM system was proposed by Ding and Fusco in [6], and a concept of a MIMO DM 
transmitter based on theirs is presented in this chapter. 
A simple model of a MIMO system and the path connections between antennas is 
depicted in Figure 15. In such a system, which exploits the benefits of spatial diversity at 
both the transmitter and the receiver [33], there are Nt transmit antennas and Nr receive 
antennas. The MIMO concept can be studied not only for a Line-of-Sight (LOS) case as 
the straight lines imply in Figure 15 but can be extended to the Non-Line-of-Sight (NLOS) 
case where the signal propagates through various paths before it arrives at the receiver. 
These paths are generated due to the surrounding environment that causes reflection, 
diffraction, and scattering of the original signal [33]. The model describing this multipath 
type of channel is called in the literature the Rayleigh fading channel and is commonly 
used for studying MIMO fading channels as it provides adequate proximity for NLOS cases 
with rich scattering environments [34]. In this research it is assumed that the channel is a 
Rayleigh fading MIMO channel. 
 
Figure 15. A MIMO communication system. Source [35]. 
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The composite MIMO channel response H  for the described channel between tN  
transmit antennas and rN  receive antennas is given by a r tN N×  matrix [34], where all 
elements can be assumed to be independent, identically distributed (IID) zero mean 
complex Gaussian random variables with equal variance in the real and imaginary parts as 




















For the described channel the corresponding input-output relationship is given by 
[36] 
 Y = HX + w , (2) 
where Y  denotes the complex valued 1rN ×  matrix for the received signal, X  is the 
complex valued 1tN ×  matrix for the transmitted signal, and w  is additive white Gaussian 
noise (AWGN) [36]. 
For simplicity we refer from now on to the case where there are two transmit and 
two receive antennas as shown in Figure 16; therefore, the channel response H , the 





























X . (5) 
As mentioned before, the DM technique is applied at the transmitter side of a 
communication system and accomplishes safe transmission with the intended receiver 
while at the same time distorting the signal transmitted in other directions where a potential 
eavesdropper may be located. To demonstrate this DM concept, in Figure 16 a normal 
MIMO communication system is depicted, while in Figure 17 a DM network is added on 
the transmitter side. 
 
Figure 16. A 2x2 MIMO communication system 
 
Figure 17. A 2x2 MIMO communication system with DM network 
If we denote the DM network with P  and the new transmitted signal after the DM 
network that excites the two antennas with A , then the corresponding input-output 
relationship is 
 Y = HA + w , (6) 
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where the excitation A  at the transmitter antennas is given by 
 A = PX . (7) 
Substituting equation (7) into (6), we get the input-output relationship  
 Y = HPX + w . (8) 
As shown in (8), the DM network P  distorts the originally transmitted signal X . 
Between a transmitter and a receiver, the channel-state information (CSI) depends upon 
the physical channel and is often modeled as random. The DM method proposed in [6] 
assumes that the CSI is known and that singular-value decomposition (SVD) can be 
applied, yielding 
 
†H = UΛV , (9) 
where † is the operator for a complex conjugate transpose and is called the Hermitian 
Operator [6]. Matrices U and V  are unitary, meaning that their complex transpose 
conjugates are their inverses, i.e., † †U U = U U = I  where I  is the identity matrix [6]; the 
same applies for V [6]. Matrix Λ  is a rectangular matrix whose diagonal elements κλ  are 
nonnegative real numbers ( in our case 2κ =  ), and the off-diagonal elements are zero [6]. 
At the intended receiver the input X  should be recovered as Y  without distortion; 
thus, we require that [6] 
 
†UΛV P = Q , (10) 











Q . (11) 
From (10) the DM network or simply the DM gain P  that is applied between the 
originally transmitted signal X  and the antennas can be calculated as 
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- †1P = VΛ U Q . (12) 
The term -1Λ  in (12) refers to the Moore-Penrose pseudo-inverse operation of 
matrix Λ . From (8) and (12) the received signal Y can be written as 
 Y = QX + w . (13) 
As mentioned before, at the intended receiver, the signal X  should be recovered 
without distortion from the DM gain P . Specifically, if we set 1 2 1q q= = , (14) simplifies 
to 
1 1 1 1 1 1
2 2 2 2 2 2
1 0
0 1
Y X w Y X w
Y X w Y X w
            
⇔ = ⋅ + ⇔ = +            
            
Y = QX + w . (14) 
Given there is an eavesdropper at a different location as in Figure 18, the received 
signal for this eavesdropper is 
 Y' = H'A + w' = H'PX + w' . (15) 
In (15) ≠H' H  and ≠H'P Q  as compared with (14); therefore, while the intended 
receiver is able to extract the original message, the potential eavesdropper demodulates 
data corrupted by the signal distortion. 
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Figure 18. A 2x2 MIMO DM system with one eavesdropper 
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V. IMPLEMENTATION OF A DM BLOCK IN GNU RADIO  
A. CODING THE DM BLOCK 
In order to implement a block in GNU Radio that performs the DM operation at the 
receiver side, a custom made OOT block must be created since a similar block does not 
exist in the GRC library. In this study, pseudo-code was formed at the beginning to describe 
what the functionality of the block should be. Later, the programming language was 
selected, the necessary variables were defined, and the programming code was written. At 
the end of the procedure a GUI for the DM block was added to the library for use in a 
flowgraph. For all the design process, the methodology described in Chapter IV was 
followed. 
For the pseudo-code, the steps of mathematical operations for the DM block were 
considered. First the DM block needs the CSI estimates between the transmitter and the 
receiver. Once the CSI is available, it is used to perform the SVD function and acquire the 
U,Λ,  and V  matrices in (10). Next the DM gain P  is calculated from (13), and finally, 
the DM block outputs the excitation A  that is applied to each antenna as described in (7). 
For implementing OOT blocks in GNU Radio, the Python or C++ language is used. 
For the DM block design, Python was used. Python offers greater flexibility to developers, 
providing a variety of already built in libraries. Especially for this research the powerful 
libraries “math,” “NumPy” and “SciPy” were used for general mathematical operations, 
array and matrix operations, and other scientific calculations.  
Using the Python option in GNU Radio for creating a specific OOT block requires 
the coding of two files, one for the main functionality of the block which is coded in Python 
and one for the GUI of the block coded in extensible markup language (XML) language or 
a human friendly data serialization language called YAML (YAML stands for YAML 
Ain’t Markup Language) for newer versions of GNU Radio. Using C++ for programming 
requires the editing of usually three or even four files if the complexity of the functionality 
of the block is high. This makes the coding and compiling process more time consuming 
as all these tasks are repeated each time there is a newer version of code in any file. 
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Since the CSI is needed to perform the initial calculations described in Chapter IV, 
the input variables to the DM block are the four elements of the CSI matrix, i.e., h11, h12, 
h21 and h22. These are four of the input ports to the DM block. In addition, the block 
requires the original signal data streams before calculating the output excitation data 
streams that are forwarded to the antennas; therefore, two more input ports are added for 
the X1 and X2 data streams and two output ports for the A1 and A2 excitation streams.  
The DM block was chosen to be implemented as a hierarchical block, meaning as 
a combination of different blocks. In this case two different blocks were integrated, one 
that performs the calculation of the DM gain P  in (13) and one that performs the matrix 
multiplication in (7). The hierarchical block is shown in Figure 19.  
Originally, these two operations were coded in just one block without the need of 
combining others. The reason a hierarchical combination was chosen was the overall 
performance of the DM block. Mainly matrix multiplication operations are performed in 
the DM block, and that is computationally intense for the host computer processors. The 
already built-in block in the GRC for matrix multiplication uses a specific Vector-
Optimized Library of Kernels (VOLK) which exploits high data level parallelism based on 
the Single Instruction Multiple Data (SIMD) architecture and provides fast matrix 
multiplication. The SVD and the DM gain P  calculations already insert a latency to the 
system; therefore, this way the extra latency added for performing (7) was minimal. 
The resulting hierarchical block is a “sync” block as both sub-blocks are “sync” 
blocks. There is no interpolation or down-sampling performed but equally many samples 
are entering the input ports for processing as are forwarded to the output of the DM block. 
After coding the DM block functionality in Python and its GUI in XML, the block in Figure 
20 was created and installed into the GRC library for use in a flowgraph. The two output 




Figure 19. The hierarchical design of the DM block 
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Figure 20. GUI of DM block in GRC 
B. THE DM BLOCK IN GNU RADIO 
While the acquisition of CSI in the receiver is a typical process, on the transmitter 
side, CSI is very difficult to obtain. [34]. The idea of using the DM block was to acquire 
the CSI data from the receiver and perform the DM operation at the transmitter. In a GNU 
Radio simulation environment, where the transmitter and the receiver are in the same 
flowgraph, this is feasible by connecting the output ports of the block that estimates the 
CSI at the receiver and forwards the data to the transmitter with a simple flowgraph 
connection. An example of this flowgraph in GRC is shown in Figure 21. This cannot 
happen with an OTA operation of the system. 
 
Figure 21. DM block concept of use in a GRC flowgraph 
Tx Rx 
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To demonstrate the use of the DM block in an OTA transmission case, the concept 
was to estimate the CSI at the receiver and send the data back at the transmitter side via a 
Gigabit Ethernet network. The USRP devices support connectivity with the host computers 
via Gigabit Ethernet cable. This concept was the experimental setup for this study and is 
depicted in Figure 22.  
 
Figure 22. Experimentation setup for DM demonstration 
This experimental setup included one set of a host computer and two N210 USRP 
devices at the transmitter side, another similar set at the receiver side, and a Gigabit 
Ethernet switch which connected all the devices through an Ethernet cable as shown in 
Figure 22. For MIMO system operation, each pair of USRP devices must have 
synchronized clocks and perform aligned sampling in time [31] in order for the samples 
later to be forwarded for DSP. For this purpose, each pair of USRPs was connected with a 
MIMO communication cable providing the required synchronization during transmission 
and reception. 
C. APPLYING DM BLOCK IN OFDM RADIO USING GNU RADIO 
For this research, the goal was to implement and demonstrate a DM radio using a 
MIMO channel. As mentioned, GNU Radio is an open source software and much previous 
work has been done on building radios either for simulation purposes or for OTA 
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transmission. These projects are often offered to the GNU Radio community for 
educational purposes or further research and growth of GNU Radio available library of 
blocks and flowgraph projects. Using as source code the code in [37], we installed OOT 
blocks for a MIMO OFDM communication system in the GRC, modified the receiver side 
to export the CSI estimates, and finally, added the DM block at the transmitter side. In 
Figures 23 and 24 the flowgraphs of the OFDM transmitter and receiver are shown. These 
flowgraphs were used for the testing procedure that is described in the next chapter.  
The CSI estimates 11 12 21ˆ ˆ ˆ, ,h h h and 22ĥ  are calculated at the receiver side using a 
sequence of known symbols coming from the transmitter. This sequence of symbols, the 
preamble, is defined by the user and is inserted at the beginning of a formed data packet 
for transmission. For every channel, the preamble is different so the receiver can 
distinguish which data are coming from each channel. The receiver locates the beginning 
of the transmitted packet and, thus, the preamble using a correlation technique, and after 
an equalization process, the channel response estimates are calculated for each channel 














Figure 25. MISO channels example 
If in (2) the noise w is assumed very small and, therefore, can be ignored, 1X  and 
2X  are the known preamble symbols transmitted in each channel, and 1Y  and 2Y  are the 
measured symbols at the receiver input, then the channel response estimates are  
 1 1 211 12 21
1 2 1
ˆ ˆ ˆ, ,Y Y Yh h h
X X X




= . (16) 
For (16) to be valid, during the preamble transmission it is guaranteed that when 
the preamble symbols for channel 1 are transmitted, i.e., 1X , the preamble symbols for 
channel 2, i.e., 2X , are zeros and vice versa. The results of (16) are the channel response 
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VI. DM BLOCK SYSTEM TESTING AND RESULTS 
A. TESTING DM BLOCK AS A STANDALONE BLOCK IN GNU RADIO  
In the previous chapter, the process of designing and coding the OOT DM block 
for use in GNU Radio was described. The next step was to test this block for proper 
functionality. A simulation flowgraph for testing the DM block as a standalone block was 
implemented in the GRC. The flowgraph setup is shown in Figure 26. 
There are two ways of checking the proper functionality and, hence, the proper 
coding of an OOT block. One practice is to code a quality test script in Python that: 
• Creates an instance of the block which is being tested.  
• Inputs to that instance some testing values predefined by the user for 
processing.  
• Compares the results processed by the OOT block with the expected values 
calculated by the user. 
A second method is to test the block in a flowgraph and perform a simulation, which 
is a more user friendly procedure, as it involves a GUI environment. This was the selected 
testing method. One major difference compared to the first method is that in a flowgraph 
there is a continuous stream of data at the input and output ports, and due to the fact that 
data processing is performed typically with high sample rates (kHz, MHz, or GHz), the 
results with the graph tools provided in the GRC may not be readable by the user. If the 
input data are changing in time, which is typically the case, the output data are also 
changing quickly, and the graph tool displays a random curve which cannot give useful 
results. For this reason, it was chosen for the simulation to set some predefined constant 
values as inputs to the DM block so that the outputs were also constant and could be 
visualized in a time graph. The expected results calculated with other valid methods can 




Figure 26. Testing the DM block as standalone block
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In Figure 26 the constant complex values were provided by constant source blocks 
for signal X  and the CSI H  and were fed as inputs to the DM block. The QT (named by 
the Qt software company) GUI time sink blocks were chosen as the graph tool to observe 
the results. The time sink blocks display graphically in real time the real and imaginary 
part of the outputs of the ports to which they are connected. In Figure 27 the results of the 
simulation are presented. The same functionality was coded in MATLAB, and the results 
were used for cross-referencing. MATLAB and graph results matched and verified the 
proper function of the designed DM block. 
 
Figure 27. GNU Radio testing results of DM Block 
B. DM BLOCK WITH MIMO OFDM RADIO 
After validating the intended functionality of the DM block as described in the 
previous section, the next step was to integrate it into the MIMO transmitter flowgraph. As 
described in Chapter IV, the spot where the DM network was designed to be placed in the 
flow chain was right before the signal was upconverted to RF in each channel and then 
transmitted from the antennas. The up-conversion to RF in a complete SDR system is 
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performed at the USRP device so the DM block was placed in the flow chain before the 
USRP block as shown in Figure 23.  
An initial test was performed to ensure that the MIMO OFDM transmitter operated 
as expected with the DM block in the flowgraph. An OTA transmission was attempted 
while setting the CSI input matrix to the DM block as the identity matrix so that it did not 
insert any distortion into the original propagated signal X . The inputs to the DM block 
were provided by constant source blocks as shown in Figure 28. Running the flowgraph in 
the GRC, the transmitter worked as intended, and the signal reception at the MIMO OFDM 
receiver was successful. A latency was observed at the beginning of the transmission 
compared to the same transmission without the DM block, but this was considered normal 
behavior as the operations in the DM block are computationally intense for the host 
computer’s processor.  
At the receiver side, the modified block for CSI extraction was the next block to be 
considered. The goal was to obtain the estimates of the channel state that were calculated 
using the method described in Section V.C. of this study. For this purpose, the block C++ 
source file and the XML GUI file were modified to extract the CSI at four output ports as 
shown in Figure 24. The estimates coming out of those ports were then transferred to the 
transmitter side to be used as inputs to the DM block, forming a sort of a feedback loop.  
The concept of feeding back the estimated CSI values to the transmitter was 
designed to be implemented via Ethernet cable and an Ethernet Switch Box creating a local 
network. The Zero Message Queue (ZMQ) sink and source blocks in GNU radio are 
network blocks that deliver data through ZMQ Publish/Subscribe (PUB/SUB) sockets. The 
parameters needed to be defined in ZMQ blocks are the IP address and port number of the 
socket through which the connection would be established. The complete network was set 
up so that every host computer and every USRP device had different static IP addresses 
and were under the same subnet mask. This allowed the proper communication between 
all the devices in the network. The GNU Radio flowgraphs with the ZMQ blocks in the 
transmitter and receiver are presented in Figures 23 and 24 and the complete network setup 




Figure 28. MIMO OFDM with DM block and CSI as the identity matrix
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At this time, an early simulation was performed with the intention to check the 
connection between the ZMQ blocks via the network. For this purpose, the ZMQ source 
blocks at the transmitter side were connected straight to QT time sink blocks and not to the 
DM block for visualization in real time of the incoming stream data through the established 
connection. This flowgraph setup is shown in Figure 29. An OTA transmission was 
performed, and the results showed that stream data, in this case the CSI estimates, were 
able to be transferred from the receiver to the transmitter side and visualized using the time 
sink blocks. 
Although the ZMQ connection was successful, the transmitter flowgraph was not 
responding to the incoming stream from the receiver when the ZMQ source blocks were 
connected straight to the input ports of the DM block as shown in Figure 23. In fact, the 
transmitter was not able to transmit at all and no data were streaming in the flowgraph after 
the DM block. This issue was not resolved and the experimentation could not continue 
using this direct connectivity approach. Problems faced at this stage and actions taken are 





Figure 29. Setup for ZMQ Block connection testing 
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C. PROBLEMS DURING THE TESTING STAGE OF THE MIMO OFDM 
SYSTEM  
Although the DM transmitter worked as intended at the initial test when inputs to 
the DM block were provided from the constant source blocks in Figure 28, this was not the 
case when the inputs were fed by the ZMQ source blocks. Both the constant source and 
ZMQ blocks provided the CSI inputs to the DM block, but as in Figure 23 where ZMQ 
blocks are connected straight to the DM block, there were no data samples propagating to 
the output ports of the DM block and, therefore, there was no transmission. 
At first, a realistic issue that was considered was that at run time if the transmitter 
flowgraph starts operating first, then the CSI feedback coming from the receiver through 
the ZMQ blocks would be always empty. When the flowgraph is running, a large chunk of 
samples is entering each block for processing; therefore, the DM block expects input values 
for the CSI in order to perform its calculations. The receiver at that point would not have 
any input samples to process since nothing has been transmitted yet; therefore, it would not 
be able to estimate the channel, and consequently, the CSI feedback would be empty. This 
continues forever because, firstly, the CSI inputs to the DM block are empty and the DM 
block cannot produce any samples, thus nothing is transmitted, and secondly, since there 
is no transmission, the CSI feedback will be always empty. The same dead-end loop also 
happens if the receiver starts operating first since the CSI feedback is still empty and the 
DM block is not able to produce anything. Therefore, again nothing is transmitted. 
As a consequence of the aforementioned issue, a different approach of the system 
operation was considered since CSI acquisition required a normal non-DM transmission. 
At the beginning the radio should operate in a non-DM mode in order for valid transmitted 
samples to reach the receiver and for the CSI to be estimated. Then the available CSI could 
be sent back to the transmitter and applied to the DM block. For the non-DM mode, the 
propagating signal should not be affected by the DM block, so the inputs for the CSI could 
be set to the identity matrix for a fair amount of time resulting in a time-limited non-DM 
transmitter similar to the one in the flowgraph presented in Figure 28. After the time for 
non-DM operation mode elapsed, the DM block should “power on” and operate receiving 
the CSI estimates to its inputs. The new concept was for the radio to switch periodically 
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from DM mode to no-DM mode so that the CSI could be estimated, updated, and sent back 
to the transmitter. 
For that reason, a new intermediate block was designed that could supply the DM 
block in the beginning of the transmitter operation with the identity matrix as input for the 
CSI and, after a predetermined amount of time, switch to the CSI stream estimates coming 
from the receiver. Using the OOT block implementation technique, C++, and XML, we 
created this new block and its GUI and installed it in GNU Radio. The implemented block 
is shown in Figure 30. Although the system seemed to work and transmit normally in the 
beginning for the first iteration of the non-DM mode, when it switched to the DM mode 
the same problem as before was observed.  
 
Figure 30. Intermediate OOT block between ZMQ and DM blocks 
This difficulty is best understood by analyzing the process of the data flow between 
blocks which is achieved through the use of buffers. The GNU Radio buffer architecture 
tries to emulate a hardware ring buffer by instructing the Memory Management Unit 
(MMU) to map a page twice, back to back [38], as in Figure 31. At the initialization of a 
flowgraph, the output buffer of every block in the chain is allocated once [38]. Output 
buffers are the input buffers for the next block in the flow chain. During runtime, the GNU 
Radio scheduler is responsible to, first inform each block for the available space of its 
output buffer and the input items at its input buffer (or output buffer of the previous block) 
and, second to command the block to produce as many items as possible in order to achieve 
high throughput [38].  
A restriction for the block is to produce items at the output ports according to either 
the available space of its output buffer, assuming there are enough items in the input buffer, 
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or according to the number of the items in the input buffer, assuming the available space 
in the output buffer is sufficient. For example, if there is available space for 2000 items in 
the output buffer and there were produced and stored 1000 items in the input buffer, all the 
1000 items will be consumed, but if there were produced and stored in the input buffer 
3000 items, only the 2000 would be consumed due to the space constraint of the output 
buffer, and the rest of the items would be scheduled for later processing. This mechanism 
of choosing the lesser between the available output buffer space and the number of items 
in the input buffer of a block results in nondeterministic workloads at the blocks and buffers 
which vary during runtime [38]; therefore, during execution the workload at the blocks and 
the available space at the output buffers are random and managed by the scheduler.  
Consequently, a feedback loop in GNU Radio is not feasible. It is not possible to 
directly connect the output ports of a later block with the input ports of an earlier block in 
the flow chain. The scheduler in the process of choosing the workload expects to check 
two buffers (input and output of the block), but when creating a feedback loop there are 
four different buffers involved (two for the first block and two for the later one). Feedback 
adds complexity that cannot be resolved by the scheduler because at any time the 
parameters of available space and items in buffers are random and cannot be synchronized 
between blocks. In [39] it was also verified that a loop in GNU Radio is not feasible unless 
there is only one sample at a time processed in every block instead of a random chunk of 
samples that is the GNU Radios technique for maximizing throughput; hence, the inability 
of GNU Radio to handle feedback loops is the main reason behind the flaw in the DM 
block operation with direct feedback connection from another block. This unresolvable 





Figure 31. MMU trick in GNU Radio to emulate ring buffers. Source: [38]. 
D. SIMULATION OF A DM RADIO FLOWGRAPH  
Simulations of a DM transmitter in the GRC environment were performed, and the 
results are presented here. The implemented DM block and a QPSK transmitter/receiver in 
a MIMO channel were combined to create a flowgraph in the GRC. For demonstration 
purposes each QPSK symbol was transmitted separately and colored differently in the plots 
in order to visualize the effects of the DM network on the constellation plots of the output 
signal at the transmitter and also to the input signal and the decision statistics of an intended 
receiver and random eavesdroppers.  
The assumptions made for the simulation process are that the base DM transmitter 
and all the receivers (intended and eavesdroppers) are static and spatially separated in 
random directions and that the CSI between the DM transmitter and the intended receiver 
is known at the transmitter side and also remains unchanged during the simulation.  
The transmitter without the DM block transmits the QPSK symbols normally as 
shown in Figure 32. In Figures 33–39 the results of the DM flowgraph execution with one 
intended receiver and two eavesdroppers are presented. When the DM block is applied a 
DM gain is inserted, and the symbols are distorted in transmission directions other than 
that of the intended receiver. In the transmitter constellation plot in Figure 33, we observed 
that the DM network indeed inserted distortion into the transmitted symbols, resulting in 
them to being in random places on the quadrants. The signal propagates through the MIMO 
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channel, and at the intended receiver the DM network has no effect. The signal is received 
with small bit error rates (BERs), while at the eavesdroppers the received symbols are 
positioned in random quadrants. Many errors are inserted during the decision and 
demodulation process, which lead to a large BER. The received IQ patterns of the intended 
receiver and the eavesdroppers are shown in Figures 34, 36, and 38, and the decision IQ 
patterns are shown in Figures 35, 37, 39. From observations of the decision IQ patterns of 
the eavesdroppers, it is obvious that a symbol transmitted in a given quadrant generally 
appears in the wrong quadrant at the receiver and is, therefore, demodulated as a different 
symbol than the original, introducing a decision error. In that way a high Symbol Error 
Rate (SER) is expected.  
The simulation figures were produced in GNU Radio during runtime and, since 
there is a continuous flow of samples, the lines in Figures 37 and 39 denote the different 
alternating quadrants into which the decision symbols are placed during execution. In 
Figure 37 for example, decision variable “1” in blue which should be normally 
demodulated as symbol “1” in the 1st quadrant at the eavesdropper is alternating between 
the 1st, 2nd, 3rd, and 4th quadrants and, therefore, is demodulated randomly as symbol “1,” 
“2,” “3,” or “4,” introducing errors into the decision process. Similarly, the decision for 
symbol “3” in green alternates between the 1st, 3rd, and 4th quadrants meaning it is 
demodulated randomly as symbol “1,” “3,” or “4.”  
Another characteristic that is clearly observed is that the symbol energy is not 
preserved during the DM transmission, and the unity energy symbols are no longer the case 
after the DM network. The symbol energy thereafter is determined by the CSI between the 
transmitter and the intended receiver and is arbitrary for each symbol.  
In this simulation, binary files were used for the transmitted and received data, and 
a MATLAB script was written to compare the recorded data files and calculate the BER 
for every receiver (intended and eavesdroppers). File sink blocks were used in the GRC 
flowgraph to record the data and produce the binary files. Each symbol was represented as 
one byte in these binary files (bytes ‘0’, ‘1’, ‘2’, ‘3’), and the size of the produced files was 
between 40 MB and 60 MB depending on when the flowgraph was terminated from 
execution. A data sample of approximately 40~60 million symbols was large enough to 
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give fair results for the SER calculation. Using the written script, we loaded the binary files 
into MATLAB, and every byte was stored in an array as a symbol value (0, 1, 2, or 3). 
Then arrays with the transmitted and received data were compared, and the SER was 
calculated. The Gray code was used for the symbol modulation/demodulation, and the BER 
was calculated using the SER. The simulation was run several times implying different and 
random locations for the intended receiver and the eavesdroppers each time. The results of 
the simulations in the GRC flowgraph are tabulated in Table 1 and show the BER for the 
intended receiver and the eavesdroppers. The calculated BER for the eavesdroppers is 
within the range of 0.16 to 0.5. The numerical results show a large BER for the 
eavesdroppers as expected, where in some cases BER approaches 0.5, which implies that 
the eavesdropper is guessing the received symbol. 
Table 1. BER results for DM simulations  
Simulation 
BER 
Intendent Receiver Eavesdropper 1 Eavesdropper 2 
1st Run 2.858464×10-07 0.376787 0.254521 
2nd Run 2.242178×10-07 0.274712 0.454384 
3rd Run 2.810075×10-07 0.457625 0.250347 
4th Run 2.853432×10-07 0.499977 0.462615 
5th Run 2.780937×10-07 0.302471 0.356543 
6th Run 2.785058×10-07 0.500000 0.500000 
7th Run 2.787140×10-07 0.426550 0.499898 
8th Run 2.699395×10-07 0.472504 0.498583 
9th Run 2.818698×10-07 0.388509 0.396027 
10th Run 2.880088×10-07 0.163158 0.416419 





Figure 32. QPSK symbols before the DM Network is applied 
 
Figure 33. Transmitted QPSK Symbols with DM gain 
 




Figure 35. Intended receiver’s decision output 
 
Figure 36. Constellation plot at 1st eavesdropper’s antennas’ input  
 




Figure 38. Constellation plot at 2nd eavesdropper’s antennas’ input 
 




VII. CONCLUSIONS AND RECOMMENDATIONS 
DM radio design for a MIMO environment using GNU Radio was studied in this 
thesis. A new OOT block was implemented for use in a GRC flowgraph in order to 
design a MIMO DM transmitter. The challenges to design and test a DM radio using the 
GNU Radio Software were also discussed. The security enhancement using a MIMO 
QPSK DM radio was illustrated through a simulation in GNU Radio using the 
implemented DM block. 
A. CONCLUSIONS 
The objective to implement a 2x2 MIMO DM OOT block in GNU Radio was 
completed successfully. The detailed theory in Chapter IV was the basis for coding the 
DM OOT block as presented in Chapter V. The primary parameter in order for the DM 
block to function is the knowledge of the CSI between the DM transmitter and the 
intended receiver. Performance issues were considered during the design as the 
computational complexity of the DM block requires fast processing of the arriving 
samples at the input ports of the block. Blocks from the existing GRC library that exploit 
high data level paralleling during DSP operations were combined in order to create the 
hierarchical DM block. Testing the implemented block as a standalone network proved 
its intended functionality. This block can be used in any 2x2 MIMO radio scheme as it 
is an independent network applied before antenna excitation.  
Simulations of a MIMO QPSK DM radio in GNU Radio using the designed DM 
block illustrated the security enhancement that a MIMO DM system can achieve. Large 
BER values were observed, ranging approximately from 0.16 up to 0.5 proving the large 
probability of error at the eavesdropper location. On the other hand, BER for the 
intended receiver was small and measured approximately 3.0×10-7. These results 
verified the DM theory and also the proper functionality of the implemented DM block 
in a MIMO radio system. 
Another objective to perform an OTA DM transmission to demonstrate a MIMO 
OFDM DM radio using GNU Radio and USRP hardware equipment was incomplete due 
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to GNU Radio software limitations. As described before, the knowledge of the CSI is 
key for the proposed MIMO DM method to work. Acquiring the CSI on the transmitter 
side is in general a difficult process, and for demonstration purposes in the 
experimentation setup, it was decided to feedback the CSI from the receiver to the 
transmitter through a local network created through an Ethernet switch. It was 
discovered that the GNU Radio software architecture does not allow feedback 
connections between blocks. A main problem, as described in Section VI.C., was the 
inability of GNU Radio runtime scheduler to determine the appropriate input-output 
buffer sizes in order to read and write samples during the DSP calculations. With the 
developed experimentation design, this problem could not be resolved with the GNU 
radio design tool. 
B. CHALLENGES AND RECOMMENDATIONS 
One major challenge to be considered for future studies is the acquisition of the 
CSI at the transmitter side. A full duplex radio scheme that could communicate the CSI 
back to the transmitter should be investigated for this purpose. The additional system 
complexity on such a design needs to be taken into account. Also the security efficiency 
needs to be considered as for the CSI between the transmitter and the intended receiver 
to be estimated an initial non-DM transmission is needed. The effects regarding security 
of the initial and the potential following non-DM transmissions in order to update the 
CSI estimates should be evaluated and the efficiency of such a system considered.  
Another area that could extend the current study is the implementation of a DM 
block in GNU Radio that supports multiple intended users. As a wireless communication 
system usually applies to more than one user, an efficient DM system supporting a multi-
user network and providing extra security in the physical layer should be investigated. 
A multi-user model in this direction would lead to a more practical DM system. 
Lastly, the relationship between the transmit antenna elements and the supported 
intended receivers should be examined. In this study a 2x2 MIMO system was 
considered and one intended receiver could be serviced. A higher order MIMO system 
with an increased number of transmit elements could support more intended users, 
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creating a multi-user network (e.g., four or six transmit elements could possibly support 
two or three intended users). An increased number of transmit elements could provide 
greater flexibility for multi-user scenarios. In this case eavesdroppers with a large 
number of receive elements should be also considered, and the BER performance should 
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