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E preso l'immortale principio dell'essere mortale, imitando il loro demiurgo, presero in 
prestito dal mondo parti di fuoco, di terra, di acqua e di aria che sarebbero poi state 
restituite, e le unirono insieme, non con quei legami indissolubili con cui essi erano uniti, 
ma, connettendole con moltissimi chiodi invisibili per la loro piccolezza, e realizzando 
così da tutti gli elementi un corpo unico per ciascuno, legarono i circoli dell'anima 




L’interesse per le applicazioni internet ed in particolare per la tecnologia Web Services, 
unito alla possibilità di fornire una soluzione pratica ad un problema reale come la 
gestione delle verbalizzazioni, sono stati i motivi principali che hanno portato alla 
realizzazione di questo lavoro. L’obiettivo è quello di fornire, sfruttando il connubio fra 
Web Services e Short Message System, uno strumento per facilitare, snellire e quindi 
velocizzare le operazioni di registrazione degli esami. 
 
 
The interest for internet-aware application and especially for Web Services technology, 
together with the possibility to realize a practical solution for a real problem like the 
management of exam registrations, was the principal cause that carried to this work. The 
aim is to build, using both Web Services technology and Short Message Service, a tool to 
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Per SMS, acronimo di Short Message Service, si intende un servizio connectionless di 
consegna di brevi messaggi di testo (160 caratteri al massimo) [1]. 
Il primo messaggio SMS è stato spedito nel dicembre 1992 da un PC e recapitato ad un 
terminale mobile, nel caso specifico un telefono cellulare GSM, dal provider inglese 
Vodafone [2]. 
A partire da quella data l’utilizzo e la diffusione di tale servizio ha conosciuto una 
crescita a dir poco esponenziale: nel gennaio ’98 gli SMS inviati quotidianamente erano 
500 mila; un anno dopo 2 milioni; oggi Tim, Vodafone e Wind dichirano un volume di 
traffico rispettivamente di sette, otto e quattro milioni di SMS al giorno[3]. 
Il servizio, inizialmente offerto dagli operatori telefonici pensando tutt’al più a brevi 
comunicazioni di servizio, è del tutto sfuggito alle previsioni trasformandosi in un vero e 
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Fig 1 Grafico diffusione SMS 
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La diffusione dell’utilizzo di tale sistema è stata accompagnata nel tempo dalla nascita di 
una serie di servizi che utilizzano la messaggistica SMS come canale per lo scambio di 
informazioni.  
Agenzie di stampa e news (ANSA, AdnKronos), istituti bancari (Banca Sella, Unicredit, 
BNL, Monte dei Paschi), testate giornalistiche (Corriere della Sera, Repubblica, Il sole 24 
ore), corrieri (Poste Italiano, DHL, TNT) e molti altri, senza contare ovviamente i gestori 
telefonici (Vodafone, TIM, Wind, Tre) utilizzano ormai da tempo il servizio offerto dalla 
tecnologia SMS non solo per inviare comunicazioni agli utenti ma soprattutto per fornire 
soluzioni interattive che siano al contempo semplici da utilizzare, veloci e dal basso costo 
di gestione. 
Dai servizi alle Applicazioni SMS 
Oggi si parla di “Applicazioni SMS” per indicare tutte quelle situazioni in cui i messaggi 
SMS vengono utilizzati come canale di comunicazione bidirezionale, con lo scopo di 
aggiungere interattività a servizi distribuiti in modo semplice ed efficiente. 
 
Una applicazione SMS è caratterizzata dal fatto che gli utenti possono interagire 
utilizzando come dispositivo di input un comune cellulare; considerando che ormai, 
almeno per quello che riguarda la nostra realtà nazionale, il sistema TACS, che 
trasmetteva il segnale in modo analogico e quindi non permetteva l’invio degli SMS, è 
stato completamente soppiantato da GSM e UMTS, ogni terminale mobile può 
interfacciarsi con una applicazione SMS.  
 
Questo consente di poter realizzare applicazioni distribuite non dovendo intervenire in 
alcun modo sull’infrastruttura hardware esistente, dato che l’unico dispositivo necessario 
per accedere ad una applicazione SMS è appunto, solamente, un cellulare. 
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Con le applicazioni SMS, il cellulare diventa un “Terminale Mobile”, uno strumento per 
accedere ad una applicazione, un servizio remoto, pensato per offrire contenuti e 
funzionalità accedibili con lo scambio di brevi messaggi di testo. 
 











Con il termine Internet Application si intende in modo generico qualsiasi applicazione 
che utilizza Internet come veicolo di informazioni; una prima specificazione si ha 
individuando due classi distinte, che sono: 
• Web Service, che indica un generico servizio server che svolge un determinato 
compito o utilizza il web come canale di input/output. 
• Web Application, ossia applicazioni, sempre lato server, che forniscono contenuti 
a molteplici clients utilizzando Internet. Gli utenti accedono ad una applicazione 
web tramite un Web Browser capace di interpretare codice HTML. 
 
Per utilizzare la definizione di SUN[4]: 
<<Un Web Service è una “componente applicativa” accessibile tramite i protocolli 
standard di Internet [...]. I Web Services definiscono un’ architettura in cui le interazioni 
possono essere avviate dinamicamente in un ambiente distribuito anche da un 
programma automatico, e non più soltanto da un utente umano attraverso un browser>> 
 
L’interesse dimostrato dai colossi dell’informatica e dell’IT, da Microsoft a SUN, da 
IBM a HP, lascia intendere che in un futuro molto prossimo, che per molti aspetti è già 
attuale, tale tecnologia ricoprirà un ruolo importante, se non addirittura fondamentale, per 
quanto riguarda le applicazioni di rete. 
 
Ciò che è certo è che, dal punto di vista del mercato dell’informazione digitale, le Internet 
Application sono il punto nevralgico attorno al quale si stanno concentrando le maggiori 





Da tempo ormai nel settore dell’IT una della parole chiave è sicuramente “Integrazione”, 
intesa come la capacità di mettere a comune e di far interagire più soluzione eterogenee, 
la possibilità di offrire un servizio che sia fruibile per l’utente indipendentemente dalla 
piattaforma che questi utilizza per accedere allo stesso.  
 
Uno degli obiettivi di questa tesi e quello di sviluppare una soluzione che permetta di far 
comunicare il mondo SMS con quello dei Web Services, offrendo agli utenti la capacità 
di interagire con il sistema proposto sfruttando entrambe le tecnologie e cercando di 
cogliere gli aspetti positivi di ognuna. 
 
Differenti sono le soluzioni proposte nel campo dell’IT al fine di realizzare questa 
integrazione, in particolare sono stati sviluppati una serie di protocolli che mirano proprio 
all’integrazione delle due piattaforme: 
 
Il Parlay Group, che annovera fra i membri alcune delle maggiori compagnie telefoniche 
del mondo e dei giganti dell’IT (fra i quali Ericsson, Alcatel, FranceTelecom, IBM, 
Jujitsu, Marconi, HP, Telecom Italia LAB, Vodafone, solo per citarne alcuni), ha 
sviluppato una specifica per i Perlay X Web Services [6]. 
Tale specifica definisce una API di alto livello, molto versatile e allo stesso tempo 
semplice, che può venir utilizzata dagli sviluppatori e dalla comunità IT per realizzare 
applicazioni innovative che integrino telecomunicazioni e network. 
 
L’organizzazione “SMS Forum” ha sviluppato SMPP e MMAP. 
Il Protocollo “Short Message Peer to Peer” [7] è uno standard aperto sviluppato per 
semplificare l’interazione di applicazioni che gestiscono dati con reti mobili wireless, 
come GSM, TDMA, CDMA e PDC. Tale protocollo è diffuso ampiamente nell’industria 
delle telecomunicazioni mobili. 
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Il “Mobile Message Access Protocol” (MMAP) fornisce uno standard basato su un 
framework XML, per l’utilizzo di sistemi di messaggistica mobile su SOAP e HTTP. 
Short Message Application Part (SMAP) corrisponde ad un insieme di operazioni XML 
sviluppate specificamente per la messaggistica breve. Il payload SMAP viene tipicamente 








L’obiettivo del presente lavoro è la realizzazione di un strumento per facilitare e 
velocizzare le operazioni di registrazione degli esami, fornendo una soluzione con il 
minimo impatto dal punto di vista dell’intervento alle infrastrutture hardware e della 
gestione. 
 
Si vuole fornire ai docenti una soluzione che permetta l’accesso e l’utilizzo di un servizio 
remoto, lo scenario è quindi quello delle applicazioni distribuite; in particolare si vuole 
realizzare un prodotto che da un lato permetta di sfruttare le risorse e le infrastrutture 
hardware gia presenti e diffuse, e dall’altro offra semplicità e robustezza di utilizzo.  
 
 











L’architettura di massima (Fig 3) consiste quindi in un nodo centrale, per la ricezione e 
gestione dei dati, ed in una serie di unità, in contatto con  la parte centrale, che 
permettano l’inserimento delle richieste di registrazione. 
 
La scelta di utilizzare i telefoni cellulari come dispositivi per l’input remoto è legata al 
fatto che tali devices conoscono ormai una diffusione capillare sul nostro territorio; a ciò 
si aggiunge il fatto che l’utilizzo della messaggistica SMS, quale veicolo di informazioni, 
consente di offrire una soluzione semplice e al contempo completa, supportata a pieno da 
una infrastruttura già presente, testata e sicura come quella della telefonia mobile. 
 
Altre possibili soluzioni per lo scambio delle informazioni come WAP (Wireless Access 
Protocol [34]) o GPRS (General Packet Radio System [35]), se da un lato offrono 
maggiore supporto per la realizzazione di applicazioni  network-ordiented, dall’altro 
soffrono di una serie di svantaggi: 
• Compatibilità, ovvero si richiede che il terminale mobile supporti il sistema di 
trasmissione indicato, caratteristica non sempre presente specialmente nei device 
più datati 
• Copertura e diffusione del servizio; il GPRS non ha una copertura pari a quella 
del GSM, e quindi del servizio SMS, ed inoltre è molto più soggetto ai problemi 
di carico della rete a partire dal collegamento radio fino al protocollo TCP/IP 
• Costi. Esistono diverse soluzioni per la tariffazione sia per WAP che per GPRS, 
che vanno dal versioni “a consumo” (l’utente paga in base alla quantità di dati 
scambiati) fino a versioni “flat” (una spesa fissa e forfettaria, indipendente 
dall’utilizzo effettivo del servizio); in media però si ha una spesa pari circa al 
doppio rispetto all’utilizzo di SMS (Fonte: Cellular Italia [36]) 
 
Per quanto concerne il nodo centrale invece si è cercato di sviluppare una soluzione in 
grado di fondere insieme tre differenti requisiti 
• Massimo grado di compatibilità ed indipendenza da protocolli e standard di rete e 
da piattaforme hardware 
• Sicurezza nelle comunicazioni 
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• Interfaccia ad alto livello, indipendente dal tipo di linguaggio di programmazione 
utilizzato 
 
L’adozione dell’architettura Web Services [9] è volta proprio a soddisfare i requisiti sopra 
indicati. La compatibilità e l’indipendenza dall’hardware sono garantiti dal fatto che lo 
standard proposto da tale architettura è totalmente indipendente dal tipo di 
implementazione sottostante, sia a livello di rete che di piattaforme (architetture e SO). 
La sicurezza nelle comunicazioni è garantita dall’adozione di protocolli, come SSH e 
HTTPS, che forniscono funzionalità intergrate di cifratura e protezione. 
Infine l’architettura Web Services permette di realizzare applicazioni in modo totalmente 
trasparente rispetto al linguaggio scelto ed offre inoltre un tipo di comunicazione versatile 
e completo basato sullo scambio di oggetti. 
 
Il nodo centrale di tutta la soluzione è quindi il servizio web “Statini Web Service”. 
Tale servizio implementa l’interfaccia web utilizzata dal gateway per comunicare l’arrivo 
di un SMS tramite il web method notifySmsReception; all’invocazione del metodo il 














A partire dall’invocazione del metodo indicato viene attivata una sequenza di operazioni 
indirizzata all’analisi del messaggio, alla sua validazione e, nel caso che quest’ultima 
abbia esito positivo, all’esecuzione di una fra le seguenti possibili operazioni: 
 




La scelta tecnologica: SMS & WebService 
Come indicato nell’introduzione la scelta tecnologica è stata determinata da una serie di 
fattori fra i quali: 
• la possibilità di utilizzare un’infrastruttura di comunicazione già esistente, diffusa 
e testata, costituita dalla messaggistica SMS 
• la capacità di realizzare un servizio centralizzato, semplice da gestire, basato su 
protocolli e standard diffusi a livello mondiale, implementato dal modello Web 
Services 
 
Short Message Service 
Il servizio SMS, conosciuto anche come Bidirectional Paging System, è stato introdotto 
per la prima volta in Europa nel 1992 [8], come parte integrante dello standard GSM, fase 
1. I messaggi SMS vengono trasportati utilizzando il canale di segnalazione SDCCH 
(Slow Associated Control Channel) offerto dal sistema di comunicazione mobile GSM 
(Global System for Mobile Communications). Sono stati definiti due differenti tipologie 
di servizi basati su messaggi brevi: Cell Broadcast Service nel quale vengono recapitati 
periodicamente dei messaggi a tutti gli utenti presenti in una determinata area e Point-To-
Point Service con il quale è possibile inviare un messaggio ad un utente specifico. 
Architettura del servizio 
Un esempio di architettura del servizio SMS è visibile nella figura seguente: 
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Fig 5 Architettura SMS 
 
Nella Fig 5 si può individuare: 
• TE, Teminal Equipment, è il terminale mobile (cellulare) che può inviare e/o 
ricevere SMS 
• BSS, Base Station System, corrisponde alla parte fissa di infrastruttura che 
gestisce il segnale radio; coincide geograficamente con le antenne di trasmissione 
• SMSC, Short Message Service Center, è responsabile per la gestione della 
trasmissione, memorizzazione e consegna dei messaggi. All’interno dell’SMSC 
sono presenti dei database contenenti i VLR, Visitors Locator Registers, che 
contengono informazioni sugli utenti presenti in un certo istante, in una 
determinata area 
• Enterprise Station, che gestisce le informazioni sugli utenti e sul traffico, 
utilizzando tabelle che contengono gli HLR, ossia Home Locator Registers, 
contenenti informazioni personali sugli utenti di un determinato provider 
 
Il centro messaggi (indicato con SMSC) che riceve SMS da differenti origini (terminali 
mobili, modems, altri SMSC, internet) e gestisce completamente la loro consegna.  
Se l’utente destinatario non è raggiungibile il centro effettua la memorizzazione 
temporanea del messaggio ed inizia un ciclo per tentare, ad intervalli di tempo, di 











Il metodo di consegna degli SMS è basato su un protocollo della tipologia “senza 
connessione” (connectionless): quando viene inoltrato il messaggio non avviene alcuna 
connessione tra il terminale del mittente e quello del destinatario, come invece avviene 
nel caso di una chiamata voce o dati. Il mittente quindi non sa se e quando il destinatario 
riceverà il messaggio.  
L’invio di un SMS Point-to-Point si compone in realtà di una concatenazione di due 
differenti azioni: l’inoltro del messaggio dal telefono al Centro Messaggi, e la successiva 
trasmissione dall’SMSC al terminale del destinatario.  
I messaggi che transitano nella prima fase vengono definiti SMS-MO (SMS Mobile 
Originated), quelli nella seconda SMS-MT (SMS Mobile Terminated).  
Il protocollo SMS 
Il servizio SMS utilizza un protocollo a scambio di messaggi in cui l’unità base di 
trasmissione viene definita PDU o Protocol Data Unit.  
Esistono sei differenti tipi di PDU:  
• SMS-SUBMIT (Invio messaggio da Terminale a SMSC)  
• SMS-DELIVER (Invio messaggio da SMSC a Terminale)  
• SMS-COMMAND (Invio comando da Terminale a SMSC)  
• SMS-DELIVER-REPORT (Invio ragione di una mancata ricezione da Terminale 
a SMSC)  
• SMS-SUBMIT-REPORT (Invio ragione di una mancata ricezione da SMSC a 
Terminale)  
• SMS-STATUS-REPORT (Invio stato di delivery di un messaggio da SMSC a 
Terminale)  
 
I PDU SMS-DELIVER e SMS-SUBMIT trasportano il messaggio e le informazioni ad 
esso associate ai due estremi della comunicazione: terminale e SMSC.  
I PDU SMS-SUBMIT-REPORT e SMS-DELIVER-REPORT contengono la notifica 
rispettivamente al terminale o al SMSC che un certo messaggio non è stato consegnato ed 
il motivo della mancata consegna.  
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SMS-STATUS-REPORT invece fornisce informazioni circa lo stato di consegna di un 
messaggio. 
Infine SMS-COMMAND contiene i comandi associati ad un messaggio già inoltrato 
mediante SMS-SUBMIT.  
 
I PDU scambiati tra terminale e SMSC vengono trasmessi sui canali di controllo, ed in 
particolare in fase di stand-by attraverso il canale SDCCH (Stand alone Dedicated 
Control Channel), mentre durante una chiamata attraverso il canale SACCH (Show 
Associated Control Channel) in modo tale da poter ricevere ed inviare i messaggi anche 
quando si è in conversazione.  
 
Il tempo che intercorre tra la trasmissione del messaggio da un terminale e la ricezione da 
parte di un altro terminale non è standard ma varia, come previsto per i protocolli senza 
connessione. Nel caso medio è stimabile attorno ai 5 secondi, va però tenuto in 
considerazione che gli SMS sono trasmessi attraverso i canali di controllo, e la velocità di 
trasferimento dipende dal carico istantaneo della rete. 
Sicurezza e autenticazione 
Come citato in precedenza il servizio SMS si appoggia sulla rete di segnalazione della 
telefonia mobile GSM chiamata SS7.  
 A differenza di quanto accade per il traffico voce che viaggia su un canale “pubblico” e 
quindi viene sottoposto a cifratura, la rete di segnalazione è privata e quindi i dati che 
vengono trasportati non sono cifrati. 
 
La rete SS7 è stata progettata secondo le specifiche emanate dall’ITU-T ed al momento 
risulta essere una delle reti più sicure al mondo, tanto che ormai la maggior parte delle 
banche ed istituti di credito permettono di ricevere informazioni sensibili ed effettuare 
operazioni direttamente via SMS. 
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Recentemente la nota società di sicurezza RSA Security, ha annunciato l’imminente 
rilascio della piattaforma RSA-Mobile per l’accesso sicuro ad applicazioni e-businnes; 
Thomas Raschke, famoso analista di IDC, ha commentato con: 
<<Considerando che in Europa sono oltre 200 milioni le persone che quotidianamente si 
scambiano SMS, RSA Mobile sfrutta un dispositivo che tutti già possiedono e usano in 
modo intensivo, ampliandone le potenzialità d'impiego>>. 
 
L’autenticazione di mittente e destinatario è affidata invece al sistema di sicurezza 
definito all’interno dello standard GSM: 
Il mittente, al momento dell’accensione del terminale effettua il “log-in” all’interno della 
rete GSM; in questa fase viene creata una entry, chiamata VLR o Visitors Locator 
Registers, nella tabella del centro SMSC al quale l’utente è momentaneamente collegato 
che contiene informazioni su come individuare la HLR, ossia la Home Locator Register, 
dell’utente stesso. 
Quando il messaggio viene ricevuto dalla SMSC, dopo aver espletato un certo numero di 
controlli e processi interni (fra cui il billing), viene interrogato l’HLR per ricavare 
informazioni sul routing. 
L’SMSC invia il messaggio all’MSC (Mobile Switching Center), ultimo anello della 
catena del processo di delivery, che provvederà alla trasmissione dei dati al destinatario; 
in caso di roaming MSC può recuperare le informazioni del destinatario tramite la sua 
VLR, attraverso una ulteriore fase di autenticazione 
L’MSC ritorna l’esito della spedizione al centro servizi che a sua volta informa il mittente 
dell’esito della spedizione (deliverd/not delivered) 
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Web Services 
“Un servizio web è un'interfaccia che descrive una collezione di operazioni accessibili 
attraverso una rete mediante messaggistica XML”[9]. 
 
La definizione data da Heather Kreger, Chief Architet di IBM, indica in modo chiaro e 
coinciso il concetto semplice ma al contempo ingegnoso che sta alla base del principio di 
funzionamento dei Web Services. 
In primo luogo si tratta di una serie di funzionalità ed operazioni, presentata sotto forma 
di una interfaccia XML. 
La comunicazione tra Web Services ed altre applicazioni avviene tramite messaggi 
codificati in XML (protocollo SOAP). 
Ogni servizio web viene descritto utilizzando un formalismo, basato sempre su XML, che 
presenta tutte le informazioni circa la localizzazione, il formato dei messaggi scambiati 
ed il protocollo di trasporto; tale formato di descrizione prende il nome di WSDL, Web 
Service Description Language. Il WSM, Web Service Model, fornisce una vista d’insieme 
dell’architettura Web Services, individuando tre differenti ruoli: 
 












Find (UDDI) Publish (WSDL) 
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Il Service Provider coincide con la piattaforma che fornisce effettivamente il servizio. 
Il Service Requestor indica invece il fruitore del servizio; in questo caso si può 
distinguere fra un utente che accede allo stesso tramite un browser, oppure un ulteriore 
applicazione, ad esempio un altro web service, che ne invoca uno dei metodi esposti. 
Per Servcie Registy, invece, si intende un ulteriore componente, che dal punto di vista 
dell’architettura può coincidere con il provider stesso, il quale permette la localizzazione 
(Service Discovery) e la descrizione dei servizi.  
 
Il WSM si basa sostanzialmente su tre differenti tipologie di operazione: 
• Publish: ogni servizio, per poter essere individuato e poi acceduto, deve essere 
“pubblicato”; tale operazione consiste nella generazione di una descrizione del 
servizio stesso (tramite WSDL) e nella pubblicazione di quest’ultima in un 
repository (statico o dinamico) 
• Find: il primo passo compiuto dal richiedente è l’individuazione del servizio 
stesso. Questa fase di Discovery può far uso di differenti tecniche e tecnologie fra 
le quali la più diffusa e produttiva è sicuramente UDDI 
• Bind: una volta che il richiedente individua un determinato servizio, al fine di 
poter utilizzare i vari metodi esposti da quest’ultimo, è necessario effettuare un 
bind, ossia creare una legame, una sessione che consiste in una fase di setup 
iniziale, nella quale requestor e provider si scambiano informazioni e credenziali, 
e in una fase successiva di operazioni (method invocations) 
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Architettura dei web services 
 
Fig 7 Architettura Web Services 
 
La figura 7 indica quello che potrebbe essere definito come uno Stack concettuale 
dell’architettura Web Services. 
La base è indubbiamente rappresentata dalla rete, che è un elemento centrale ed 
indispensabile per tutta l’architettura: i servizi la utilizzano per tutte le operazioni, dalla 
pubblicazione all’invocazione dei metodi. 
 
Dato che l’architettura Web Services si appoggia sull’ultimo livello dello stack classico 
di protocolli di rete (ISO/OSI), ossia il livello applicazione, l’implementazione 
sottostante e completamente trasparente al servizio.  
 
Tale organizzazione permette di sfruttare questa tecnologia praticamente con tutte le 





























Messaggi XML: formato SOAP 
SOAP, Simple Object Access Protocol, è un protocollo testuale basato su XML per lo 
scambio di informazioni in ambiente decentralizzato e distribuito[10].  
Si compone di tre parti: 
• SOAP envelope: è il primo elemento, obbligatorio, di un messaggio SOAP; è 
utilizzato per indicare il tipo di contenuto, il tipo di destinatario, quali elementi 
sono obbligatori e quali no 
• SOAP encoding rules: un insieme di regole che definisce il meccanismo di 
serializzazione/deserializzazione utilizzato per scambiare i tipi-dato 
• SOAP RPC representation: indica lo standard per rappresentare invocazioni di 
procedure remote 
 
Un esempio di messaggio SOAP è: 
<SOAP-ENV:Envelope 
  xmlns:SOAP-ENV="http://schemas.xmlsoap.org/soap/envelope/" 
  SOAP-
ENV:encodingStyle="http://schemas.xmlsoap.org/soap/encoding/"> 
  <SOAP-ENV:Header> 
   <t:Transaction 
      xmlns:t="some-URI" SOAP-ENV:mustUnderstand="1"> 5 
   </t:Transaction> 
   </SOAP-ENV:Header>    
   <SOAP-ENV:Body> 
       <m:GetLastTradePrice xmlns:m="Some-URI"> 
           <symbol>DIS</symbol> 
       </m:GetLastTradePrice> 
   </SOAP-ENV:Body> 
</SOAP-ENV:Envelope> 
Cod 1 Esempio messaggio SOAP 
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Nell’esempio precedente sono presenti tutti gli elementi di un tipico messaggio SOAP: 
• <SOAP-ENV:Envelope>  identifica l’elemento envelope ed indica sia l’encoding 
style che il namespace utilizzato nel resto del messaggio 
• <SOAP-ENV:Header> SOAP introduce un meccanismo che permette di estendere 
in modo flessibile e modulare un messaggio, senza avere una conoscenza a-priori 
delle entità che interagiranno nella comunicazione; tali estensioni vengono 
implementate come elementi header, come per il caso di autenticazioni, 
transazioni e pagamenti, ecc. 
• <SOAP-ENV:Body> è l’elemento centrale del messaggio ed è utilizzato per lo 
scambio delle informazioni; in particolare nei Web Services viene impiegato per il 
marshaling delle invocazioni RPC e per la restituzione di risultati o errori 
 
Nell’architettura Web Services SOAP gioca quindi un ruolo fondamentale perché in 
sostanza permette l’invocazione dei metodi esposti da un servizio; a tal proposito le 
SOAP Encoding Rules forniscono un insieme di regole utilizzando le quali è possibile 
creare una SOAP RPC representation da utilizzare nella comunicazione. 
É possibile rappresentare i seguenti tipi di dato, distinti in due macrofamiglie: 
 
SimpleTypes, di cui fanno parte: 
• Value sostanzialmente delle stringhe che indicano il tipo di dato (numero, data, 
intervallo) 
• Simple Value particolari esempi di Value, come gli interi e le enumerations 
 
Compound Types, distinti in: 
• Compound Value tipi dato strutturati formati dall’aggregazione di relazioni con 
altri value. Possibili esempi sono ordini, reports, indirizzi, ecc. 
All’interno dei Compound Values ad ogni valore può venir associato un nome (o 
una posizione); in questo caso si parla di accessors, ossia degli “accessori” che 
permettono di indicare un particolare valore. Tra i compound values ci sono: 
• Array, caratterizzati da un intero che indica la posizione (ordinale) 
• Struct, ogni valore è indicato da un accessor univoco 
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Per i tipi semplici (Simple Type) ed i valori (Simple Value), SOAP adotta tutti e 18 i tipi 
dato “built-in” di XML[11], ad esempio: 
 
<element name="age" type="int"/> 
<age>45</age> 




<simpleType name="EyeColor" base="xsd:string"> 
   <enumeration value="Green"/> 
   <enumeration value="Blue"/> 
</simpleType> 
 
Cod 2 Tipi semplici in SOAP 
 





  <element name="author" type="xsd:string"/> 
  <element name="preface" type="xsd:string"/> 





   <author>Henry Ford</author> 
   <preface>Prefatory text</preface> 
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   <intro>This is a book.</intro> 
</e:Book> 
Cod 3 Tipi composti in SOAP 
 
Descrizione del servizio tramite WSDL 
Ogni Web Service pubblicato da un provider può (o meglio, dovrebbe) riportare una 
propria descrizione utilizzando il formato WSDL, Web Service Description Language 
[12], in modo tale che il richiedente possa essere informato circa il tipo e la struttura dei 
messaggi SOAP da scambiare con il servizio. 
 
WSDL definisce una grammatica XML per descrivere i servizi di rete come insiemi di 
nodi capaci di scambiarsi messaggi; viene introdotto un livello di astrazione che permette 
di considerare sia i messaggi che gli endpoints indipendentemente dall’implementazione 
hardware della rete sottostante o dal formato dai dati scambiati. 
 
Un documento WSDL utilizza una serie di elementi base nella definizione dei servizi di 
rete: 
• Types contenitore per la definizione di tipi dato, a partire da un certo type-system 
( come ad esempio XSD)  
• Message tipo astratto che indica i dati che devono essere trasferiti  
• Operation descrizione di un’operazione effettuata dal servizio 
• Port Type insieme di operazioni supportate da uno o più endpoints 
• Binding un protocollo concreto insieme ad una specifica del formato dati 
supportato da un determinato Port Type 
• Port:singolo endpoint (host) considerato come l’insieme di un indirizzo di rete ed 
un Binding  
• Service un insieme di endpoints in relazione fra loro 
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WSDL offre supporto nativo per il type system definito in XSD ed inoltre offre la 
possibilità di utilizzare altre definizioni di tipi facendo uso, come SOAP, del meccanismo 
delle estensioni. 
 
L’esempio che segue riporta la struttura di base di un documento WSDL, dove sono 
identificabili tutti gli elementi sopra descritti: 
<?xml version="1.0"?> 
<definitions xmlns:xml="http://www.w3.org/2001/XMLSchema"> 
  <types> 
 <element name="UserIdentity"> 
  <complexType> 
  <all> 
   <element name="FirstName" type="xml:string"/> 
   <element name="LastName" type=" xml:string"/> 
  </all> 
  </complexType> 
 </element> 
  </types> 
  
  <message name="UserIdentityInput"> 
 <part name="body" element="xml:int"/> 
  </message> 
  
  <message name="UserIdentityOutput"> 
 <part name="body" element="UserIdentity"/> 
  </message> 
  <portType name="UserIdentityPortType"> 
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 <operation name="GetUserIdentity"> 
   <input message="UserIdentityInput"/> 
      <output message="UserIdentityOutput "/> 
 </operation> 
  </portType> 
  <binding name="UserSoapBinding" type="UserIdentityPortType "> 
 <operation name="GetUserIdentity "> 
 <soap:operation soapAction="GetUserIdentity"/> 
   <input> 
  <soap:body use="literal"/> 
   </input> 
   <output> 
  <soap:body use="literal"/> 
    </output> 
 </operation> 
  </binding> 
 <service name="UserIdentityService"> 
    <documentation>Simple user information 
service</documentation> 
  <port name=" GetUserIdentity " binding=" UserSoapBinding "> 
  <soap:address location="GetUserIdentity "/> 
   </port> 
 </service> 
</definitions> 
Cod 4 Esempio WSDL 
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UDDI: Register once, published everywere 
Il primo passo che deve compiere chi desidera utilizzare un Web Service è la 
localizzazione di quest’ultimo; tale operazione, detta Discovery, si avvale di uno 
strumento chiamato UDDI, Universal Description, Discovery and Integration[13]. 
 
UDDI consiste in un registro distribuito dove i provider possono pubblicare la 
descrizione dei propri Web Services, utilizzando un formato XML. 
Il cuore del sistema UDDI è la Businnes Registrations che si occupa di mantenere 
aggiornate le descrizioni dei servizi e dei fornitori e di fornirle ai richiedenti utilizzando 
tre differenti livelli di informazione: 
• Pagine bianche, con le informazioni generali sul fornitore del servizio, tra cui 
indirizzo, eventuale riferimento e dati di identificazione 
• Pagine gialle, che indicano la tipologia del servizio, utilizzando categorie 
industriali standard 
• Pagine verdi, con specifiche tecniche sui servizi esposti 
 
 













L’interfaccia di programmazione di UDDI è esposta agli sviluppatori secondo il modello 
API (Application Programming Interface), unitamente alla quale sono presenti una serie 
di specifiche a cui aderire per poter pubblicare un web service all’interno di un registro 
UDDI e quindi renderlo disponibile per le ricerche 
 
Il registro UDDI, insieme ai vari servizi di supporto per la gestione delle informazioni, 
viene generalmente riferito come UDDI Cloud Service; esso consiste in un sistema che 
dal punto di vista logico si presenta come un unico repository, ma fisicamente è 
implementato come un archivio distribuito e ridondante. 
 
Generazione automatica del codice 
Esistono un certo numero di strumenti per la generazione automatica del codice che 
effettua il marshaling e l’unmarshaling per l’invocazione remota  dei metodi esposto da 
un Web Service 
 
Tali strumenti sono  presenti all’interno di ambienti generalmente definiti Web 
Application Framework che consentono la creazione, la modifica e la gestione di 
applicazioni basaste su tecnologia Web Services. 
 
Il codice viene prodotto a partire dalla descrizione WSDL del servizio, effettuando un 
mapping sulle strutture dati del linguaggio di programmazione; secondo quest’ottica 
WSDL è paragonabile a IDL (Interface Definition Language) per l’ambiente 
CORBA/DCOM ed i traduttori WSDL hanno un compito che per molti versi è simile a 





Il caso studio: Registrazione verbali 
d’esame 
Le operazioni di registrazione degli esami all’interno delle università implicano la 
realizzazione e la manutenzione di complessi sistemi in quanto, da una parte si tratta di 
gestire dati molto sensibili mentre dall’altra è necessario che le operazioni si svolgano nel 
minor tempo possibile in modo da offrire un immediato riscontro utile tanto ai docenti 
quanto agli studenti. Tale attività, proprio per le sue caratteristiche intrinseche, 
normalmente richiede una notevole quantità di personale, impiegato nelle varie fasi della 
gestione e manutenzione delle informazioni. 
La realtà attuale: statino cartaceo 
Il sistema in uso al momento all’interno dell’Università di Pisa si avvale di una serie di 
componenti: 
 
Il docente verbalizza la prova d’esame utilizzando uno statino cartaceo (fig 9), realizzato 
su carta speciale (chimica), dove riporta le informazioni sulla tipologia dell’esame 
(codice e nome dell’insegnamento, corso di laurea), sul candidato (matricola ed iniziali 




Fig 9 Statino cartaceo 
Gli statini compilati dai docenti vengono quindi raccolti in buste e consegnati al 
personale della segreteria studenti, all’interno di ogni dipartimento. 
 
Periodicamente un incaricato delle segreterie centrali ha il compito di raccogliere tutte le 
buste dai vari dipartimenti e di recapitarle presso l’ufficio “Studenti e laureati”  
 
Il personale tecnico provvede all’inserimento dei dati all’interno del sistema informativo 
di ateneo, utilizzando dei lettori ottici che permettono di recuperare le informazioni dai 
singoli verbali. 
 
Solo a questo punto, dopo aver attraversato una serie di ulteriori controlli sulla 
correttezza e validità dei dati, le informazioni riportate nel verbale cartaceo sono 
effettivamente inserite nella base dati e quindi risultano presenti a tutti gli effetti nella 
carriera dello studente. 
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Necessità di innovazione 
Ogni anno il sistema sopra indicato prende in gestione circa 200.000 nuovi verbali 
d’esame, dei quali circa il 10% viene rifiutato dal sistema stesso perché presenta errori o 
anomalie. La complessità e soprattutto il numero considerevole di componenti che 
entrano in relazione col fine di gestire il meccanismo di registrazione, ha provocato e 
provoca tuttora, una serie di ritardi considerevoli nell’aggiornamento della carriera degli 
studenti; tale fatto determina una serie di conseguenze negative sia per lo studente, che 
per l’amministrazione. 
 
Analizzando i dati presenti nel servizio informativo di ateneo Esse3[14] si nota che, nello 
stato attuale, i tempi di decorrenza fra la data in cui l’esame viene sostenuto e quella in 
cui è inserito a tutti gli effetti nell’archivio informatico, decorre un periodo che varia dai 
due ai sei mesi (Fonte dei dati: Ufficio Studenti e Laureati dell’Università di Pisa). 
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Soluzione proposta 
La soluzione proposta consiste nel fornire ai docenti, come alternativa al metodo 
cartaceo, un sistema basato sull’utilizzo della messaggistica SMS per la verbalizzazione 
degli esami, unitamente ad una serie di interfacce web per consentire l’accesso, da PC o 
PDA, al servizio di gestione delle registrazioni. 
 
Statini Service, questo il nome della soluzione proposta, espone una interfaccia XML 
Web Service che permette di interfacciarsi con il gateway SMS; quest’ultimo è stato 
sviluppato secondo le specifiche Perlay X e all’arrivo di un SMS contenente i dati per una 
registrazione, invoca il Web Method esposto dal servizio. 
 
Dall’altra parte Statini Service sfrutta l’interfaccia XML Web Service esposta dal 
gateway stesso per inviare messaggi ai docenti, tipicamente richieste di conferme o 
segnalazioni di servizio. 
 
Il gateway quindi è in grado di gestire contemporaneamente più operazioni: 
• La ricezioni dei messaggi SMS dal provider telefonico (MAM server) 
• La ricezione delle richiesta HTTP, tra cui quelle per l’invio degli SMS 
 
Il sistema espone una ulteriore interfaccia web per l’amministrazione del servizio 
consentendo l’aggiunta, modifica o rimozione dei docenti, la produzione di reports, log e 
statistiche, la gestione di comunicazioni con i docenti abilitati, oltre che l’accesso 
personalizzato per i docenti stessi al fine di monitorare lo stato delle registrazioni eseguite 




Implementazione dell’applicazione  
Statini Service 
Il presente capitolo descrive approfonditamente i vari elementi dell’architettura proposta, 
ponendo in special modo l’accento sulla parte implementativa dei singoli componenti. 
 
 
Fig 10 Architettura Statini Web Service 
 
 




























• L’utente che, tramite cellulare GSM, comunica con il sistema utilizzando la 
messaggistica SMS 
• Il server del provider telefonico, nell’immagine indicato con MAM Server, che 
attraverso l’uso di un protocollo proprietario (MAM Protocol) fornisce il servizio 
di invio e ricezione degli SMS 
• Il Gateway SMS che si interfaccia con il MAM Server, implementa il protocollo 
di comunicazione da questi utilizzato e fornisce una interfaccia XML Web 
Services in accordo con le specifiche Parlay X Web Service, fornendo quindi 
attraverso dei Web Mathods l’implementazione di un pattern subscrive/notify[15]. 
• Infine il server su cui risiede sia il Web Service che implementa sia il servizio di 
registrazione, sia il data base locale contenente lo storico delle registrazioni e una 
copia delle informazioni presenti nel DB di ateneo utili al funzionamento del 
servizio, ed in infine l’interfaccia web per docenti ed amministratori 
 
L’adozione di una soluzione che disaccoppia sia fisicamente che logicamente, il Gateway 
SMS dal server che implementa il servizio ha una serie di vantaggi strategici: 
• In primo luogo svincola totalmente il servizio dal provider utilizzato e dal tipo di 
scelta tecnologica per la gestione delle comunicazioni con quest’ultimo 
• Inoltre consente di gestire in modo ottimale la sicurezza della transizioni dei dati 
fornendo un sistema ridondante e capace di auto-recovery in caso di eventuale 
failure nella comunicazione 
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La scelta di utilizzare un database locale che, oltre alla gestione dello storico dei verbali 
mantenga una copia di alcuni dei dati (informazioni su docenti, materie e studenti) 
presenti nel database di ateneo è stata dettata invece da una serie di motivazioni: 
• Garantire un elevato livello di interattività agli utenti fornendo risposte immediate 
alle richieste di registrazione; tale obiettivo ha richiesto che i dati venissero gestiti 
localmente in quanto i tempi di risposta per l’interrogazione del sistema centrale 
erano inaccettabili per una soluzione real-time come quella proposta 
• Fornire un ulteriore livello di ridondanza per la memorizzazione e la gestione dei 
dati sensibili consistenti nelle registrazioni degli esami; il sistema prevede infatti 
oltre all’archivio di tali dati, la possibilità di effettuare ricerche incrociate e 
confronti con i dati presenti nel sistema centrale e di segnalare eventuali anomalie 
o discordanze, come ulteriore garanzia di integrità delle registrazioni 
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Protocollo MAM 
Come provider per la fornitura del servisio SMS è stato scelto, dopo una attenta indagine 
di mercato e un’analisi comparativa dei vari fornitori, Vodafone Italia che ha fornito 
l’accesso alla piattaforma MAM, Messaggistica Aziendale Mobile [16]. 
 
MAM è un servizio che permette di avere una canale diretto con i server della rete privata 
(VPN) di Vodafone, su cui inviare e ricevere SMS; è basato su un protocollo testuale 
proprietario a domanda e risposta che consente anche, tramite segnalazioni asincrone, di 
controllare lo stato di delivery di un determinato messaggio. L’interfacciamento fra il 
server MAM e il servizio Statini viene effettuato dal Gateway SMS. 
 
Gateway SMS 
Il Gateway SMS è stato sviluppato come applicazione multithreaded, in quanto deve 
gestire contemporaneamente più operazioni 
 




















Il Receiver Thread si occupa della gestione della comunicazione con il MAM server e 
operando in modalità asincrona attende le notifiche inviate dal server; dato che il 
protocollo MAM supporta una singola connessione aperta per ogni utente, il thread di 
ricezione deve utilizzare una risorsa condivisa e gestirne l’accesso sincronizzato 
 
Il Web Server Thread invece implementa un server HTTP che riceve richieste SOAP 
dalle applicazioni client; ogni singola richiesta viene gestita da un thread separato, 
utilizzando il meccanismo dei thread pool. 
 
Il Gateway SMS espone il seguente Web Method: 
RequestIdentifier sendSmsRequest(string[] destAddressSet, string 
senderName, string charging, string message) 
Cod 5 Metodo sendSmsRequest 
 
Ogni client abilitato può, invocando il metodo sopra indicato, inviare un messaggio SMS 
di tipo Point-To-Point a qualsiasi utente, indicando semplicemente il testo del messaggio 
ed il numero del destinatario.  
Uno dei compiti del gateway è proprio quello di interpretare tale richiesta ed eseguire 
l’insieme di operazioni necessarie per instradare il messaggio attraverso il server MAM. 
 
Ogni applicazione che utilizza il gateway è identificata da una coppia di informazioni: 
• un numero di telefono assegnato da vodafone al servizio 
• una URL, Uniform Resource Locator, con cui l’applicazione si registra presso il 
servizio 
 
Tali informazioni sono presenti in una lista gestita dal gateway; nel momento in cui arriva 
un messaggio viene recuperato il numero destinatario e generata una notifica 
all’applicazione registrata per tale numero invocando il seguente Web Method: 
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void notifySmsReception(string RegistrationIdentifier,  
string smsServiceActivationNumber, string SenderAddress, string 
message) 
Cod 6 Metodo noitfySmsReception 
 
Il gateway tiene traccia dei messaggi transitati ma non ne memorizza il contenuto. Solo 
gli SMS che non possono essere consegnati, a casa di un fallimento nella notifica al 
client, sono memorizzati localmente e vengono rispediti, e quindi rimossi dal db locale, 
non appena il client torna ad essere raggiungibile. 
 
L’utilizzo di una connessione diretta con un operatore GSM assicura dei tempi di 
consegna degli SMS pressoché immediati, risultato che con un gateway pubblico non può 
essere garantito. Tale caratteristica è essenziale per sviluppare applicazioni bidirezionali 
che richiedono un tempo di risposta brevissimo per fornire una interazione in tempo reale 
Implementazione 
Il Gateway SMS è stato implementato completamente in C++ utilizzando il toolkit 
gSOAP [17] per la gestione del protocollo SOAP ed il framework IXE [18] per il 
supporto alla gestione degli oggetti (object persistence)  e l’introduzione di un livello di 
astrazione dalla piattaforma utilizzata. 
 
L’accoppiata gSOAP/IXE ha due principali vantaggi:  
• in primo luogo la portabilità (Windows, Linux) 
• in secondo luogo le performance che, grazie ad una implementazione 
multipiattaforma nativa che non sfrutta nessuna macchina virtuale (Java VM, VES 
C#), sono decisamente elevate come dimostra, per quanto concerne gSOAP, 
l’immagine sotto riportata 
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Fig 12 Prestazioni gSOAP 
 
Grazie ad un valore di latenza estremamente basso le performance raggiungono i 2000 
messaggi SOAP/XML al secondo 
 
 
Statini Web Service 
Registrazione verbale 
Per effettuare una registrazione un docente, abilitato al servizio, deve inviare un 
messaggio utilizzando la sintassi sotto indicata. Se la richiesta viene formulata 
correttamente e se vengono verificati tutti i controlli, il sistema risponde con un 
messaggio contenente, per esteso, le informazioni sulla registrazione in corso. A questo 
punto l’utente deve ritrasmettere il messaggio così come lo ha ricevuto e la registrazione 




Fig 13 Esempio di registrazione verbale 
 
Nel caso ci sia un errore nel messaggio inviato dal docente, oppure se uno dei controllo 
fallisce il sistema informa il docente con un ulteriore SMS che riporta la motivazione per 
la quale non è stato possibile proseguire. 
 
Se il docente decidesse di voler annullare la registrazione in corso, perché ad esempio ha 
riscontrato delle incongruenze nella messaggio di risposta dal server, o perché si è reso 
conto di aver commesso un errore, è sufficiente che modifichi il testo del messaggio di 
conferma, sostituendo ‘si’ con ‘no’ e la registrazione viene annulla; a questo punto si 
ritorna nello stato iniziale e il docente può nuovamente re-inoltrare la richiesta non 
tenendo conto del tentativo precedente, mentre se sul server rimane traccia di tutte le 
operazioni effettuate. 
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Specifica della sintassi dei messaggi 
 
I messaggi inviati dai docenti per la registrazione dei verbali devono avere la seguente 
sintassi: 
<CodiceAttività> [Membro] <Matricola> (<Voto>|giudizio) 
[data][crediti][supplente] 
 
• <CodiceAttività> indica il codice del corso, è un parametro obbligatorio 
 
• [Membro] Questo parametro indica il codice del secondo membro  presente nella 
commissione d’esame, come da regolamento del C.D.S. Il sistema accetta anche 
registrazioni in cui il parametro membro non viene indicato, oppure dove viene 
riportato “CM” che sta per Cultore della Materia 
 
• <Matricola> Matricola dello studente, obbligatoria 
 
• (<Voto|giudizio>) Parametro obbligatorio. Il docente può riportare il voto come 
numero in cifre, da diciotto a trenta, nel caso di “lode” si può indicare sia 
trentuno, trentatré, “lode” oppure solamente “l”; in alternativa alla valutazione 
numerica il sistema può accettare anche dei giudizi che sono: “sufficiente, 
discreto, buono, ottimo”; in ultimo è possibile indicare il giudizio negativo con 
“respinto”, oppure segnalare che il candidato si è ritirato indicando “abbandono” 
 
• [data] con questo parametro, opzionale, è possibile specificare una data di 
registrazione differente da quella in cui è stato spedito il verbale 
 
• [crediti] nel caso di colloqui integrativi è possibile specificare il numero di crediti 
formativi riportandolo come numero; per tutti gli altri casi il sistema ricava dal 
database di ateneo i crediti di ogni attività;  
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• [supplente] specificando tale parametro si informa il sistema che la registrazione 
viene effettuata da un docente che non risulta titolare del corso indicato, il 
servizio risponderà in questo caso chiedendo il codice del professore titolare; se 
tale parametro viene omesso ed il numero del mittente corrisponde ad un docente 
che non è titolare del corso per il quale sta effettuando la registrazione, il sistema 
risponde segnalando un errore ed indicando che il docente non è abilitato alla 
registrazione 
 
Dato che la comunicazione, intesa i questo caso come l’invio di un SMS, ha un 
determinato costo, sia dal punto di vista economico che dell’impegno da parte del 
mittente, il sistema cerca di estrarre le informazioni dal testo del messaggio 
indipendentemente dall’ordine con cui vengono presentate, consentendo una certa 
“elasticità” nell’utilizzo della sintassi; nel  caso in cui tale operazione non riesca ad 
interpretare il contenuto dell’SMS, viene generato un fallimento e viene avvertito il 
mittente che il messaggio risulta incomprensibile, specificando l’eventuale causa 
dell’incomprensione. 
Implementazione 
Per la realizzazione di Statini Service è stato utilizzato C# e la piattaforma Microsoft 
.Net[19].Tale scelta è stata dettata da una serie di fattori: 
• Necessità di sviluppare una soluzione che si interfacciasse con l’architettura 
server esistente, nel caso specifico il sistema operativo Microsoft Windows 2003 
Server, Web Application Server IIS (Internet Information Server) 6.0, SQL Server 
• Convenienza nell’utilizzare tutti gli oggetti messi a disposizione dal CLR 
(Common Language Runtime) della piattaforma .Net, come la classe WebService, 
la gestione automatica dei file WSDL, il supporto di DISCO e UDDI per il 
discovery 
• Utilizzo del tool di sviluppo Visual Studio .Net che integra una serie di strumenti 
per la scrittura, il debugging e il deploying dei Web Services 
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Il web method esposto dal servizio è: 
[WebMethod] 
public void notifySmsReception(string registrationIdentifier, 
string smsServiceActivationNumber, string senderAddress, string 
message) 
Cod 7 Metodo notifySmsReception 
 
Il termine iniziale “WebMethod”, tra parentesi quadrate viene definito nell’ambiente .Net 
Custom Attribute; si tratta in pratica di un attributo che sta ad indicare che il metodo che 
segue deve essere gestito dall’ambiente come un metodo web. 
 
La prima operazione effettuata da notifySmsReception è il controllo del numero del 
mittente, ricevuto tramite il parametro ‘senderAddress’: viene effettuato un accesso 
al database locale ed in particolare alla tabella Docenti, e se è presente, viene recuperato 
il docente con il numero telefonico indicato, altrimenti il mittente viene informato che 
non è abilitato al servizio. Nel primo caso viene incrementato il contatore dei messaggi 
inviati dal docente(Cod 8), in modo da pater rimborsare il costo dei messaggi spediti dal 
docente nell’utilizzo del sistema 
if (professor.Rimborso) { 




Cod 8 Aggiornamento contatore SMS 
 
A questo punto viene analizzato il testo del messaggio ricevuto facendo uso di espressioni 
regolari ed in particolare sfruttando l’oggetto RegEx presente nel namepsace 
System.Text.RegularExpressions del CLR: 
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Regex smsExp = new Regex(pattern, RegexOptions.IgnoreCase | 
RegexOptions.ExplicitCapture); 
MatchCollection matches = smsExp.Matches(message); 
if (matches.Count > 0) { 
foreach (Match match in matches) { 
  ... 
 } 
} 
Cod 9 Parsing del messaggio con RegEx 
 
L’esempio di codice precedente (Cod 9) illustra come viene costruito l’oggetto RegEx; da 
notare che utilizzando il parametro RegexOptions.IgnoreCase, il motore di gestione delle 
espressioni regolari del CLR non effettua distinzioni fra maiuscole o minuscole e quindi 
negli SMS inviati gli utenti possono utilizzare indistintamente le une o le altre. 
 
L’oggetto MatchCollection  ottenuto invocando il metodo Matches() sull’oggetto 
RegEx contiene una collezione di oggetti di tipo Match, il quale permette di risalire al 
testo specificato nel messaggio che soddisfa i criteri utilizzati nell’espressione regolare, 
utilizzando la property Groups. 
 
Questa funzionalità del sistema di Regular Expressions di .Net consente di individuare 
dei “gruppi” all’interno delle espressioni a cui viene dato un nome, ad esempio per 
recuperare il numero di matricola (se presente): 
 
string matricola = match.Groups["matricola"].Value; 
Cod 10 Utilizzo della property Groups di RegEx 
 
Se l’operazione di parsing del messaggio non va a buon fine viene informato il mittente 
che la sintassi del messaggio non è corretta, specificando cosa ha causato il fallimento del 
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processo di analisi del testo. Al contrario se il sistema riesce ad estrarre le informazioni 
correttamente si procede con la validazione dei dati. 
 
In primo luogo viene controllato il codice dell’attività, se presente e se il mittente risulta 
abilitato alla verbalizzazione della materia indicata, oppure se ha specificato che sta 
operando come supplente e in quest’ultimo caso se ha inserito il codice del presidente 
 
// check that professor is exam committee chair 
bool isChair = professor.IsChair(codesame, db); 
bool fromSupplente = false; 
if (!isChair) { 
 if (supplente) { 
  if (presidente == "") { 
   confirm(senderAddress, missingPresCode); 
   return; 
  } 
  fromSupplente = true; 
 } else { 
  confirm(senderAddress, NonChair.Replace("{0}", 
codesame)); 
  return; 
 } 
 // check that the specified 'presidente' code is valid 
 Docente docPres = professors[presidente]; 
 if (docPres == null) { 
  confirm(senderAddress, errorPresCode); 
  return; 
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 } 
 if (!docPres.IsChair(codesame, db)) { 
  confirm(senderAddress, errorPresCode); 
  return; 
 } 
} 
Cod 11 Controllo sul codice dell'attività 
 
Il secondo controllo è sulla matricola dello studente; nel DB locale sono presenti 
solamente gli studenti attivi, ossia che sono regolarmente inscritti all’Università e che 
possono sostenere esami. Dato che la tabella ‘Studenti’ viene sincronizzata 
periodicamente con i dati del sistema Esse3, se l’accesso al database va a buon fine 
significa che lo studente indicato è nella condizione di sostenere esami; se al contrario lo 
studente non viene individuato vuol dire che al momento non può sostenere esami, per 
diversi possibili motivi, da irregolarità nel pagamento delle tasse a problemi con il 
permesso di soggiorno. Questa funzionalità consente di effettuare una certa “scrematura” 
dei dati che al contrario non è possibile con il metodo tradizionale basato sullo statino 
cartaceo, evitando completamente di produrre delle registrazioni che sarebbero comunque 
scartate in fase di caricamento dei dati nel sistema esse3. 
 
// check student 
// special case: student with 'matricola' starting with '0' 
matricola = matricola.TrimStart(zeros); 
Studente student = students[matricola]; 
if (student == null) { 




Cod 12 Recupero dello studente dal DB locale 
 
L’ultimo controllo è sul voto: vengono considerati validi dal sistema i valori numerici fra 
diciotto e trenta, in più viene riconosciuta come  ‘lode’ uno qualsiasi dei valori fra:  
“31, 33, 30L, 30 lode, 30 e lode”. 
Il sistema controlla in alternativa se è presente un giudizio e lo converte in un valore 
numerico per la gestione interna. 
// check vote 
int vote = 0; 
if (giudizio != "") { 
 giudizio = giudizio.ToLower(); 
 if (Vote.Codice.ContainsKey(giudizio)) 
  vote = (int)Vote.Codice[giudizio]; 
 else { 
  confirm(senderAddress, BadVote + giudizio); 
  return; 
 } 
} else { 
 if (lode) 
  vote = 31; 
 else { 
  vote = Convert.ToInt32(voto); 
  if (vote == 33) // convenzione usata dal sistema di 
Prete 




 if (!ValidVote(vote)) { 
  confirm(senderAddress, BadVote + vote); 




Se il messaggio supera tutti i controlli, viene creato un nuovo record nella tabella locale 
dei verbali e viene rispedito al docente il messaggio per la conferma: 
 
//Create a new ‘statino’ 
Statino statino = new Statino(codesame, matricola, 
professor.Codice, fromSupplente, vote, examDate, membro, 
Convert.ToInt32(crediti)); 
... 
string confirmation = statino.ToConfirmation(esami); 
confirm(senderAddress, confirmation); 
Cod 13 Invio conferma al docente 
 
In modo del tutto analogo al precedente, utilizzato per il trattamento delle richieste di 
verbalizzazione, anche i messaggi di conferma o di annullamento vengono analizzati dal 
sistema ricorrendo all’uso delle espressioni regolari. In particolare viene individuato e 
verificato il codice di controllo, generato in modo univoco per ogni messaggio, tramite il 
quale il Web Service può recuperare la  registrazione nella tabella locale e modificare 
così lo stato del verbale in ‘confermato’ oppure “annullato”, tenendo traccia sia del 
momento in cui è stata inviata la richiesta di registrazione e sia di quanto è stata ricevuta 
la conferma o l’eventuale cancellazione. 
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Configurazione del servizio e localization  
Statini Service, sfrutta a piano la teconologia messa a disposizione da .Net anche per 
quanto riguarda la gestione dei parametri configurazione. É presente infatti una file XML 
contenente tutte le informazioni per la configurazione del servizio, fra cui le stringhe da 
utilizzare per i messaggi generati dal sistema; questo permette di gestire in modo 
semplice ed efficace il anche problema della localization in quanto è sufficiente 
modificare il contenuto del suddetto file XML per consentire a Statini Service di gestire 




Il database locale utilizzato dal servizio gestisce un certo numero di tabelle, fra le queli le 
più importati sono 
• Studenti: contenente l’anagrafica di tutti gli studenti attivi dell’università 
• Docenti: Informazioni sull’anagrafica dei docenti e sul loro numero di cellulare 
• Insegnamenti:contenente tutti i codici e i nomi di tutti gli insegnamenti 
dell’ateneo 
• DocentiInsegnamenti: realizza l’abbinamento (uno a molti) docente <-> 
insegnamenti 
• Statini: contiene l’archivio di tutti i verbali gestiti dal sistema 
 
I dati delle prime quattro tabelle sono importati in modo automatico e sistematico dal 
sistema informativo dell’ateneo, Esse3, in modo da essere sempre sincronizzati con le 
modifiche fatte dall’amministrazione centrale e dalle segreterie. 
 
 
Fig 14 Struttura Statini DB 
 
Il DBMS utilizzato è SQL server 2000[20] che si è dimostrato un valido strumento sia dal 
punto di vista delle performance, grazie ad una serie di strumenti per il tuning integrati, 
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sia per quanto riguarda la progettazione e la gestione delle tabelle; tale sistema, come 
vuole la tradizione Microsoft, offre sia strumenti per l’editing guidato (wizards), sia la 
possibilità di accedere e modificare direttamente la struttura delle tabelle, delle relazioni e 
delle stored procedure utilizzate. 
Implementazione 
Per l’accesso ai dati è stata prodotta una interfaccia ad oggetti per accedere alle tabelle 
SQL utilizzando Raptier [21] un generatore di codice C# basato su template. 
Sono stati modificati le impostazioni di default dell’applicazioni in modo da poter 
utilizzare dei nomi di classi più convenienti. Per ogni tabella il generatore produce due 
classi, una per rappresentare un riga della tabella, ed una per rappresentare la tabella 
stessa. Ad esempio la tabella ‘Docenti’ sono state generate le classi Docente e 
DocenteCollection la cui interfaccia è: 
class DocenteCollection { 
 public virtual Docente[] GetAll(); 
 public virtual Docente GetByPrimaryKey(string codice); 
 public Docente GetRow(string whereSql); 
 public Docente[] GetAsArray(string whereSql, string 
orderBySql) 
public virtual Docente[] GetAsArray(string whereSql,string      
orderBySql, int startIndex, int length, ref int 
totalRecordCount); 
 public virtual void Insert(Docente docente); 
 public virtual bool Update(Docente docente); 
 public bool Delete(Docente docente); 
 public virtual bool DeleteByPrimaryKey(string codice); 
 public int Delete(string whereSql); 




L’adozione di tale interfaccia ad aggetti svincola le applicazioni che ne fanno uso, come 
Statini Service, dalla gestione e dall’utilizzo di una certa tecnologia piuttosto che un’altra 
per l’accesso SQL ai dati. Ad esempio, il recupero tutti i corsi tenuti da un docente a 
partire dal suo codice si ottiene creando un metodo nella classe DocenteCollection, che al 
suo interno utilizza un oggetto .Net chiamato DataReader, indipendente dal tipo di 
DBMS utilizzato, e gestisce la query necessaria per ottenere l’informazione voluta. 
public ArrayList CourseList(IDbConnection conn) { 
    IDbCommand cmd = conn.CreateCommand(); 
    cmd.CommandText = @"SELECT Insegnamenti.* FROM 
DocentiInsegnamenti 
INNER JOIN Insegnamenti ON DocentiInsegnamenti.Insegnamento = 
Insegnamenti.codice 
WHERE (DocentiInsegnamenti.Docente = '" + Codice + "')"; 
    IDataReader rdr = cmd.ExecuteReader(); 
    ArrayList courses = new ArrayList(); 
    while (rdr.Read()) { 
       Insegnamento course = new Insegnamento(rdr); 
       courses.Add(course); 
    } 
    rdr.Close(); 
    cmd.Dispose(); 
    return courses; 
} 
Cod 14 Accesso ai dati con RapTier 
 
Una funzionalità utile, che è stato possibile implementare grazie alla soluzione ad oggetti, 
è l’utilizzo di indexer per accedere ai dati del db tramite chiave primaria 
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public Docente this[string codice] { 
get { return GetByPrimaryKey(codice.PadLeft(5, '0')); } 
} 
Cod 15 Esempio indexer 
 
Come si nota nell’esempio precedente (Cod 15) è possibile svincolare l’applicazione dai 
dettagli della normalizzazione dei dati e ad esempio gestire, in modo totalmente 
trasparente all’utilizzatore, il padding a 5 cifre del codice dei docenti
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Web Interface: User e Admin 
 
Il servizio offre due differenti interfacce web per la gestione remota: 
• Quella amministratore (Admin) consente di abilitare/disabilitare i docenti 
all’utilizzo del servizio, effettuare ricerche sul qualsiasi tabella del DB, generare 
ed inviare report 
• Quella utente (User) è invece personalizzata per i docenti: ogni docente, dopo 
aver effettuato l’accesso al servizio fornendo username e password, può 
visualizzare tutte le proprie registrazioni ed utilizzare anche l’interfaccia web per 
la registrazione di nuovi verbali: per ogni esame registrato dal web viene inviato 
un messaggio di conferma che il docente deve semplicemente rispedire in dietro 
al sistema; in questo modo è possibile sfruttare lo stesso sistema di autenticazione, 
e quindi lo stesso livello di sicurezza, che si ha con la normale registrazione 
inviata da telefono, senza introdurre nessun tipo di infrastruttura aggiuntiva né 
software (chivi, certificati, ecc) né hardware (smartcard, fingerprint, ecc.) 
 
Implementazione 
Anche le interfacce web (sia utente che amministratore), sono state realizzato utilizzando 
la tecnologia Microsoft .Net e il tool di sviluppo Visual Studio .Net 2003 
In particolare è stato utilizzato un Web Application Framework, denominato 
ASP.Net[22], che offre una serie di strumenti per la produzione e la gestione di 
applicazioni Web; ASP.Net utilizza il Common Language Runtime (CLR) che gestisce 
l’esecuzione del codice intermedio (IL, Intermediate Language) prodotto dalla 
compilazione di pagine ASP.Net. 
 
Utilizzando tale tecnologia le applicazioni web possono essere visualizzate come una 
serie di “pagine dinamiche”, chiamate pagine aspx, che corrispondono ad oggetti formati 
da due componenti: 
• una interfaccia HTML  
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• una classe, scritta in C# nel progetto in questione, che implementa una serie di 
funzioni per la gestione dell’interfaccia e parimenti offre una serie di metodi che 
possono essere richiamati dall’interfaccia stessa. 
 
Questo “intreccio” è gestito in maniera versatile e completamente automatica in fase di 
disegno dell’applicazione dall’ambiente di sviluppo e dal web server in fase di 
esecuzione, fornendo una piattaforma completa che permette: 
• al programmatore di realizzare applicazioni “windows-style” e quindi event 
driven e component based, concentrandosi quindi sull’implementazione delle 
funzionalità desiderate e non sul meccanismo per gestirle 
• all’utilizzatore di accedere alle applicazioni prodotte come fossero delle “normali” 
pagine web HTML, in quanto il runtime genera, a partire dagli oggetti aspx, delle 
tradizionali pagine web e il tutto accade in modo totalmente trasparente al 
browser che continua a visualizzare normale codice HTML, solo che in questo 
caso è generato on-the-fly 
 
L’analisi approfondita dello strumento asp.net esula dagli obiettivi di questa tesi; per una 
trattazione più completa si rimanda alla notevole letteratura che descrive tale argomento, 
fra cui i testi Microsoft[23], O’Reilly[24] e i vari siti web dedicati [25][26]. 
 
Tutte le pagine aspx che compongono l’interfaccia (sia utente che amministratore) del 
Servizio Statini, hanno una caratteristica in comune: ereditano da una pagina ‘root’, 
chiamata BasePage.aspx (Cod 15) che espone una serie di metodi utili per 
l’applicazione e che soprattutto si occupa della gestione dei permessi e 
dell’autenticazione degli utenti. 
 
public class BasePage : System.Web.UI.Page{ 
 protected string selectedTab; 
 protected Roles pageRole = Roles.Undefined; 
 protected void MessageBox(string msg); 
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 protected void MessageBox(string msg, string title); 
 protected override void OnLoad(EventArgs e); 
} 
Cod 16 Interfaccia classe BasePage 
 
BasePage estende la classe Page del namespace System.Web.UI, che rappresenta la 
classe base per tutte la pagine “dinamiche” realizzate con ASP.NET.  
Page implementa una serie di property tra cui il nome della pagina, la sua location 
all’interno del web server ed altri oggetti (come ad esempio Session) fondamentali per 
la realizzazione di applicazioni complete. 
 
Come primo, e sicuramente più importante, compito BasePage è responsabile per il 
controllo degli accessi alle varie pagine dell’applicazione web. 
Tale gestione viene implementata all’interno del metodo OnLoad, ereditato dalla classe 
Page. All’interno di tale metodo viene controllato se l’utente che ha richiesto una certa 
pagina ha effettuato o meno il processo di autenticazione; se così non è viene 
reinderizzato alla pagina di login, altrimenti viene recuperato il suo ruolo di appartenenza 
e confrontato con il ruolo della pagina richiesta (pageRole). 
 
Tale meccanismo permette di avere un controllo delle varie risorse poichè sfrutta un 
meccanismo di livelli di sicurezza, e consente quindi di gestire più ambiti e gerarchie di 
controllo, caratteristica fondamentale per realizzare un accesso differenziato di tipo 
utente/amministratore. 
 
Oltre che l’eredità di BasePage, tutte le pagine dell’applicazione hanno in comune la 
stessa struttura dell’interfaccia HTML: 
<%@ Register TagPrefix="uc1" TagName="TabStrip" 
Src="TabStrip.ascx" %> 
<%@ Page language="c#" Codebehind="Courses.aspx.cs" 
AutoEventWireup="false" Inherits="Statini.Admin.Courses" %> 




  ... 
 </HEAD> 
 <BODY> 
  <!-- #include virtual="/Statini/header.html" --> 
  ... 
Cod 17 Interfaccia HTML comune 
 
Questa soluzione (Cod 17),  che utilizza la direttiva #include per riportare il contenuto 
di un file per intero e la classe TabStrip, che si occupa della generazione dinamica del 
tab di navigazione in base al ruolo dell’utente collegato, implementa una forma di 
Template, assente in ASP.NET 1.1, in quanto consente di avere una serie di oggetti, in 
questo caso pagine aspx, aventi in comune la stessa struttura, specializzati poi in fase di 




L’interfaccia web pubblica del servizio al momento è raggiungibile all’indirizzo: 
http://compass2.di.unipi.it/statini. 
L’utente che si collega a tale URL si trova dinanzi la home page, che consiste in un 
documento statico in puro codice HTML: 
 
Fig 15 Home page interfaccia web 
 
Da tale pagina è possibile accedere sia a pagine di documentazione e di istruzioni, sia alla 
pagina di log-in. 
Per ogni tentativo di accesso viene richiesto di scaricare sulla macchina con cui si sta 
accedendo, un certificato (Fig16) in maniera da permettere al browser di attivare una 
connessione sicura (HTTPS) caratterizzata dal passaggio delle informazioni crittografate. 
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Fig 16 Download certificato 
 
A questo punto l’utente viene rediretto alla pagina di autenticazione che permette di 
accedere al servizio in modalità utente (accesso riservato ai docenti) oppure 
amministratore, per la gestione e manutenzione del servizio. 
Interfaccia Web per i docenti 
Al momento l’autenticazione dei docenti viene effettuata fornendo la coppia 
codice/password utilizzata per l’accesso al servizio virmap dell’Università di Pisa; il 
sistema rimarrà tale fintanto che non sarà disponibile un servizio di autenticazione di 
ateneo completo ed affidabile, al momento in sviluppo, realizzato dal Dott. Antonio 
Cisternino, ricercatore presso il Dipartimento di Informatica dell’Università di Pisa. 
L’interfaccia a disposizione dei docenti è riportata nelle Fig 17, 18 e 19 
 
Fig 17 Interfaccia docente, ricerca verbali 
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Fig 18 Interfaccia docente, registrazione 
 
 
Fig 19 Interfaccia docente, configurazione 
 
Ogni docente ha quindi una sua interfaccia personalizzata che gli consente di: 
• effettuare ricerche nello storico dei verbali che ha registrato; controllare lo stato 
ed eventualmente richiedere l’annullamento entro un tempo limite dalla data di 
registrazione, che attualmente è di un giorno, oppure gestire l’inoltro dell’SMS 
con la richiesta di conferma per quei verbali che ne sono privi 
• registrare nuovi verbali; in questo caso dopo aver compilato il form indicato in 
Fig 18, il docente riceverà un SMS contenente il riepilogo della registrazione; per 
concludere la verbalizzazione dovrà rispedire indietro il messaggio, come 
normalmente avviene per una registrazione tramite cellulare (V. Paragrafo 
“Registrazione Verbale”). Utilizzando questa modalità mista Web/SMS si 
continua a sfruttare il servizio di autenticazione utilizzato per le registrazioni 
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“standard” senza quindi introdurre nessun altro meccanismo stile 
username/password 
• visualizzare una serie di statistiche sull’uso del servizio 
• accedere e modificare i propri dati relativi al servizio, ossia l’indirizzo di e-mail al 
quale verrà inviato il report delle registrazioni, il numero di telefono cellulare 
personale e lo stato (attivo/disattivo) 
Interfaccia Web per gli amministratori 
 
Fig 20 Accesso amministratori 
 
L’accesso agli amministratori è garantito invece dai meccanismi messi a disposizione da 
Windows 2003 Server ed IIS 6.0: gli utenti vengono autenticati fornendo come 
credenziali il nome utente e la password dell’account di dominio; anche in questo caso il 
livello di sicurezza è garantito dal protocollo HTTPS. 
 
Le interfacce di amministrazione, visibili nelle figure seguenti,  permettono di ricercare, 
creare, eliminare, abilitare e disabilitare gli utenti (Fig 21)  ed inoltre consentono di 
inviare mail o SMS agli utilizzatori del servizio (Fig 22). 
 
Gli amministratori inoltre hanno visibilità completa sia dell’archivio delle registrazioni 
effettuate che di docenti e studenti. (Fig 23). 
 69 
 
Fig 21 Gestione docenti 
  
 
Fig 22 Invio SMS/mail agli utenti 
 




L’ultimo componente della soluzione proposta è il generatore di report che ad intervalli di 
tempo regolari, provvede a generare e recapitare due differenti tipologie di resoconti: 
• Quello per i docenti, che consiste in un e-mail con indicati gli esami registrati dal 
docente stesso, e quelli eventualmente ancora da confermare; al messaggio viene 
allegato anche il verbale in formato PDF per una eventuale stampa (Fig 24) 
• Quello per la segreteria, contenente l’elenco dei nuovi verbali prodotti. Il sistema 
trasferisce i dati direttamente su un server della segreteria centrale, con accesso 
tramite SCP (Secure Copy), producendo un file nel formato utilizzato per inserire 








L’implementazione di questa funzionalità del sistema è affidata sostanzialmente a due 
componenti che interagiscono fra loro: 
• Il Web Service “ReportGenerator.asmx” che espone 2 Web Method, 
GenerateForProfessors() e GenerateForSecretary() 
• Un servizio Microsoft Windows, in esecuzione su una macchina server, che ad 
intervalli regolari ti tempo invoca i web methods sopra indicati, dando il via alla 
generazione dei reports 
 
Il metodo GenerateForProfessor() esposto da ReporGenerator, il cui codice è 
riportato in completo nell’Appendice B, crea un oggetto di tipo Report e ne invoca il 
metodo GenerateForProfessor() che altrimenti non sarebbe visibile all’esterno in 
quanto l’oggetto Report non è un Web Service; tale metodo effettua un accesso al 
database recuperando tutti i verbali che ancora non sono stati notificati ai docenti (Cod 
18) 
// start the reports’ generation  
StatinoCollection sc = esami.StatinoCollection; 
ArrayList allUnNotified = sc.GetAllUnNotified(); 
if (allUnNotified.Count == 0) 
 return 0; 
Cod 18 Recupero verbali non notificati 
 
L’esempio precedente dimostra in modo diretto come l’utilizzo dell’interfaccia ad oggetti 
per l’accesso ai dati risulti particolarmente comodo per disaccoppiare la logica 
dell’applicazione dall’implementazione utilizzata per l’accesso ai DB relazionali 
(Raptier).  
 
Similmente il metodo GenerateForSecretary, crea nuovamente un oggetto Report e 
ne invoca il metodo omonimo, il quale però a differenza del caso precedente recupera 
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tutti i verbali che ancora non sono stati trasferiti alla segreteria ma che sono, al contempo, 
stati confermati dai docenti da almeno un giorno (questo periodo è comunque 
modificabile agendo sul file di configurazione XML del servizio): 
StatinoCollection sc = esami.StatinoCollection; 
ArrayList statiniNew = sc.GetAllNew(true); 
foreach (Statino s in statiniNew) { 
 ... 
 report.Append(operatorCode);      
 report.Append(toDay);        
 report.AppendFormat("{0:00000}", nRow);  




Cod 19 Generazione report per segreteria 
 
Anche in questo caso si evince la potenzialità e la comodità dell’interfaccia generata con 
Raptier: l’arraylist statiniNew viene infatti riempito con oggetti di tipo Statino, 
ognuno dei quali corrisponde ad un record della tabella Statini, restituito dalla query 
implementata nel metodo GetAllNew(); all’oggetto Statino è stato poi aggiunto il 
metodo ToString() che produce la rappresentazione del record in questione utilizzando 
direttamente il formato EN, per l’import in Esse3. 
 
I file EN così prodotti vengono poi trasferiti su un server dell’amministrazione centrale 
utilizzando il protocollo SCP che, sfruttando una connessione SSH, risulta totalmente 
sicuro. L’implementazione di SCP proviene dalla libreria OpenSSH[27], per la quale è 
stata sviluppata una DLL di wrapping per poterla utilizzare all’interno di applicazioni 
.Net, sfruttando le potenzialità di interoperabilità offerte da tale ambiente. 
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Sul server dell’amministrazione è presente poi un demone che provvede ad effettuare 
l’import dai file prodotti, direttamente nel sistema Esse3. 
 
Considerazioni sulla sicurezza 
Lato client 
I dati relativi alle registrazioni dei verbali vengono trasportati sia in un senso che 
nell’altro, attraverso il canale SMS. Nel tratto fra l’utente (docente) e il provider del 
servizio SMS (in questo caso Vodafone), garante della sicurezza è il fornitore stesso del 
servizio; come spiegato nel Capitolo 2, gli SMS viaggiano su una rete privata e chiusa, la 
rete SS7, che gestisce i segnali di controllo dell’intera rete telefonica mobile mondiale; di 
conseguenza l’accesso a tale mezzo è controllato con protocolli di sicurezza decisamente 
sovradimensionati rispetto a quelli che sarebbero necessari per il sistema in questione. 
 
Dal provider al gateway del servizio statini, presente fisicamente nella sala macchine del 
Dipartimento di Informatica, in una zona demilitarizzata e quindi soggetta a controllo 
costante, la connessione avviene tramite VPN fornita ed installata direttamente dalla 
stessa Vodafone. 
 
Dal gateway alla macchina su cui è in esecuzione il Web Service del servizio statini il 
percorso è diretto attraverso la rete interna del dipartimento, che è quindi controllata, 
monitorata e ad accesso riservato. 
 
Per quanto concerne l’autenticazione degli utenti attraverso il numero di cellulare, tale 
operazione risulta estremamente sicura in quanto la possibilità di “clonare” un cellulare 
GSM risulta ben lontana dall’essere messa in pratica; in più se gli utenti utilizzano SIM 
dell’ultima generazione, qualsiasi tipo di operazione di copia e/o intrusione è 
concettualmente e praticamente impossibile. 
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In aggiunta a quanto sopra c’è da ricordare che giornalmente i docenti vengono informati 
via e-mail dei verbali registrati a loro nome ed inoltre hanno la possibilità di controllare 
lo storico di tali informazioni grazie all’interfaccia web. In ogni momento quindi sarebbe 




Dalla parte server sono state adottate una serie di misure di sicurezza che combinate 
insieme offrono un buon livello di protezione globale da qualsiasi tentativo di accesso 
non autorizzato o di manomissione dei dati: 
• La connessione all’interfaccia Web, sia per gli utenti che per gli amministratori, 
avviene tramite HTTPS; è infatti necessario scaricare ed installare il certificato 
fornito, per accedere anche alla pagina di autenticazione 
• Le connessioni con l’esterno sono mediate da infrastrutture hardware come nel 
caso della VPN di Vodafone, o software come per la connessione SCP/SSL con le 
segreterie. 
• Il server su cui è implementato ed eseguito il servizio utilizza un doppio livello di 
ridondanza per la gestione dei dati sensibili: in primo luogo i database sono 
installati su macchine RAID ed inoltre è attivo un sistema di backup che 
giornalmente provvede a creare una copia dell’intero stato (dati e configurazione) 






Uno dei punti di forza della soluzione proposta è il fatto che utilizza normali messaggi 
SMS, gestibili ormai dalla totalità dei telefoni mobili presenti sul nostro mercato. 
Anche se la sintassi dei messaggi è molto semplice, può accadere che, dato che molti 
terminali offrono come default sistemi di scrittura assistita (T9[29] o iTAP[30]) 
l’immissione di combinazioni di lettere e numeri (ad esempio per digitare il codice 
docente o il codice del corso) può risultare complessa, soprattutto per gli utenti che non 
hanno dimestichezza con l’utilizzo della messaggistica SMS.  
 
Una possibile soluzione a tale problema consiste nel realizzare una piccola applicazione a 
cui verrà dato il nome “di Statini Client”, da eseguire, quando possibile, sul terminale 
stesso, che assista l’utente nella compilazione del messaggio da inviare, attraverso un 
sistema di immissione “vincolato” che quindi scavalchi il gestore di scrittura assistita dei 
cellulari.  
“Platform Dependent” vs “Platform Independent” 
Lo sviluppo per Terminali Mobili ha assunto una crescente importanza data la diffusione 
dei dispositivi e il progressivo e costante miglioramento sia delle risorse hardware 
disponibili (processori ARM[31], tecnologia Bluetooth[32], schede video accelerate) che 
software. Chi si avvicina al mondo della programmazione per cellulari si trova in primo 
luogo dinanzi ad una scelta di base: realizzare applicazioni platform independend, 
utilizzando quindi delle macchine virtuali che interpretano codice intermedio, oppure 
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orientarsi nella direzione opposta, quella delle soluzioni platform dependend, sviluppando 
soluzioni per una determinata architettura. 
Numerose sono le considerazioni, che in fasi di analisi, possono essere fatte; in generale 
però le due differenti modalità sono caratterizzate da: 
• P. Dependent: 
o Utilizzo di tool proprietari per lo sviluppo 
o Accesso completo alle funzionalità e alle caratteristiche del device 
utilizzato 
o Portabilità limitata, legata alla possibilità di riconvertire il codice per farlo 
eseguire su architetture differenti; in aggiunta, nel caso dell’utilizzo di 
librerie o packages, disponibilità di tali componenti anche per altre 
piattaforme 
• P. Independent 
o Portabilità molto elevata, dato che le applicazioni vengono prodotte in un 
linguaggio intermedio (ByteCode per Java, IL per DotNet) che viene 
eseguito poi dalle Virtual Machine disponibili per le varie architetture 
o Limiti nell’accesso ed utilizzo delle funzionalità offerte dai device; 
introducendo un livello intermedio (la VM) fra l’accesso l’hardware (o il 
sistema operativo, quando presene) e le applicazioni, comporta un livello 
di astrazione molto più elevato rispetto alle soluzioni dipendenti 
dall’architettura; ne consegue direttamente che alcune delle funzionalità di 
basso livello diventano inaccedibili. 
o Possibilità di utilizzare tools differenti per la produzione del codice 
intermedio 
 
Dato il tipo di applicazione che si intende realizzare la caratteristica di portabilità è 
sicuramente predominante rispetto alla possibilità di utilizzare a pieno le caratteristiche e 
le potenzialità dei device, quindi la scelta ricade sicuramente su una soluzione 
indipendente dalla piattaforma. 
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Java ME, MIDP e JSR 
Da diverso tempo il concetto di portabilità nel campo di device mobili è sicuramente 
sinonimo di Java Micro Edition. J2ME è la versione più leggera e ridotta di Java 2 
Standard Edition, pensata ed ideata per sviluppare applicazioni “embedded”.  
 
La soluzione proposta da SUN per il mobile, ed in particolar modo per il settore dei 
telefoni cellulari, è una scelta architetturale quasi dettata, sia per la diffusione nel settore, 
sia perché unico vero e proprio standard supportato dai maggiori produttori di terminali 
mobili (Nokia in primo luogo, Sony-Ericsson, Siemens, Motorola, solo per citarne 
alcuni).  
 
L’architettura di ME prevede un’ampia varietà di configurazioni e profili, dove per 
profilo si intende “un sottoinsieme di API di alto livello che permette l’accesso alle 
funzionalità di un dispositivo”. Attualmente le configurazioni supportate sono 2: 
• CDC: Connected Device Configuration, indicato per quei dispositivi (ad esempio 
router, proxy, ecc) che operano come device di rete 
• CLDC: Connection Limited Device Configuration, che invece raggruppa tutti 
quei dispositivi che generalmente lavorano off-line 
 
Nell’ambito dei terminali mobili, ed in particolare dei cellulari, l’accoppiata CLDC-
MIDP (Mobile Information Device Profile) sicuramente rappresenta lo standard de-facto 
per lo sviluppo di applicazioni mobile in Java. 
La caratteristica principale del profilo MIDP sono le MIDlet che consistono in 
applicazioni di ridotte (a volte anche ridottissime) dimensioni che sfruttano le risorse 
messe a disposizione dal runtime ottimizzato per terminali e vengono eseguite da Virtual 




Al momento esistono due versioni del profilo MIDP: la 1.0 e la 2.0; quest’ultima 
permette l’accesso ad un numero più elevato di funzionalità e proprietà del terminale ma 
al momento è disponibile solamente per device di fascia alta. 
 
Sono disponibili inoltre una serie di packages opzionali, non supportati da tutti i 
terminali, che aggiungono funzionalità avanzate. Il meccanismo alla base di queste 
librerie aggiuntive è detto JSR: Java Spacification Request.  
Fra le più importanti ci sono: 
• JSR120 Wireless Messagin API: Queste classi hanno un’ampia diffusione e 
consentono di gestire il traffico SMS.  
• JSR82 Bluetooth APIs: Questo package contiene tutte le classi utili per gestire 
connessioni bluetooth, effettuare il discovery dei dispositivi ed istanziare 
comunicazioni.  
 
In particolare, per quanto riguarda WMA (Wireless Messagin API), esiste una pagina 
ufficiale mantenuta da SUN (all’indirizzo[33])  dove vengono riportati tutti i dispositivi 
che supportano tale packege, fondamentale per realizzare l’applicazione ideata. 
 
Tool di sviluppo 
Esistono molteplici tool per la scrittura di MIDlet. Il capostipite, e sicuramente uno dei 
più semplici, è il “Sun Java Wireless Toolkit”. Si può scaricare gratuitamente dal sito 
java.sun.com e al momento è giunto alla versione 2.3. Il kit contiene tutti gli strumenti  e 
la documentazione per scrivere e testare applicazioni MIDP 
 
Fig 25 Java Wireless Toolkit 
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A differenza di altri, il pacchetto non contiene un IDE grafico e lo strumento principale è 
‘KToolbar’, una sorta di console che permette di creare e gestire i progetti. 
 
Nel pacchetto sono presenti anche un emulatore, per testare le applicazioni prima di 
scaricarle sul device ed un comodissimo ‘Network Monitor’ per monitorare tutto il 
traffico di rete generato dall’emulatore. 
 
Architettura delle applicazioni MIDlet 
 
Creare una applicazione di tipo ‘MIDlet’ non richiede particolari sforzi: 
in primo luogo bisogna creare una classe che estenda 
’javax.microedition.midlet.MIDlet’. 
 
Fatto ciò è necessario implementare i metodi ‘startApp’, ‘pauseApp’ e 
‘destroyApp’. 
 
Un esempio minimale è: 
import javax.microedition.midlet.MIDlet;  
import javax.microedition.midlet.lcdui;  
public class TestMIDlet extends MIDlet{  
public void startApp() { 
Display display = Display.getDisplay(this);  
Form mainForm = new Form("TestForm"); 
mainForm.append(s); //"Reti Mobili test" 
display.setCurrent(mainForm);  
}  
public void pauseApp () {}  
public void destroyApp(boolean unconditional) {}  
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} 
Cod 20 Applicazione miminale MIDlet 
  
Il package javax.microedition si presenta come un’ottima base-class library, 
offrendo allo sviluppatore tutte le facilities classiche di java (gestione automatica della 
memoria, array dinamici, ecc) presentate nella classica veste delle librerie (package 
appunto) per questo linguaggio.  
 
In particolare javax.microedition.io contiene tutta una serie di sottolibrerie, classi 
ed interfacce per la gestione delle comunicazioni: 
• javax.microedition.io.Connector 
 
É una classe factory che permette la creazione di una serie di ‘connessioni’, 
restituendo di volta in volta l’oggetto appropriato. Espone un metodo statico 
‘Open’ che accetta un parametro di tipo stringa nel seguente formato 
{scheme}:[{target}][{params}] 
Dove: 
scheme indica il nome del protocolla da utilizzare, ad esempio HTTP 
target è l’indirizzo della risorsa da raggiungere (es. www.di.unipi.it) 




Interfaccia per la gestione delle connessioni di tipo HTTP, per esempio: 
HttpConnection c = null; InputStream is = null; int rc; 
try { 
c = (HttpConnection)Connector.open(url); 
rc = c.getResponseCode(); 
if (rc != HttpConnection.HTTP_OK) { 
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throw new IOException("HTTP response code: " + 
rc); 
}  
is = c.openInputStream(); 
Cod 21 Creazione di un oggetto HttpConnection 
 
• javax.microedition.io.SocketConnection 
Interfaccia per la gestione di socket TCP e UDP. Utilizzando sempre l’oggetto 
connector è possibile creare un socket utilizzando la sintassi socket://address:port 
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Statini Client: L’applicazione  
L’applicazione Statini Client è al momento in fase di sviluppo; è stata progettata 
utilizzando l’API WMA rilasciata da SUN, in modo da consentire una totale 
compatibilità con tutti i device che implementano tale libreria. 
 
Nell’appendice A è presente una prima implementazione scritta in Java 2ME che 
attualmente è in fase di testing. 
 
 





Analisi dei risultati ottenuti 
La soluzione proposta, Statini Service, è in fase di sperimentazione presso il 
Dipartimento di Informatica dell’Università di Pisa; la sperimentazione è attiva dal 16 
Giugno 2005 e di seguito vengono riportati alcuni risultati con dati rilevati fino al 22 
Novembre 2005: 
 
Totale verbali registrati 690 
Totale richieste di registrazione 710 
Totale conferme 690 
Totale annullamenti 20 
Totale SMS spediti dai docenti 1420 
Professori aderenti alla sperimentazione 18 
Tempo di risposta medio del sistema (da quando parte le  
richiesta a quando arriva la conferma) 
15 secondi 
Intervallo medio fra invio richiesta e invio conferma 60 secondi 
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Fig 27 Statistca invio SMS durante il periodo di sperimentazione 
 
L’apporto fornito dai docenti che hanno aderito alla sperimentazione è stato molto 
prezioso perché ha permesso di testare la soluzione “sul campo”, di individuare e 
migliorare alcuni punti deboli e di correggere alcuni bug. 
 
Diversi commenti e suggerimenti sono stati avanzati riguardo le funzionalità 
dell’interfaccia web, strumento che i docenti utilizzano per avere un feedback diretto 
delle operazioni di registrazione effettuate. 
 
Un altro importante suggerimento riguardava un modo per gestire le eventuali eccezioni 
scaturite nella fase di analisi e parsing dei messaggi ricevuti. 
Tale fase del progetto è fondamentale in quanto si è in presenza di un’applicazione 
remota nella quale il canale di comunicazione fra client e server ha una banda limitata e 
una latenza elevata: quindi le comunicazioni sono da ridurre al minimo.  
Il suggerimento ha portato all’analisi e alla riprogettazione della fase di parsing che ora 
sfrutta il meccanismo visto in precedenza (combinazione degli oggetti RegEx e Match) 
in modo da comunicare all’utente, in caso di eccezioni o errori, informazioni sul tipo di 






Il bilancio della sperimentazione su campo al momento è decisamente positivo. Grazie 
all’adozione del sistema proposto si è avuta una drastica riduzione del tempo necessario 
per la registrazione dei verbali: dai due-tre mesi necessari in media ai tre giorni effettivi, 
a partire dal momento in cui il docente invia la conferma. Ciò ha portato a conseguenze 
positive sia per gli studenti (il tempi di entrata in carriera degli esami è pari ora al tempo 
tecnico per la registrazione, quindi tre giorni effettivi) sia per l’ateneo, dato che si riduce 
il carico di lavoro necessario per gestire la delicata fase di registrazione degli esami e 
quindi aumenta la produttività. 
 
Critiche positive sono giunte anche dagli studenti che hanno sostenuto esami verbalizzati 
utilizzando il sistema statini: dopo solamente 3 giorni hanno potuto constatare, 
utilizzando l’interfaccia web alice a loro disposizione, che l’esame sostenuto risultava 
correttamente presente nella loro carriera universitaria. 
 
Sviluppi futuri 
La soluzione fornita, seppur pensata per una realtà ed un problema ben specifico, si presta 
ad una notevole generalizzazione di impiego. In particolare per quanto riguarda la 
componente del Gateway SMS-Web Services si è in presenza di un modello generico che 
può essere specializzato per molteplici scopi ed utilizzi. Tale componente infatti permette 
di aggiungere con un minimo di lavoro la possibilità di gestire il traffico con altri Web 
Services, semplicemente fornendo l’implementazione dell’interfaccia esposta da tali 
servizi.  
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Questa operazione, grazie all’utilizzo di gSOAP, richiede uno sforzo implementativo 
minimo in quanto basta fornire a tale strumento la descrizione di un nuovo web service da 
interfacciare, fornendo direttamente il suo WSDL, in automatico vengono così generate le 
classi per invocare i Web Methods esposti dalla nuova interfaccia. 
 
Fra le possibili evoluzioni del sistema, una prima proposta è legata all’adozione del 
protocollo SMPP in favore di quello proprietario utilizzato dal sistema MAM[28]. 
Il provider SMS (in questo caso il server MAM di Vodafone) potrebbe esporre 
direttamente un’interfaccia Web Service. In questo modo l’autenticazione sarebbe gestita 
via SSL attraverso l’utilizzo di certificati e di conseguenza si potrebbero eliminare 
dall’architettura il router per l’accesso alla VPN e la macchina gateway, in quanto la 
comunicazione sarebbe diretta tra l’applicazione client (il servizio Statini) e il server 
MAM 
 
Fig 28 Possibile evoluzione della struttura 
 
Nel caso specifico di Statini Service, tale modifica comporterebbe anche una notevole 
semplificazione sia della dislocazione fisica che della gestione del servizio. 
Con l’eliminazione del gateway, la macchina del servizio statini potrebbe essere dislocata 























Appendice A: Applicazione MIDP per 
invio/ricezione SMS 
Di seguito viene riportata una prima implementazione in Java dell’applicazione Statini 
Client, che verrà fornita ai docenti come strumento per la composizione e l’invio degli 
SMS contenenti le richieste di verbalizzazioni. 
import javax.microedition.midlet.*;  //for MIDlet, 
CommandListener 
import javax.microedition.lcdui.*;  //for Display, Form 
import javax.microedition.io.*;  //for Connector 
import javax.wireless.messaging.*;  //for 
MessageConnection 
public class StatiniClient extends MIDlet implements 
CommandListener {  
 private static final String APP_NAME = "StatiniClient"; 
 private static final String APP_TEXT = "Statini client 1.0"; 
 private static final String TXT_CHANGECOURSE = "Cambia 
corso"; 
 private static final String TXT_SEND = "Invia"; 
 private static final String TXT_BACK = "Indietro"; 
 private static final String TXT_COURSE = "Corso"; 
 private static final String TXT_STUDENTID = "Matricola"; 
 private static final String TXT_SEL = "Seleziona"; 
 private static final String TXT_VOTE = "Voto"; 
 private static final String TXT_LAUDE = "Lode"; 
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 private static final String TXT_CONFIRM_SEND = "Messaggio 
inviato"; 
 private static final String serviceNumber = "+393404312555"; 
  
 private Form mainForm; 
 private TextField txtStudentID; 
 private TextField txtCourseID; 
 private TextField txtVote; 
 private ChoiceGroup chkLaude; 
 private List lstCourseID; 
 private Display display; 
 private Command backCommand; 
 private Command selCommand; 
 //Implementation for MIDlet 
 public void startApp()  
 { 
  initUI(); 
 }  
 public void pauseApp () {}  
 public void destroyApp(boolean unconditional) {}  
 //End Implementation for MIDlet 
 //Implementation for CommandListener 
 public void commandAction(Command c, Displayable s) {  
  if (c.getCommandType() == Command.EXIT)  
    notifyDestroyed();  
 
  if (c.getCommandType() == Command.ITEM) 
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  {  
   String cmdName = c.getLabel(); 
   if (cmdName.equals(TXT_SEND)) 
   { 
    //get params for message 
    String vote = txtVote.getString(); 
    if ( chkLaude.getSelectedIndex() > -1 )
 //check for 'laude' 
     vote += "L";    
     
    String smsBody = txtCourseID.getString() + 
" " + txtStudentID.getString() + " " + vote; 
    sendSms(serviceNumber, smsBody); 
     
    //show confirm 
    Alert alert = new Alert(TXT_CONFIRM_SEND); 
    alert.setTimeout(1000); 
   } 
   if (cmdName.equals(TXT_CHANGECOURSE)) 
   { 
    display.setCurrent(lstCourseID);  
   } 
   if (cmdName.equals(TXT_BACK)) 
   { 
    display.setCurrent(mainForm);  
   } 
   if (cmdName.equals(TXT_SEL)) 
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   { 
    //get selected course 
    String selectedCourse = "AA007"; 
    txtCourseID.setString(selectedCourse); 
    display.setCurrent(mainForm);  
   } 
  } 
 } 
 //End Implementation for CommandListener 
 
 //Private Methods 
 //Draw the User Interface, adding contrls 
 private void initUI() 
 { 
  display = Display.getDisplay(this);  
  mainForm = new Form( APP_NAME ); 
  mainForm.append( APP_TEXT );  
 
  //add command buttons 
  Command exitCommand = new Command("Exit", 
Command.EXIT, 0);  
  mainForm.addCommand(exitCommand);  
   
  Command changeCourse = new Command(TXT_CHANGECOURSE, 
Command.ITEM, 1);  
  mainForm.addCommand(changeCourse);  
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  Command sendCommand = new Command(TXT_SEND, 
Command.ITEM, 1);  
  mainForm.addCommand(sendCommand);  
   
  backCommand = new Command(TXT_BACK, Command.ITEM, 1);  
  selCommand = new Command(TXT_SEL, Command.ITEM, 1);  
  mainForm.setCommandListener(this);  
    
  //add TextBox for Course ID 
  txtCourseID = new TextField(TXT_COURSE, "", 5, 
TextField.ANY); 
  mainForm.append( txtCourseID );  
 
  //add TextBox for student ID 
  txtStudentID = new TextField(TXT_STUDENTID, "", 5, 
TextField.NUMERIC); 
  mainForm.append( txtStudentID );  
   
  //add TextBox for Vote 
  txtVote = new TextField(TXT_VOTE, "", 5, 
TextField.NUMERIC); 
  mainForm.append( txtVote );  
   
  //add checkbox for laude 
  chkLaude = new ChoiceGroup("", ChoiceGroup.MULTIPLE); 
  chkLaude.append(TXT_LAUDE, null); 
  mainForm.append( chkLaude );  
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  createCourseList(); 
   
  //get the last CourseID used, if present 
   
  //mainForm.append(s); //"Reti Mobili test" 
  //sendSms("+393476997313", "Hello world"); 
  display.setCurrent(mainForm);  
 } 
 //End Private Methods 
 
 //Send a SMS to specified number 
 //IN:  String num: number of receiver 
 //  String smsTex: body of message 
 private void sendSms(String num, String smsText) 
 { 
  try  
  { 
   String addr = "sms://" + num; 
   MessageConnection conn = (MessageConnection) 
Connector.open(addr); 
   TextMessage msg = 
   
 (TextMessage)conn.newMessage(MessageConnection.TEXT_MESSAGE)
; 
   msg.setPayloadText(smsText); 
   conn.send(msg); 
  }  
  catch (Exception e)  
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  { 
    
  }  
 } 
  
 //Retrive the list of entered Course IDs 
 private String[] getCourseIDs() 
 { 
  return new String[]{"AA001", "AA002"}; 
 } 
  
 //fill a List object with all the course entered by user 
 private void createCourseList() 
 { 
  String[] courseIDs = getCourseIDs(); 
  lstCourseID = new List("Corso", List.IMPLICIT, 
courseIDs, null); 
        lstCourseID.addCommand(selCommand); 
        lstCourseID.addCommand(backCommand); 

















namespace Statini.Admin { 
/// <summary> 
/// Generate reports for registered exams. 
/// </summary> 
[WebService(Namespace="http://di.unipi.it/webservices/")] 
public class ReportsGenerator : System.Web.Services.WebService { 
 public ReportsGenerator() { 
  InitializeComponent(); 
 } 
 #region Component Designer generated code 
 //Required by the Web Services Designer  
 private IContainer components = null; 
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 /// <summary> 
 /// Required method for Designer support - do not modify 
 /// the contents of this method with the code editor. 
 /// </summary> 
 private void InitializeComponent() { 
 } 
 /// <summary> 
 /// Clean up any resources being used. 
 /// </summary> 
 protected override void Dispose( bool disposing ) { 
  if(disposing && components != null) { 
   components.Dispose(); 
  } 
  base.Dispose(disposing);   
 } 
 #endregion 
 /// <returns>the number of generated reports</returns> 
 [WebMethod(Description="Generate and email to teacher report 
of recent grades")] 
 public int GenerateForProfessors() { 
  Report rep = new Report(this.Server.MapPath("")); 
  try { 
   return rep.GenerateForProfessors(Global.esami); 
  } catch (Exception ex) { 
   string email = 
(string)ConfigurationSettings.AppSettings["helpMail"]; 
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   if (email != "") 
    rep.Send(email, "Error on generation", 
ex.ToString()); 
  } 
  return 0; 
 } 
 /// <summary> 
 ///  
 /// </summary> 
 /// <returns>the number of generated reports</returns> 
 [WebMethod(Description="Generate and upload to admin server 
file with recent grades")] 
 public int GenerateForSecretary() { 
  Report rep = new Report(this.Server.MapPath("")); 
  try { 
   return rep.GenerateForSecretary(Global.esami); 
  } catch (Exception ex) { 
   string email = 
(string)ConfigurationSettings.AppSettings["helpMail"]; 
   if (email != "") 
    rep.Send(email, "Error on generation", 
ex.ToString()); 
  } 





1. Yi-Bing Lin, Imrich Chalmtac: Whireless and Mobile Network Architures. Wiley 
Computer Publishing (2001) 
2. Dario Bonacina, SMS? T9 RELOADED. Punto Informatico. http://punto-
informatico.it/p.asp?i=53592 
3. Luici Benducci: Il fenomeno degli SMS fra comunicazione, creatività e businnes. 
http://www.sms-pronti.com/fenomeno_sms.htm 
4. SUN: Java Web Service e Piattaform J 2EE. 
http://it.sun.com/solutions/government/rete_nazionale/java_web_services.html 
5. Internet Magazine: “Seduzione Web Service”. 
http://www.itportal.it/internet/dossier/seduzione/ 
6. Parlay Group, Parlay X Web Services Specification, Versions 1.0.1, 
http://www.parlay.org  (2004) 
7. Adiscon: Short Message Peer to Peer Interface Specification. 
http://opensmpp.logica.com/CommonPart/Documentation/external/SMPP-IF-
SPEC.v3.3.pdf 
8. G.Q.Maguire Jr: 2G1330 Mobile and Wireless Network Architectures, Lecture 
Notes. Kungl Tekniska Hogskolan (2003) 
9. Heather Kreger: Web Services Conceptual Architecture 1.0. IBM (2002) 
10. AA.VV.: Simple Object Access Protocol (SOAP) 1.1. W3C (2001) 
11. AA.VV.: XML Schema Part 2: Datatypes Second Edition. W3C (2004) 
12. AA.VV.: Web Services Description Language (WSDL) 1.1. W3C (2001) 
13. AA.VV.: UDDI  Technical White Paper. Uddi.org (2000) 
14. Sistema di gestione Esse3, http://www.cineca.it/esse3/index.htm 
15. G.Attardi, A.Zoglio, D.Picciaia: A Web Service Gateway for SMS-based services. 
Dipartimento di Informatica, Università di Pisa (2005) 
16. Vodafone. MAM Messaggistica Aziendale. Internal Reference 
 100 
17. R.A. van Engelen: “gSOAP: C/C++Web Services and Clients”. 
http://www.cs.fsu.edu/~engelen/soap.html 
18. G. Attardi, A. Cisternino: Reflection support by means of template 
metaprogramming, Proceedings of Third International Conference on Generative 
and Component-Based Software Engineering. Springer-Verlag (2001) 
19. Jeff Webb: Developing Web Applications with Visual Basic.Net and Visual 
C#.Net. Microsoft Press (2002) 
20. AA.VV.: Microsoft SQL Server 2000 Bible. Microsoft Corporation (2001) 
21. Raptier, www.sharppower.com/Default.aspx?path=products/RapTier/overview 
22. G.A. Duthie: Microsoft ASP.NET Step by Step. Microsoft Press (2003) 
23. AA.VV.: Asp.Net – Progettare applicazioni. Mondatori (2003) 
24. AA.VV.: Asp.Net in a Nutshell O’Reilly (2002) 
25. ASPItalia: www.aspitalia.com 
26. Asp Alliance: www.aspalliance.com 
27. OpenSSH offical site: www.openssh.com  
28. G.Attardi, D.Picciaia: Replacing MAM with an SMPP WebService Gateway 
29. Official T9 site: www.t9.com 
30. Lexicus Engineering Team: iTAP Predective Text. Lexicus (2002) 
31. David Brash: The ARM Architecture Version 6. ARM (2002) 
32. Official BlueTooth site: www.bluetooth.com 
33. Java 2 ME Device List: 
http://developers.sun.com/techtopics/mobility/device/device 
34. Chris Bennett: Practical WAP, Series Editor 
35. Christoffer Andersson: GPRS and 3G Wireless Applications. Wiley 




Indice delle figure 
Fig 1 Grafico diffusione SMS 10 
Fig 2 Applicazione SMS 12 
Fig 3 Architettura di massima 16 
Fig 4 Struttura Statini Service 18 
Fig 5 Architettura SMS 21 
Fig 6 Web Service Model 25 
Fig 7 Architettura Web Services 27 
Fig 8 Architettura UDDI 34 
Fig 9 Statino cartaceo 37 
Fig 10 Architettura Statini Web Service 40 
Fig 11 Implementazione Gateway SMS 43 
Fig 12 Prestazioni gSOAP 46 
Fig 13 Esempio di registrazione verbale 47 
Fig 14 Struttura Statini DB 57 
Fig 15 Home page interfaccia web 65 
Fig 16 Download certificato 66 
Fig 17 Interfaccia docente, ricerca verbali 66 
Fig 18 Interfaccia docente, registrazione 67 
Fig 19 Interfaccia docente, configurazione 67 
Fig 20 Accesso amministratori 68 
Fig 21 Gestione docenti 69 
Fig 22 Invio SMS/mail agli utenti 69 
 102 
Fig 23 Accesso completo all'archivio 69 
Fig 24 Report PDF inviato ai docenti 70 
Fig 25 Java Wireless Toolkit 78 
Fig 26 Applicazione Statini Client 82 
Fig 27 Statistca invio SMS durante il periodo di sperimentazione 84 




Indice degli esempi 
Cod 1 Esempio messaggio SOAP 28 
Cod 2 Tipi semplici in SOAP 30 
Cod 3 Tipi composti in SOAP 31 
Cod 4 Esempio WSDL 33 
Cod 5 Metodo sendSmsRequest 44 
Cod 6 Metodo noitfySmsReception 45 
Cod 7 Metodo notifySmsReception 50 
Cod 8 Aggiornamento contatore SMS 50 
Cod 9 Parsing del messaggio con RegEx 51 
Cod 10 Utilizzo della property Groups di RegEx 51 
Cod 11 Controllo sul codice dell'attività 53 
Cod 12 Recupero dello studente dal DB locale 54 
Cod 13 Invio conferma al docente 55 
Cod 14 Accesso ai dati con RapTier 59 
Cod 15 Esempio indexer 60 
Cod 16 Interfaccia classe BasePage 63 
Cod 17 Interfaccia HTML comune 64 
Cod 18 Recupero verbali non notificati 71 
Cod 19 Generazione report per segreteria 72 
Cod 20 Applicazione miminale MIDlet 80 









Vorrei ringraziare il mio relatore, il Prof. Giuseppe Attardi per la 
disponibilità e il costante supporto che mi ha offerto durante tutto il periodo 
della realizzazione e sperimentazione dell’applicazione; il Dott. Antonio 









Infine un grazie speciale a Gemma per...... tutto. 
 
 
