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L’objectiu d’aquest projecte, e´s explorar un me`tode de generacio´ procedural
basat en regles, amb l’objectiu de generar models tridimensionals d’edificis,
automa`ticament a partir d’un conjunt de regles definides per l’usuari.
S’ha escollit la grama`tica CGA shape, introdu¨ıda per Peter Wonka i Pascal
Mu¨ller [1]. Amb els exemples i les proves dutes a terme, la grama`tica ha
demostrat ser robusta i capac¸ de generar multitud de models diferents, valent-
se d’un ventall de regles prou variades, i de la possibilitat d’importar models
complexos per afegir detall a l’objecte generat.
Per aconseguir generar edificis a partir d’aquest grama`tica, s’han dissenyat
dos sistemes software, un que implementa les tasques de parsing i generacio´, i
l’altre que implementa les tasques de vehiculitzacio´, i exportacio´ dels models
en un format esta`ndard, per poder ser usats en altres aplicacions.
0.2 Espan˜ol
El objetivo de este proyecto, es explorar un me´todo de generacio´n procedural
basado en reglas, con el objetivo de generar modelos tridimensionales de
edificios automa´ticamente a partir de un conjunto de reglas definidas por el
usuario.
Se ha escogido la grama´tica CGA shape, introducida por Peter Wonka y
Pascal Mu¨ller [1]. Con los ejemplos y las pruebas realizadas, la grama´tica ha
demostrado ser robusta y capaz de generar multitud de modelos distintos,
valie´ndose de un abanico de reglas suficientemente amplio, y de la posibilidad
de importar modelos complejos para an˜adir detalle al objecto generado.
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Para conseguir generar edificios a partir de esta grama´tica, se han disen˜ado
dos sistemas software, uno que implementa las tareas de parsing y generacio´n,
y el otro implementa las tareas de visualizacio´n, y exportacio´n de los modelos
en un formato esta´ndar, para ser usados en otras aplicaciones.
0.3 English
The aim of this project, is to explore a procedural generation method based
on rules, in order to generate three-dimensional models of buildings, auto-
matically just reading a set of rules defined by the user.
CGA shape grammar has been chosen to be used in this project, this grammar
was first-time introduced by Peter Wonka and Pascal Mu¨ller [1]. With the
examples and the tests done. The CGA grammar has been proved as a
robust grammar which is capable of generating many different models, using
sufficient range of rules, and the ability to import complex meshes to add
detail to the generated models.
To archive the objective of the project which is be able to generate buildings
using the grammar, two software systems have been designed, one that imple-
ments the parsing and generation tasks, and the other one which implements
the visualization tasks, and is able to export the generated models to a stan-
dard format, to be able to use the generated models in other applications.
Cap´ıtol 1
Introduccio´
1.1 Formulacio´ del problema
La generacio´ d’entorns grans amb gran quantitat de models, diferents entre
si i amb un nombre de pol´ıgons elevat, e´s un problema al qual s’enfronten per
exemple les companyies cinematogra`fiques i les dedicades als jocs 3D. Com
per exemple la creacio´ i modelatge d’una ciutat on els edificis han de ser
semblants pero` no ide`ntics, tractem amb un entorn que requereix amb una
gran quantitat de models diferents els quals volem que siguin el me´s detallats
possibles.
La creacio´ i el modelatge d’aquest tipus d’entorns e´s molt costosa, ja que
s’ha de delegar aquest proce´s a un equip d’artistes exclusivament dedicats a
la creacio´ de l’entorn, aquest proce´s creatiu, pot requerir fins hi tot diversos
anys per a ser completat, implicant una gran inversio´ en temps i recursos
nome´s en la creacio´ de l’escenari del joc o la pel·l´ıcula. En aquest proces
s’haura` de tindre en compte la mida de l’escenari i la qualitat que desitgem
que tingui aquest, ja que els recursos necessaris augmenten dra`sticament a
mida que augmentem mida i qualitat de l’obra, doncs s’haura` de buscar un
compromı´s entre mida i qualitat que no faci el projecte inviable.
Aquest projecte tracta sobre com emprant algorismes procedurals basats en
l’u´s de grama`tiques, les quals defineixen mitjanc¸ant regles per dividir, trans-
formar i substituir un volum ba`sic amb l’objectiu d’obtindre models me´s
complexos. Mitjanc¸ant l’aplicacio´ d’aquestes regles successivament, s’anira`
refinant aquest volum ba`sic fins a aconseguir generar el model me´s complex,
amb l’objectiu d’obtindre un model amb una forma semblant a la d’un edifici.
5
CAPI´TOL 1. INTRODUCCIO´ 6
1.2 Enfoc del problema
Al abordar el problema de la generacio´ de models tridimensionals d’edifi-
cis, mitjanc¸ant te`cniques procedurals basades en regles, trobem amb quatre
grans subproblemes, el primer d’ells e´s la tria d’una grama`tica prou compler-
ta com per satisfer les nostres necessitats, el segon e´s com parsejar aquesta
grama`tica, el tercer e´s com generar paraules a partir de la grama`tica, i final-
ment com per mitja` d’aquestes paraules obtindre models tridimensionals en
un format capac¸ de ser usat en altres programes.
Per tal de resoldre els problemes descrits anteriorment, s’ha decidit dividir
el projecte en dos fases principals, tria de la grama`tica i implementacio´.
En la fase de tria de la grama`tica s’haura` d’escollir una grama`tica prou
complerta per generar models i generar exemples d’us que demostrin el poder
de la grama`tica.
L’etapa d’implementacio´ s’ha dividit en tres gran parts: parser, generador
i visualitzador/exportador. Cada una d’elles encarregada de solucionar un
dels problemes descrits anteriorment.
1.2.1 Grama`tica
Usarem la grama`tica de formes(shape gramar) descrita en el paper Procedural
Modeling of Buildings [1]. El conjunt de regles que composen la grama`tica
segueixen un patro´ comu´: idregla : Spredecessor : Caplic → Ssuccesor : p que
ens expressa: si tenim el s´ımbol Spredecessor i e´s compleix la condicio´ Caplic
substituirem Spredecessor per Ssuccesor amb probabilitat p, on Ssuccesor pot ser
un o mes s´ımbols de la grama`tica.
1.2.2 Parser
El parser ha de ser capac¸ de llegir un conjunt de regles, realitzar l’ana`lisi
sinta`ctic del conjunt per verificar que pertanyen a la grama`tica, i finalment
crear l’AST(Abstract Sintax Tree) a partir d’elles, aquest AST sera` propor-
cionat al generador perque` comenci a generar els models.
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1.2.3 Generador
El generador rebra` l’AST generat pel parser, i les dimensions del volum
inicial, partint d’aquest volum inicial, el generador anira` construint un arbre,
que posteriorment sera` el model, aplicant les regles representades en l’AST.
El generador aplicara` les regles sobre aquest model inicial tot seguint un
ordre de prioritat, preestablert per l’usuari que ha creat el conjunt de regles,
finalment quan el generador ja no pugui aplicar me´s regles sobre l’arbre de
s´ımbols i nome´s quedin nodes terminals, e´s proporcionara` aquest arbre al
visualitzador.
1.2.4 Visualitzador/Exportador
El visualitzador rebra` l’arbre de s´ımbols generat pel generador, en forma
d’string, que reconstruira` en forma d’arbre. Finalment amb el visualitzador
es podra` visualitzar el model generat resultant de l’aplicacio´ de les regles i
addicionalment oferira` la possibilitat exportar-lo en format .ply [2].
Cap´ıtol 2
Compete`ncies te`cniques
Durant la realitzacio´ d’aquest projecte s’han treballat i desenvolupat diverses
compete`ncies te`cniques relacionades amb el projecte.
2.1 CCO1.1
Avaluar la complexitat computacional d’un problema, cone`ixer estrate`gies
algor´ısmiques que puguin dur a la seva resolucio´, i recomanar, desenvolupar
i implementar la que garanteixi el millor rendiment d’acord amb els requisits
establerts.
Durant tota la realitzacio´ del projecte s’ha intentat fer us d’estructures de da-
des i patrons de disseny que permetessin una major eficie`ncia per tal d’evitar
els colls d’ampolla durant el proces de generacio´ i visualitzacio´.
En la part del Generador, caldria destacar que cada regla s’ha indexat en
mapes de hash per tindre un temps d’acce´s constant i no recorre cada vegada
el conjunt de les regles candidates de ser aplicades, s’han aplicat estrate`gies
similars per gestionar els s´ımbols no terminals per intentar evitar cerques
innecessa`ries.
Per al visualitzador s’ha usat el patro´ singleton, per implementar el magatzem
de models i evitar lectures al sistema de fitxers innecessa`ries.
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2.2 CCO1.2
Demostrar coneixement dels fonaments teo`rics dels llenguatges de programa-
cio´ i les te`cniques de processament le`xic, sinta`ctic i sema`ntic associades, i
saber aplicar-les per a la creacio´, el disseny i el processament de llenguatges.
Aquesta compete`ncia s’ha treballat en profunditat alhora de crear la grama`tica
per generar els models. Partint d’uns predicats inicials ba`sics s’han derivat
la resta de predicats que formen el llenguatge, i aixi afegir complexitat i al-
hora crear una grama`tica molt canviable i tolerant a canvis, tenint en ment
futures ampliacions de la mateixa.
2.3 CCO2.6
Dissenyar i implementar aplicacions gra`fiques, de realitat virtual, de realitat
augmentada i videojocs.
Tot i el projecte estar me´s orientat a la generacio´ de contingut per al tipus
d’aplicacions esmentades anteriorment. Aquesta compete`ncia s’ha treballat
al realitzar el visualitzador, una eina que ens ofereix la possibilitat d’explorar
i visualitzar una escena tridimensional, que conte´ el model generat, i per sobre
d’aixo` que ens permet exportar aquest model en un format estandarditzat
per ser usat en tot tipus d’aplicacions amb contingut tridimensional.
Cap´ıtol 3
Conceptes ba`sics
En aquest cap´ıtol es prete´n introduir alguns dels conceptes ba`sics en els
quals es basa aquest projecte, s’introduira` el concepte generacio´ procedural
amb un breu estat de l’art, es definira` el concepte de grama`tica i s’exposaran
algunes de les grama`tiques usades en la generacio´ procedural, juntament amb
la usada en aquest projecte, s’exposara` la representacio´ dels models generats
per la grama`tica i com obtindre els models tridimensionals a partir d’ells, i
finalment s’introduira` el format(ply) en el qual s’exporten els models.
3.1 Generacio´ procedural
La generacio´ procedural e´s aquell camp que estudia algorismes que perme-
ten generar o modificar(afegir detall) contingut automa`ticament, sense la
intervencio´ d’un usuari[3]. Una de les caracter´ıstiques mes importants de
les te`cniques procedurals e´s l’abstraccio´[3], me´s que explicitar l’objecte que
e´s vol generar, el que s’intenta o es prete´n, es capturar la seva esse`ncia i
abstraure un algorisme que sigui capac¸ de generar l’objecte, aixo` en permet
controlar certes caracter´ıstiques mitjanc¸ant para`metres, i com a consequ¨e`ncia
en resulta una gran flexibilitat alhora de generar contingut diferent a partir
d’un mateix patro´.
Les te`cniques me´s utilitzades avui dia per generar terrenys o textures so´n les
te`cniques basades en l’us de soroll[4], en el cas de terrenys e´s construira` una
textura, interpretada com a mapa d’alc¸ades partir d’aplicar cert soroll sobre
una textura plana, en el cas de voler generar textures, el soroll representara`
els diferents colors de la superf´ıcie. Com a te`cniques mes importants hi ha
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Perlin noise[5].
Depenent del tipus d’objecte que e´s vol generar s’usaran diferents estrate`gies.
Per exemple si es vol generar elements naturals, com vegetacio´ e´s poden se-
guir enfocs me´s naturalistes basats en el creixement de la vegetacio´, com per
exemple arbres [6], i com van ocupant espai a mesura que es van desenvolu-
pant. Tot i que tambe´ s’usen aproximacions basades en regles, que intenten
descriure com e´s desenvolupa la vegetacio´ al llarg del temps(Sistemes-L).
Per a la generacio´ d’edificis e´s prefereix seguir estrate`gies basades en l’us de
grama`tiques de forma(Shape Grammars)[1] o usar estrate`gies de composicio´
de models arbitra`riament generats a diferents alc¸ades [7].
3.2 Grama`tiques
Utilitzem les grama`tiques per definir un llenguatge, en el cas de la generacio´
procedural usem les grama`tiques per definir un llenguatge les paraules del
qual puguin ser interpretades com allo` que volem generar.
Definirem una grama`tica[8] com a un qua`druple (Σ, V , S, P ) on Σ e´s un
conjunt no buit de s´ımbols terminals anomenat alfabet terminal, V e´s un
conjunt no buit d’elements que no pertanyen a Σ i s’anomenen variables, S
e´s un s´ımbol pertanyent al conjunt V anomenat symbol inicial finalment P
e´s un conjunt finit de regles de produccio´ de la forma α→ β.
S’ente´n que una paraula pertany al llenguatge definit per la grama`tica si per-
tany al conjunt de s´ımbols/paraules que s’obtenen d’aplicar successivament
totes les regles de produccio´ comenc¸ant des del s´ımbol inicial.
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3.2.1 Sistemes-L
El sistemes-L so´n un tipus de grama`tiques introdu¨ıdes en 1968 per Aristid
Lindenmayer. Es basen en intentar descriure el creixement dels sistemes al
llarg del temps, la qual cosa les fa molt adequades per generar vegetacio´.
La generacio´ de paraules usant aquestes grama`tiques e´s caracteritza, per ser
un proces en el qual no e´s te en compte cap tipus de prioritat alhora d’aplicar
les regles, sino´ que a cada iteracio´ s’apliquen paral·lelament totes les regles
de produccio´ aplicables sobre el conjunt de variables existent. Habitualment
el s’aplica un nombre finit de vegades el proces d’aplicacio´ de regles, fruit
d’aquesta peculiaritat el model final podra` contindre nodes no-terminals i
sera` independent de l’ordre amb el qual apliquem les regles.
Usualment les regles en els sistemes-L descriuen transformacions que s’han
d’aplicar, com per exemple translacions o escalats per obtindre finalment el
model, o el contingut desitjat.
Tot i ser grama`tiques adequades per capturar el creixement al llarg del temps,
no so´n sistemes adequats per caracteritzar estructures r´ıgides i on e´s neces-
sita seguir un patro´ estructural molt marcat, degut a la seva falta de nocio´
de l’ordre. Per aquest motiu no s’han usat sistemes-L per a la generacio´
procedural d’edificis en aquest projecte.
3.2.2 Grama`tiques de forma
Les grama`tiques de forma so´n un tipus de grama`tiques introdu¨ıdes en 1972
per George Stiny i en James Gipsque[9], basades en descriure com una forma
o les seves parts poden ser transformades i/o substitu¨ıdes, amb l’objectiu
d’intentar generar formes me´s complexes.
La generacio´ de paraules usant aquestes grama`tiques, s’efectua aplicant sequ¨en-
cialment les regles de produccio´ sobre el s´ımbol inicial i els seus successors, en
un ordre preestablert en la grama`tica, aplicant una u´nica regla per iteracio´,
al contrari que els sistemes-L que les apliquen totes de cop. Les regles en
quest tipus de grama`tiques descriuen com substituir una forma per una altra
diferent.
So´n grama`tiques adequades per descriure i generar estructures ordenades, ja
que permeten guiar el proces de la formacio´ de l’estructura degut a la seva
nocio´ de prioritat alhora d’aplicar les regles de produccio´ sobre les variables.
CAPI´TOL 3. CONCEPTES BA`SICS 13
3.2.3 CGA Shape grammar
E´s una grama`tica proposada per Peter Wonka i Pascal Mu¨ller [1], espec´ıficament
dissenyada per a la generacio´ procedural d’edificis. E´s una grama`tica que al
igual que les grama`tiques de forma considera formes com a s´ımbols i posse-
eix nocio´ d’orde d’aplicacio´ de les regles de produccio´, pero` mentre que una
grama`tica de forma substitueix formes per altres formes, aquesta grama`tica al
igual que els sistemes-L descriu les transformacions que s’han d’aplicar sobre
les formes, substituint una forma/s´ımbol per un conjunt de transformacions
i s´ımbols.
E´s una grama`tica que treballa sobre una configuracio´ de formes. Una forma
consisteix en un s´ımbol i un conjunt de propietats geome`triques. El s´ımbol
identifica la forma, podent ser aquest un s´ımbol terminal o un s´ımbol no
terminal, aixo` permet classificar les diferents formes com a formes terminals
o no terminals. Les propietats geome`triques de la forma podem variar de-
penent de l’estrate`gia que e´s pregui al assignar la responsabilitat sobre qui
emmagatzema les transformacions aplicades a la forma.
La responsabilitat d’emmagatzemar les transformacions que s’apliquen sobre
la forma, pot ser assignada a les formes, encabint les transformacions dins del
para`metres geome`trics de la forma, o es pot delegar a l’estructura que anem
creant a l’aplicar les regles de produccio´ sobre els s´ımbols, i que posteriorment
sera` el model, llavors el model contindra` nodes de tipus s´ımbol i de tipus
transformacio´. En aquest projecte s’ha optat per delegar la responsabilitat
d’emmagatzemar les transformacions al model, ja que s’ha considerat un
me`tode me´s natural, encara que si e´s vol treballar amb el menor tipus de
nodes possible, i ser me´s eficient, e´s preferible assignar aquesta responsabilitat
a les formes.
Les regles de produccio´ de la grama`tica e´s definiran de la segu¨ent manera:
idregla : Spredecessor : Caplic → Ssuccesor : p
On idregla e´s un identificador u´nic de la regla, Spredecessor e´s un el s´ımbol que
identifica la forma que sera` substitu¨ıda per Ssuccesor, que pot ser un s´ımbol
a un conjunt de s´ımbols i/o transformacions, Caplic sera` una expressio´ lo`gica
que s’haura` d’avaluar a cert per poder aplicar la regla i finalment p e´s la
probabilitat de que la regla s’apliqui.
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E´s poden classificar els diferents tipus regles de produccio´ que posseeix la
grama`tica en quatre grans famı´lies segons l’objectiu que persegueixen.
1. Regles d’a`mbit o de substitucio´ simple, so´n regles que substitueixen
el s´ımbol Spredecessor per el conjunt de s´ımbols i/o transformacions que
conte´ Ssuccesor.
2. Regles de separacio´, so´n regles que expressen com subdividir una forma
segons un eix establert, permeten subdividir la forma en formes de mida
fixe o mida variable segons la mida que s’assigni a la forma Spredecessor.
3. Regles de repeticio´, so´n regles que busquen subdividir una forma en
un determinat s´ımbol, de mida fixe, sobre un o varis eixos de la forma
Spredecessor.
4. Regles separacio´ de components, so´n regles que permeten dividir una
forma en el seus components de menys dimensions, per exemple la
descomposicio´ d’un cub en les seves cares, pas de tres dimensions a
dues dimensions.
3.3 Representacio´ del models
La representacio´ o codificacio´ dels models esta` estretament lligada al tipus de
grama`tica que s’ha volgut usar per generar-los. Concretament en el nostre
cas el model sera` l’arbre creat per la grama`tica, resultat d’aplicar les regles de
produccio´ a partir del s´ımbol inicial fins que no quedi cap s´ımbol no terminal.
El model resultant sera` un arbre que posseira` nodes de tipus s´ımbol terminals
a les fulles i no terminals entre l’arrel i els fulles podent ser aquests, nodes
amb s´ımbols auxiliars o nodes que expressen una transformacio´. Per obtindre
el model generat a partir d’aquest arbre, s’haura` de reco´rrer aquest arbre des
de l’arrel a les fulles aplicant les transformacions que anem trobant pel camı´
als nodes fills d’aquestes, fins arribar als nodes terminals.
Els nodes terminals ens descriuran quina forma s’haura` de renderitzar, sent
aquesta composicio´ de renderitzacions, de nodes terminals als quals apliquem
una serie de transformacions, el que finalment constituira` el model/edifici
generat per la grama`tica.
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3.4 Format ply
El format .ply [2] e´s el format escollit per exportar els models generats i aixi
permetre la possibilitat d’usar aquests models en altres aplicacions, ja que
el format .ply e´s un format estandarditzat. EL format .ply ha estat escollit
degut a que e´s un format fa`cil d’entendre, e´s senzill codificar models en quest
format, i es suportat per quasi totes les aplicacions de modelatge i totes les
llibreries de lectura de models tridimensionals.
L’estructura t´ıpica d’un fitxer .ply es divideix en una capc¸alera, una llista de
ve`rtexs i una llista de cares, com a l’exemple de la Figura 3.1.
En la capc¸alera consta de la informacio´ que hi ha des de la paraula ply fins
a la paraula clau end header, en la capc¸alera s’indica el nombre vertex que
posseeix el model i les propietats que s’associara` a cada vertex, com a mı´nim
les coordenades dels vertex, despre`s s’indica el nombre de cares del model.
A continuacio´ de la paraula clau end header s’introdueixen la llista de vertex
de l’objecte amb totes les propietats definides en la capc¸alera, tot just despre`s
de la llista de vertex s’introduira` la llista de les cares que formen l’objecte,
per cada cara s’introduira` el nombre de vertex que la formen i a continuacio´
els index dels vertex que la formen


















4 0 1 2 3
4 7 6 5 4
4 0 4 5 1
4 1 5 6 2
4 2 6 7 3
4 3 7 4 0
Figura 3.1: Fitxer en format ply que codifica un cub unitari
Cap´ıtol 4
Solucio´ proposada
En aquest cap´ıtol s’explicara` la solucio´ al problema de la generacio´ procedural
d’edificis que es proposa en aquest projecte usant la grama`tica CGA shape.
S’explicara el funcionament del llenguatge creat en aquest projecte que per-
met definir grama`tiques, i es descriuran les diferents parts software(parser,
generador, visualitzador) implementades.
Inicialment es volia implementar el projecte com una u´nica aplicacio´ escrita
en C++ , ja que C++ permet treballar amb el gestor de finestres Qt i la API
OpenGL per poder crear la nostra interf´ıcie i la finestra on visualitzarem els
models creats, i a me´s a me´s C++ tambe´ e´s compatible amb el generador de
parsers LL(1) antlr[10], pero` degut a la problemes al intentar generar el parser
amb antlr per als llenguatges C++ o C i a causa de la poca documentacio´
de la qual disposa antlr referent a C i C++ , finalment es va optar per
implementar el parser i el generador en Java, i implementar el visualitzador
en C++ . Aixo` comporta implementar dos sistemes separats que han de
comunicar-se, un sistema sera` el parser me´s el generador, i l’altre sistema
sera` el de visualitzacio´.
El visualitzador sera` l’encarregat d’invocar al conjunt del parser i el generador
quan calgui, establint la comunicacio´ per linea de comandes i obtenint el
model generat pel sistema parser me´s generador, del sistema de fitxers del
sistema operatiu.
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4.1 El llenguatge
S’ha creat un llenguatge simple, que permet especificar grama`tiques CGA
shape. Aquest llenguatge s’ha especificat amb antlr, el qual ens proporcionara`
el parser i ens construira` l’AST tal i com s’ha especificat alhora de definir el
llenguatge.
Veiem un exemple del llenguatge que defineix una grama`tica per crear blocs
d’oficines Figura 4.1, me´s endavant s’explicara` en detall el funcionament de






1 lot --> Subdiv(Z, z_dim*rand(0.3, 0.5), 1r) {facade| sidewings}
2 sidewings
--> Subdiv(X, x_dim*rand(0.2, 0.6), 1r){sidewing|}:0.5
--> Subdiv(X, 1r, x_dim*rand(0.2, 0.6)){|sidewing}:0.5
3 sidewing
--> S(x_dim, y_dim, z_dim*rand(0.4, 1)) facade : 0.5
--> S(x_dim, y_dim*rand(0.2, 0.9), z_dim*rand(0.4, 1))
facade : 0.3
--> : 0.2
4 facade : (type == 1) --> I("cube")
5 facade : (type == 2) --> I("cylinder")
Figura 4.1: Grama`tica d’exemple usada per crear blocs de pisos
Podem veure clarament dos grans seccions, una seccio´ precedida per la pa-
raula VARS on es poden declarar variables per usar-les posteriorment en
les regles, i una seccio´ precedida per la paraula PRIORITY on es declaren
les regles de produccio´ de la grama`tica. Tota grama`tica especificada ha de
tindre com a mı´nim una seccio´ PRIORITY mentre que la seccio´ VARS e´s
opcional.
Tambe´ e´s pot observar que al igual que el el llenguatge C++ , el llenguatge
dissenyat ofereix la possibilitat d’utilitzar comentaris per bloc amb /* */ i
comentaris per l´ınia amb //.
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4.1.1 Tipus de dades
Aquest llenguatge nome´s posseeix dos tipus de dades, boleans i decimals. Els
boleans nome´s so´n usats en l’avaluacio´ de condicions, mentre que els decimals
so´n el principal tipus de dades amb les que treballa el llenguatge, els usos
principals dels decimals so´n: ser assignats a variables en la seccio´ VARS, usar
decimals i/o variables per especificar els para`metres de les transformacions,
definir la probabilitat d’aplicacio´ de la regla. El llenguatge a me´s a me´s
ofereix la possibilitat d’obtindre decimals de forma aleato`ria dins d’un rang
amb la sentencia rand(min,max)
4.1.2 Prioritat
El llenguatge ofereix dos nivells de prioritat, la prioritat entre blocs PRIO-
RITY, i la prioritat entre les regles dins d’aquest blocs.
La prioritat entre blocs la defineix l’ordre en que so´n declarats, addicional-
ment als blocs se’ls hi assigna un numero per identificar-los, que usualment
concorda amb l’ordre en el que so´n declarats.
La prioritat entre les regles dins del blocs de prioritat, es defineix assignant
un identificador enter u´nic dins del bloc, entre u i el numero de regles que
pertanyin al bloc. Finalment la prioritat dins del bloc s’obtindra` ordenant
les regles de menor a major segons el seu identificador, sent l’identificador
amb menor valor el de ma`xima prioritat.
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4.1.3 Regles
Partint de com es defineix una regla en aquest llenguatge, s’explicaran els
diferents elements dels quals disposa el llenguatge per definir regles.
idregla Spredecessor(: Caplic)?-->Ssuccesor(: p)?
On idregla e´s l’identificador u´nic dins del bloc de prioritat on e´s troba la
regla i que marca la prioritat d’aquesta dins del bloc, Spredecessor e´s el s´ımbol
sobre el que la regla s’aplicara` i sera` substitu¨ıt per Ssuccesor, Caplic e´s una
expressio´ booleana que s’ha d’avaluar a cert per poder aplicar la regla. p e´s la
probabilitat que la regla s’apliqui. Ssuccesor e´s el s´ımbol o s´ımbols pels quals
Spredecessor sera` substitu¨ıt, segons el tipus de Ssuccesor que tinguem podem
parlar de diferents tipus de regles. Els ()? so´n per emfatitzar que els elements
Caplic i p so´n opcionals alhora de declarar una regla, i si no so´n declarats
expl´ıcitament Caplic s’avalua a true sempre i p a u.
1 A --> T(0,0,3.5)S(8,0.5,4) B
2 B --> [Rx(45)I("cube")]T(0,0,2) C
3 C : (rand(0,1) <= 0.5) --> D
4 C --> I("door.obj") : 0.8
Figura 4.2: Diferents exemples de regles definides amb el llenguatge
Tambe´ podrem definir regles aniuades, que so´n regles amb mu´ltiples Ssuccesor
i amb una probabilitat diferent que s’apliquin aquest diferents successors, les
diferents probabilitats assignades a cada successor hauran de sumar sempre
u, tal i com es pot comprovar en l’exemple de la Figura 4.3.
3 sidewing
--> S(x_dim, y_dim, z_dim*rand(0.4, 1)) facade : 0.5
--> S(x_dim, y_dim*rand(0.2, 0.9), z_dim*rand(0.4, 1))
facade : 0.3
--> : 0.2
Figura 4.3: Regla amb probabilitat aniuada
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4.1.3.1 Expressions
Existeixen dos tipus d’expressions, les expressions booleanes que principal-
ment so´n usades en la definicio´ de les condicions d’aplicabilitat de les regles i
les expressions nume`riques usades en les condicions d’aplicabilitat, si aques-
tes requereixen ca`lculs algebraics, i per realitzar ca`lculs nume`rics al definir
els atributs de les transformacions.
En les expressions es poden usar variables, nombres aleatoris, nombres de-
cimals , booleans, a me´s a me´s es poden usar variables especials que fan
referencia a les dimensions del s´ımbol sobre el qual s’aplica la regla. Aquests
s´ımbols so´n: x dim, y dim i z dim. Que respectivament fan referencia a la
dimensio´ en x, y i z del s´ımbol sobre el que s’aplica la regla.
Alhora de d’avaluar les expressions es realitzara la comprovacio´ de tipus per
tal de no aplicar operacions aritme`tiques entre enters i booleans o efectuar
operacions booleanes entre tipus de dades diferents.
4.1.3.2 Regles de substitucio´
Les regles de substitucio´ so´n regles en les quals e´s modifiquen les formes
mitjanc¸ant transformacions. Podem descriure tres tipus diferents de trans-
formacions: T (tx, ty, tz) especifica el vector de translacio´ que s’aplicara` a les
formes, Rx(α), Ry(α), i Rz(α) especifiquen la rotacio´ l’angle α de rotacio´ i
l’eix de rotacio´ sobre el qual e´s rotaran les formes, i S(sx, sy, sz) e´s el vector
que especificara` la mida de les formes, cada component sent la mida que
prendra` la forma en x, y i z respectivament.
Utilitzarem clauda`tors, [ i ] per apilar i desapilar l’a`mbit actual, aixo` sera`
u´til per a¨ıllar transformacions en una regla que no afectaran a tots els s´ımbols
que genera la regla, ja que tots els s´ımbols generats per la regla seran afectats
per les transformacions del seu mateix a`mbit.
Per afegir primitives geome`triques s’usara` la comanda I("idobjecte"), que
ens afegira un node terminal a l’arbre de generacio´ que tindra` associat la
primitiva identificada per idobjecte. T´ıpicament s’afegiran primitives simples
de tipus cub o cilindre, pero` amb aquesta comanda podem importar models
tridimensionals, fent que idobjecte sigui el nom complert de l’objecte que es
vol importar per exemple, I("columna.ply").
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1 A --> [T(0,0,6)S(8,10,18)I("cube")] B
2 B --> T(6,0,0)S(7,13,18)I("cube") C
3 C --> T(0,0,16)S(8,15,8)I("cylinder")
Figura 4.4: Exemple de regla de substitucio´
Com es pot veure a l’exemple de la Figura 4.4 s’utilitzen els clauda`tors per
a¨ıllar les dos formes terminals de les regles (2) i (3) de les transformacions,
a les quals e´s sotmesa la forma terminal de la regla (1).
Figura 4.5: Model generat usant la gra`matica descrita en la Figura 4.4.
Com es pot observar en l’exemple de la Figura 4.5, al no usar cap mida
en relacio´ al volum inicial, el model generat sobresurt de les dimensions del
volum inicial. Tambe´ es pot observar que els s´ımbols definits per les regles (2)
i (3) no han estat afectats per les transformacions efectuades en la regla(1).
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4.1.3.3 Regles de separacio´
Les regles de separacio´ so´n aquelles que ens descriuen com dividir una forma,
en altres formes, es caracteritzen per que el seu Ssuccesor e´s de la forma:
Subdiv(eix, divisions)formes.
Els Ssuccesor de les regles de separacio´ s’identifiquen amb la paraula clau
Subdiv que entre pare`ntesis te una serie de para`metres. Primer de tot de-
fineix sobre quin eix es fara` la subdivisio´ utilitzant les lletres maju´scules X,
Y i Z cada una d’elles indicant la subdivisio´ en l’eix del mateix nom. Des-
pre´s s’especifica la mida de les subdivisions que e´s realitzaran a la forma
Spredecessor, i finalment entre claus es definira` quina forma o conjunt d’elles
s’ha de posar en cada divisio´.
La mida de les subdivisions es pot especificar de forma absoluta, amb nombres
reals, o de forma relativa a l’objecte. E´s necessari tindre la possibilitat de
definir particions relatives a la mida de l’objecte, ja que permet crear regles de
separacio´ que es poden adaptar a objectes de mides diferents, mentre que si
no fos perme`s s’haurien de crear regles de separacio´ per cada mida possible de
les formes amb les que tractem. Els valors que s’usen per definir les mides e´s
consideren valors absoluts per defecte, i per denotar valors relatius s’utilitza
la lletra r.
1 A --> Subdiv(X, x_dim*rand(0.2, 0.6), 1r, 2r){B||C}
2 B --> I("cube")
3 C --> I("pyramid.ply")
Figura 4.6: Exemple de regla de separacio´
Per obtindre les dimensions assignades als valors relatius com per exemple els
valors relatiu de la Figura 4.6, per cada valor relatiu ri s’aplicara` la formula
segu¨ent ri ∗ (dim − ∑ absi)/∑ ri , on dim sera` la mida total de la forma
Spredecessor en l’eix que es fa la divisio´,
∑
absi sera` la suma de tots els valors
absoluts, i
∑
ri la suma de tots els valors relatius.
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Figura 4.7: Model generat usant la gra`matica descrita en la Figura 4.6.
En l’exemple de la Figura 4.7, es pot veure clarament com s’ha dividit el
volum inicial en tres, sobre el seu eix X, i entre els dos models que hi apareixen
hi ha un buit el qual la seva mida en X e´s exactament la meitat que la de la
piramide, tal com indica la regla (1) de la Figura 4.6.
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4.1.3.4 Regles de repeticio´
Les regles de repeticio´ so´n una generalitzacio´ de les regles de separacio´, que
serveixen per dividir una forma en sub formes de mida fixe, permetent dividir
segons els eixos basics X, Y, Z o composicio´ d’aquests, el seu Ssuccesor e´s de
la forma: Repeat(eix,mida)formes.
1 A --> Repeat(XYZ, 3, 3, 3){B}
2 B --> I("monkey.ply")
Figura 4.8: Exemple de regla de repeticio´
En lexemple anterior Figura 4.8, la forma A sera` subdividida en el seus
plans XYZ per el ma`xim nombre de formes B amb dimensio´ X igual a tres,
dimensio´ Y igual a tres i dimensio´ Z igual a tres que s’hi puguin encabir,
repeticionsx = repeticionsy = repeticionsz = dx dim/3e.
Figura 4.9: Model generat usant la gra`matica descrita en la Figura 4.8.
En l’exemple de la Figura 4.9, es pot veure que s’ha dividit el model inicial
en varis models monkey, en aquest cas el model inicial era de 15x15x15 i per
aixo` ha estat dividit en 125 monkey.
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4.1.3.5 Regles de separacio´ de components
Les regles de separacio´ de components ens permeten separar un volum ba`sic(cub)
en els seus components, cares, arestes i vertex, fent possible passar d’una for-
ma de tres dimensions a una forma de dos dimensions o d’una dimensio´. Les
regles de separacio´ de components so´n de a forma:Comp(tipus, var){forma}
On tipus identifica quin tipus de component e´s seleccionara`, el valor de var
permetra` seleccionar si n’hi ha me´s d’un component del tipus tipus, quin
d’ells es vol seleccionar, i finalment forma sera` l’identificador de la forma per
la que substituirem els components seleccionats.
Per codificar formes de menys de tres dimensions, e´s modificara` el vector
S(sx, sy, sz) de les formes, posant el valor referent als eixos que no tenen
dimensio´ a zero. Per tornar a transformar els objectes de menys dimensions
a objectes tridimensionals caldra` aplicar una transformacio´ d’escalat, tornant
a posar els valors del vector S(sx, sy, sz) que estan a zero, a valors majors
que zero.
1 A --> Comp(sidefaces){B}
2 B --> S(1, y_dim, z_dim) I("cube")
Figura 4.10: Exemple de regla de separacio´ de components
En l’exemple anterior Figura 4.10, la regla (1) creara` una forma B per cada
cara lateral de la forma A, aleshores la regla (2) tornara` a donar dimensio´ X
a les cares i tornara`n a ser formes tridimensionals, tal com es pot veure a la
Figura 4.11.
Figura 4.11: Model generat usant la gra`matica descrita en la Figura 4.10.
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4.1.4 Exemple de generacio´
En l’exemple mostrat en la Figura 4.1, es mostra un grama`tica que genera
models en forma de blocs de pisos. Aquesta grama`tica partira el model
inicial, identificat amb el simbol lot, en dos parts per l’eix Z, una de les parts
decidira` la mida de l’altre, ja que la part absoluta z dim*rand(0.3, .05)
tindra` una mida aleato`ria en cada generacio´ i el valor relatiu 1r es limitara` a
agafar la resta de l’espai lliure. A la particio´ assignada al s´ımbol sidewings,
se li aplicara` la regla (2) que e´s una regla amb probabilitat aniuada, que
substituira` el s´ımbol sidewings per un espai buit i un s´ımbol sidewing,
amb el 50% de probabilitat que l’espai buit es trobi a la dreta o a l’esquerre
del s´ımbol sidewing, posteriorment s’aplicara` la regla(3) sobre el simbol
sidewing, que ide`nticament a la regla (2) e´s una regla amb probabilitat
aniuada, amb probabilitat del 50% es modificara` la dimensio´ en l’eix Z de la
forma i e´s substituira` per el s´ımbol facade, amb una probabilitat del 30% es
modificaran els eixos Z i Y de la forma i e´s substituira` per el s´ımbol facade,
i amb un 20% de probabilitat no es substituira` per res, creant un espai buit.
Finalment els s´ımbols facade es substituiran per cubs o cilindres segons el
para`metre type. Es pot veure un exemple dels models generats per aquest
conjunt de regles, en la Figura 5.5.
Cap´ıtol 5
Implementacio´
En aquest cap´ıtol s’explicara` el funcionament i l’estructura dels sistemes
implementats. Com s’ha dit anteriorment, s’han implementat dos sistemes
diferents, el conjunt de l’interpret me´s el generador, i el visualitzador, cada un
escrit en un llenguatge de programacio´ diferent Java i C++ respectivament.
5.1 Parser me´s Generador
El parser i el generador, formen un sol bloc implementat en Java, i so´n
els encarregats de llegir una grama`tica, i posteriorment generar els models
resultants d’aplicar aquesta grama`tica. El bloc que formen el parser me´s el
generador, ha estat dissenyat com una aplicacio´ apart anomenada ParseGen,
que no necessita el visualitzador per funcionar, i pot ser usada perfectament
des de la terminal.
A l’invocar l’aplicacio´ des de la terminal, es poden afegir diversos flags per
configurar les opcions de les que disposa, aquestes opcions so´n mostrades si
s’invoca amb el flag -help.
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$ ./bin/ParseGen -help
usage: ParseGen [options] file
-ast <file> write the AST
-dotpdf dump the AST in dot and pdf format
-gen <x_dim y_dim z_dim> generate and define initial size
-help print this message
-model <file> write generated model to a file
Figura 5.1: help de l’aplicacio´ ParseGen
La opcio´ -ast genera una representacio´ textual de l’AST en format dot.
Amb la opcio´ -dot la representacio´ estara` en format dot, pero` que podra` ser
convertida a representacio´ gra`fica usant el programa dot, i addicionalment
tambe´ generara` la representacio´ gra`fica de l’AST en format pdf. La opcio´
-gen serveix per dir al programa que generi un model a partir de les regles que
se li proporcionen, a partir d’un volum inicial amb les mides que s’especifiquen
en el flag. La opcio´ -model serveix per escriure el model generat a un fitxer,
per despre´s importar aquest model amb el visualitzador o alguna eina que
entengui el format, i poder visualitzar el model generat en tres dimensions.
5.1.1 Parser
El parser s’ha implementat amb l’ajuda d’antlr. Antlr e´s una eina escrita en
java, la qual a partir d’un fitxer .g, on es defineix la grama`tica d’un llenguatge
i es descriu com construir l’AST, crea les classes necessa`ries per recone`ixer
el llenguatge i proporcionar l’AST d’aquest. Per poder personalitzar l’AST
i afegir informacio´ a la que proporciona antlr, s’han afegit dos classes extres
amb les noves definicions dels nodes de l’AST.
El parser sera` l’encarregat d’identificar els errors sinta`ctics que hi pugui haver
en el fitxer d’entrada, i aix´ı detectar estructures no permeses en el llenguatge
o errors d’escriptura per part de l’usuari que ha creat el fitxer d’entrada, i
informara` en quina l´ınia del fitxer d’entrada es troba l’error.
Finalment el parser despre´s de processar un fitxer d’entrada escrit amb el
llenguatge que hem definit per generar edificis, proporcionara` al generador
una estructura de dades com la que es mostra en la Figura 5.2.
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Figura 5.2: AST generat per el conjunt de regles descrites en la Figura 4.4
5.1.2 Generador
El Generador, sera` l’encarregat de rebre l’AST del parser i a partir d’ell i
d’un volum inicial, comenc¸ar a generar el model mitjanc¸ant l’aplicacio´ de
les regles descrites en l’AST, a me´s a me´s mentre el generador va construint
el model aplicant les regles de produccio´ de la grama`tica, anira` realitzant
l’ana`lisi sema`ntic de la grama`tica que ha creat l’usuari, comprovara` errors de
tipus, i construccions incoherents com regles de subdivisio´ amb un nombre
diferent de divisions i formes que han d’ocupar les divisions. Si en algun
moment durant el proces de generacio´ encara queden s´ımbols no-terminals i
no e´s possible aplicar me´s regles, el sistema informara` amb un error que la
grama`tica genera s´ımbols no terminals sense cap regla assignada.
5.1.2.1 Generacio´ de paraules
Per comenc¸ar a generar el model es creara un s´ımbol inicial, que tindra` com
a identificador el s´ımbol Spredecessor me´s prioritari del conjunt de regles, amb
les dimensions proporcionades al generador juntament amb el flag -gen .
EL proces de generacio´ es pot descriure en tres fases, es parteix d’un conjunt
de s´ımbols no terminals A, que nome´s conte el s´ımbol inicial i e´s procedeix de
la segu¨ent manera: (1) es selecciona la regla amb me´s prioritat, que te com
a Spredecessor un s´ımbol pertanyent al conjunt A i es comprova si e´s satisfa la
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probabilitat si no e´s aixi es selecciona la segona regla amb me´s prioritat que
te com a Spredecessor un simbol del conjunt A i aix´ı successivament, (2) s’aplica
la regla sobre el s´ımbol si compleix la condicio´ Caplic i obtenim el conjunt de
s´ımbols successors B a aquest conjunt no hi pertanyen ni les transformacions
ni els nodes terminals, (3) eliminarem el s´ımbol Spredecessor del conjunt A i
hi afegirem els s´ımbols del conjunt B. Mentre quedin s´ımbols en el conjunt
A s’anira` repetint el pas (1).
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5.1.2.2 Format
El generador obtindra` un model en forma d’arbre que despe`s emmagatzemara`
en un fitxer que s’especificara` amb el flag -model, que tindra` .model per
extensio´, el generador bolcara` el nodes de l’arbre en pre-ordre seguint el
format segu¨ent:
id mod trans x y z #fills
Cada l´ınia del fitxer contindra` un node, amb id que sera` el nom del node,
en el cas dels volums geome`trics sera` l’identificador del model, mod i trans
ens diran del tipus de node que e´s tracta, si e´s una transformacio´ o un node
terminal, en cas de no ser cap dels dos, sera` una variable auxiliar, els segu¨ents
camps indicaran les dimensions de la forma, i per ultim #fills indicara` el
nombre de fills que te el node en qu¨estio´.
lot 0 0 10.0 20.0 10.0 2
T 0 1 0.0 0.0 0.0 1
Auxiliar 0 0 10.0 20.0 4.186853101368595 1
facade 0 0 10.0 20.0 4.186853101368595 1
cube 1 0 10.0 20.0 4.186853101368595 0
T 0 1 0.0 0.0 4.186853101368595 1
Auxiliar 0 0 10.0 20.0 5.813146898631405 1
sidewings 0 0 10.0 20.0 5.813146898631405 2
T 0 1 0.0 0.0 0.0 1
Auxiliar 0 0 2.3729426646795555 20.0 5.813146898631405 1
sidewing 0 0 2.3729426646795555 20.0 5.813146898631405 1
AuxiliarScale 0 0 2.3729426646795555 20.0 2.814121835031589 1
facade 0 0 2.3729426646795555 20.0 2.814121835031589 1
cube 1 0 2.3729426646795555 20.0 2.814121835031589 0
T 0 1 2.3729426646795555 0.0 0.0 1
Auxiliar 0 0 7.627057335320444 20.0 5.813146898631405 0
Figura 5.3: Exemple de model generat usant les regles descrites en la Figu-
ra 4.1
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Figura 5.4: Estructura del directori src que conte el codi font del sistema
parser me´s generador.
El sistema que formes en parser me´s el generador, esta` organitzat en tres
paquets descrits en la Figura 5.4.
ParseGen: conte` la classe ParseGen, que e´s la classe principal, i la que
gestionara` i cridara` al parser i al generador.
Parser: conte´ la grama`tica i les classes encarregades de crear l’AST. Ori-
ginalment el fitxer nome´s conte´ l’arxiu ParseGen.g, els altres arxius que
apareixen en cursiva a la Figura 5.4, so´n creats automa`ticament per antlr.
Generador: conte les classes necessa`ries pel generador organitzades en di-
ferents arxius:
• ParseGenGenerator.java. Conte el nucli del generador, s’encarrega d’a-
plicar les regles descrites en l’AST sobre els s´ımbols no-terminals a
mesura que construeix el model.
• ModelTreeNode.java. Conte la classe ModelTreeNode, que defineix l’es-
tructura del nodes del model, i sera` l’encarregada d’emmagatzemar el
model.
• GenData.java. Conte la classe GenData que s’encarrega de representar
els tipus de dades diferents que tenim en la grama`tica, valors decimals
i booleans, i efectua les operacions entre ells.
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• Utils.java. Conte´ operacions per ajudar a computar les translacions dels
objectes segons la seva rotacio´, u´til per a les petites transformacions
locals que s’apliquen en els proces de separacio´ de components.
• ParseGenTree.java. Conte´ la subclasse de l’AST gene`ric d’antlr, que
afegeix informacio´ i funcionalitats als nodes de l’AST.
• ParseGenTreeAdaptor.java. Conte la subclasse necessaria per antlr per
poder usar i crear els nodes de l’AST definit en el fitxer ParseGen-
Tree.java.
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5.2 Visualitzador
El visualitzador sera` l’encarregat de gestionar la interaccio´ amb l’usuari i
oferir funcionalitats per generar, visualitzar i exportar models. El visualit-
zador, ha estat implementat usant el llenguatge C++ juntament amb: Qt
per gestionar la interaccio´ amb l’usuari i al finestra, OpenGl per gestionar la
visualitzacio´ del model generat en una escena tridimensional explorable, i la
llibreria assimp per importar i renderitzar models tridimensionals auxiliars.
5.2.1 Funcionalitats
El visualitzador ofereix diverses funcionalitats a l’usuari, i automatitza el
proces de generacio´ i visualitzacio´, nome´s requerint de l’usuari el fitxer amb
la grama`tica que es vol usar i les dimensions del model inicial.
• Carregar un fitxer definint la grama`tica: El visualitzador permetra`
carregar un fitxer escrit en el llenguatge definit en la seccio´ 4.1, que
posteriorment sera` usat per generar el model, els fitxer que defineixin
la grama`tica, els identificarem amb l’extensio´ .buildgen.
• Generar i visualitzar un model: Quan s’hagi carregat el fitxer amb el
conjunt de regles, es podra` demanar al visualitzador que cridi a l’apli-
cacio´ ParseGen, que sera` l’encarregat de generar el model a partir de la
grama`tica definida en el fitxer i les dimensions definides en el visualitza-
dor. Quan l’aplicacio´ hagi acabat de generar el model, el visualitzador
mostrara` en pantalla el model generat. Si el model Generat requereix
la inclusio´ de models addicionals, usant la invocacio´ en la grama`tica de
I("porta.obj") explicat en la seccio´ 4.1.3.2, com per exemple portes,
aquests hauran d’estar en la carpeta models/3D que e´s troba juntament
amb el visualitzador.
• Gestionar i mostrar els errors: El fitxer que llegim definint la grama`tica
pot contindre errors, tant errors sinta`ctics al definir les regles com errors
sema`ntics, que l’aplicacio´ ParseGen detectara`. El visualitzador sera` el
responsable de capturar aquests errors i mostrar-los a l’usuari.
• Exportar els models generats: Un cop s’hagi generat un model usant la
grama`tica i es pugui visualitzar, usant el visualitzador es podra` expor-
tar aquest model a un model en format .ply per ser usat posteriorment
en altres projectes.
CAPI´TOL 5. IMPLEMENTACIO´ 36
• Llegir i visualitzar models: Usant el visualitzador podrem visualitzar
models ja generats amb l’aplicacio´ ParseGen, o que segueixin el for-
mat descrit en la seccio´ 5.1.2.2. Addicionalment es pondra` carregar i
visualitzar models en formats esta`ndard(.ply, .obj, .3ds).
5.2.2 Organitzacio´ del visualitzador
EL visualitzador s’organitza sota un projecte Qt amb el mateix nom, que
conte totes les classes necessa`ries per implementar el visualitzador, la carpeta
ParseGen que conte´ la implementacio´ de l’aplicacio´ ParseGen, la carpeta
models on han d’estar ubicats els models auxiliars que puguin ser necessaris.
Les classes necessa`ries per implementar el visualitzador so´n:
• GLWidget : Es la classe principal, encarregada de gestionar la finestra
OpenGL, aquesta classe s’encarrega de processar els esdeveniments pro-
vocats per l’usuari i mostrar una resposta gra`fica, per exemple: quan
l’usuari vol rotar l’escena, clica sobre la finestra i desplac¸a el ratol´ı, la
classe GLWidget s’encarregara` de mostrar el model rotat.
• MainWindow : Es la classe que gestiona la interf´ıcie gra`fica, i s’encar-
rega d’establir la comunicacio´ entre els esdeveniments de la interf´ıcie i
les classes me´s internes del sistema com per exemple, GLWidget.
• MeshStorer : Una classe singleton, que actua com a biblioteca de
models, aixi si un model generat requereix un model auxiliar moltes
vegades, amb l’ajut d’aquest classe nome´s e´s fara` la importacio´ del
model una u´nica vegada.
• MeshModel : Adaptador, encarregat de gestionar els models importats
amb la llibreria Assimp.
• Model : S’encarrega de gestionar els model Generats, te les respon-
sabilitats de llegir un model en el format anteriorment especificat i
representar-lo.
• PlyExporter : Classe que a partir d’un conjunt de cares que formen un
model, exporta aquest model en format .ply, per que aquest pugui ser
usat en un futur en altres aplicacions i projectes.
• CoordinateSystem: Aquesta classe representara` un sistema de coorde-
nades, local per a cada cara del model. Sera` necessa`ria per exportar el
model i retornar les coordenades de les cares que el formen ja transfor-
mades al sistema de coordenades general del model.
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• Classes auxiliars: so´n les classe Point i Utils, que implementen la repre-
sentacio´ de punts i funcions u´tils per a la realitzacio´ de ca`lculs auxiliars,
respectivament.
5.2.3 Exemples
A continuacio´ es mostrara` la visualitzacio´ del model fruit d’aplicar la gra-
matiac descrita en la Figura 4.1 que s’han usat com a exemple en cap´ıtols
posteriors, un exemple exemple on es pot veure al visualitzador informat a
l’usuari, que hi ha un error en la grama`tica i no e´s pot generar el model a
partir d’ella, i finalment el render d’un model exportat des del visualitzacio´
i renderitzat amb blender.
Figura 5.5: Composicio´ de models generats usant la gra`matica descrita en la
Figura 4.1
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Figura 5.6: Missatge d’error obtingut intentant generar un model amb una
grama`tica incomplerta que conte´ errors.
Figura 5.7: Exemple de model generat i exportat a format .ply amb el softwa-
re dissenyat pel projecte, renderitzat amb blender.
Cap´ıtol 6
Planificacio´
Inicialment el treball va ser planificat pensant en implementar una base que
permete´s generar models simples i a partir d’aquesta base anar ampliant
el treball afegint funcionalitats. Finalment s’han afegit funcionalitats per
importar models externs i exportar el model generat a format .ply.
6.1 Planificacio´ inicial
La planificacio´ inicial, que descriu com aconseguir una la base anteriorment
descrita, esta plasmada en el diagrama de gantt de les Figures 6.1 i 6.2.
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Figura 6.1: Diagrama de gantt on apareixen les tasques necessa`ries per com-
plir amb la planificacio´ inicial.
Figura 6.2: Diagrama de gantt on apareix l’ordre i el temps planificat per
realitzar les tasques de la Figura 6.1.
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6.2 Planificacio´ real
L’obtencio´ d’aquesta base sobre la qual es volien afegir funcionalitats, no ha
estat aconseguida en el temps estimat en la planificacio´ original, degut a que
la planificacio´ final s’ha endarrerit respecte a la planificacio´ inicial.
Al comenc¸ament de la implementacio´ van sorgir problemes derivats de voler
usar antlr i C++ , degut a la falta de documentacio´ i funcionalitats que antlr
proporciona sobre l’us d’antlr i C++ . Aquest e´s un dels problemes que e´s va
considerar al planificar el projecte, aix´ı tal com i e´s va proposar al realitzar
l’ana`lisi de possibles problemes, s’ha realitzat la implementacio´ del parser i
del generador en Java.
Els processos de test i implementacio´, e´s van subestimar ja que van sorgir
errors inesperats, comportat un endarreriment afegit a l’anteriorment esmen-
tat.Per tal de seguir amb la planificacio´ inicial i poder acabar un generador
ba`sic al qual poder afegir funcionalitat,es va optar per no mantindre la plani-
ficacio´ inicial respecte al proces de crear la documentacio´, en comptes d’anar
generant la documentacio´ mentre s’implementava el software, s’ha anat re-
gistrant tot allo` que s’ha fet i provat per poder generar la documentacio´ al
final.
Tot i els retards esmentats, s’han pogut fer ampliacions al projecte com: per-
metre a l’usuari llegir i usar models auxiliars durant la generacio´ visualitzacio´
del model generat, i permetre exportar el model generat en format .ply, i aixi
permetre usar els models generats en altres projectes.
6.3 Metodologia
La metodologia seguida per realitzar aquest projecte, ha sigut una metodo-
logia iterativa, e´s va dissenyar una estructura simple, primer desenvolupant
l’aplicacio´ ParseGen que reconegues poques regles, i un visualitzador simple.
A partir d’aquest punt de partida s’han anat afegint funcionalitats al visu-
alitzador i a l’aplicacio´ ParseGen, primer per aconseguir un software ba`sic
que compl´ıs els requisits mı´nim de ser capac¸ de generar models a partir d’una
grama`tica, i finalment s’han anat a afegint al resta de funcionalitats.
Durant el proces de desenvolupament, a mesura que s’han anat afegint funci-
onalitats, s’ha anat validant e seu funcionament i resolent els problemes que
presentaven. Per validar el sistema s’han anat creat petites grama`tiques sim-
ples d’exemple, que provessin les funcionalitats que s’afegien, i a mesura que
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els sistema ha esdevingut me´s complex, s’han pogut provar grama`tiques mes




S’analitzaran els costos que comportara` la realitzacio´ del projecte, aquests
costos seran calculats com si una empesa hague´s de dur a terme el projecte,
ja que realment el cost d’aquest projecte sera` quasi nul al ser desenvolupat
per un estudiant, en tot cas e´s podria comptar la despesa en electricitat. Les
quantitats monetaries que s’exposen so´n orientatives.
7.1 Costos de hardware
Son els costos corresponents a l’us(amortitzacio´) de l’equip informa`tic que
s’usara` per la realitzacio´ d’aquest projecte, s’assumeix que e´s necessita un
total de 3 anys per amortitzar l’equip informa`tic.
S’assumeix que s’usara` un ordinador de gama alta de 1200e, per tant el cost
d’amortitzacio´ per mes sera` de 33e.
Concepte cost mensual Temps Import
Equip informa`tic 33e 3 mesos e100
Figura 7.1: Taula que mostra els costos hardware del projecte
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7.2 Costos software
El cost total del software usat e´s de 0e, ja que tots els paquet usats so´n
amb llicencia open source i el sistema operatiu sobre el que es desenvolupara
tambe´ ho e´s, per tant no hi ha cap cost per la part del software emprat.
7.3 Costos de personal
Aquests son els costos de la ma d’obra que s’ha d’utilitzar per a completar
el projecte. Per tal de simular el fet que el projecte es dut a terme per una
empresa de software e´s tindran en compte els rols habituals en un projecte
d’aquestes caracter´ıstiques. He suposat que e´s una empresa la que vol rea-
litzar el projecte per si mateixa i no per un client concret, aixi que s’elimina
la necessitat d’interaccio´ del client.
La estimacio´ dels costos de personal dependra` en gran mesura de l’estimacio´
temporal que s’ha fet pre`viament per a cada tasca a realitzar,d’acord amb la
planificacio´ i el diagrama de gantt descrit a la seccio´ de planificacio´ tempo-
ral.En aquest cas concret prenem que un dia compren una jornada laboral
de 8 hores.
Rol Hores Preu/hora Total
Director del projecte 57 50e 2850e
Dissenyadors 182 25e 4550e
Programadors 210 20e 4200e
Testers 40 12e 480e
Preu Total 12080e
Figura 7.2: Taula que mostra els costos de Personal
Descripcio´ dels rols:
• Director del projecte: e´s l’encarregat de coordinar i organitzar l’equip
de treball, validar la correcta realitzacio´ del projecte i reunir-se amb
els dissenyadors per establir les funcionalitats que ha de complir el
producte resultant.
• Dissenyadors: so´n els encarregats de especificar i dissenyar l’aplicacio´
perque` posteriorment sigui implementada pels programadors, i tambe´
generar la documentacio´ te`cnica del projecte.
CAPI´TOL 7. ANA`LISI DE COSTOS 45
• Programadors: so´n els encarregats d’implementar l’aplicacio´ i de la
posterior correccio´ d’errors que es puguin trobar.
• Testers: son els encarregats de validar el correcte funcionament de
l’aplicacio´(testing).
7.4 Costos de despeses generals
Els Costos de despeses generals corresponen als costos degut a l’u´s d’equipa-
ments i serveis com la factura de la llum, Internet, etc. Si suposem que una
empresa e´s la que realitza el projecte, e´s suposara` que te una oficina llogada
en un business center. L’avantatge de fer aquest suposicio´ e´s que en el preu
del lloguer ja venen inclosos els serveis com la llum i Internet.
Habitualment una empresa te mes d’un projecte i el cost del lloguer es repar-
teix entre els projectes que s’hi duen a terme, encara que per fer els nostres
ca`lculs suposarem que no tenim altres projectes en desenvolupament.
Com que el lloguer s’ha de pagar per a cada mes que s’usen les instal·lacions
sent el mes la fraccio´ de pagament, aqu´ı haurem de posar un total de quatre
mesos, ja que el projecte comenc¸ara` a mitjans de febrer i acabara` a mitjans
d’abril.
Concepte cost mensual Temps Import
Lloguer 1200e 4 mesos 4800e
Figura 7.3: Taula que mostra els costos de despeses Generals
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7.5 Costos totals
Finalment calculem el cost total del projecte sumant els costos calculats
anteriorment.
Concepte Import
Costos de Personal 12080e
Costos de Hardware 100e
Costos de Software 0e
Costos de despesa general 4800e
Cost Total 16980e
Figura 7.4: Taula que mostra el cost total del projecte
Es podria sumar l’increment de l’IVA, pero` com ja hem dit el projecte no
esta` destinat a cap client i per tant no e´s un producte que e´s comercialitzi.
7.6 Ana`lisi del cost mediambiental
Un projecte software en general te un cost mediambiental acumulat derivat
dels recursos consumits durant el desenvolupament: energia ele`ctrica, equips
informa`tics i els costos mediambientals derivats de la produccio´ d’aquesta
energia i dels equips. Pero´ podem afirmar que en comparacio´ amb altres
projectes d’a`mbit industrial e´s un cost negligible.
A me´s a me´s les eines com la desenvolupada en aquest projecte, permeten
reduir el temps dedicat a la generacio´ d’escenaris tridimensionals i aixi reduir
costos de desenvolupament en altres projectes. Es pot afirmar que l’us d’eines
de generacio´ procedural permeten reduir el cost econo`mic i mediambiental
associat als projectes que les usen.
Cap´ıtol 8
Conclusions
Al ser un problema del mon ”real” i no un exercici delimitat ha perme`s a
l’estudiant enfrontar-se amb dificultats t´ıpiques al desenvolupar una aplicacio´
des de zero. Com per exemple, la tria del software que s’usara` i posteriorment
la obtencio´ de la informacio´, necessa`ria per usar aquest software, que en molts
casos e´s escassa o nul·la.
Tot i ser un projecte orientat a la llarga a reduir costos i a facilitar l’etapa
de creacio´ de contingut, despre´s de treballar amb l’eina i la grama`tica, s’ha
fet evident que es necessari posseir un ventall de coneixements me´s amplis
que els d’un artista, per poder generar models mitjanament complexos, a
me´s a me´s dels coneixements propis d’un artista e´s necessiten coneixements
del funcionament d’una grama`tica i com amb aquesta poder generar models.
Per tant qualsevol empresa o grup que vulgui utilitzar l’eina per generar
continguts haura` d’entrenar els seus artistes, perque` siguin capac¸os de crear
grama`tiques suficientment bones per generar edificis.
Caldria destacar que tot i ser un sistema enfocat a la creacio´ d’edificis, com
el propi nom del projecte indica, usant la grama`tica es possible crear altres
tipus d’elements que no tenen perque` ser edificis.
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8.1 Treball futur
Aquest e´s un projecte que es pot ampliar molt i de diverses maneres, tan per
la part dels models generats, com per la posterior visualitzacio´ dels mateixos
al crear models me´s realistes.
Per tal d’incrementar el detall se’ls hi haurien d’afegir textures, i posterior-
ment per tal que les textures no e´s trepitgin entre si degut a la interseccio´
entre els diversos models que formen la figura, afegir concepcio´ de les inter-
seccions entre els sub-models que constitueixen el model generat.
Actualment, els models generats i exportats contenen geometria oculta, fruit
d’exportar tots els vertex que el conformem, independentment de si estan
ocults per altres pol´ıgons que conformen el model. Es podria optimitzar la
quantitat de geometria a exportar aplicant un filtratge al model generat per
eliminar tota aquesta geometria oculta, tambe´ seria interessant afegir tests
d’oclusio´ durant el proces de generacio´ del model, per exemple poder decidir
si una part de paret e´s visible o no des de l’exterior per afegir o no una
finestra al model.
De cara a afegir complexitat a les escenes i a millorar el visualitzador, es
podria oferir a l’usuari dos modes de visualitzacio´, un com l’actual per vi-
sualitzar el model amb detall, i un altre per construir una escena a partir
dels models que es generen, per poder observar els models en conjunt, fins
i tot construir permetre ciutats, combinant models fruit de l’aplicacio´ de
grama`tiques diferents. Tambe´ seria recomanable l’us de te`cniques avanc¸ades
d’il·luminacio´ per poder visualitzar escenes me´s realistes i tambe´ millorar el
rendiment del visualitzador.
I finalment per afavorir la interaccio´ amb l’usuari, seria positiu oferir un
entorn on l’usuari pogue´s dissenyar les grama`tiques, dins del mateix visualit-
zador, i que mostres a l’usuari els errors comesos en la creacio´ de la grama`tica
igual que un IDE modern.
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