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Verwendete Formelzeichen
Elementare Aussagen (Atome, Primformeln)
A1 : Die Sonne scheint.
Junktoren
^ konjunktive Verkn

upfung (und)
_ disjunktive Verkn

upfung (oder)
: Negation (nicht)
=) Implikation (impliziert)
,

Aquivalenz (ist

aquivalent zu)
Formel in Aussagenlogik
F
A
1
einstelliges Pr

adikat
P1 : studiert Elektrotechnik(a)
Formel in Pr

adikatenlogik
F
P
1 : 8x studiert Elektrotechnik(x) =) h

ort Mathematik(x)
Quantoren
8x oder 8
x
: f

ur alle x
9x oder 9
x
: es existiert ein x
Einleitung
Computer

ubernehmen immer mehr Aufgaben am Arbeitsplatz und haben sich auch
im privaten Umfeld etabliert. Das Fachgebiet "Computational Intelligence\ oder
"K

unstliche Intelligenz\ ist ein Teilgebiet der Informatik, das sich mit der Frage intel-
ligenter Leistungen von Computerprogrammen besch

aftigt. Mit verschiedenen Darstel-
lungsarten f

ur Wissen und dessen Verkn

upfung kommt man zu sogenannten "wissens-
basierten\ Ans

atzen oder Systemen, die in begrenzten Bereichen wie menschliche Ex-
perten reagieren.
Solche "Expertensystem-Anwendungen\ versprachen in der Anfangszeit (in den Jahren
1980 { 1985) viele Vorteile auch f

ur industrielle Aufgabenstellungen. Es zeigten sich je-
doch rasch Schw

achen bei der Einbindung wissensbasierter Systeme in ein bestehendes
industrielles Umfeld.
Die vorliegende Arbeit besch

aftigt sich mit der Frage nach der Widerspruchsfreiheit
(Konsistenz) von wissensbasierten Programmsystemen (im folgenden kurz als Systeme
bezeichnet). Um ein zuverl

assiges Verhalten der Systeme zu gew

ahrleisten, mu das ver-
wendete Wissen widerspruchsfrei repr

asentiert werden. Diese Forderung kann w

ahrend
der Entwicklung des Systems unter Umst

anden auch ohne Hilfsmittel relativ gut durch
den Entwickler erf

ullt werden, sofern nur ein Entwickler t

atig ist und er fundiertes Wis-
sen und Erfahrung im abgebildeten Themenbereich besitzt.
Sobald ein wissensbasiertes System aber

uber Jahre oder gar Jahrzehnte hinweg kom-
petent sein soll, ist Wartung in Form von Erg

anzungen und

Anderungen des implemen-
tierten Wissens notwendig. Der mit der Wartung beauftragte Entwickler steht bez

uglich
der zu gew

ahrleistenden Widerspruchsfreiheit vor einem ungleich gr

oeren Problem. Zum
einen ist ihm die Gedankenwelt des "Erstentwicklers\ nicht vertraut und zum anderen
wird der Umfang der Wissensbasis stetig gr

oer und somit un

ubersichtlicher.
Hier ist Hilfe in Form von algorithmischen Testverfahren f

ur die Konsistenz der Wissens-
basis unabdingbar. Damit stellen sich folgende Fragen:
 Gibt es allgemein akzeptierte Testverfahren, um Konsistenz eindeutig und algorith-
misch nachzuweisen?
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 Kann ein solches Verfahren f

ur alle theoretischen Ans

atze zur Wissensrepr

asenta-
tion und alle auf dem Markt bendlichen Programmierwerkzeuge gelten?
Auf diese Fragen geht die vorliegende Arbeit ein und bietet insbesondere f

ur wissens-
basierte Systeme, die mehrere Repr

asentationsformen f

ur Wissen in sich vereinigen (hy-
bride Systeme), Ans

atze zu deren L

osung an.
Die Interpretation des Konsistenzbegries ist stark kontextabh

angig, die Feststellung von
Widerspr

uchen mu daher bei hybriden Systemen alle verwendeten Wissensrepr

asenta-
tionsformen einbeziehen. Im Gegensatz z.B. zu rein pr

adikatenlogischen Systemen mu
dabei auch das Zusammenwirken der Repr

asentationsformen untersucht werden. F

ur ein
vorgegebenes kommerzielles Werkzeug zur Entwicklung wissensbasierter Systeme wird in
der vorliegenden Arbeit jede darin angebotene Wissensrepr

asentationsform untersucht,
eine Interpretation des Konsistenzbegries gegeben, Randbedingungen f

ur einen Konsi-
stenztest erarbeitet sowie die Auswirkung auf die anderen verwendeten Repr

asentations-
formen gekl

art. Abschlieend wird ein komplexes, mit dem Entwicklungssystem selbst
realisiertes Testverfahren vorgestellt.
Daraus ergibt sich folgende Struktur der Arbeit:
Kapitel 1 stellt die gebr

auchlichsten Formen der Wissensrepr

asentation von formaler
Logik

uber strukturierte Objekte und mathematische Modelle als Grundlage f

ur das
Verst

andnis der hybriden Systeme vor. Hybride wissensbasierte Systeme bieten eine
Kombination von Repr

asentationsformen mit einer gemeinsamen Verwaltungskompo-
nente an und sind der Gegenstand der Untersuchungen dieser Arbeit.
In Kapitel 2 werden die verschiedenen Denitionen des Begris der Konsistenz f

ur
Datenbanken, allgemein wissensbasierte Systeme sowie speziell f

ur hybride Systeme un-
tersucht. Aus der Analyse der Konsistenzprobleme werden Ans

atze zum Test auf und
zur Wahrung von Konsistenz entwickelt.
In Kapitel 3 wird die Realisierung der entwickelten Ans

atze mit einem kommerziellen
Werkzeug, der Expertensystemshell G2 der Firma Gensym beschrieben.
Eine Wertung der Ans

atze, Vorteile und Probleme theoretischer und praktischer Art,
sowie ein Ausblick auf weitere Entwicklungen schlieen in Kapitel 4 die Arbeit ab.
Kapitel 1
Repr

asentation von Wissen
Die Darstellung menschlichen Wissens in einer der automatischen Bearbeitung
zug

anglichen Form ist eines der zentralen Anliegen der Software-Entwicklung.
Die Abbildung menschlicher Vorgehensweisen bei der L

osung von numerischen Proble-
men erfolgt z.B. durch eine festgelegte Folge von "Anweisungen\ an den Computer. Die
Anweisungen k

onnen mit Hilfe imperativer Programmiersprachen abgebildete Operatio-
nen sein, die ausgef

uhrt werden m

ussen, wenn die Probleml

osung gefunden werden soll.
Daten in Form von Zahlen dienen einem solchen "Algorithmus\ als Eingabewerte bzw.
Vorgaben.
Sollen andere als numerische Probleme gel

ost werden, ist eine andere Art der Abbildung
menschlichen Verhaltens notwendig.
Der Mensch verf

ugt

uber verschiedene L

osungsstrategien f

ur ein und das selbe Problem,
die je nach konkreten Vorgaben (Fakten) intuitiv ausgew

ahlt und zum Teil sogar angepat
werden. Eine M

oglichkeit, dieses Probleml

osungsverhalten abzubilden ist, an die Stelle
eines Algorithmus Wissen und Steuerstrategien zur Verarbeitung des Wissens treten zu
lassen. Abh

angig von den Fakten wird durch die Wissensverarbeitung dynamisch ein
Weg zur Gewinnung der L

osung gefunden.
Im Bereich der wissensbasierten Systeme f

uhrt der Versuch einer Nachbildung des men-
schlichen Vorgehens zu verschiedenen Repr

asentationsformen f

ur das ben

otigte Wissen,
die mehr oder weniger stark die Trennung von
1. Fakten (Daten, aufgabenabh

angigen Auspr

agungen), die Fallwissen darstellen, und
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2. Folgerungen (Aktionen, Verfahren, allgemeine L

osungsstrategien) als Ausdruck von
Bereichs-(Dom

anen-)wissen
unterst

utzen.
Im folgenden werden g

angige Repr

asentationsformen mit ihren Eigenheiten vorgestellt.
Dabei k

onnen zwei Ans

atze unterschieden werden. Sowohl die logik- und regelbasierte
Repr

asentation als auch die mathematischen Modelle betrachten vorrangig den Vorgang
der Wissensverarbeitung. Die Darstellung von Fakten ist erst in zweiter Linie interessant.
Strukturierte Objekte entstammen dem zweiten Ansatz, bei dem die Darstellung von
Fakten (statischem Wissen) im Vordergrund steht und die Verarbeitung dieses Wissens
darauf aufgebaut wird.
1.1. LOGIKBASIERTE REPR
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1.1 Logikbasierte Repr

asentation
Die Grundlage logikbasierter Repr

asentationsformen bildet die mathematische Logik.
Das bekannteste Beispiel ist die boolesche Algebra mit den Werten "wahr\ und "falsch\
bzw. "0\ und "1\ sowie Junktoren wie "und\, "oder\, "nicht\. Mengenalgebra und die
Aussagenlogik sind andere Erscheinungsformen des selben Kalk

uls, bzw. isomorph zur
booleschen Algebra.
Logikbasierte Systeme mit den im folgenden dargestellten Repr

asentationsformen
Aussagen- und Pr

adikatenlogik nennt man auch Deduktionssysteme, da spezielles
Wissen aus allgemeinem bzw. anderem Wissen geschlufolgert (deduziert) wird.
Desweiteren k

onnen diese Systeme als Produktionssysteme interpretiert werden, da
die Komponenten Datenbasis, Produktionsregeln und Kontrollstrategie vorhanden sind.
1.1.1 Aussagenlogik
In der Aussagenlogik werden allgemeine Sachverhalte, d.h. Fakten und Folgerungen
in einer symbolischen Form notiert.
Unter einer Aussage versteht man dabei einen Satz, der eine Behauptung

uber ein Objekt
oder Beziehungen zwischen Objekten ausdr

uckt und von dem entschieden werden kann,
ob er wahr oder falsch ist (zweiwertige Logik).
Elementare Aussagen (Atome, Primformeln) wie zum Beispiel
A1 : Die Sonne scheint.
A2 : Es ist nicht Werktag.
A3 : Gelegenheit f

ur eine Wanderung.
A4 : Es steht Zeit zur Verf

ugung.
k

onnen mit den Junktoren
^ konjunktive Verkn

upfung (und)
_ disjunktive Verkn

upfung (oder)
: Negation (nicht)
=) Implikation (impliziert)
,

Aquivalenz (ist

aquivalent zu)
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zu Formeln verkn

upft werden:
F
A
1: Die Sonne scheint und es ist nicht Werktag =) Gelegenheit f

ur eine Wanderung
Solche aussagenlogischen Formeln verkn

upfen die Wahrheitswerte von Ausdr

ucken und
entsprechen den Folgerungen in einem bestimmten Wissensgebiet (einer Dom

ane). Fak-
ten werden als elementare Aussagen mit bekanntem Wahrheitswert implementiert und
bilden zusammen mit dem Dom

anen-Wissen die Wissensbasis, die mit Ableitungsregeln
erweitert werden kann.
Inferenz- oder Ableitungsregeln gestatten es, aus der Wahrheit gegebener Ausdr

ucke auf
die G

ultigkeit anderer Ausdr

ucke zu schlieen.
Wichtige Inferenzregeln sind Modus Ponens, Modus Tollens und Kettenregel:
Modus Ponens
Wenn (A1 =) A3) gilt und A1 wahr ist, dann ist auch A3 wahr.
Modus Tollens
Wenn (A1 =) A3) gilt und A3 falsch ist, kann A1 nicht wahr sein.
Kettenregel
Wenn (A2 =) A4) und (A4 =) A3) gelten, dann gilt auch (A2 =) A3).
Ist eine Menge wahrer Aussagen (Fakten) bzw. Formeln (Axiome) gegeben, so kann mit
Inferenzregeln gepr

uft werden, ob ein Ausdruck mit unbekanntem Wahrheitswert (Be-
hauptung) aus den Axiomen geschlufolgert werden kann, und somit wahr ist [19].
Eine Behauptung, die aus der Menge der Axiome gefolgert werden kann, wird als The-
orem bezeichnet. Den Vorgang bezeichnet man daher auch als theorem proving oder
problem solving. Wissen wird dabei nicht "erzeugt\, sondern "bewut gemacht\, im-
plizit vorhandenes Wissen auf Nachfrage explizit best

atigt.
Schwachpunkt der Aussagenlogik ist die fehlende M

oglichkeit, allgemeine Aussagen un-
abh

angig von genau bekannten Objekten (Individuen) zu formulieren.
1.1.2 Pr

adikatenlogik
Will man allgemeing

ultige Aussagen f

ur einen bestimmten Gegenstandsbereich for-
mulieren, ben

otigt man Variablen f

ur die Objekte dieses Bereiches.
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Erweitert man die Aussagenlogik um Variable, Funktionen und Quantoren, kommt man
zur Pr

adikatenlogik, bei der ein Pr

adikat eine Eigenschaft eines Objektes oder die
Beziehung zwischen mehreren Objekten beschreibt.
Wie in der Aussagenlogik besteht auch in der Pr

adikatenlogik die Syntax aus Prim-
formeln, die Pr

adikate genannt werden, sowie pr

adikatenlogischen Formeln:
P1 : studiert Elektrotechnik(a)
P2 : h

ort Mathematik(B)
P3 : ist Freund von(c,d)
F
P
1 : 8
x
studiert Elektrotechnik(x) =) h

ort Mathematik(x)
F
P
2 : 9
y
h

ort Mathematik(y) ^ : studiert Elektrotechnik(y)
F
P
3 : 9
z
ist Freund von(z,K)
wobei P f

ur Pr

adikat und F
P
f

ur pr

adikatenlogische Formel steht.
P1 wird auch als einstelliges Pr

adikat bezeichnet, da eine Variable, Konstante (z.B. B
in P2) oder Funktion enthalten ist. P3 ist dementsprechend ein zweistelliges Pr

adikat.
In den Formeln F
P
werden Geltungsbereiche der verwendeten Variablen mit Hilfe von
Quantoren angegeben:
8
x
All-Quantor: f

ur alle x gilt . . .
9
x
Existenz-Quantor: es existiert ein x, f

ur das gilt . . .
Die Inferenzregeln Modus Ponens, Modus Tollens und Kettenregel gelten auch in der
Pr

adikatenlogik, wobei die beteiligten Pr

adikate freie Variable enthalten k

onnen. Bei
Anwendung der Inferenzregeln m

ussen Pr

adikate gleichen Namens allerdings auch gleiche
Terme enthalten. Aus diesem Grund wird der Algorithmus der Unikation eingef

uhrt,
mit dem die syntaktische Gleichheit von Pr

adikaten erreicht werden kann.
Gilt zum Beispiel
F
P
1 sowie
P1 in der Form: studiert Elektrotechnik(Thomas)
so bedeutet Unikation die Ersetzung der allgemeinen Variablen x in F
P
1 durch die
spezielle Auspr

agung der Variablen a: Thomas.
Es ergibt sich also die Erkenntnis:
h

ort Mathematik(Thomas).
Daraus folgt, da die Unikation wohl zu einer Spezialisierung, aber nie zu einer Verall-
gemeinerung f

uhren kann.
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Resolution
Logikbasierte Systeme werden verwendet, wenn es darum geht, automatisch Theoreme
zu beweisen. Es soll dabei nachgewiesen werden, da eine Behauptung aus gegebe-
nen Pr

amissen geschlufolgert werden kann. Das Resolutionsprinzip hat sich dabei als
geeignete Methode erwiesen.
Zun

achst werden die aussagen- oder pr

adikatenlogischen Formeln so umgeformt, da
sie einer konjunktiven Normalform der booleschen Algebra entsprechen. Die konjunktiv
verkn

upften Teile, die disjunktiv verkn

upfte Aussagen (Pr

adikate) oder einzelne Aussagen
(Pr

adikate) enthalten, werden Klauseln genannt.
Logische Gesetze zur Umformung sind beispielsweise die Gesetze von De Morgan, die
Assoziativgesetze, die Distributivgesetze sowie die Ersetzung der Implikation

uber
(A ) B) () (:A _ B).
Die Formel
F
A
1 Die Sonne scheint und es ist nicht Werktag =) Gelegenheit f

ur eine Wanderung
wird dann zu:
:(Die Sonne scheint und es ist nicht Werktag) oder Gelegenheit zu einer Wanderung
:(Die Sonne scheint) oder Es ist Werktag oder Gelegenheit zu einer Wanderung
:(Die Sonne scheint) _ Es ist Werktag _ Gelegenheit zu einer Wanderung
| {z }
Klausel
Die Quantoren der Pr

adikatenlogik werden in der Klauselform nicht mehr dargestellt.
Pr

adikatenlogische Formeln werden vorher so umgeformt, da f

ur alle Variablen Allquan-
toren zutreen, die dann nicht mehr explizit geschrieben werden. Existenzquantoren
werden dabei durch die Benennung des "existierenden Objekts\ mit einer sogenannten
"Skolem-Funktion\ eliminiert. Klauseln, die nur aus einer Aussage bzw. einem Pr

adikat
bestehen, werden auch als Literal bezeichnet.
Liegen alle Axiome in Klauselform vor, kann die Resolution mit Hilfe der Resolutionsregel
durchgef

uhrt werden.
Resolutionsregel:
Aus den Elternklauseln (A _ B) und (:A _ C) kann die Resolvente (B _ C) gefolgert
werden.
Die Literale B und C k

onnen auch eine Disjunktion mehrerer Literale darstellen.
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Das automatische Theorembeweisen geschieht mit dem Resolutionskalk

ul durch einen
Widerspruchsbeweis. Die zu beweisende Behauptung wird negiert und zusammen mit
den Pr

amissen der Resolution unterworfen. Es werden so lange Resolventen gebildet, bis
der Widerspruch z.B. in Form einer leeren Klausel gefunden ist. Existiert kein Wider-
spruch, mu das f

ur die verwendete Kontrollstrategie denierte Abbruchkriterium erf

ullt
werden.
Man erh

alt die Information, da eine Behauptung aus den vorhandenen Pr

amissen
geschlufolgert werden kann, also

uber die Aussage, da die Negation der Behauptung
zu einem Widerspruch f

uhrt.
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1.2 Regelbasierte Repr

asentation
Eine Grund

uberlegung beim L

osen von Problemen ist in jedem Benutzerhandbuch von
technischen Ger

aten zu nden:
Wenn dieser oder jener Zustand eingetreten ist, dann ist folgendes zu unternehmen . . .
oder
Wenn ein bestimmter Wert erreicht wurde, dann bedeutet das . . .
Es ist mit diesen Regeln m

oglich, eine bestehende Situation zu verstehen oder ziel-
gerichtete Handlungen vorzunehmen.
Nahezu jede Reparaturanleitung enth

alt solche Regeln in Form von Tabellen als Dia-
gnosehilfe. Man sucht eine passende Beschreibung der Situation, um dann mit einer
neuen, genaueren Beschreibung erneut zu suchen oder mit der Handlungsanweisung sein
Problem zu l

osen.
Formal ergibt sich folgende Situation:
 die Situation wird durch bestimmte Tatsachen beschrieben,
 es existieren Regeln der Form:
WENN Bedingung DANN Schlufolgerung bzw. Aktion,
 man sucht nach einer Regel, deren Bedingungsteil (Pr

amisse, WENN) mit den
gegebenen Tatsachen erf

ullt wird,
 f

uhrt den Aktionsteil (Konklusion, DANN) der Regel aus und
 sucht erneut nach einer passenden Regel.
Eine Probleml

osung nach diesem Ablaufschema kann sowohl durch einen Menschen, als
auch durch ein Programmsystem erfolgen, das als Inferenzmaschine bezeichnet wird.
Die Formulierung der Regeln mit "Wenn . . . dann . . . \ erinnert an die Formulierungen der
aussagen- bzw. pr

adikatenlogischen S

atze "Aus . . . folgt . . . \ oder ". . . impliziert . . . \:
umgangssprachlich formalisiert pr

adikatenlogisch
Wenn die Pumpe eingeschaltet ist, Pumpe 1 ist eingeschaltet eingeschaltet(P1)
betr

agt der Durchu durch wenn . . . dann =)
das Ventil 5 Normeinheiten Durchu durch Ventil1 ist 5 Durchu(V1,5)
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Wie sieht es bei Anwendungen aus dem t

aglichen Leben aus?
H

aug wird allgemeing

ultiges Wissen als Wissen

uber ein Exemplar formuliert:
Wenn diese Pumpe l

auft und dieser Tank

uberl

auft, (dann) mu diese Pumpe ausgeschaltet werden.
Man kann diese Regel aussagenlogisch, also auf ein Individuum (objektorientiert aus-
gedr

uckt: auf eine Instanz) bezogen, interpretieren:
Pumpe1 l

auft und Tank1 l

auft

uber =) Pumpe1 abschalten
Bem

uht man sich um eine allgemeine (allquantisierte) Darstellung in Pr

adikatenlogik,
kann man formulieren:
f

ur jede Pumpe, die in einen Tank pumpt und jeden an eine Pumpe angeschlossenen Tank gilt:
Wenn eine Pumpe p eingeschaltet ist und der daran angeschlossene Tank t

uberl

auft, dann wird die
Pumpe p abgeschaltet.
Mit der Umsetzung der Verben in Pr

adikate (T0, T1 repr

asentieren aufeinanderfolgende
Zeitpunkte) ergibt sich:
8
p
8
t
angeschlossen(p; t) ^ ein(p; T0) ^ lauft uber(t; T0) =) aus(p; T1)
Regeln, die einen Zusammenhang in dieser allgemeinen Form beschreiben, werden als
generische Regeln bezeichnet und beziehen sich bei objektorientierter Faktenrepr

asenta-
tion auf Klassen. F

ur die

Uberpr

ufung der Pr

amisse mu diese "Kurzform\ umgewandelt
werden. Alle bekannten Pumpen und Tanks m

ussen in allen m

oglichen Kombinationen in
die Pr

amisse eingesetzt werden,

ahnlich wie bei einer Summenformel in der Mathematik.
Wird diese Arbeit automatisch erledigt, z.B. von einer Inferenzmaschine, werden so viele
"einfache\ Regeln generiert, wie es Kombinationen von Pumpen und Tanks gibt. Eine
generische Regel erleichtert also die Formulierung, aber nicht unbedingt die Anwendung
des Wissens.
Gegen

uber der logikbasierten steht bei der regelbasierten Repr

asentation zus

atzlich
die M

oglichkeit zur Verf

ugung, bestehendes Wissen zu ver

andern, da eine Konklusion
(Aktionsteil) eine Handlungsanweisung zur Ver

anderung der Situation enthalten kann
(Aktionsregel, [19]). Der Zustand der Wissensbasis nach Ausf

uhrung einer Regel kann
ein grundlegend anderer sein als vor der Regelausf

uhrung.
Diese Eigenschaft bedeutet eine Ann

aherung an die dynamischen Verh

altnisse der Welt,
insbesondere der technischen und automatisierten Welt. Andererseits verl

at man damit
die monotone Logik, die keine

Anderungen, sondern nur Erg

anzungen der Wissensbasis
behandelt.
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Insgesamt kann das Grundprinzip der Regeln formal als eine Sonderform der Pr

adikaten-
logik interpretiert werden.
Ein wichtiger Unterschied besteht allerdings bei den Inferenzregeln (s. S. 6). W

ahrend
Modus Ponens die Grundlage der Inferenz in regelbasierten Systemen bildet und die Ket-
tenregel ebenfalls g

ultig ist, wird der Modus Tollens nicht verwendet.
Ein weiterer Unterschied ergibt sich aus der Betrachtungsweise der Regelverwendung.
Bei einer Diagnose ist die Auswirkung einer unbekannten Ursache bekannt. Betrachtet
man Regeln als Ursache-Wirkung-Beschreibung, ist sofort einsichtig, da eine Diagnose
in "Gegenrichtung\ arbeitet.
Die Auswertung von Regeln durch

Uberpr

ufung der Pr

amisse wird als Vorw

artsverket-
tung bezeichnet. Wird dagegen die Konklusion getestet, spricht man von R

uckw

artsver-
kettung. Im allgemeinen wird die Art der Problembeschreibung bereits der "Richtung\
angepat. F

ur ein Diagnosesystem k

onnen die Regeln auch so formuliert werden, da die
Auswertung mit Hilfe der Vorw

artsverkettung geschehen kann.
Neben der Wissensrepr

asentation durch Regeln ben

otigt ein System eine Strategie zur
Auswahl der n

achsten zu bearbeitenden Regel. Es ist durchaus m

oglich, da mehrere
Regeln in einem gegebenen Zustand ausf

uhrbar sind ("feuern\ k

onnen).
M

ogliche Steuerstrategien sind die Tiefensuche und die Breitensuche. Diese Strategien
stammen aus der Graphensuche, wobei man einen Zustand als Knoten und alle Regel-
ausf

uhrungen als Kanten zwischen zwei Knoten, dem Vorg

angerzustand und dem Nach-
folgezustand, bezeichnet. Bei regelbasierten Systemen umfat ein Zustand die gesamte
Regelbasis des Systems. Von einem gegebenen Startzustand wird ein Weg zu dem
vorgegebenen (erw

unschten) Zielzustand gesucht. Die Suche ist beendet, wenn im Er-
folgsfall der Zielzustand erreicht wurde oder im Mierfolgsfall eine Abbruchbedingung
erf

ullt wird.
Tiefensuche
Wurde eine Regel "gefeuert\ und ein neuer Knoten erzeugt, wird von diesem neuen
Knoten aus eine weitere ausf

uhrbare Regel gesucht. Auf diese Weise entsteht zun

achst
eine Kette von Knoten, die keine Verzweigungen aufweist. Erst wenn das Abbruchkri-
terium "maximale Tiefe\ erf

ullt ist, wird r

uckw

arts der erste Knoten aufgesucht, von
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dem aus eine weitere Regel "gefeuert\ werden kann.
In Abbildung 1.1 wird der Suchweg der Tiefensuche durch gestrichelte Pfeile angedeutet.
Breitensuche
Von jedem Knoten aus werden erst alle m

oglichen Regeln ausgef

uhrt und damit die Nach-
folgeknoten erzeugt. Man spricht auch von der vollst

andigen Expansion eines Knotens.
Jeder neu erzeugte Knoten wird an eine Liste der nicht expandierten Knoten angeh

angt,
an deren Spitze der n

achste zu expandierende Knoten steht.
Der Suchweg dieser Suche wird in Abbildung 1.1 durch massive Pfeile angedeutet.
Abbruchbedingung kann z.B. die Suchzeit oder die maximale Arbeitsspeichergr

oe sein.
0 0
3251 1
62 74
4 5
3
Breitensuche n
Tiefensuche n
Tiefe
2
3
1
Abbildung 1.1: Graph eines Suchbaumes
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1.3 Strukturierte Objekte
W

ahrend die bisher betrachteten Ans

atze der Wissensrepr

asentation die menschliche
Vorgehensweise beim L

osen von Aufgaben als Grundlage nehmen, richtet sich das Au-
genmerk bei strukturierten Objekten auf die Art, wie Objekte mit ihren Eigenschaften,
Zusammenh

angen und Abh

angigkeiten erfat werden.
1.3.1 Semantische Netze
Semantische oder assoziative Netze sind im Rahmen der Sprachverarbeitung entstanden.
Nat

urlichsprachige Information kann f

ur die automatische Verarbeitung zug

anglich
gemacht werden, wenn es gelingt, Satzteile und Worte grammatischen Grundstrukturen
und Klassen zuzuordnen. Es werden dabei ausschlielich Fakten und ihre statischen
Zuordnungen abgebildet. Die grasche Darstellung eines semantischen Netzes kann
auch als die Veranschaulichung von zweistelligen Relationen interpretiert werden. Jedes
Netz stellt ein eigenes, strukturiertes Objekt dar.
Schlufolgerungen sind in semantischen Netzen nur unter Einhaltung von Randbedin-
gungen (z.B. transitive Relationen) m

oglich. Bei der Sprachverarbeitung beispielsweise
werden zwei Netze miteinander verglichen und so die Zuordnung der konkreten Worte zu
den Wortklassen der Grammatik vorgenommen.
Lora
Dandy
Nest 2 Flügel Zwitschern
Vogel
Hund
Hütte 4 Beine Bellen
ist_ein
ist_ein
wohnt_in
wohnt_in
äußert
äußert
hat
hat
Tier
ist_ein
ist_ein
Abbildung 1.2: Beispiel eines semantischen Netzes
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1.3.2 Frames und objektorientierte Ans

atze
Eine andere Art, Gegenst

ande oder Begrie mit ihren Eigenschaften und Beziehungen
darzustellen, sind Datenstrukturen, die als Frames (Rahmen) bezeichnet werden. Sie sind
mit "structures\ oder "unions\ in der Programmiersprache C vergleichbar. Ein ganzer
Satz von Angaben (Werten, Eigenschaften) verschiedenen Typs wird in einer Einheit
oder Struktur zusammengefat. Auf diese Weise k

onnen zusammengeh

orige Informatio-
nen leichter referenziert werden. Im Kontext der Wissensverarbeitung kann man sagen,
da das Wissen

uber ein Individuum an einer Stelle geb

undelt wird. Damit kann Wis-
sen in einer

ubersichtlichen Art abgelegt werden, die auch dem intuitiven Such- und
Speicherverhalten des Menschen entspricht. Gegenst

ande k

onnen in ihren Eigenschaften
genau beschrieben werden, es k

onnen aber ebenso Angaben zu Gruppenzugeh

origkeiten
oder weiteren Verfeinerungen gemacht werden.
Ein Beispiel:
Eine Autovermietung besitzt verschiedene Typen von Fahrzeugen. Eine Beschreibung
k

onnte folgendermaen aussehen:
konkret: Auto 13 ist ein Kombi und hat 4 R

ader, 5 T

uren, 75 kW Leistung, . . .
Gruppenzugeh

origkeit: Auto 13 geh

ort zur Gruppe der Personenwagen, oder allgemeiner zur
Gruppe der Kraftfahrzeuge
Verfeinerung: Die Gruppe der PKW kann noch in die beiden Gruppen I-Autos mit
Anh

angerkupplung und II-Autos mit Klimaanlage unterteilt werden.
Mit Hilfe dieser Angaben kann eine Hierarchie aufgebaut werden, die bei den st

arksten
Verallgemeinerungen (beim gr

oten Abstraktionsgrad) beginnt (Wurzel, Eltern) und sich
dann durch immer gr

oere Verfeinerungen (

Aste, Kinder) bis zu einzelnen Individuen
(Bl

atter, Instanzen) verzweigt. Die Hierarchieebenen k

onnen allgemein in Richtung
Wurzel "Oberklassen\, in Richtung Bl

atter "Unterklassen\ genannt werden. Die Bezeich-
nungen "Eltern- bzw. Kindklasse\ haben einen konkreten Hintergrund. So wie Kinder
von ihren Eltern gewisse Eigenschaften erben und andere Eigenschaften selbst entwickeln,
"erbt\ auch eine "Kindklasse\ die Eigenschaften der "Elternklasse\ und kann neue, eigene
Eigenschaften erhalten. Bild 1.3 veranschaulicht die Klassenhierarchie des Beispiels.
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Anz.Türen:
Anz.Räder:
Instanz:
Klasse:
Leistung:
Auto 13
Kombi
4
75 kW
5
geerbt: Anz.Räder, Leistung, Anz.Türen
eigene Attribute: Klimaanlage
Klasse: II-Autos
geerbt: Anz.Räder, Leistung, Anz.Türen
eigene Attribute: Anhängerkupplung
Klasse: I-Autos
geerbt: Anz.Räder, Leistung, Anz.Türen
Klasse: Kombi
Klasse: PKW
geerbt: Anz.Räder, Leistung
eigene Attribute: Anz.Türen
Klasse: Kraftfahrzeug
Attribute: Anz.Räder, Leistung
Wurzel
Elternklasse
*
betrachtete Klasse
(
mit Instanz
+
Kindklassen
Abbildung 1.3: Graph einer Klassenhierarchie
Die betrachtete Klasse Kombi hat die gleichen Eigenschaften (Anzahl R

ader, Anzahl
T

uren, Leistung) wie die "Elternklasse\ PKW und diese wiederum hat die Eigenschaften
der Wurzel Kraftfahrzeug, erg

anzt um Anzahl T

uren. Die Unterklasse I-Autos hat eben-
falls diese Eigenschaften und zus

atzlich die Eigenschaft Anh

angerkupplung.
Die Repr

asentation einer Eigenschaft bezeichnet man auch als Attribut oder Slot. Die
konkreten Auspr

agungen bei einem bestimmten Gegenstand (Instanz) sind die Werte
(Filler, Values). Die Klassen enthalten nur die allgemeine Bezeichnung der Eigenschaften
und ihrer Werte (Initialisierungswert, Menge der m

oglichen Werte), w

ahrend das Indi-
viduum Auto 13 jeweils einen konkreten Wert enth

alt.
Eine solche Hierarchie der allgemeinen Beschreibungen (Klassenhierarchie) bietet ver-
schiedene Vorteile wie

Ubersichtlichkeit und leichte

Ander- und Erweiterbarkeit.
Gegenst

ande und Begrie k

onnen leicht einer Klasse zugeordnet oder durch eine neue
Klasse allgemein beschrieben werden.

Anderungen oder Erweiterungen bei Klasseneigen-
schaften werden bei der abstraktesten Klasse vorgenommen und durch die Vererbung in
alle Unterklassen weitergegeben. Auch Ausnahmen von Klassenzugeh

origkeiten lassen
sich leicht durch Hinzuf

ugen einer Unterklasse mit einem Attribut f

ur die Besonderheit
repr

asentieren. Ein Pinguin oder ein Strau geh

oren zwar zur Klasse der V

ogel, haben
aber die Besonderheit, nicht zu iegen. Wie eine Unterklasse f

ur solche "Sonder\-V

ogel
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aussieht, h

angt von der Verwendungsart des Wissens ab und kann sehr unterschiedlich
sein.
Mit dem bisher beschriebenen Aufbau von Frames und dem Vererbungsmechanismus
allein ist noch keine Verarbeitung der abgelegten Fakten und Zusammenh

ange m

oglich.
Eine Eigenschaft der Frames ist die M

oglichkeit, Formeln oder Prozeduren in Attribute
einzutragen, die bei einem Zugri auf das Attribut automatisch ausgef

uhrt bzw. ge-
startet werden. In diesem Zusammenhang wird eine Formel oder eine andere einfache
Anweisung als "Constraint\ und eine Prozedur auch als "D

amon\ bezeichnet. Dieser
"gute Geist\ leistet unsichtbar im richtigen Moment wichtige Dienste. Wird beispiels-
weise der Wert eines Attributes abgefragt, der zur Zeit nicht zur Verf

ugung steht, wird
er durch den D

amon ermittelt. An Stelle eines festen Wertes wird dazu die Funktion
angegeben, mit der dieser Wert berechnet werden kann. Ebenso kann auch bei

Anderung
des Attributwertes ein D

amon daf

ur sorgen, da andere Attribute aktualisiert werden.
Komplexere Inferenzmechanismen, die in Frames abgelegte Fakten und Beziehungen ver-
arbeiten, sind vom Entwickler selbst anzulegen. Frames sind also eine reine Repr

asenta-
tionsm

oglichkeit f

ur Fakten und Beziehungen.
Objektorientierte Ans

atze basieren auf strukturierten Objekten, die als Erweiterung der
Frames verstanden werden k

onnen. Gibt es bei Frames f

ur einzelne Attribute D

amonen,
werden bei objektorientierten Ans

atzen alle Zugrie auf Attribute

uber "objekteigene\
Funktionen (Prozeduren), die hier Methoden genannt werden, vorgenommen. Ein Objekt
stellt quasi eine Kapsel mit denierten Schnittstellen dar, in der das Wissen gesch

utzt
wird. Ein Attributwert kann nur verwendet werden, indem das entsprechende Objekt mit-
tels einer Nachricht

uber den Wert f

ur eine "Eigenschaft\ befragt wird. Ein mit diesem
Ansatz erstelltes Programm repr

asentiert also Fragen und Antworten, die in Form von
Nachrichtenaustausch zwischen Objekten realisiert werden.
Programmiersprachen und Entwicklungsumgebungen f

ur wissensbasierte Systeme mit ob-
jektorientierter Wissensrepr

asentation bieten viele Zwischenstadien zwischen Frames und
streng interpretierter Objektorientierung an. H

aug wird das Schlagwort "objektorien-
tiert\ benutzt und eine komfortable Frameverarbeitung angeboten. Genaugenommen
sollte man solche Verfahren "frame-\ oder "objektbasiert\ nennen.
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1.4 Mathematische Modelle
Im Umfeld technischer Anwendungen werden Computer z.B. bei der Anla-
gen

uberwachung oder Qualit

atskontrolle eingesetzt. Unteranderem werden dabei ver-
schiedene Kenn- und Steuergr

oen unter ber

ucksichtigung komplexer Zusammenh

ange
berechnet. Die Darstellung dieser Zusammenh

ange kann durch mathematische Modelle
geschehen, in denen Beschreibungen von Zusammenh

angen aus Physik und Chemie in
Form von Formeln zusammengefat werden.
Die Modellbildung kann auf der Grundlage von bereits realisierten Teilkomponenten aber
auch ohne eine konkrete Anlage unter Verwendung von theoretischen Ans

atzen erfolgen.
Vorteil der Modelle ist die M

oglichkeit, die Parameter der Anlagen sowohl sp

ater w

ahrend
des Betriebs berechnen als auch schon in der Planung vorherberechnen zu k

onnen, oder
die gesamte Anlage mit neuen Parametern zu Untersuchungszwecken zu simulieren.
Wie genau die mathematischen Modelle die Realit

at abbilden, kann fr

uhestens nach der
Realisierung der Anlage oder der modellierten Teilkomponenten anhand von Mewerten
der Prozessgr

oe

uberpr

uft werden. Ohne diese Pr

ufm

oglichkeit mu der Entwickler des
Modells besonders darauf achten, da die verwendeten Formeln in sich korrekt sind, alle
Randbedingungen f

ur ihre G

ultigkeit erf

ullt sind und sich keine Widerspr

uche durch die
Verkn

upfung vieler Formeln zu einem komplexen Modell ergeben.
Ist ein Modell erstellt worden, mu seine Korrektheit, also die

Ubereinstimmung der
weiter zu verwendenden Ergebnisse mit der Realit

at getestet werden. Nach der Best

ati-
gung der Korrektheit stellt ein Modell eine komplexe, abgeschlossene und in sich konsi-
stente Repr

asentation des Wissens

uber die modellierte Anlage dar.
Unter dem Aspekt der Wissensverarbeitung kann ein bereits bestehendes mathematisches
Modell wie ein "Wissensblock\ in einem wissensbasierten System eingesetzt werden, ohne
da der Entwickler des Systems den inneren Aufbau des mathematischen Modells kennen
mu. Mathematische Modelle k

onnen dabei z.B. als Prozeduren in einem Frame realisiert
werden.
1.5. HYBRIDE SYSTEME 19
1.5 Hybride Systeme
W

ahrend der Entwicklung von industrietauglichen wissensbasierten Systemen wurde
erkannt, da eine Repr

asentationsform allein nicht gen

ugend Flexibilit

at bietet, um f

ur ein
gegebenes Problem in jedem Fall eine gute L

osung zu erm

oglichen. Marktf

ahige Entwick-
lungswerkzeuge wurden auf diese Anforderungen zugeschnitten. Neben verschiedenen
Repr

asentationsformen stellen sie auch in weiten Bereichen kongurierbare Inferenzme-
chanismen zur Verf

ugung. Systeme, die aus der "Kreuzung\ mehrerer Ans

atze zur Wis-
sensrepr

asentation entstehen, bezeichnet man als hybride Systeme.
Hybrides wissensbasiertes System
Frames Dämonen
Objekte Methoden
Prozeduren
Prädikatenlogische Ausdrücke
Regeln
mathematische Modelle
FAKTEN VERARBEITUNG
Abbildung der
Abbildung 1.4: Blockvorstellung eines hybriden wissensbasierten Systems
Eine h

aug verwendete Kombination von Wissensrepr

asentationsformen umfat Regeln
und einen frame- bzw. objektbasierten Ansatz. In den Objekten wird Faktenwissen
zusammengefat, das mit Regeln erweitert oder ver

andert wird (siehe Abb. 1.4) [3]. Die
Inferenzmaschine steuert das Pr

ufen und Ausf

uhren der Regeln sowie die Ausf

uhrung der
Methoden.
Reichen die den Objekten direkt zugeordneten Methoden zur Verarbeitung nicht aus,
stehen auch Entwicklungswerkzeuge zur Verf

ugung, die zus

atzlich konventionelle Proze-
duren erlauben. Diese Werkzeuge sind ein Kompromi zwischen der bekannten Pro-
grammierweise und dem wissensbasierten Ansatz. Mathematische Modelle, die in vielen
technischen Anwendungen die Grundlage f

ur Entscheidungen bilden, sind mit dem Hilfs-
mittel Prozedur auch in wissensbasierten Anwendungen integrierbar.
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Leider lassen sich auch hier nicht nur die Vorteile beider Welten verbinden. Einerseits
erlaubt die Verwendung von Prozeduren eine

ubersichtlichere Gestaltung von Regeln und
einen exakt planbaren Ablauf. Andererseits sind Prozeduren selbst oft un

ubersichtlich,
komplex und somit schwer nachzuvollziehen.
Die Kombination von Wissensrepr

asentationsformen erfordert hinsichtlich der Wider-
spruchsfreiheit eines Systems mehr als nur die "Addition\ eventuell vorhandener, einzel-
ner Denitionen und Testverfahren zum Begri der Konsistenz.
Die Analyse und L

osung dieses Problems ist Gegenstand der vorliegenden Arbeit.
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1.6 Zusammenfassung
Die formale Darstellung von Wissen kann mit verschiedenen Ans

atzen erfolgen. Mit der
klassischen Logik, den Regeln, strukturierten Objekten und mathematischen Modellen
bis hin zu den hybriden Systemen stehen Repr

asentationsformen zur Verf

ugung, die f

ur
bestimmte Anwendungstypen zugeschnitten sind. Die unter der

Uberschrift "wissens-
basierte Systeme\ angesiedelten Anwendungen in technischen Umfeldern lassen sich mit
den hybriden Entwicklungssystemen am besten realisieren, obwohl neben den Vorteilen
auch die Nachteile der einzelnen Ans

atze ber

ucksichtigt werden m

ussen (siehe auch
Erl

auterungen in Kapitel 2.2 und Kapitel 3). Bei allen Unterschieden zur Entwicklung
imperativer Programme bleibt doch die Verantwortung f

ur

Ubersichtlichkeit und allge-
mein gute Struktur beim Entwickler.
Welche Entwicklungsmethodik aus dem klassischen Softwareengineering f

ur wissens-
basierte Systeme g

unstig ist, wird im folgenden Kapitel n

aher betrachtet.
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Kapitel 2
Der Konsistenzbegri
Wissensbasierte Systeme werden oft mit komplexen Programmen verglichen. Wissen-
schaftliche Arbeiten zur Konsistenz gibt es jedoch nicht nur in diesem Zusammenhang,
sondern auch auf dem Gebiet der Datenbanksysteme. Es mu daher gepr

uft werden, in
wie weit diese Konsistenzbetrachtungen auf wissensbasierte Systeme

ubertragen werden
k

onnen.
Nach einer kurzen Abhandlung

uber Datenbanksysteme (Datenbanken) werden Gedanken
zur

Uberwachung bzw. Wahrung der dort denierten Konsistenz vorgestellt. Deduk-
tive Datenbanken bieten eine Erweiterung des klassischen Datenbankansatzes mittels
zus

atzlicher Deduktionsregeln. Der damit eingeschlagene Entwicklungsweg l

at es sinn-
voll erscheinen, wissensbasierte Systeme als eine erweiterte Form von Datenbanken zu in-
terpretieren. F

ur hybride Systeme mit den Repr

asentationsformen Regeln, Objekte und
im weiteren Sinne Prozeduren wird daher die

Ubertragbarkeit bzw. die Notwendigkeit
zur Erweiterung des Konsistenzbegries erarbeitet. Es wird versucht, regelbasierte Sy-
steme auf Deduktionssysteme abzubilden, um m

oglichst die bekannten Testverfahren f

ur
Konsistenz bzw. Inkonsistenz auch f

ur regelbasierte Systeme zug

anglich zu machen.
Es werden komplexe L

osungsans

atze f

ur die einzelnen Bereiche Regelkonsistenz,
Frame- oder Objektkonsistenz und Prozedurkonsistenz und deren Kombination in einer
"Gesamtkonsistenz\ sowie den dabei auftretenden Randbedingungen vorgestellt.
Die Abschnitte zur Konsistenz in Datenbanken beruhen auf den Arbeiten von G

ahler [5],
Leikauf [18] und Moerkotte [20].
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2.1 Datenbanken
Datenbanksysteme bestehen aus einer Ansammlung logisch zusammengeh

orender Daten,
der eigentlichen Datenbank (Datenbasis), und Programmen zu ihrer Verwaltung,
dem Datenbankverwaltungssystem [26]. Die Daten sind in Datens

atzen organisiert
und k

onnen mittels einfacher Elementaroperationen (Einf

ugen,

Andern und L

oschen
von Daten; auch "Mutationen\ genannt) oder komplexeren Abl

aufen aus mehreren Ele-
mentaroperationen (hier kurz Mutationsfolgen genannt), manipuliert werden. Der Zu-
gri auf die Daten geschieht dabei durch Anwendungsprogramme, die auf Funktionen des
Verwaltungssystems zugreifen.
Aus den gespeicherten Daten k

onnen von mehreren Anwendern zur gleichen Zeit beliebige
Auswertungen gewonnen werden. Selbstverst

andliche Forderung ist dabei, da die Daten
in der Datenbank "richtig\ sind, wenn auf sie zugegrien werden kann. Der Ausdruck
"richtig\ steht dabei f

ur zwei Aspekte: die "Korrektheit\ und die "Konsistenz\.
Unter "Korrektheit\ einer Datenbasis wird die

Ubereinstimmung zwischen der realen
Welt und ihrer Abbildung durch die Daten verstanden. Was unter "Konsistenz\ zu
verstehen ist, wird in den folgenden Abschnitten behandelt.
2.1.1 Konsistenzbedingungen
Unter dem Begri "Konsistenz\ werden in Datenbanksystemen ganz allgemein zwei ver-
schiedene Sachverhalte verstanden. Erstens das Auftreten unterschiedlicher Werte f

ur
ein und das selbe Attribut und zweitens, nach Quiel [26] , die Abwesenheit von logischen
Widerspr

uchen innerhalb der Datenbank, die nach Zehnder [33] auch als "semantische
Integrit

at\ bezeichnet und im weiteren genauer betrachtet wird.
Um Konsistenz zu gew

ahrleisten, soll die Aufnahme widerspr

uchlicher Daten vermieden
bzw. verhindert werden. Neben den Daten werden dazu "Konsistenzbedingungen\ for-
muliert, die bei Manipulationen an der Datenbasis eingehalten werden m

ussen.
Als Datenmodell wird hier das "erweiterte Relationenmodell\ nach Zehnder [33] benutzt,
welches die Beschreibung von Beziehungen zwischen Gruppen von Datenobjekten ("En-
tit

atsmengen\) zul

at. Je zwei "Kardinalit

aten\ beschreiben eine Beziehung. Eine Kardi-
nalit

at K
12
ist die Anzahl der Entit

aten (Datenobjekte) der Entit

atsmenge E2, die einer
Entit

at der Menge E1 zugeordnet werden k

onnen. Angegeben werden im allgemeinen
Unter- (u) und Obergrenze (o).
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Wird ein Modell gebildet, in dem Daten in eine vorher festgelegte Datenstruktur eingef

ugt
werden, sind bereits "Konsistenzbedingungen\ verschiedener Art zu beachten:
 Ein Datum darf nur dann

ubernommen werden, wenn der Datentyp des betreenden
Feldes eingehalten wird.
 Ein Datensatz darf nur dann erzeugt werden, wenn die f

ur einen solchen Datensatz
denierten Kardinalit

aten eingehalten werden.
 Werden in einem neuen Datensatz z.B. Schl

usselfelder anderer Datens

atze als Werte
in Nutzfeldern ben

otigt, m

ussen diese Datens

atze existieren, damit aktuell g

ultige
Werte eingetragen werden k

onnen.
Konsistenzbedingungen repr

asentieren also Beschr

ankungen der zul

assigen Zust

ande
bestimmter Datenelemente oder deren Kombinationen. Neben den durch die Da-
tentypen, -elemente und Kardinalit

aten bedingten, sogenannten "impliziten\ Konsi-
stenzbedingungen k

onnen auch weitere Bedingungen f

ur die Daten als "modellex-
terne\ Konsistenzbedingungen angegeben werden. Eine solche Bedingung w

are z.B. die
Forderung, da nur Datens

atze des Typs A eingef

ugt werden, die im Nutzfeld 3 einen
Wert gr

oer 4711 aufweisen.
Die impliziten Bedingungen werden durch die Denition der Datens

atze der Datenba-
sis vorgegeben und sollten durch das Verwaltungssystem bei der Eingabe der Daten
("Eingabekonsistenz\) gepr

uft werden. Modellexterne Konsistenzbedingungen k

onnen
beliebig komplex sein und sich je nach Auswertung der Daten unterscheiden. Prinzipiell
kann jedes Anwendungsprogramm eigene Bedingungen enthalten, die unabh

angig von der
Datenbank gespeichert und verarbeitet werden.
Damit kann deniert werden:
"Eine Datenbank ist konsistent, falls sie die im Datenschema beschriebene Struktur hat
und zudem einer Menge von Regeln (Konsistenzbedingungen, kurz KB) gen

ugt, welche
sich auf die im Datenschema beschriebenen Strukturtypen beziehen.\
(Zitat aus G

ahler [5], Seite 11)
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2.1.2

Uberpr

ufung der Konsistenzbedingungen
Die Konsistenzpr

ufung wird durch die Pr

ufung der Einhaltung der formulierten Konsi-
stenzbedingungen realisiert. Wird eine verletzte Bedingung ("Inkonsistenz\) entdeckt,
mu entweder eine Mutationsfolge ausgel

ost werden, die daf

ur sorgt, da die Bedingung
erf

ullt wird, oder die Ursache der Verletzung (die verursachende Mutationsfolge) mu
r

uckg

angig gemacht werden.
F

ur beide M

oglichkeiten m

ussen gewisse Bedingungen erf

ullt sein. Eine Konsistenzbe-
dingung mu aus den Komponenten "Pr

ufzeitpunkt\, "Bedingung\ und "Reaktion bei
Verletzung\ bestehen. Als Pr

ufzeitpunkt kommen dabei die Werte "vor einer Mutations-
folge\ oder "sofort nach einer Mutationsfolge\ in Frage. Die eigentliche Bedingung wird
im allgemeinen als pr

adikatenlogischer Ausdruck formuliert. Die Reaktion bei Verlet-
zung der Bedingung kann ein einfacher Abbruch der Mutationsfolge und das R

uckg

angig-
machen bereits erfolgter

Anderungen in der Datenbank sein, oder auch der Aufruf eines
Unterprogrammes, das f

ur die Behebung der Inkonsistenz sorgt. Eine weitere Voraus-
setzung ist die Verwaltung der beteiligten Originaldatens

atze, der aktuellen Mutations-
folge und der "tempor

aren\ Datens

atze durch das Datenbankverwaltungssystem.
Werden die Konsistenzbedingungen in den Anwendungsprogrammen angesiedelt, ist
kein umfassender

Uberblick

uber alle geltenden Bedingungen m

oglich. Sinnvoll ist da-
her, die Verwaltung durch das Datenbankverwaltungssystem vorzunehmen. Auf diese
Weise k

onnen Anwendungsprogramme unabh

angig von Konsistenzbedingungen entwor-
fen und die Konsistenzbedingungen ohne Auswirkung auf die Programme ge

andert wer-
den. Ein weiterer Vorteil dieser Zuordnung ist die M

oglichkeit, die sogenannte "Meta-
Konsistenz\ zu

uberwachen. Dabei handelt es sich um die Konsistenz der einzelnen
Konsistenzbedingungen untereinander.
In den betrachteten Arbeiten wird die Meta-Konsistenz nicht behandelt.
Leikauf bemerkt dazu:
"Es ist aber noch oen, wie man die Konsistenz von Restriktionen zeigen soll, die als
pr

adikatenlogische Ausdr

ucke oder gar mittels Triggerprozeduren (Unterprogrammen)
formuliert wurden; die dazu n

otigen Techniken m

uten wohl aus der Welt der Programm-
verikation stammen.\ (Zitat aus Leikauf [18], Seite 37)
Konsistenzbedingungen in der hier vorgestellten Art repr

asentieren einen Teil der Se-
mantik der Daten. Dehnt man diesen Ansatz weiter aus, kommt man zu deduktiven
Datenbanken.
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2.1.3 Deduktive Datenbanken
In der realen Welt existieren vielf

altige Gesetzm

aigkeiten oder Abh

angigkeiten von
Daten untereinander. Bildet man zus

atzlich zu den Daten auch Gesetzm

aigkeiten
beispielsweise mit Hilfe von Ableitungsregeln in der Datenbank ab, kann sich die zu spei-
chernde Datenmenge reduzieren. Fakten, die sich aus der Verkn

upfung anderer Daten
ableiten lassen, m

ussen nicht explizit in die Datenbasis aufgenommen werden. Es reicht
die Formulierung der Abh

angigkeit, um im Bedarfsfall das Faktum explizit zu bilden.
In der Arbeit von Moerkotte [20] wird als Beschreibungssprache f

ur die Ableitungsregeln
(Deduktionsregeln, oder kurz: Regeln) die Pr

adikatenlogik erster Stufe verwendet. Eine
Datenbasis besteht hier also aus den Daten, Deduktionsregeln und den schon fr

uher
beschriebenen Konsistenzbedingungen.
Alle Fakten, die nicht aus der Datenbasis ableitbar sind, gelten in negierter Form ("closed-
world-assumption\) und die Regeln werden in Form von Horn-Klauseln dargestellt (siehe
Moerkotte [20], Seite 21).
Konsistenztests nden bei Moerkotte w

ahrend bzw. unmittelbar nach einer Mutations-
folge statt. Soll beispielsweise ein Faktum neu in die Datenbasis aufgenommen werden,
mu zun

achst gepr

uft werden, ob die Negation des Faktums durch die Anwendung der
Regeln aus den vorhandenen Fakten abgeleitet werden kann. Des weiteren ist zu pr

ufen,
ob Regeln auf das neue Faktum angewandt werden k

onnen, die eine Negation eines Fak-
tums aus der Datenbasis ableiten lassen. Als letzter Punkt ist noch die Einhaltung der
formalisierten Konsistenzbedingungen f

ur das neue Faktum zu pr

ufen. Hier wird deut-
lich, da deduktive Datenbanken und wissensbasierte Systeme fast ieend ineinander

ubergehen, da das beschriebene Vorgehen bereits dem Resolutionskalk

ul entspricht.
Wird bei dem Test der Datenbasis eine Inkonsistenz durch eine Mutationsfolge fest-
gestellt, soll auch hier, wie bereits fr

uher beschrieben, die Mutationsfolge abge-
brochen und alle

Anderungen aus dieser Mutationsfolge r

uckg

angig gemacht, oder eine
"Reparatur-Mutationsfolge\ durchgef

uhrt werden. Eine Reparatur setzt sehr genaues
Wissen

uber m

ogliche Gr

unde einer Inkonsistenz und die Ermittlung der Inkonsistenzur-
sachen (Fakten, Regeln, Konsistenzbedingungen oder eine beliebige Kombination dieser
Elemente) voraus. Die Konsistenz der Regeln und der Konsistenzbedingungen unter-
einander wird auch in der Arbeit von Moerkotte nicht untersucht.
Als weiterer Entwicklungsschritt kann die M

oglichkeit angesehen werden, Regeln und
Konsistenzbedingungen mit weniger komplexer Struktur zu verwenden, wenn z.B. ein
objektorientiertes Datenmodell verwendet wird (Moerkotte; Seite 3).
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2.2 Wissensbasierte Systeme
Datenbanken dienen im allgemeinen der Speicherung groer Datenmengen und dem
schnellen Aunden zusammengeh

origer Fakten bei Anfragen von Benutzern. Wissens-
basierte Systeme dienen der Speicherung von Wissen, wie Probleme gel

ost werden und
k

onnen auch unsicheres Wissen nutzen, also z.B. Aussagen machen wie: ". . . k

onnte mit
einer Sicherheit von 0.6 zusammengeh

oren . . . \.
Ein wissensbasiertes System unterscheidet sich in den folgenden Punkten von Daten-
banksystemen:
 Fakten werden unabh

angig von einander gespeichert, es existiert also keine
vorgegebene Verkn

upfung wie bei den Datenbankmodellen (hierarchisch, vernetzt
oder relational).
 Aktionsregeln beschreiben die Verkn

upfung von Fakten und l

osen Aktionen aus, die
neue Daten generieren k

onnen. Sie repr

asentieren das Wissen, das ben

otigt wird,
um einen L

osungsraum aufzuspannen, in dem ein komplexes Problem zu l

osen ist.
 Eine Kontrolleinheit (Inferenzmaschine) steuert die Anwendung der Aktionsregeln.
Ein Inferenzschritt ist mit einer "Mutationsfolge\ bei einer Datenbank vergleich-
bar. Eine Mutationsfolge ist eine Menge von Aktionen, die zur Durchf

uhrung
einer Datenmanipulation ben

otigt wird, die vom Benutzer

uber ein Anwen-
dungsprogramm angefordert wurde. Bei einem Inferenzschritt wird die Menge von
Regeln ausgef

uhrt, deren Pr

amissen in einem gegebenen Zustand erf

ullt ist. Die

Uberpr

ufung der Pr

amissen wird durch eine

Anderung der Fakten der Wissensbasis
ausgel

ost, wobei diese

Anderung entweder durch den Benutzer oder einen Inferenz-
schritt verursacht wird.
Diese Unterschiede sind so gravierend, da sie eine eigenst

andige Betrachtung der Kon-
sistenz in wissensbasierten Systemen notwendig machen. In der vorliegenden Arbeit
kommen noch weitere wichtige Punkte hinzu: Anwendungen wissensbasierter Systeme in
der Automatisierungstechnik erfordern eine andere Regelstruktur ("Aktionsregeln\)
und die Verwendung von Prozeduren.
Die in deduktiven Datenbanken eingesetzten Schlufolgerungsregeln dienen der Reduk-
tion der Basisdatenmenge. Die zus

atzlich bei wissensbasierten Systemen vorhandenen
Aktionsregeln sind in der Lage, auer dem Hinzuf

ugen neuer Daten, wie durch Deduk-
tionsregeln, auch bestehende Daten zu ver

andern, oder zu l

oschen. Dabei kann es sich um
feste Ersetzungen genauso handeln, wie um zustandsabh

angige

Anderungen, die durch
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Prozeduren realisiert werden. Verwendet man bei Aktionsregeln die Konsistenzans

atze
f

ur Datenbanken, mu entweder in jedem Pr

adikat ein G

ultigkeitszeitpunkt enthalten
sein, oder auf eine andere Art mu sichergestellt werden, da der "neue\ Datenzustand
als Ausgangspunkt f

ur die Konsistenzuntersuchungen verwendet wird.
Abschlieend kann also festgestellt werden, da wissensbasierte Systeme durchaus mit
Datenbanken in Verbindung gebracht werden k

onnen, da aber f

ur die Interpretation des
Konsistenzbegries besonders in hybriden Systemen durch die Verwendung von Proze-
duren neue Ans

atze gefunden werden m

ussen.
Konsistenz
Die "

Ubersetzung\ von Konsistenz mit Widerspruchsfreiheit l

at grunds

atzlich zwei In-
terpretationsm

oglichkeiten oen, die sich darauf beziehen, wozwischen Widerspr

uche
auftreten k

onnen. Global betrachtet existiert die reale Welt (der betrachtete Weltaus-
schnitt) und als Abbild oder Modell dessen Repr

asentation in einer formalen Sprache.
Widerspr

uche zwischen diesen beiden Dingen sind nur dann erkennbar, wenn der Be-
trachter den Weltausschnitt und die formale Repr

asentation mit der jeweiligen Bedeu-
tung erfat hat und vergleichen kann. Die so

uberpr

ufte Widerspruchsfreiheit wird in der
Literatur (z.B. [9]) auch mit Korrektheit bezeichnet.
Betrachtet man die formale Repr

asentation allein, sozusagen die k

unstliche Welt, sind
Widerspr

uche zwischen einzelnen Wissenselementen z.B. zwei Aussagen oder Regeln
m

oglich. Konsistenz kann als Widerspruchsfreiheit des bereits formalisierten Wissens
in sich interpretiert werden. Die Interpretation des Begries Widerspruch erf

ahrt
bei den untersuchten verschiedenen Repr

asentationsformen wiederum unterschiedliche
Konkretisierungen.
Im folgenden wird zun

achst die spezielle Interpretation des Konsistenzbegries in
klassischen Deduktionssystemen, die auf den Repr

asentationsformen Aussagen- bzw.
Pr

adikatenlogik aufbauen, untersucht.
2.2.1 Konsistenz in klassischen Deduktionssystemen
Da die Aussagenlogik, wie bereits in Kapitel 1.1 dargelegt, die Grundlage von Deduk-
tionssystemen ist, soll auch der Begri Konsistenz zun

achst in diesem Zusammenhang
betrachtet werden.
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Konsistenz wird in der Aussagenlogik deniert als das Vorhandensein mindestens einer
Belegung mit Wahrheitswerten, f

ur die alle betrachteten Implikationen erf

ullt werden ([1]
, [38] ).
F

ur die beiden Implikationen
P =) Q P ^R =) :Q
ergibt sich mit Hilfe der Wahrheitstabellen
P :P _Q
1 0=1
0 1
P R :P _ :R _ :Q
1 1 0=1
0 1 1
1 0 1
0 0 1
da sie konsistent sind, da mit P = 0 beide erf

ullt werden k

onnen.
In einem Deduktionssystem der Aussagenlogik wird eine Datenbasis, die die Elemente
P , R, P =) Q und P ^ R =) :Q enth

alt, als "nicht korrekt\ bezeichnet, da der
Widerspruch bereits aufgrund der Modellbildung vorhanden ist. Unkorrektheit ist also
eine Form semantischer (d.h. nicht syntaktisch pr

ufbarer) Inkonsistenz.
2.2.2 Konsistenz in regelbasierten Systemen
Eine andere Denition des Konsistenzbegries wird bei regelbasierten Systemen
notwendig. Das Dom

anenwissen repr

asentiert das allgemein formulierte Wissen

uber
Zusammenh

ange in einem bestimmten Diskursbereich (Dom

ane). Durch Hinzuf

ugen von
Fakten, die einen aktuellen Zustand der Welt abbilden, kann man weiteres Wissen

uber
diesen aktuellen Zustand durch Spezialisierung des Dom

anenwissens ableiten (deduzieren,
siehe Kapitel 1.1). Jeder neue Zustand (Wissensstand) enth

alt das unver

anderte Wissen
des Vorg

angerzustandes, "alte\ Fakten und deduzierte neue Fakten.
Verwendet man obige Implikationen als Regeln in einer Wissensbasis, kann bei der Bele-
gung P = 1 und R = 1 sowohl Q als auch :Q geschlufolgert werden.
Q kann nicht gleichzeitig sowohl wahr als auch falsch sein. Sehr wohl k

onnen aber P
und R gleichzeitig wahr sein. Eine der Regeln mu daher unzul

assig sein. Da f

ur Q kein
Wahrheitswert vorgegeben ist (dieser soll ja erst durch die Regeln ermittelt werden), kann
nicht

uberpr

uft werden, welche der Regeln zul

assig ist und welche nicht. Konsistenz mu
in regelbasierten Systemen also enger gefat werden, als in der formalen Aussagenlogik.
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Konsistenz liegt bei regelbasierten Systemen vor, wenn es keine Belegung mit
Wahrheitswerten gibt, die die Bedingungsteile von Regeln erf

ullt, deren Schlu-
folgerungen oder Aktionen aber widerspr

uchlich sind (nach [1]).
Auf dieser Denition der Konsistenz von regelbasierten Systemen baut die Arbeit von
Beauvieux ([35] und [1]) auf. Darin wird ein Verfahren entwickelt, mit dem eine aus
Regeln in Aussagenlogik bestehende Wissensbasis nach und w

ahrend ihrer Erstellung auf
Konsistenz getestet werden kann. In Abbildung 2.1 ist das Ablaufdiagramm des Tests
angegeben.
Bilde die Menge aller Atome
Voc(WB)
BFnder auf anwendbaren Regeln
CRnBilde alle Regelmengen
BFnLiteralmengen
Bilde alle maximalen, konsistenten
BFnCRnder Atome der Konklusion aus mit
MnBilde alle Modelle durch Vereinigen
BFnMn =
für alle n
WB inkonsistent
ENDE
START
JA
NEIN
WB konsistent
WB
Voc(WB)
BF
CR
= Wissensbasis
= Vocabular der WB
= Basis der Fakten
= zu BF compatible Regeln
Abbildung 2.1: Konsistenzpr

ufung nach Beauvieux, nach [1]
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Alle in den Regeln auftretenden Atome (siehe Kap. 1.1.1, Seite 5; in Angele/Studer [1]
im Gegensatz zur gebr

auchlichen Praxis in der Computational Intelligence mit "Literal\

ubersetzt) bilden zusammen das Vokabular V oc(WB) der Wissensbasis (WB). Da auch
komplement

are Atome im Vokabular auftreten k

onnen, werden alle maximalen, konsis-
tenten Atommengen (Faktenmengen, "Base of facts\ BF ) gebildet. Konsistent bedeutet
hier: frei von komplement

aren Atomen. Maximal heit, da jede Obermenge von BF
inkonsistent ist. Zu jeder Atommenge BF
n
wird die Menge aller Regeln ("maximal com-
patible rules\ CR
n
) gebildet, die auf BF
n
angewendet werden (feuern) k

onnen. Die
Atome der Bedingungsteile aus CR
n
sind dementsprechend in BF
n
enthalten. Durch
die Vereinigung der Menge BF
n
mit der Menge der Atome der Konklusionen aus CR
n
entsteht ein "Modell\ M
n
(eine Instanz) der Wissensbasis.
Konsistenz ist dann gegeben, wenn alle Modelle M
n
konsistent sind, was durch
M
n
= BF
n
gezeigt wird.
Wird eine neue Regel einer konsistenten (getesteten) Wissensbasis zugef

ugt, mu der
Konsistenztest erneut durchgef

uhrt werden. Die bisher gebildeten Modelle werden um
die Atome der neuen Regel erweitert und dann als Vokabular interpretiert, das dem
Konsistenztest nach Abbildung 2.1 unterworfen wird. Die um die neue Regel erweiterte
Wissensbasis ist dann konsistent, wenn alle neuen Modelle M
0
n
konsistent sind.
Einsatzgebiete solcher Deduktionssysteme sind Beratungs-, Informations- und Diag-
nosesysteme. Hier wird mit bekanntem Basiswissen gearbeitet und anhand der gegebe-
nen Situation implizites Wissen f

ur den Benutzer explizit dargestellt (ausgegeben). Man
k

onnte diese Systeme als automatische Handb

ucher interpretieren, da sie auf bestimmte
Wissensgebiete und Situationen zugeschnitten sind.
Innerhalb der Automatisierungstechnik sind zus

atzlich solche Systeme interessant, die
"allgemeine\ ("Das ist bei allen . . . so\ oder "Bei irgend einer . . . \) Aussagen verarbeiten,
also eher mit einem pr

adikatenlogischen Ansatz in Verbindung gebracht werden k

onnen:
Wenn eine Pumpe eingeschaltet ist, steigt der F

ullstand eines angeschlossenen Tankes
=)
f

ur alle Pumpen und alle daran angeschlossenen Tanks gilt: wenn die Pumpe x eingeschaltet ist, steigt
der F

ullstand des Tankes y.
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Auerdem soll die Dynamik (Zeitbezug) der technischen Systeme in der Wissensbasis
abgebildet werden k

onnen d.h., da

Anderungen der Wahrheitswerte durch Schlufol-
gerungen m

oglich sein m

ussen:
Wenn eine Pumpe P1 eingeschaltet und ein Tank an ihrem Ausgang voll ist, dann wird diese Pumpe
P1 abgeschaltet.
Dazu kann die Implikation in aussagen- oder pr

adikatenlogischen S

atzen statt als rein
logische Verkn

upfung als zus

atzlich zeitliche Verkn

upfung interpretiert werden:
Wenn vorher A g

ultig ist, dann ist nachher B g

ultig, wobei B = : A erlaubt ist.
Erfolgt die Beschreibung des betrachteten Weltausschnittes (technischen Systems) mit
pr

adikatenlogischen S

atzen, ist nach einer Umwandlung der S

atze in eine Klauselmenge
(Kapitel 1.1.2) der Konsistenztest f

ur diese Systeme mit der Connection Graph Proof
Procedure (CGPP) anwendbar [41] [17].
Mit Hilfe der CGPP kann f

ur eine Klauselmenge eine Inkonsistenz mit einer endlichen
Anzahl von Schritten festgestellt werden. F

ur technische Systeme existieren trotz der
"Semi-Entscheidbarkeit\ der Pr

adikatenlogik erster Stufe Verfahren, mit denen auch die
Konsistenz mit einer endlichen Anzahl von Schritten nachgewiesen werden kann [15].
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2.3 Konsistenz in hybriden Systemen
Die Repr

asentationsformen Regeln, Frames bzw. strukturierte Objekte und Proze-
duren stehen in den hybriden Systemen nicht unabh

angig nebeneinander, sondern greifen
auf unterschiedliche Art und Weise ineinander.
In den folgenden Abschnitten wird jeweils eine Repr

asentationsform betrachtet und

uberpr

uft, in wie weit sich eine dort g

ultige Denition des Konsistenzbegries auf eine
bereits bekannte Denition abbilden l

at. Des weiteren wird untersucht, ob und in wie
weit bekannte Testverfahren f

ur die Kombination der Repr

asentationsformen anwendbar
sind.
Daran anschlieend wird zusammengestellt, welche Anforderungen ein "gutes\ Werkzeug
erf

ullen mu, um ein hohes Ma an Zuverl

assigkeit oder Konsistenz des entstehenden
Systems zu erm

oglichen.
2.3.1 Regeln
Die Formulierung von Wissen in Form von Regeln erreicht eine hohe Akzeptanz sowohl
bei den Entwicklern als auch bei den Benutzern von wissensbasierten Systemen. Regel-
basierte Systeme waren daher in der Informatik Gegenstand von Untersuchungen zu
verschiedenen Themen, unter anderem auch zur Konsistenz.
In einigen Arbeiten wie z.B. Ginsberg [38], Moerkotte [20], Beauvieux [35] und An-
gele/Studer [1] wird versucht, Bedingungen f

ur konsistente Wissensbasen zu erarbeiten
und Sprachen oder Kalk

ule zu entwickeln, die Konsistenz sicherstellen.
In diesen Arbeiten werden Wissens- oder Datenbasen untersucht, die aus "aussagenlogi-
schen Regeln\ oder Hornregeln bzw. Horn-Klauseln bestehen. Die Regeln werden dabei
ausschlielich als "Schlufolgerungsregeln\ (siehe Lunze [19], S. 78) verwendet.
Moerkotte formuliert dazu:
"Die Regeln dienen der Reduktion des Datenbestandes, da nur die expliziten Daten in
die Datenbasis aufgenommen werden m

ussen.\
(Zitat aus Moerkotte [20], Seite 2).
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Die Abbildung technischer Systeme mit Regeln erfordert aber die Verwendung von Ak-
tionsregeln wie z.B. die Regel aus Kapitel 1.2 (Seite 11):
8
p
8
t
angeschlossen(p; t) ^ ein(p; T0) ^ lauft uber(t; T0) =) aus(p; T1)
Zum einen wird hier die pr

adikatenlogische Formulierung mit Quantoren verwendet und
zum anderen ist ein Zeitbezug in den Pr

adikaten enthalten (T0; T1). Die oben zitierten
Ans

atze m

uten daf

ur erweitert werden.
F

ur diese Gegebenheiten ist ein Konsistenztest mit der CGPP (siehe Kapitel 2.2.2) ohne
groe Erweiterungen anwendbar. An die Pr

adikate bzw. die f

ur die CGPP ben

otigten
Klauseln werden aber zus

atzliche Anforderungen gestellt, die bei hybriden Systemen mit
der Abbildung von Objekten zusammenh

angen, die im weiteren n

aher betrachtet werden.
2.3.2 Frames
In den Bedingungsteilen der Regeln werden Eigenschaften des momentanen Zustandes
(der Datenbasis) abgefragt. Dieser Zustand wird durch Fakten beschrieben, deren Repr

a-
sentationsform den Benutzerw

unschen weitgehend entsprechen soll.
Jeder Mensch neigt dazu, Fakten zu sinnvollen Gruppen zusammenzufassen. Sei es, da
Eigenschaften einem physikalischen Gegenstand oder einzelne Fakten einem abstrakten
Begri (z.B. Arbeitsgruppe) zugeordnet werden.
Diesem Verhalten kann man in Expertensystemen durch die Verwendung von frame- oder
objektbasierten Repr

asentationsformen entgegenkommen (Kapitel 1.3.2). Frames k

onnen
als "kleinste Gemeinsamkeit\ von Frames und strukturierten Objekten verstanden wer-
den und werden daher weiter untersucht.
Die an einem Problem beteiligten physikalischen Objekte lassen sich leicht nden und be-
nennen. Auch die notwendigen Eigenschaften k

onnen formuliert und zugeordnet werden.
Betrachtet man ganz allgemein die Repr

asentation von Fakten mit Hilfe von Frames,
k

onnen bei der Implementierung und Verwendung der Frames verschiedene Inkonsisten-
zen auftreten.
Ein Problempunkt ist die mehrfache Implementierung ein und desselben realen Objek-
tes, beispielsweise durch verschiedene Entwickler zu verschiedenen Zeiten. Des weiteren
kann eine Eigenschaft eines Objektes durchaus durch unterschiedliche Bezeichnngen (At-
tributnamen) abgebildet werden und schlielich kann einem Attribut ein Wert zugewiesen
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werden (z.B. durch eine Berechnung), der in der realen Welt nicht vorkommt und daher
f

ur dieses Attribut nicht erwartet und weiterverarbeitet wird.
Alle drei Punkte m

ussen in einem konsistenten System verhindert werden, oder als
Forderungen formuliert:
 ein physikalisches Objekt darf nur einmal implementiert werden, (F-Fra. 1)
 eine Eigenschaft mu durch genau ein Attribut mit genau einem (F-Fra. 2)
Namen abgebildet werden,
 einem Attribut darf nur ein Wert zugewiesen werden, der in der (F-Fra. 3)
erlaubten Wertemenge liegt.
Bei der Repr

asentation von Objekten mit ihren Attributen (Eigenschaften) gibt es kaum
Einschr

ankungen bzw. Vorgaben, die bei der Erf

ullung dieser Forderungen helfen. Ein
rotes Auto kann z.B. folgendermaen als Frame implementiert werden:
a) FRAME: Auto b) FRAME: Auto
ATTRIBUT: rot ATTRIBUT: Farbe
WERT: fja,neing WERT: frot,gr

un,. . . g
Die erste Formulierung gestattet nur boolesche Attributwerte, w

ahrend die zweite eine
freie Formulierung, sowie eine beliebige Anzahl von Werten zul

at.
Niemand kommt auf die Idee, einen Autobesitzer zu fragen: "Ist das Auto rot? Ist das
Auto gr

un? . . . \. Die normale Fragestellung ist sicher: "Welche Farbe hat das Auto?\ .
Die angenehmere Form der Abbildung eines Objekts wird f

ur einen "normalen\ Benutzer
daher die nat

urlichere Form b) sein.
F

ur einen Konsistenztest kommt im Hinblick auf die Verwendung bekannter Verfahren
aus logik- oder regelbasierten Systemen zun

achst nur die Formulierung a) in Frage. Im
folgenden werden daher beide Formulierungen weiter untersucht.
Je nach gew

ahlter Formulierung (im folgenden auch als Form oder Muster bezeichnet)
mu sich die Syntax der Regeln im Bedingungsteil unterscheiden:
a) Wenn das Auto rot ist dann . . .
b) Wenn die Farbe des Autos rot ist dann . . .
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Betrachtet man nun den Aktionsteil folgender Regel
Wenn das Auto neu lackiert wird und die Farbe des Lackes gr

un ist,
dann ist die Farbe des Autos (nachher) gr

un.
in beiden Schreibweisen, so werden unterschiedliche Abl

aufe notwendig.
Bei einer Implementierung nach Muster a) bedeutet diese Regel eine

Anderung von zwei
Attributen des Frames Auto:
ATTRIBUT: rot WERT: ja ! nein
ATTRIBUT: gr

un WERT: nein ! ja
Auerdem wird vorausgesetzt, da das Attribut gr

un existiert!
Eine einfache Wert

anderung erf

ullt bei Muster b) den gleichen Zweck:
ATTRIBUT: Farbe WERT: rot ! gr

un
Hier mu sichergestellt sein, da gr

un ein zul

assiger Wert des Attributes ist.
Der Aufwand bei der Frameerstellung sowie der Umfang des realisierten Systems un-
terscheiden sich f

ur die beiden Muster sehr stark. Um verschiedene Farben eines Autos
verarbeiten zu k

onnen, mu im Fall a) jede erlaubte Farbe als eigenst

andiges Attribut des
Frames vorhanden sein, w

ahrend im Fall b) ein einziges Attribut mit einer begrenzten,
aber erweiterbaren Wertemenge ausreicht. Die Implementierung b) ist also bei der Er-
stellung des wissensbasierten Systemes hinsichtlich des Arbeits- und Speicheraufwandes
von Vorteil.
Die Erweiterung eines bestehenden Systems ist bei Verwendung von Muster a) nur unter
erheblichem Aufwand m

oglich. Zum einen mu die Klasse um Attribute erweitert wer-
den, zum anderen mu diese Erweiterung durchg

angig bei allen Instanzen vorgenommen
werden. Bei Verwendung von Muster b) mu lediglich ein neuer zul

assiger Wert f

ur das
Attribut in die Klasse eingetragen werden.
Welche Auswirkungen hat die Form der Implementierung von Frames auf einen Konsi-
stenztest f

ur Regeln?
Die Connection Graph Proof Procedure als ein m

ogliches Testverfahren ben

otigt beispiels-
weise die Darstellung des Wissens in Pr

adikaten. Die im Frame enthaltenen Attribute
m

ussen in Pr

adikate

ubersetzbar sein.
Das kann, nach Frameformulierung getrennt, so aussehen:
a) ist rot(Auto) b) Farbe(Auto; rot)
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F

ur negierte Pr

adikate, wie sie bei der Umwandlung in die Klauselform erzeugt werden
(Kapitel 1.1.2) bzw. Regeln, die bei nicht zutreenden Eigenschaften feuern sollen, gilt:
a) :ist rot(Auto) =^ OBJEKT: Auto ATTRIBUT: rot WERT: nein
b) :Farbe(Auto; rot) =^ OBJEKT: Auto ATTRIBUT: Farbe WERT: ?? ; nicht rot
Je nach dem, ob die Negationen im Bedingungs- oder Aktionsteil einer Regel auftreten,
sind verschiedene Eekte zu beachten:
 Aktionsteil:
a) Die Negation entspricht einer Wert

anderung des Attributes von ja nach nein,
also einer booleschen Negation, w

ahrend bei
b) die Negation nicht eindeutig in Bezug auf den Wert des Attributes Farbe ist.
Werden nur zweiwertige Attribute mit frei formulierten Werten zugelassen,
kann man eine Analogie zu Fall a) schaen.
OBJEKT: Auto
ATTRIBUT: Farbe
WERT: frot,gr

ung
UND :Farbe(Auto; rot), Farbe(Auto; grun)
 Bedingungsteil:
a) Der Wahrheitswert des Literals ist sofort durch den Wert des Attributes rot
gegeben.
b) Es kann nur dann ein Wahrheitswert ermittelt werden, wenn auch hier die
Beschr

ankung auf zwei Werte gilt.
oder die Forderung F-CGPP erf

ullt wird:
Verwendung einer begrenzten Wertemenge mit mehr als zwei
Werten und Formulierung von Ausschluregeln der Form:
Wenn die Farbe des Autos x ist, dann ist die Farbe des Autos (F-CGPP)
nicht "alle anderen m

oglichen Farben\.
Bei vielen Eigenschaften ist es sicher unproblematisch, nur zwei Auspr

agungen f

ur den
Wert zu erlauben.
Technische Anwendungen erfordern bei ihrer Implementierung oft erweiterte M

oglich-
keiten. So bietet sich beispielsweise die Verwendung von "Proze\-Frames mit dem
mehrwertigen Attribut Prozezustand an, um kontinuierliche Prozesse zu beschreiben.
Analog dazu eignen sich "Chargen\-Frames mit dem mehrwertigen Attribut Bear-
beitungszustand oder Status bei automatisierten Chargenprozessen zur Repr

asenta-
tion.
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Zusammenfassend kann gesagt werden:
 Objekte werden in Frames der Form
OBJEKT: Auto
ATTRIBUT: Farbe
WERT: frot,gr

un,blau,. . . g
implementiert und
 die Syntax der Regeln wird im Aktionsteil eingeschr

ankt auf (F-Regel)
das direkte (nicht negierte) Setzen von Attributwerten.
 Literale werden in der Form Attribut(Objekt;Wert) gebildet.
Diese Einschr

ankungen sind im Hinblick auf einen Konsistenztest f

ur Regeln unabding-
bar, die Forderungen F-Fra. 1, F-Fra. 2 und F-Fra. 3 sind damit aber noch nicht erfat.
Da physikalische Objekte von den meisten damit vertrauten Menschen auf die gleiche
Weise beschrieben werden, liegt das Problem eher bei logischen oder virtuellen Objek-
ten wie z.B. einem Bearbeitungsschritt oder einem Arbeitsablauf. Formal gibt es keine
M

oglichkeiten, auf dieser Ebene Widerspr

uche zu verhindern, da das wissensbasierte Sy-
stem keinen Zugang zur Bedeutung der Objekte hat. Die Widerspruchsfreiheit der Ob-
jektdenitionen mu der Wissensingenieur sicherstellen, der die Frames implementiert.
Als Hilfsmittel k

onnen eine Einordnung der Frames in eine hierarchische Struktur sowie
Listen mit bereits implementierten Frames und deren Attributnamen dienen. Um die
Vorteile framebasierten Vorgehens nutzen zu k

onnen, ist es sinnvoll, nicht beliebig viele
einzelne und von einander unabh

angige Frames zu formulieren, sondern eine Frame-
bzw. Klassenhierarchie aufzubauen.

Ahnliche Objekte werden in Gruppen (Klassen)
zusammengefat, die durch eine allgemeine Beschreibung der gemeinsamen Eigenschaften
charakterisiert wird. Durch spezielle Eigenschaften werden Unterklassen von der Ur-
sprungsklasse und anderen Unterklassen abgegrenzt. Damit f

allt es leichter, bei groen
Systemen die

Ubersicht zu bewahren und nicht etwa ein Frame doppelt zu implemen-
tieren.
2.3.3 Syntaktischer Test
Die Betrachtungen zur Widerspruchsfreiheit in wissensbasierten Systemen im technischen
Umfeld haben die

Aquivalenz von Regeln und pr

adikatenlogischen S

atzen verdeutlicht.
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Die in diesem Zusammenhang durchgef

uhrte Betrachtung der Faktenrepr

asentation mit-
tels Frames f

uhrte bereits zu Einschr

ankungen bzw. Randbedingungen, die bei der For-
mulierung der Regeln (F-CGPP und F-Regel) und Erzeugung der Frames (F-Fra 1 bis 3)
beachtet werden m

ussen.
Eine komfortable Entwicklungsumgebung sollte dem Entwickler die Pr

ufung solcher
Grundbedingungen abnehmen, da sie nicht speziell zu dem Weltausschnitt (der Dom

ane)
geh

oren, der im wissensbasierten System abgebildet werden soll.
Die Menge der vom System geleisteten Pr

ufungen bei der Erstellung der "Wissensele-
mente\ (s. u.) kann als erweiterter syntaktischer Test interpretiert werden. Eine solche
Testkomponente kann aufgrund des Entwicklungszeitpunktes und des Vorgehens an dieser
Stelle auch als "Editor zur Akquisition des Wissens\ bezeichnet werden.
Im folgenden werden die Anforderungen an eine solche Komponente nach Wis-
sensrepr

asentationsformen, deren implementierte Einheiten (z.B. eine Regel oder ein
Frame) auch als Wissenselemente bezeichnet werden, getrennt zusammengestellt.
Regeln
An dieser Stelle kann das wissensbasierte System eine eektive Hilfe bei der Entwicklung
bieten, indem bei der Eingabe von Regeln Hilfestellungen gegeben werden. Neben
Vorschl

agen zur reinen Regelsyntax m

ussen dabei auch relevante Teile des bereits im-
plementierten dom

anenspezischen Wissens angezeigt werden.
Der Entwickler der Wissensbasis (auch als Wissensingenieur bezeichnet) wird beispiels-
weise dadurch unterst

utzt, da zu einem neu eingegebenen Bedingungsteil einer Regel
alle Stellen angezeigt werden, an denen die abgefragten Attribute ebenfalls Verwendung
nden. Auf diese Weise k

onnen Bedingungsteile erkannt werden, die Ober- oder Unter-
mengen der neuen Bedingungen enthalten und somit redundantes Wissen verk

orpern.
Es werden durch die Anzeige der zugeh

origen Aktionsteile aber auch Widerspr

uche
erkannt. Beispielsweise kann so die Eingabe der beiden Implikationen aus Kapitel 2.2.1
(Seite 30) als Regeln vermutlich verhindert werden.
Sei die Implikation "P ) Q\ bereits als Regel "R1\ eingegeben worden.
Wird nach der Eingabe des Bedingungsteils "P ^ R\ "R1\ angezeigt, weil in deren
Bedingungsteil ebenfalls das Attribut "P\ enthalten ist, hat der Wissensingenieur die
2.3. KONSISTENZ IN HYBRIDEN SYSTEMEN 41
M

oglichkeit, die Inkonsistenz, die durch den Aktionsteil ":Q\ entstehen w

urde, zu erken-
nen und entsprechend zu reagieren. Da bei einer groen Zahl von Regeln die Anzeige
un

ubersichtlich werden kann, sollte zus

atzlich ein formaler Test der gesamten Regelbasis
vorgenommen werden.
Wie bereits in Kapitel 2.3.2 dargelegt wurde, ist die Connection Graph Proof Proce-
dure (CGPP) unter bestimmten Bedingungen (Erf

ullung der Forderungen F-CGPP und
F-Regel) als Konsistenztest f

ur Regelbasen verwendbar. Die Testkomponente mu die
Aufbereitung der Regeln in eine f

ur die CGPP verwendbare Form

ubernehmen. Konkret
bedeutet das eine syntaktische Analyse der Regeln mit gleichzeitiger Umwandlung in
pr

adikatenlogische Formeln und dann deren Umwandlung in Klauseln. Die Klauseln
schlielich k

onnen mit Hilfe der CGPP auf Konsistenz getestet werden.
Weiterhin mu eine ad

aquate Reaktion auf eine nachgewiesene Inkonsistenz erfolgen.
Werden Redundanzen bei der Erzeugung von Klauseln vermieden, indem eine bestimmte
Klausel immer nur einmal existiert, egal aus wievielen pr

adikatenlogischen Formeln sie
entstehen kann, ist nur schwer feststellbar, wo die Ursache der Inkonsistenz liegt. Alle
Regeln, deren Umwandlung zu einer Klausel f

uhrt, die an der Inkonsistenz beteiligt ist,
sind potentiell inkonsistent. Wird erst nach der Implementierung vieler Regeln ein Kon-
sistenztest mit der CGPP gestartet, k

onnen mehrere Inkonsistenzen vorliegen, die alle
behoben werden m

ussen.
Sinnvoll erscheint daher der sofortige Test nach Eingabe einer neuen Regel. Auf diese
Weise wird zu einer Regelmenge, die als konsistent erkannt wurde, eine einzelne neue
Regel zugef

ugt, die beim Auftreten einer Inkonsistenz als deren (Teil-)Ursache fest-
steht. Nachteil dieses Verfahrens ist der zus

atzliche Aufwand f

ur einen kompletten Kon-
sistenztest nach jeder Regeleingabe. Wird von jeder Regel die einmal erstellte Klau-
selform gespeichert, mu nur die letzte Regel transformiert und der Test mit der CGPP
durchgef

uhrt werden.
Frames
Die Erzeugung neuer Frames setzt sehr viel

Uberblick

uber bereits vorhandene Wissense-
lemente sowie ihre Hierarchie voraus.
Eine einfache und wirkungsvolle Hilfe ist die Anzeige der vorhandenen Klassen-, Frame-
und Attributnamen. Dadurch ist der Wissensingenieur in der Lage, auf vorhandene
Frames oder einzelne Attribute als Vorlage oder als Erinnerung zur besseren sprachlichen
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Abgrenzung zur

uck zu greifen. Verwirrende Namensvielfalt f

ur ein und die selbe Eigen-
schaft bei verschiedenen Frames wie z.B. "laufende Nummer\, "Nummer\, "Nr.\, "ID\
oder

ahnliches f

ur eine Kennzier oder einen Index k

onnen vermieden werden.
Damit ist die Forderung F-Fra. 2 (Seite 36) erf

ullt!
Gleichzeitig kann eine Hierarchie der Frames durch Bildung neuer Klassen oder Zuord-
nung zu bereits bestehenden Klassen mit Unterst

utzung des Systems aufgebaut werden.
Der Wissensingenieur kann aus den Vorschl

agen des Systems eine zutreende Zuordnung
ausw

ahlen oder mit Hilfe dieses

Uberblickes eine neue Klasse innerhalb der Hierarchie
anordnen.
Eine hierarchische Strukturierung der Klassen erleichtert teilweise auch die Formulierung
von Regeln, da mit der Verwendung von Oberklassen allgemeing

ultigere (generische)
Regeln aufgestellt werden k

onnen. Statt eine Regel beispielsweise f

ur LKW, eine f

ur PKW
und eine f

ur KRAD aufzustellen, kann eine generische Regel "f

ur alle Kraftfahrzeuge\ for-
muliert werden. Das verringert die Schreibarbeit und somit die Fehlerwahrscheinlichkeit
und erh

oht gleichzeitig die

Ubersichtlichkeit.
Durch eine Analyse der im aktuellen Frame benutzten Attribute und die Auswertung der
bereits vorhandenen Klassendenitionen ist eine formale Einordnung in die Klassenhier-
archie automatisch durch die Entwicklungsumgebung m

oglich.
Somit ist auch die Forderung F-Fra. 1 (Seite 36) erf

ullt!
Attribute
Die Fehlerminimierung hinsichtlich der Attributnamen wird durch die Wahlm

oglichkeit
aus bestehenden Namen unterst

utzt. Die m

oglichen Wertemengen der Attribute bed

urfen
aber noch der Betrachtung (Forderung F-Fra. 3, Seite 36).
Wie bereits fr

uher begr

undet wurde (Kap.2.3.2), sind Attribute mit mehr als einem Wert
und seiner Negation schwierig zu behandeln, aber sehr w

unschenswert und werden daher
hier weiter betrachtet.
Bereits beim Anlegen der Attribute m

ussen einige zus

atzliche Aktionen systemintern
ablaufen. F

ur den Wissensingenieur ist nur von Interesse, welche Werte ein Attribut
annehmen kann bzw. darf. Implizites Wissen

uber die Beziehungen der Werte unter-
einander mu dem System zus

atzlich mitgeteilt werden. Ein "Attribut-editor\, der einen
syntaktischen Test erm

oglichen und einen Zul

assigkeitstest sofort durchf

uhren soll, mu
dieses Wissen sozusagen "selbst akquirieren\.
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Bei den Wertemengen f

ur Attribute sind zwei F

alle zu unterscheiden:
1. sich ausschlieende Werte,
2. Werte, die in einer denierten Reihenfolge vorliegen.
Zu 1: Die Farbe eines einfarbigen Gegenstandes kann immer nur genau einen Wert an-
nehmen. Sind also die Werte ROT, BLAU und GR

UN als zul

assige Werte dekla-
riert, so bedeutet das f

ur jede Farbe den Ausschlu der beiden anderen Farben.
Wird also im Verlauf einer Anwendung des Systems von verschiedenen Stellen die
Farbe des selben Gegenstandes auf unterschiedliche Werte gesetzt, so entspricht
das einer Inkonsistenz, da bei gleichen Bedingungen (dem gleichen Systemzustand)
zwei verschiedene Werte geschlossen werden.
Durch die zus

atzliche Information "gegenseitiger Ausschlu\ k

onnen z.B. Regeln als
inkonsistent erkannt werden, die bei gleichem Bedingungsteil verschiedene Werte
im Aktionsteil setzen (siehe Kapitel 2.3.3.1).
Zu 2: Als Attributwert eines Attributs "Temperatur\ wird ein Symbol f

ur einen Tempe-
raturbereich verwendet . Sind beispielsweise die Symbole f"kalt\, "k

uhl\, "warm\,
"hei\g als Wertemenge angegeben, kann die Reihenfolge als implizite Angabe einer
Relation (z.B. "ist-g

unstiger-als\ bei Lesart von links nach rechts oder "ist-h

oher-
als\ bei Lesart von rechts nach links) zwischen den Symbolen verstanden werden.
Weiterhin ist hier nichts

uber die Zuordnung eines numerischen Wertes zu einem
oder eventuell auch mehreren Symbolen ausgesagt. Dies hat Konsequenzen f

ur
die Konsistenzbetrachtungen, was im Unterpunkt "Symbolfolgen\ n

aher untersucht
wird.
Bei beiden Arten der Wertemenge ist es f

ur den Konsistenztest wichtig, da alle m

oglichen
Werte als Elemente der Menge angegeben werden. Andernfalls kann der Wissensinge-
nieur beispielsweise durch einen Schreibfehler im Bedingungsteil einer Regel Attribute
auf Werte abfragen, die niemals auftreten. Andererseits bedeutet ein Schreibfehler im
Aktionsteil einer Regel die indirekte Deklaration eines neuen Attributwertes, der niemals
ausgewertet wird, z.B. Attribut FARBE wird auf BLAI statt BLAU gesetzt.
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Symbolfolgen
Wie bereits in Kapitel 2.3.2 begr

undet, sind frei formulierbare Attributwerte in einem
anwenderfreundlichen Expertensystem rein booleschen Werten vorzuziehen. Einige sich
daraus ergebende Probleme wurden dort ebenfalls bereits angesprochen.
Einen Sonderfall stellen nun implizite Relationen zwischen Symbolen dar. Wird beispiels-
weise f

ur das Attribut "Temperatur\ des Frames "Motor\ die Wertemenge f "kalt\,
"k

uhl\, "warm\, "hei\ g angegeben, sind die einzelnen Symbole zul

assig. Setzt man
weiterhin voraus, da es verschiedene Regelgruppen (Gruppe 1, Gruppe 2) gibt, die f

ur
ein solches Attribut einen Wert setzen, kann folgendes Szenario entwickelt werden:
Gruppe 1:
WENN A ^ B ^ C
DANN wird der "Temperatur\ von "Motor\ das Symbol "warm\ zugewiesen.
Gruppe 2:
WENN A ^ E
DANN wird der "Temperatur\ von "Motor\ das Symbol "hei\ zugewiesen.
Formal k

onnen die beiden Regeln entweder durch eine sinnvolle Kombination der Pr

amis-
sen in eine Regel zusammengefat oder durch Erg

anzung der Pr

amissen mit der negierten
Pr

amisse der jeweils anderen Regel gegeneinander verriegelt werden:
Gruppe 1:
WENN A ^ B ^ C ^ :E
DANN wird der "Temperatur\ von "Motor\ das Symbol "warm\ zugewiesen.
Gruppe 2:
WENN A ^ E ^ :B ^ :C
DANN wird der "Temperatur\ von "Motor\ das Symbol "hei\ zugewiesen.
Der Entwickler kann aber auch bewut die beiden Regelgruppen unabh

angig von einander
erstellt haben, um beispielsweise einen kritischen Zustand durch eine Reihe von "Sicher-
heitsregeln\ (z.B. Gruppe 2) zu erkennen und entsprechend zu handeln. In diesem Fall
ist es notwendig, dem System f

ur einen "Koniktfall\ Wissen

uber dessen L

osung zur
Verf

ugung zu stellen.
Dabei sind zwei Vorgehensweisen denkbar:
1. das Attribut "Temperatur\ wird in der Pr

amisse mit abgefragt und nur dann neu
gesetzt, wenn der neue Wert "besser\ im Sinne von "sicherer f

ur die korrekte Funk-
tion des Systems\ ist. Soll beispielsweise ein Motor vor dem

Uberhitzen gesch

utzt
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werden, ist es besser, eine bestimmte Temperatur zu hoch zu bewerten ("worst
case\). Dem Attribut "Temperatur\ wird also "im Zweifel\ (wenn mehrere Regeln
feuern) besser der h

ohere Wert zugewiesen:
WENN A ^ E ^ "Temperatur\ von "Motor\ ist "kalt\
DANN wird der "Temperatur\ von "Motor\ das Symbol "warm\ zugewiesen.
WENN A ^ E ^ "Temperatur\ von "Motor\ ist "k

uhl\
DANN wird der "Temperatur\ von "Motor\ das Symbol "warm\ zugewiesen.
Die implizite Relation "warm\ ist-h

oher-als . . . zwischen den Symbolen wird so auch
in den Regeln ber

ucksichtigt, es mu aber f

ur jede m

ogliche Kombination der Sym-
bole in Abh

angigkeit von der Relation eine eigene Regel erzeugt werden. Bei einer
Erweiterung der Wertemenge mu der Entwickler (oder die Akquisitionskompo-
nente) alle betroenen Regeln

uberarbeiten, bzw. neue Regeln erzeugen.
2. Umwandlung des Attributes "Temperatur\ mit einer Wertemenge bestehend aus
Symbolen oder Texten in ein Attribut "Temperatur ist hei\ mit einem Wertein-
tervall f 1 , 4 g, f0 , 10 g oder

ahnlichem. Das weitere Vorgehen ist dann analog zu
Punkt 1, bietet aber den Vorteil der leichteren Abfrage (z.B. mit ) und besseren
Erweiterbarkeit der Wertemenge.
An dieser Stelle k

onnen prinzipiell auch Werteintervalle der Form f -1.0 , 1.0 g oder
f 0 , 1.0 g zugewiesen werden, wenn die Entwicklungumgebung die Verwendung von
Fuzzy-Logic unterst

utzt. Diese Variante ndet hier keine weitere Ber

ucksichtigung.
Insgesamt ist die Verwendung von Symbolfolgen mit impliziten Relationen als Werte-
menge eines Attributes ein Sonderfall, der im Rahmen dieser Arbeit nicht ber

ucksichtigt
wurde.
2.3.3.1 Die Connection Graph Proof Procedure
In Kapitel 2.2.2 wurde bereits darauf hingewiesen, da mit Hilfe der CGPP mit
einer endlichen Anzahl von Schritten Konsistenz und Inkonsistenz einer Wissensbasis
nachgewiesen werden kann, wenn sie in Klauselform vorliegt, und auf pr

adikatenlogi-
schen S

atzen beruht, die bestimmte Bedingungen hinsichtlich der Konuenz usw. erf

ullen
(siehe Kleberho [15]). Dieses Verfahren liefert nur dann als Konsistenztest der gesamten
Wissensbasis korrekte Aussagen, wenn tats

achlich alles verf

ugbare Wissen in der Wis-
sensbasis repr

asentiert und daraus alle Klauseln (siehe Kapitel 2.3.2) entwickelt wurden.
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Das folgende Beispiel zeigt Schritt f

ur Schritt, welches Wissen f

ur den Nachweis einer
Inkonsistenz mindestens erforderlich ist. Auerdem wird gezeigt, welche Klauseln bei
einer Wertemenge mit mehr als zwei sich gegenseitig ausschlieenden Werten notwendig
und hinreichend f

ur die CGPP sind.
In den Beispielen wird folgende Symbolik verwendet:
 Konstante werden vollst

andig in Grobuchstaben geschrieben (ROT)
 Variable beginnen mit einem Grobuchstaben und setzen sich sonst nur aus Klein-
buchstaben zusammen (Person)
 eine Negation wird durch ein ":\ vor dem Literal gekennzeichnet
 Literale werden in der Form Farbe(Objekt, ROT) geschrieben
 Klauseln aus mehreren disjunktiv verkn

upften Literalen werden als Kette der Lite-
rale dargestellt: Farbe(Objekt, ROT) Farbe(Objekt, BLAU)
wobei alle Variablen einem Allquantor unterliegen (siehe Kapitel 1.1.2)
Beispiel 1
Inkonsistente Aussagen:
Kaufabsicht(Person, Objekt) ) Farbe(Objekt, ROT)
Kaufabsicht(Person, Objekt) ) Farbe(Objekt, BLAU)
Kaufabsicht(EVA, AUTO) ist wahr
Aufgrund der L

oschregel f

ur isolierte Literale ist der Connection Graph dieser Aussagen
leer. Ein leerer Connection Graph ist aber ein Zeichen f

ur Konsistenz (Die Begr

undun-
gen f

ur die hier getroenen Aussagen nden sich in [15] Kapitel 3.3).
Oensichtlich wurde nicht alles Wissen, das zur Erkennung der Inkonsistenz notwendig
ist, in Klauseln umgewandelt. Der leere Connection Graph hat seine Ursache in den
fehlenden Links der Literale Farbe(Objekt, BLAU) und Farbe(Objekt, ROT). Der
gegenseitige Ausschlu der Farben ROT und BLAU kann entsprechende Literale liefern.
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Zus

atzliche Aussage zum gegenseitigen Ausschlu:
Kaufabsicht(Person, Objekt) ) Farbe(Objekt, ROT)
Kaufabsicht(Person, Objekt) ) Farbe(Objekt, BLAU)
Kaufabsicht(EVA, AUTO) ist wahr
Farbe(Objekt, ROT) ) :Farbe(Objekt, BLAU)
Die CGPP liefert einen Connection Graph, der nur eine leere Klausel enth

alt. Die leere
Klausel (NIL) ist das Kennzeichen einer Inkonsistenz.
Durch die zus

atzliche Formulierung der Aussage "ROT ist nicht BLAU\ liefert die CGPP
also das erwartete Ergebnis. Besteht die Wertemenge eines Attributes aus zwei Werten,
entspricht diese Aussage der Deklaration von beliebigen Begrien (oder Symbolen) als
Synonyme f

ur die booleschen Werte true und false. Enth

alt die Wertemenge beliebig
viele Werte, mu die Aussage "Es gilt immer nur genau ein Wert der Menge\ formuliert
werden.
F

ur das Attribut "Farbe\ eines beliebigen "Objektes\ sei die Wertemenge
n
ROT, BLAU
o
gegeben.
Aussagen

uber einzelne Zusammenh

ange:
a) Farbe(Objekt, ROT) =) :Farbe(Objekt, BLAU)
b) Farbe(Objekt, BLAU) =) :Farbe(Objekt, ROT)
c) Farbe(Objekt, ROT) _ Farbe(Objekt, BLAU)
d) Farbe(Objekt, ROT) () :Farbe(Objekt, BLAU)
Klauseln:
a) :Farbe(Objekt, ROT) :Farbe(Objekt, BLAU)
b) :Farbe(Objekt, BLAU) :Farbe(Objekt, ROT)
c) Farbe(Objekt, ROT)) Farbe(Objekt, BLAU
d) i) :Farbe(Objekt, ROT) :Farbe(Objekt, BLAU)
ii) Farbe(Objekt, BLAU) Farbe(Objekt, ROT)
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Es ist ersichtlich, da f

ur die CGPP die

Aquivalenz (Aussage d)) als vollst

andige Abbil-
dung des gegenseitigen Ausschlusses in Frage kommt, da hier sowohl Aussage a) und c)
als auch Aussage b) und c) enthalten sind. Dadurch ist, wie in der Mathematik

uber
die Formulierung der

Aquivalenz als "dann und nur dann\, die Forderung nach "genau\
einem g

ultigen Wert in den Klauseln ausgedr

uckt worden. Die Klausel i) dr

uckt die Be-
dingung "h

ochstens\ ein g

ultiger Wert aus, in der Klausel ii) ist "mindestens\ ein Wert
formalisiert.
F

ur eine Wertemenge der Form
n
ROT, BLAU, GR

UN, GELB
o
ergeben sich folgende
Aussagen f

ur alle Ausschl

usse:
e) Farbe(Obj., ROT) () :Farbe(Obj., BLAU) ^ :Farbe(Obj., GR

UN) ^ : Farbe(Obj., GELB)
f) Farbe(Obj., BLAU) () :Farbe(Obj., ROT) ^ :Farbe(Obj., GR

UN) ^ : Farbe(Obj., GELB)
g) Farbe(Obj., GR

UN) () :Farbe(Obj., ROT) ^ :Farbe(Obj., BLAU) ^ : Farbe(Obj., GELB)
h) Farbe(Obj., GELB) () :Farbe(Obj., ROT) ^ :Farbe(Obj., BLAU) ^ :Farbe(Obj., GR

UN)
Zur Formalisierung einer Wertemenge mit gegenseitigem Ausschlu sind alle Klauseln mit
negierten Literalen zu erzeugen, die sich aus der Kombination aller n Elemente der Menge
zu Klassen mit r Elementen (zur r-ten Klasse) ohne Wiederholung ergeben. Zus

atzlich
mu eine Klausel mit den nicht negierten Literalen f

ur alle Werte erzeugt werden. Bei
dem hier gezeigten Beispiel sind also aus 4 Werten bzw. den damit gebildeten negierten
Literalen Klassen (Klauseln) mit 2 Elementen (Literalen) zu erzeugen.
Damit ergeben sich:
C
r
(n) =

n
r

=

4
2

= 6 Klauseln mit negierten Literalen
plus eine Klausel mit allen vier nicht negierten Literalen.
Bisher ist sicher gestellt, da Inkonsistenzen durch Regeln, die das gleiche Attribut eines
Objektes auf verschiedene Werte setzen, erkannt werden k

onnen.
Die Klauseln, die den Systemzustand repr

asentieren (Fakten), bestehen jeweils aus einem
Literal, das aus dem bekannten Wert eines Attributes eines konkreten Objektes erzeugt
wird. Auf diese Weise m

ussen alle Attribute aller Objekte mit bekanntem Wert in die
Klauselform

uberf

uhrt werden. Im ersten dargestellten Connection Graph ist daher das
f

ur dieses Beispiel relevante Faktum "Eva hat die Kaufabsicht f

ur ein Auto\ als Klausel
Kaufabsicht(EVA, AUTO) enthalten.
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In den klassischen logischen Systemen wird immer eine Menge wahrer Aussagen auf eine
Menge bekannter (wahrer) Fakten angewandt. Die Schlufolgerungen sind neue Fakten,
die der vorhandenen Menge an Fakten hinzugef

ugt werden (siehe Kapitel 1.2).
Eine Erweiterung um einen Zeitbezug f

ur die sinnvolle Anwendung der Pr

adikatenlogik
bei technischen Systemen wurde bereits in Kapitel 2.2.1 angesprochen und soll hier an-
hand eines Beispiels verdeutlicht werden.
Beispiel 2
Eine Verkehrsampel zeigt ein rotes Signal. Nachdem eine Wartezeit abgelaufen ist, wird
die Ampel auf Gr

un geschaltet.
Farbe(Ampel, ROT) ^ Wartezeit(Ampel, 0) =) Farbe(Ampel, GR

UN)
Farbe(Objekt, ROT) =) :Farbe(Objekt, GR

UN)
Farbe(A1, ROT) und Wartezeit(A1, 0) sind wahr
Die CGPP liefert f

ur diese Aussagen eine leere Klausel. Die

Anderung eines At-
tributwertes, wie das Umschalten der Ampel, wird mit der CGPP also als inkonsistenter
Zustand interpretiert. Das kann nur verhindert werden, wenn die zus

atzliche Information
der zeitlichen Abfolge in den Klauseln formalisiert wird.
Die Aussagen lauten dann:
Farbe(Ampel, ROT, T0) ^ Wartezeit(Ampel, 0, T0) =) Farbe(Ampel, GR

UN, T1)
Farbe(Objekt, ROT, Zeit) =) :Farbe(Objekt, GR

UN, Zeit)
Farbe(A1, ROT, T0) und Wartezeit(A1, 0,T0) sind wahr
Die CGPP liefert hierbei einen nicht leeren Connection Graph, der keine leere Klausel
enth

alt. Die Aussagen werden als konsistent erkannt.
Die Einf

uhrung eines Zeitbezuges zur Formalisierung einer "vorher { nachher\ Beziehung
mit Hilfe der Zeitpunkte T0 (vorher) und T1 (nachher) sowie der Variablen "Zeit\ f

ur
einen beliebigen, aber in einer Aussage gleichen Zeitpunkt (gleichzeitig), erweitert den
Einsatzbereich der CGPP auf Systeme, die technische Abl

aufe abbilden.
F

ur die vollst

andige Untersuchung einer Wissensbasis auf Konsistenz m

ussen alle denk-
bzw. realisierbaren Systemzust

ande als Startzustand f

ur die Wissensbasis einmal getestet
werden.
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Die Anzahl der pro Startzustand zu erzeugenden Klauseln ist von der Gesamtzahl der At-
tribute in der Wissensbasis abh

angig. Die Zahl der theoretisch m

oglichen Startzust

ande
ist wiederum von dem jeweiligen Wertebereich bzw. der Menge m

oglicher Werte f

ur
jedes Attribut abh

angig. Zur Begrenzung dieser Menge an Klauseln ist Wissen

uber
die Verkn

upfung der einzelnen Attribute und Frames bzw. der abgebildeten Objekte
mit ihren Eigenschaften, untereinander erforderlich. Es ist denkbar, ein eigenes wis-
sensbasiertes System zu entwickeln, das die Aufgabe hat, alle technisch sinnvollen
Startzust

ande zu erzeugen. Damit w

are ein vollst

andiger Konsistenztest vor der Aus-
lieferung des wissensbasierten Systems an den Kunden m

oglich.
Mit der in hybriden Systemen verwendeten Repr

asentationsform der Prozeduren
besch

aftigen sich die folgenden Abschnitte. Die beim objektbasierten Ansatz verwen-
deten "Methoden\ (siehe Kapitel 1.3.2) bed

urfen keiner gesonderten Betrachtung, da Sie
aufgrund ihrer Struktur wie Prozeduren behandelt werden k

onnen.
2.3.4 Prozeduren
Im Aktionsteil von Regeln k

onnen mit den bisher vorgestellten Mitteln Attributwerte
einzelner Frames neu gesetzt werden. Schon die Ver

anderung von mehr als zwei oder
drei Werten zieht eine un

ubersichtliche Syntax der Regel nach sich. Sind zudem die
konkreten Werte nicht bekannt, sondern durch Berechnungen zu ermitteln, w

achst der
Wunsch, Aktionen zusammenfassen zu k

onnen. Prozeduren sind das passende Werkzeug
zur Erf

ullung dieses Wunsches. Eine Regel, die einen Prozeduraufruf im Aktionsteil
enth

alt, kann einen ganzen Komplex von Aktionen ausl

osen.
Prozeduren k

onnen:
1. Attributwerte setzen,
2. Werte berechnen und als Attributwerte setzen,
3. Aktionen in einer vorgegebenen Reihenfolge ausf

uhren,
4. weitere Prozeduren als "Unterprogramme\ aufrufen,
5. mathematische Modelle repr

asentieren oder enthalten.
Desweiteren k

onnen Prozeduren in unterschiedlichen Zusammenh

angen und mit unter-
schiedlichen Parametern durch die Inferenzmaschine aufgerufen werden.
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Werden Attributwerte mit Hilfe von Prozeduren gesetzt, verbessert das prim

ar die

Ubersichtlichkeit der Regeln. Statt in einem Aktionsteil mehrere Wertzuweisungen
einzeln aufzulisten, kann eine Prozedur mit m

oglichst "sprechendem\ Namen (der Name
deutet die Funktion an) eingesetzt werden. Wertzuweisungen zu verschiedenen At-
tributen des selben Frames k

onnen im Aktionsteil mit nur einem Prozeduraufruf (z.B.
ubernimm werte(Auto; Leihwagen1)) erledigt werden. Auch Berechnungen, die auf
mathematische Funktionen wie z.B. trigonometrische Funktionen oder Funktionen zum
Rechnen mit Kalenderdaten zur

uckgreifen, lassen sich durch "sprechende\ Prozedurna-
men abk

urzen, wie z.B.
gesamt leihgebuhr(Leihwagen1; 24:12:96; 3:1:97)
zur Berechnung der Leihgeb

uhr f

ur den Leihwagen1 in der Zeit vom 24.12.96 bis zum
3.1.97 unter Ber

ucksichtigung von Feiertag- und Wochenendpauschalen.
Bei der Ableitung neuen Wissens kommen Prozeduren besonders dann zum Einsatz,
wenn z.B. die Erzeugung neuer Frames mit mehreren Aktionen verbunden ist. Die
einfache Information des Benutzers durch Ausgabe eines Textes ist noch mit wenigen
Anweisungen realisierbar, die Erzeugung eines komplexen Frames mit neu zu ermitteln-
den Attributwerten (Punkt 2) und unter Umst

anden die Anordnung auf einer graschen
Ober

ache dagegen erfordert komplexere Aktionen, die in einer bestimmten Reihenfolge
(Punkt 3) erfolgen m

ussen.
F

ur den Einsatz von wissensbasierten Systemen in der Prozef

uhrung ist die M

oglichkeit,
mathematische Modelle durch Prozeduren in die Anwendungen zu integrieren eine
wichtige Eigenschaft (Punkt 5). Funktionale Zusammenh

ange zwischen Prozegr

oen
bilden oft die Grundlage f

ur Steuergr

oen und sind allein wissensbasiert (regelbasiert)
nicht abzubilden. An dieser Stelle ndet die Integration von klassischen Modellen in die
wissensbasierte Arbeitsweise statt. Wie in den meisten F

allen m

ussen die Vorteile auch
hier durch Nachteile erkauft werden.
Innerhalb der Prozeduren kann

ublicherweise auf alle Frames direkt zugegrien werden,
was sowohl f

ur das Auslesen als auch das Setzen von Werten gilt. Geschieht dieser Zu-
gri

uber Aufruf- und R

uckgabeparameter der Prozedur, k

onnen Verkn

upfungen verh

alt-
nism

aig leicht erkannt werden. H

auger sind aber Zugrie innerhalb der Prozeduren.
Als Folge davon wird die Denition des Konsistenzbegries, sowie die Pr

ufung und
Wahrung der Konsistenz komplexer.
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Prozeduren m

ussen mindestens die folgenden Forderungen erf

ullen:
 die Prozedur mu wie ein konventionelles Programm auf Korrekt- (F-Proz. 1)
heit

uberpr

uft werden [9] [28] und
 das Zusammenwirken der Prozedur mit Regeln und Frames darf (F-Proz. 2)
nicht zu Widerspr

uchen f

uhren.
F

ur die Korrektheit der Prozeduren ist ausschlielich der Programmierer verantwortlich.
Eine erste Hilfe bietet bei einigen kommerziellen Systemen ein Editor, der nur syntak-
tisch korrekte Eingaben zul

at (kontextsensitiver Editor). Entweder wird schon w

ahrend
der Eingabe die Syntax gepr

uft, oder nach dem Beenden des Editors wird der gesamte
Prozedurtext auf syntaktische Zul

assigkeit gepr

uft.
Korrektheit bedeutet aber mehr als korrekte Syntax, vielmehr ist darunter die
Gew

ahrleistung der Funktionssicherheit zu verstehen. Allgemein wird die richtige Funk-
tion von Prozeduren (Programmen) durch praktische Tests

uberpr

uft. Die Testdaten
werden, je nach Art des Tests (White Box, Black Box, statistischer Test, [22]), auf unter-
schiedliche Art gewonnen. Egal, ob statistisch Daten generiert werden, die Spezikation
der Prozedur oder ihre implementierte Struktur zugrunde gelegt werden, ein praktischer
Test ist nur selten vollst

andig. Auch ein erfolgreich bestandener Test bedeutet nur, da
kein Fehler gefunden wurde. Um diese L

ucke zu schlieen, gibt es einige Ans

atze zur Ve-
rikation von Programmen. Hierbei werden mathematisch exakte Methoden gesucht und
formale Sprachen entwickelt, um die Programme mit ihren Spezikationen beschreiben zu
k

onnen. Der Aufwand einer solchen Verikation ist f

ur Prozeduren als eine von mehreren
Repr

asentationsformen in einem wissensbasierten System zu hoch bzw. nur vertretbar,
wenn besondere Anforderungen an die Qualit

atsstufe des entwickelten Systems gestellt
werden [9] [11].
Ist eine Prozedur in sich korrekt, werden die Wechselwirkungen mit Regeln und Frames
interessant. Wie bereits in Kapitel 2.3.2 f

ur Regeln erl

autert, mu auch bei Prozeduren
die
 Einschr

ankung auf direkte Wertzuweisungen (F-Proz. 3)
beachtet werden, um technischen Systemen gerecht zu werden.
Die Konsistenz des gesamten Systems ist damit aber noch nicht sichergestellt. Erst
w

ahrend der Ausf

uhrung der Prozeduren bzw. des gesamten Systems kann das Zusam-
menspiel von Frames, Regeln und Prozeduren

uberpr

uft werden und unerw

unschte Ak-
tionen und Widerspr

uche k

onnen erkannt und untersucht werden. Kommerzielle Systeme
bieten zur Zeit keinerlei Ans

atze in dieser Richtung.
Im folgenden werden daher alle Bereiche der Wissensrepr

asentation unter dem Aspekt
des Verhaltens w

ahrend einer normalen Nutzung des Systems betrachtet.
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2.3.5 Funktionaler Test
Ziel einer Expertensystementwicklung ist ein korrekt funktionierendes System, das in
der erwarteten Weise auf gegebene Zust

ande und Anfragen reagiert. Die jeweilige Reak-
tion kann alle M

oglichkeiten des verwendeten Werkzeuges umfassen. Im allgemeinen
werden Werte f

ur Attribute erzeugt und gesetzt, um so weitere Schlufolgerungen zu
initiieren. Will man dem wissensbasierten Ansatz gerecht werden, sind in hybriden Sy-
stemen haupts

achlich die Regeln die Ausl

oser f

ur Aktionen.
W

ahrend der "Laufzeit\ des Systems werden Regeln

uberpr

uft und ausgef

uhrt, die den
Zustand des Systems, der unter anderem durch die Attributwerte repr

asentiert wird,
ver

andern. Unter "Laufzeit\ ist hier die Zeit der Benutzung des wissensbasierten Sy-
stems zur L

osung seiner eigentlichen Aufgabe gemeint. W

ahrend der Systementwicklung
"l

auft\ die Entwicklungsumgebung (das Programm) auch, im allgemeinen werden die
entwickelten Regeln und Prozeduren aber nicht bzw. nicht als Gesamtsystem ausgef

uhrt.
Bei komplexen Systemen ist f

ur den Entwickler nicht immer zu

uberblicken, ob sich auch
im Zusammenspiel aller Komponenten ausschlielich zul

assige Zust

ande (Belegungen von
Attributen, Existenz von Frames) ergeben und die Reaktion des Gesamtsystems in allen
F

allen korrekt ist.
An dieser Stelle setzt der funktionale Test an.
Zun

achst mu gekl

art werden, was f

ur einen funktionalen Test

uberhaupt wichtig ist.
Macht es einen Unterschied, ob es sich bei dem entwickelten wissensbasierten System
um ein Diagnose- oder Beratungssystem oder ein System zur Steuerung einer verfah-
renstechnischen Anlage handelt? Diagnosesysteme liefern dem Anwender die L

osung des
Problems oder die Antwort auf die gestellte Frage, bei automatisierungstechnischen An-
wendungen ist dagegen der Ablauf, also der Weg vom Start- zum Zielzustand wichtig.
Selbst wenn den Anwender nur die L

osung des Problems interessiert, ist im Falle einer
Fehlfunktion ("falsche\ Antwort) des wissensbasierten Systems der Grund f

ur den Fehler
im Ablauf der Wissensverarbeitung zu suchen. Ein funktionaler Test ist also von der Art
des

uberpr

uften Systems unabh

angig und dient der


Uberwachung des tats

achlichen Ablaufes der Schlufolgerungen (Inferenzen).
(F-funk. 1)
Eine solche

Uberwachung und Darstellung der Inferenzen kann beispielsweise mit einem
sogenannten "Inferenzbrowser\ erfolgen. Einige kommerzielle Systeme bieten eine solche
Komponente an, die den zeitlich/logischen Ablauf der Inferenzen grasch in einem "In-
ferenzbaum\ darstellt. Da mit Hilfe dieser Grak die Entscheidungen des Systems erkl

art
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werden k

onnen, wird eine solche Komponente teilweise auch als Erkl

arungskomponente
bezeichnet. Erkl

arung bedeutet hier, da die aktiven Elemente (Regeln, Prozeduren)
mit den zum Zeitpunkt ihrer Aktivierung g

ultigen Attributwerten dargestellt werden.
Es ist wohl leicht verst

andlich, da ein solcher Inferenzbaum bei komplexen Systemen
un

uberschaubare Ausmae annimmt.
Ein weiteres Problem tritt bei hybriden Systemen durch die Verwendung von Prozeduren
auf. Die Angabe der Aufruf- und R

uckgabe-Parameter der aktivierten Prozedur reicht
nicht immer aus, da Prozeduren intern auch direkt auf Attributwerte sowohl lesend als
auch schreibend zugreifen k

onnen. Diese Zugrie werden in Inferenzb

aumen nicht erfat.
Eine sinnvolle Erg

anzung zu einem Inferenzbrowser stellt ein Werkzeug dar, mit dem
 die Belegung der Attribute

uberwacht (F-funk. 2)
werden kann. Dabei sind die folgenden Informationen interessant:
 Welches Attribut in
 welchem Frame wird von
 welcher Regel oder Prozedur
 bei welchem Systemzustand gesetzt ?
Erfolgt neben der Erfassung dieser Informationen auch eine Auswertung im Hinblick auf
die Konsistenz des Systems, kann dieses Werkzeug als dynamische Komponente in einem
Konsistenztest verwendet werden.
Zus

atzlich zu der in Kapitel 2.3.4 angesprochenen Problematik der Generierung von Test-
Startzust

anden f

ur Prozeduren ist auch die Gestaltung des weiteren Ablaufes nicht trivial.
Ausgehend von einem Startzustand m

ussen alle Ver

anderungen an Attributwerten mit
noch zu bestimmenden Zusatzinformationen protokolliert werden. Die Datenmenge, die
parallel zu einer "Standardnutzung\ des Systems anf

allt, mu dann unter Ber

ucksichti-
gung des Zeitablaufes ausgewertet werden.
Wird eine

Uberpr

ufung der Ergebnisse erst als letzter Schritt einer "Testnutzung\ des
wissensbasierten Systems durchgef

uhrt, tritt insbesondere dann eine Zeit- und Speicher-
platzverschwendung auf, wenn bereits nach wenigen Inferenzschritten ein Fehler aufge-
treten ist. Je nach Umfang der automatischen Auswertung ben

otigt der Entwickler In-
formationen

uber Handlungsm

oglichkeiten oder zumindest

uber das Umfeld des erkann-
ten (potentiellen) Fehlers. Die gleichen Anspr

uche werden bei der Entwicklung kon-
ventioneller Programme gestellt und durch das sogenannte "Tracing\, das schrittweise
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Abarbeiten von Anweisungen, befriedigt. Im Umfeld der wissensbasierten Systeme mu
gekl

art werden, was man unter "schrittweise\ zu verstehen hat.
Wissensverarbeitung mit Hilfe von Regeln bedeutet die Pr

ufung der Regelbedingung und
gegebenenfalls die Ausf

uhrung des Schlufolgerungsteiles (oder Aktionsteiles, die Regel
hat oder wurde "gefeuert\). Durch die

Anderung von Attributwerten k

onnen Bedin-
gungsteile anderer Regeln erf

ullt und so weitere Schlufolgerungen ausgel

ost werden. Der

Ubergang vom Startzustand zu einem neuen Zustand kann als ein Schlufolgerungsschritt
verstanden werden.
Ein Schlufolgerungsschritt (Inferenzschritt) beinhaltet im allgemeinen mehr als das
Feuern einer Regel. Schrittweises Abarbeiten oder Ausf

uhren eines wissensbasierten Sy-
stemes meint das Ausf

uhren aller m

oglichen Aktionen (Regeln feuern, Prozeduren werden
aufgerufen) bei einem gegebenen, unver

anderlichen Systemzustand.
Eine Analogie zu dieser Verfahrensweise ndet sich bei speicherprogrammierbaren
Steuerungen (SPS). Die Signale an den Eingangsklemmen einer SPS-Baugruppe werden
zu einem denierten Zeitpunkt als Eingangsabbild gespeichert. Die daraus abgeleiteten
Steuersignale werden in einem anderen Speicherbereich, dem Ausgangsabbild gespeichert,
soda das Eingangsabbild unver

andert f

ur alle Aktionen innerhalb einer Bearbeitungs-
folge (eines Zyklus) zur Verf

ugung steht. Nachdem alle Programmschritte ausgef

uhrt
wurden, wird das Ausgangsabbild komplett an die Ausgangsklemmen

ubertragen. Analog
hierzu kann ein wissensbasiertes System aufgebaut werden, indem die Bedingungsteile von
Regeln und die Parameter von Prozeduren auf Attributwerte von Frames zugreifen, die
zu der Oberklasse "Eingang\ geh

oren, w

ahrend alle Aktionen Attributwerte von Frames
der Oberklasse "Ausgang\ ver

andern.
Sind mit einer Belegung der "Eingangs-\Attribute alle m

oglichen Schlufolgerungs-
schritte vollzogen worden, "steht\ das System. Ein n

achster "Schritt\ kann begonnen
werden, wenn alle Wert

anderungen aus den "Ausgangs-\ in die "Eingangsframes\
umkopiert wurden. Auf diese Weise wird ein "schrittweises\ Arbeiten realisiert, das
eine wichtige Voraussetzung f

ur den Konsistenztest bildet, da nur dann die "Quellen\
einer Inkonsistenzen sofort ermittelt werden k

onnen. Der Speicheraufwand f

ur das Pro-
tokoll ist

uber die Anzahl der im System verwendeten Attribute absch

atzbar, da nur ein
einzelner Schritt protokolliert werden mu.
Die Kombination des oben beschriebenen schrittweisen Vorgehens mit den Erfordernissen
eines funktionalen Konsistenztests hat Auswirkungen auf die Art, wie die "Ausgangs-
frames\ zu implementieren sind. Fehlerursachen k

onnen nur erkannt werden, wenn zum
einen erfat werden kann, was ein Fehler ist und zum anderen, wenn der Verursacher eines
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Attributname Wert
Objekt
Ampel A1
Attributname Wert Quellenname
*Objekt
*Ampel *A1
Eingangsobjekt Ausgangsobjekt
Farbe
Wartezeit
Status
rot
5 sec.
aktiv
Farbe
Wartezeit
Status
4 sec. Regel Z1
Abbildung 2.2: Struktur der Ein- und Ausgangsframes
potentiellen Fehlers ermittelt werden kann. Geht man davon aus, da Fehler direkt oder
indirekt mit Attributwertbelegungen zusammenh

angen, mu gefordert werden, da
 die Verursacher von Attributwert

anderungen erfat werden. (F-funk. 3)
Konkret kann man z.B. zu jedem Attribut nicht nur den jeweiligen Momentanwert abspei-
chern, sondern auch ein eindeutiges Kennzeichen f

ur die Regel oder Prozedur, die diesen
Wert liefert. Bei objektbasierten Entwicklungswerkzeugen wird beispielsweise auch jede
Regel als ein spezielles Objekt aufgefat, dem ein Name zugeordnet wird. Prozeduren
werden generell

uber ihren Namen referenziert, so da als Kennzeichen f

ur eine "At-
tributwertquelle\ ein Name gespeichert werden kann (Abb. 2.2). Da die Herkunft von
Attributwerten somit eindeutig bestimmt ist, k

onnen Prozeduren in der auch sp

ater im
Anwendungsfall auftretenden Datenumgebung getestet werden.
Mit Hilfe der Ausgangsframes kann zu jedem Attribut die Quelle des aktuellen Wertes
festgestellt werden. Durch die Unabh

angigkeit der Wissenselemente (s. S. 40) ist auch
die Wert

anderung eines einzelnen Attributes durch zwei verschiedene Quellen m

oglich.
Hier sind dann zwei F

alle zu unterscheiden:
1. alle Quellen liefern den gleichen Wert , oder
2. f

ur das Attribut werden verschiedene Werte geliefert.
Den ersten Fall kann man als zun

achst unkritische Redundanz auassen. Eine Redundanz
als solche ist ein Hinweis auf nicht komplett strukturiertes Wissen, aber kein direkter,
2.3. KONSISTENZ IN HYBRIDEN SYSTEMEN 57
sondern nur ein potentieller Fehler. Potentieller Fehler deshalb, weil bei einer

Anderung
eines Wissenselementes die anderen an der Redundanz beteiligten Elemente nicht mit in
Betracht gezogen werden. Dadurch kann es zum zweiten oben aufgef

uhrten Fall kommen.
Werden f

ur ein Attribut bei einem bestimmten Systemzustand verschiedene Werte
geschlufolgert, ist das ein Zeichen f

ur einen Widerspruch in den implementierten Wis-
senselementen; das Wissen ist inkonsistent. F

ur die Erkennung dieser Inkonsistenz ist
es erforderlich, Mehrfachbelegungen eines Attributes in einem Schritt zuzulassen und zu
erfassen. Die Implementation der Ausgangsframes mu an diese Anforderungen angepat
werden.
Attributname Liste
Farbe Liste 1
*Objekt
*Ampel *A1
Wert Quellenname
Liste 1
grün
rot
rot Prozedur P1
Regel F1
Regel S1
Ausgangsobjekt
Abbildung 2.3: Struktur des erweiterten Ausgangsframes
Anstelle eines Wertes mit Quellenangabe mu es m

oglich sein, mehrere Werte mit Quel-
lenangaben in der Reihenfolge des Auftretens abzulegen, ohne da die alten Werte einfach

uberschrieben werden. Statt einer einfachen Variablen kann beispielsweise eine Liste f

ur
Wert/Quelle-Paare f

ur jedes Attribut vorgesehen werden (Abb. 2.3). Enth

alt eine solche
Attributwertliste mehr als einen Eintrag, m

ussen die Werte auf obige Fallunterscheidung
hin untersucht werden.
Die Auswertung der festgestellten Mehrfachbelegung kann mehr oder weniger aufwendig
gestaltet werden. Der Entwickler ben

otigt als minimale Ausgabe eine Meldung, da im
letzten Schritt ein unerw

unschter Zustand aufgetreten ist. Ein komfortables Werkzeug
kann die Quellen der Attributwerte nennen oder sofort zur Bearbeitung zur Verf

ugung
stellen.
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2.3.6 Bewertung und Auswahl der Testkomponenten
Anhand der Repr

asentationsformen in einem hybriden System wurden unterschiedliche
Komponenten f

ur einen Konsistenztest erarbeitet. Der Aufwand f

ur den Konsistenztest
ist erheblich, wenn alle angesprochenen Komponenten in vollem Umfang notwendig sind.
Im folgenden wird eine Bewertung der Komponenten
 syntaktischer Test; Regel- und Frameeditor,
 syntaktischer Test; Connection Graph Proof Procedure und
 funktionaler Test
vorgenommen, um eine "komfortable\ und vertretbare Kombination der notwendigen
Komponenten zu erm

oglichen.
Editoren zur benutzerfreundlichen Eingabe der Wissenselemente bieten auer f

ur Kon-
sistenz und Kompaktheit auch am Markt Vorteile. Ein intuitiv zu benutzendes Ent-
wicklungssystem erleichtert dem Wissensingenieur den Einstieg in die Implementierung
des Wissens und wird mehr Akzeptanz nden als ein System mit kryptischen Befehlen.
Statt alle notwendigen Randbedingungen der korrekten Implementierung z.B. eines Ob-
jekts selbst nachhalten zu m

ussen, kann der Wissensingenieur sicher sein, die system-
und konsistenzbedingten Mindestanforderungen durch die Hilfe der Editoren zu erf

ullen.
Der Aufwand, solche Editoren zu implementieren, h

angt sehr stark von der gew

ahlten
Entwicklungsumgebung ab. Je m

achtiger das Werkzeug ist und je mehr Freiheiten
dem Applikationsentwickler vom Hersteller zugestanden werden, um so aufwendiger ist
die Gestaltung "benutzerfester\ Komponenten. Die urspr

unglich vorhandenen Frei-
heiten m

ussen sinnvoll und korrekt eingeschr

ankt werden, ohne die Funktionalit

at
zu beeintr

achtigen. Hinsichtlich der Konsistenz kann mit Hilfe des Frameeditors die
Erf

ullung der Forderungen F-Fra. 1 und F-Fra. 2 erleichtert und die Forderung F-Fra. 3
f

ur Regeln garantiert werden (Seite 36). Der Regeleditor mu so gestaltet werden, da
die Forderungen F-CGPP und F-Regel zuverl

assig erf

ullt werden (Seite 38 und 39).
Die Geschwindigkeit des Entwicklungssystems und somit die Arbeitsgeschwindigkeit des
Entwicklers h

angt ebenfalls vom verwendeten Werkzeug und der Arbeitsober

ache ab.
Der Aufbau eines ansprechenden Erscheinungsbildes der Editoren kann unter Umst

anden
zeitintensiv sein. Bei den notwendigen

Uberpr

ufungen von Syntax und Datentypen h

angt
die Belastung zus

atzlich vom Geschick des Werkzeugentwicklers ab. Der zus

atzlich ben

o-
tigte Speicherplatz schlielich ist je nach Implementierung

uber die Anzahl der Frames,
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Attribute und "m

oglichen Werte\ vom zu entwickelnden System abh

angig.
Insgesamt sind die Editoren, besonders im Zusammenhang mit einem funktionalen Test,
notwendig.
Die Connection Graph Proof Procedure ist, wie in Kapitel 2.3.3.1 gezeigt wurde, prinzi-
piell f

ur Regeln in einem hybriden System anwendbar, weist aber noch eine Schw

ache auf.
Wird eine Inkonsistenz im Gesamtsystem erkannt, sollte eine Angabe der potentiellen
Ursachen analog zu den Quellframes im funktionalen Test erfolgen (siehe Forderung
F-funk. 3, Seite 56). Dazu mu zu jedem Literal der Name der Ursprungsregel erfat
werden. Da verschiedene Regeln zu gleichen Literalen bzw. Klauseln mit gleichen Lit-
eralen f

uhren k

onnen, m

uten Redundanzen in Kauf genommen und bei der Auswertung
ber

ucksichtigt werden. Eine vereinfachte Auswertung kann dann erfolgen, wenn nicht ein
komplettes System, sondern immer der letzte Entwicklungsschritt gepr

uft wird. Nach
jeder Regeleingabe oder Frameerzeugung wird die Regel bzw. die Ausschlubedingungen
in die Klauselform umgewandelt und der bereits bestehenden Klauselmenge hinzugef

ugt.
Tritt bei der nun folgenden Anwendung der Connection Graph Proof Procedure eine
Inkonsistenz auf, mu der Einu der "neuen\ Literale untersucht werden. Dieses Vorge-
hen hat allerdings gravierende Nachteile. Die Konsistenz mu auch dann gepr

uft werden,
wenn ein Attribut einen zus

atzlichen "m

oglichen Wert\ erh

alt, da dadurch neue Aus-
schlubedingungen und somit auch neue Klauseln erzeugt werden m

ussen.
Durch die Verzahnung der CGPP mit den Editoren steigt der Implementierungsaufwand,
und eine funktionale Trennung der Komponenten z.B. in verschiedene Module der
Entwicklungsumgebung ("Zusatzpakete\) ist nicht mehr m

oglich. Der Zeitaufwand f

ur
die Klauselerzeugung w

ahrend der Wissenseingabe hindert auch unge

ubte Benutzer an
einer z

ugigen Arbeit. Der Speicherplatzverbrauch f

ur die Klauseln ist sehr gro, wie an
den Beispielen in Kapitel 2.3.3.1 deutlich wird.
Ein funktionaler Test des aktuellen Entwicklungszustandes zeigt auch die Inkonsistenzen
auf, die in der Formulierung der Regeln begr

undet sind. Wird auf jeden Fall ein funk-
tionaler Test durchgef

uhrt, kann also auf einen "syntaktischen\ Test der Regeln mit Hilfe
der Connection Graph Proof Procedure verzichtet werden. Wird die CGPP zus

atzlich
zum funktionalen Test eingesetzt, beschleunigt das die Entdeckung von Inkonsistenzen
der Regeln untereinander. Dieser Geschwindigkeitsvorteil mu aber mit einem erhe-
blichen Aufwand bei Regel

anderungen erkauft werden. Nach jeder

Anderung m

ussen die
Klauseln der "alten\ Regel unter Beachtung m

oglicher Redundanzen aus der Klausel-
menge entfernt und die "neue\ Regel in Klauseln umgewandelt werden. F

ur den funk-
tionalen Test m

ussen trotzdem alle Regeln im Hinblick auf die Ein- und Ausgangsframes

uberarbeitet werden. Eine Implementierung der CGPP zus

atzlich zu einem funktionalen
Test wird daher von einer "Aufwand zu Nutzen\-Betrachtung abh

angig sein.
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Die Komponente f

ur den funktionalen Test ist f

ur die

Uberpr

ufung des Gesamtsystems
unabdingbar. Neben Inkonsistenzen k

onnen auch inhaltliche Fehler, wie "falsche\ Wahl
eines an sich zul

assigen Attributwertes oder Zugri auf einen "unbeteiligten\ Frame,
durch die schrittweise Abarbeitung des Inferenzablaufes gefunden und leicht korrigiert
werden.
Je nach Gestaltung der funktionalen Testkomponente steigt der Implementierungs-
aufwand mit dem Komfort, der dem Benutzer geboten werden soll. Die Geschwindig-
keit in der Testphase h

angt von der Anzahl der zu

uberwachenden Frames und ihrer
Verkn

upfung ab. Die Verwendung von Ausgangsframes erh

oht auerdem den Speicher-
platzbedarf wiederum in Abh

angigkeit der Frame- und Attributanzahl.
Mit dem funktionalenTest kann die Erf

ullung der f

ur die Konsistenz erhobenen Forderun-
gen F-Fra. 3 (Seite 36), F-Proz. 2 (Seite 52) sowie F-funk. 1 bis 3 (Seite 53, 54, 56)
garantiert werden.
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2.4 Zusammenfassung
In Datenbanken fallen zwei Sachverhalte unter den Begri Konsistenz:
 "Wertkonsistenz\
F

ur ein und das selbe Attribut mu auch bei mehrfachem Auftreten im Datenbe-
stand bei einer Abfrage ein einheitlicher Wert auftreten.
Bei Wert

anderungen darf der Datenbestand erst dann f

ur weitere Manipulationen
freigegeben werden, wenn alle betroenen Datens

atze ge

andert wurden.
 "logische (semantische) Konsistenz\
Semantische Zusammenh

ange werden durch Datenmanipulationen nicht verletzt.
Konsistenzbedingungen, die die Semantik der Daten repr

asentieren, werden
w

ahrend oder direkt nach einer Manipulation

uberpr

uft und entsprechende Reak-
tionen ausgel

ost.
In hybriden wissensbasierten Systemen kann Konsistenz als Komplex aus mehreren Be-
reichen interpretiert werden:
 Regelkonsistenz
Die Formulierung der Regeln mu bestimmten Bedingungen unterliegen. Syntak-
tisch kann dann die Konsistenz mit Hilfe der Connection Graph Proof Procedure
gepr

uft werden.
 Frame- oder Objektkonsistenz
Aus den Bedingungen f

ur die Regelformulierung ergeben sich Vorgaben f

ur
die Framestruktur. Aus Gr

unden der

Ubersicht ist eine klare Hierarchie
anzustreben. Inkonsistenzen werden durch die Verwendung zugeschnittener
Eingabem

oglichkeiten mit

Uberpr

ufung weitgehend vermieden.
 Prozedurkonsistenz
Syntaktische Korrektheit wird durch kontextsensitive Editoren sichergestellt. Funk-
tionale Korrektheit kann nur im Zusammenspiel mit den anderen Wissenselementen
dynamisch gepr

uft werden.
 "Gesamtkonsistenz\
Zugeschnittene Editoren f

ur alle Wissenselemente stellen syntaktische Konsistenz
sicher. Das Zusammenspiel der Wissenselemente mu dynamisch-funktional, also
w

ahrend der "normalen\ Nutzung des Systems,

uberpr

uft werden. Zus

atzliche
syntaktische Tests einzelner Wissenselemente sind daher nicht notwendig.
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Kapitel 3
Realisierung
W

ahrend der Entwicklung eines neuen wissensbasierten Systemes sollten alle
M

oglichkeiten genutzt werden, um die Konsistenz der Wissensbasis von Beginn an zu
wahren. Die kommerziell verf

ugbaren Werkzeuge stellen dem Wissensingenieur sehr ver-
schiedene Hilfsmittel zur Verf

ugung. Die hybride Expertensystemshell G2 der Firma
GENSYM GmbH in der Version 5.0 f

ur das Betriebssystem OpenVMS 6.2 bildet die
Basis f

ur die im Rahmen dieser Arbeit vorgeschlagene Erweiterung der vorhandenen
Hilfsmittel zu einer "Konsistenzpr

ufungskomponente\.
Die Entwicklungsumgebung G2 wird vom Hersteller als "objektorientiert\ bezeichnet,
bietet als Repr

asentationsform f

ur den Benutzer strenggenommen aber Frames, Regeln
und Prozeduren mit deren Sonderform "Methode\ an. Regeln oder Variable beispiels-
weise sind in diesem Zusammenhang allerdings auch als Objekte im formalen Sinn inter-
pretierbar, da eine Kapselung besteht und Methoden (Systemprozeduren) zur Verf

ugung
stehen. Um nicht unn

otig zu verwirren, wird im folgenden die Bezeichnung "Objekt\
auch f

ur die vom Benutzer erzeugten Frames verwendet.
Die in diesem Kapitel beschriebene Realisierung einer Konsistenzpr

ufungskomponente
liefert ein Zusatzmodul zum G2 Basissystem, durch dessen Einsatz ein konsistentes
Expertensystem entwickelt werden kann. Ein Schichtenmodell der Software ist in Ab-
bildung 3.1 zu sehen.
Da ein und dieselbe Person je nach Sichtweise (oder "Schicht\) sowohl ein "Anwender\,
als auch gleichzeitig ein "Entwickler\ sein kann, werden zun

achst die hier verwendeten
Bedeutungen erl

autert.
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G2 Basissystem
Zusatzmodule (Gensym)
Konsistenzmodul
spez. Applikation
Herstellers
Entwickler des
Werkzeugentwickler
Applikationsentwickler
Endanwender
Abbildung 3.1: Blockbild einer G2 Applikation mit Konsistenzmodul
 Der "Endanwender\ ist der Benutzer der fertigen Applikation,
 die der "Applikationsentwickler\ (Wissensingenieur) mit Hilfe der erweiterten Ex-
pertensystemshell realisiert hat. W

ahrend der Entwicklung ist der "Applikations-
entwickler\ der "Benutzer\ der Shell.
 Die Teile der Shell, die nicht zum G2 Basissystem geh

oren, wurden von "Werkzeug-
entwicklern\ entworfen und realisiert.
 Die Entwickler des G2 Basissystems werden in dieser Arbeit nicht erw

ahnt, da sie
nicht bekannt sind.
Dieses Kapitel beschreibt die Realisierung eines Konsistenztestes, der die Ausf

uhrungen
in Kapitel 2.2 ber

ucksichtigt. Nach einem

Uberblick

uber die M

oglichkeiten der Experten-
systemshell G2 wird die Umsetzung der einzelnen Abschnitte aus Kapitel 2.2 beschrieben.
Die Realisierung erfolgte durch "Werkzeugentwickler\, im folgenden kurz "Entwickler\
genannt, am Lehrstuhl f

ur Automatisierungstechnik an der Bergischen Universit

at
{ Gesamthochschule Wuppertal im Rahmen dieser Arbeit durch die Verfasserin sowie in
Form von durch sie betreuten Projekt- und Diplomarbeiten. Dabei wurden alle Dialoge
mit Hilfe der in Abbildung 3.5 dargestellten Grakelemente selbst entworfen und f

ur
jedes Element das Verhalten bei verschiedenen Benutzerreaktionen mit Hilfe komplexer,
selbstentwickelter Methoden festgelegt.
Das Konsistenzmodul wird von Wissensingenieuren w

ahrend einer Applikationsent-
wicklung benutzt, die im folgenden kurz "Benutzer\ oder "Nutzer\ genannt werden.
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3.1 Die Entwicklungsumgebung
Die in der Literatur angegebene Trennung von Wissensbasis, Inferenzmaschine und
Dialogkomponente mit Akquisitions- und Erkl

arungsteil (Abbildung 3.2) ist in der
Entwicklungsumgebung G2 (Shell, oder kurz: G2) durch verschiedene Mechanismen
realisiert. Die Inferenzmaschine ist integraler Bestandteil der Entwicklungsumgebung
und kann durch den Entwickler in bestimmten Grenzen

uber Parameter gesteuert wer-
den. Alle implementierten Klassendenitionen und Instanzen bilden die Wissensbasis
des Systems, und die grasche Benutzerober

ache vereinigt alle Anforderungen an die
Dialogkomponente in sich.
Expertensystem
WISSENSNUTZUNGWISSENSAKQUISITION
Benutzer
Akquisitionskomponente Erklärungskomponente
Inferenzmaschine
Wissensbasis
DIALOGSYSTEM
Experte Wissensingenieur
Abbildung 3.2: Komponenten eines Expertensystems (nach [7])
Um in der Benutzerober

ache verschiedenen Benutzertypen auch verschiedene Werkzeuge
zur Verf

ugung zu stellen, k

onnen Benutzergruppen wie z.B. Administrator, G2-erfahrener
Entwickler (Developer), Entwickler (Knowledge Engineer), Benutzer oder beliebige an-
dere deklariert werden. Der Administrator als Benutzer mit den gr

oten Befugnissen
kann

uber Kongurationsparameter und Beschr

ankungen in verschiedenen Ebenen ein
unterschiedliches Verhalten der Ober

ache f

ur jede Gruppe vorgeben. Diese M

oglichkeit
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wird z.B. genutzt, um dem Wissensingenieur zum einen die Nutzung der Konsistenzkom-
ponente zu erm

oglichen und zum anderen, um ihn am Umgehen der Komponente zu
hindern. Diese Eigenschaft ist besonders wichtig, denn wird bei einer Entwicklung auch
nur ein Teil der Strukturen ohne Verwendung der Konsistenzkomponente implementiert,
ist kein sinnvoller Konsistenztest mehr m

oglich.
Die Entwicklungsumgebung G2 stellt eine grasche Benutzerober

ache mit beliebig vie-
len Arbeits

achen (Arbeitsblatt, G2-Terminus: workspace) zur Verf

ugung, die an die
Ober

ache verschiedener Betriebssysteme erinnert. Jede Arbeits

ache kann als gra-
sche Zusammenfassung von Wissenselementen (Objekten, G2-Terminus: objects) genutzt
werden, wobei eine weitere logische Zusammenfassung von Arbeits

achen in Teilwissens-
basen (G2-Terminus: module) erfolgen kann. Die Modularisierung macht es m

oglich,
ein vollst

andiges Expertensystem aus verschiedenen allgemeinen und einigen speziell f

ur
eine Anwendung erstellten Modulen zusammenzusetzen. Besondere Vorteile ergeben sich
f

ur die Wiederverwendbarkeit von Teilwissensbasen, die allgemeine Werkzeuge enthalten,
sowie f

ur die Gr

oe des an die Kunden ausgelieferten Expertensystems. Werkzeuge wie
Dialoge zum bequemen Speichern oder Ausdrucken von Informationen oder auch allge-
meing

ultige Komponenten k

onnen f

ur andere Entwicklungen zur Verf

ugung gestellt wer-
den. Werden Entwicklungswerkzeuge (-module) nach Fertigstellung des Gesamtsystems
entfernt, kann die f

ur den Endanwender notwendige Speichergr

oe ohne Funktionsverlust
reduziert werden.
Grundmodul
"User-Root"
Untermodul 1 Konsistenz
syntaktischer Test funktionaler Test
vom Benutzer
zu entwickeln
Zusatzmodul, hier
Konsistenztest
Abbildung 3.3: Modulhierarchie einer leeren Wissensbasis mit Konsistenztest
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Die im Rahmen dieser Arbeit entwickelte Konsistenzkomponente ist in einem eigenen
Modul (mit Untermodulen) zusammengefat und kann nach Abschlu der Entwicklung
entfernt werden, um den Umfang der zur Ausf

uhrungszeit ben

otigten Wissensbasis klein
zu halten. Werden sp

ater Erg

anzungen der Wissensbasis notwendig, kann das Modul
wieder eingebunden werden.
Die Basiskonguration einer leeren Wissensbasis mit Konsistenzpr

ufung (Abbildung 3.3)
wurde so angelegt, da ein "Grundmodul\ f

ur die zu entwickelnde Applikation zur
Verf

ugung gestellt wird, dem in der Modulhierarchie bereits das Konsistenzmodul un-
tergeordnet ist. Mit dem Start der Inferenzmaschine steht damit sofort ein "Konsistenz-
Experte\ zur Verf

ugung, der bei der Entwicklung der Applikation hilft (Abbildung 3.6).
Neben einem Arbeitsblatt, das dem gleichnamigen Grundmodul "User-Root\ zugeordnet
ist, wird das Arbeitsblatt "Palette\ angezeigt. Hier wird durch Anklicken mit der Maus
ausgew

ahlt, was erzeugt werden soll.
Als Repr

asentationsform f

ur Wissen stellt G2 einen objektbasierten Ansatz zur Verf

ugung
(siehe Kapitel 1.3.2 sowie die Einf

uhrung zu diesem Kapitel), in dem zus

atzlich Proze-
duren als Objektklasse integriert sind. Neben den vom Entwicklungssystem vorgegebenen
Objektklassen (Systemklassen) wie Regel, Prozedur, Variable, Parameter usw. k

onnen
durch den Benutzer eigene Klassen erzeugt werden, deren Instanzen (Objekte) das Fak-
tenwissen aufnehmen. Jede Instanz kann direkt

uber ihren Namen und indirekt

uber die
Klassenzugeh

origkeit referenziert werden.
Ein Vorteil von G2 liegt in der graschen Repr

asentation der einzelnen Objekte (Sinnbild,
icon, Ikone). Einerseits ist damit eine Visualisierung der Wissenskomponenten und

uber
Gruppierungen der Sinnbilder die Darstellung ihrer Verkn

upfung gegeben. Andererseits
sind die Bearbeitungsm

oglichkeiten f

ur die Objekte durch Auswahl (Anklicken) ihres
Sinnbildes (icons) mit der Maus aktivierbar. Der Entwickler hat vielf

altige M

oglichkeiten,
die Informations- und Bearbeitungsm

oglichkeiten zu strukturieren und an das jeweilige
Objekt zu binden. Informationen zu einem Sinnbild sind in erster Linie die Eigen-
schaften des dadurch symbolisierten Objektes, die

ublicherweise in tabellarischer Form
(G2-Terminus: table) angezeigt werden (siehe Abbildung 3.4 links).
Weitere Objekte wie Prozeduren und Variablen, die mit diesem Objekt (Regel "PS-Motor-
1\) zusammenh

angen, k

onnen auf einer Arbeits

ache angeordnet werden, die direkt der
Regel "PS-Motor-1\ zugeordnet wird (Unterarbeits

ache, subworkspace, Abbildung 3.4
rechts). In diesem Beispiel sind auf der Unterarbeits

ache eine grasche Darstellung der
Regel sowie der Regeltext in G2 Syntax abgelegt.
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PS-MOTOR-1
PS-MOTOR-1, a dummy-regel
Notes OK
Names PS-MOTOR-1
Gfr uuid ""
If the PS of MOTOR-1 >= 200 then
conclude that the OELZUSTAND of
MOTOR-3 = "schlecht"
O
motor-1
ps
200
O
"schlecht"
motor-3
oelzustand
Sinnbild
einer ,!
Regel
Tabelle der Eigenschaften
Unter- ,!
arbeits

ache
Regel in G2 Syntax
grasche Darstellung des Regeltextes
"
"gr

oer-gleich\
Abbildung 3.4: Ein (sinnloses) Regel-Objekt und seine Unterarbeits

ache
Auf die Bedeutung der einzelnen Angaben, wie z.B. PS, MOTOR-1 und MOTOR-3 wird
in Kapitel 3.3 n

aher eingegangen.
Sind die Informationen auch bei anderen Objekten (z.B. allen vom Benutzer erzeugten
Regeln) relevant, kann eine Arbeits

ache auch so angelegt werden, da von jedem betrof-
fenen Objekt ein Verweis erfolgen kann. Auf diese Weise ist eine exible Strukturierung
des Wissens m

oglich.
Der objektbasierte Ansatz von G2 erm

oglicht auch im Zusammenhang mit einem Test
der Wissensbasis eine komfortable Benutzung, da jedes Objekt einzeln deaktiviert bzw.
aktiviert werden kann. Die Inferenzmaschine verwendet nur aktives Wissen und "ig-
noriert\ deaktivierte Objekte. Auf diese Weise kann die aktuell zur Verf

ugung stehende
Wissensmenge ver

andert und der Einu des deaktivierten Wissens auf das Gesamtsys-
tem schnell erkannt werden, denn neu auftretende bzw. fehlende Werte oder Aktionen
h

angen mit dem deaktivierten Wissen zusammen.
F

ur die Gestaltung der Benutzerober

ache bietet G2 mit verschiedenen, vorgefertigten
Grakelementen ein Skelett, das durch die Werkzeugentwickler f

ur jegliche Aktion mit
und durch die Grakelemente mit Leben gef

ullt werden mu. F

ur den Aufbau der dazu
notwendigen, komplexen Prozedurstrukturen bietet G2 Systemprozeduren der "User In-
terface Library\ (Benutzerschnittstellenbibliothek, Zusammenstellung von Grundproze-
duren zur Manipulation der Grakelemente) als Minimalelemente an, eine weitere Un-
terst

utzung gibt es jedoch nicht.
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3.2 Klassen- und Frameeditor
Startpunkt jeder Implementierung in einer hybriden Entwicklungsumgebung sind die
Objekte. In ihnen wird das Faktenwissen repr

asentiert. Auf der Benutzerober

ache
erscheinen Objekte als Sinnbilder, mit deren Hilfe weitere Informationen zu dem Ob-
jekt abgerufen werden k

onnen. Die allgemeine Beschreibung der Objekteigenschaften
wird nicht im Objekt selber vorgenommen, sondern in der Klassendenition der Klasse
abgelegt, deren Instanz das Objekt ist. Ohne Klassendenition kann kein Objekt existie-
ren.
Will ein Nutzer ein neues Objekt erzeugen, gibt es zwei M

oglichkeiten:
1. es existiert bereits eine Klasse, die die Eigenschaften des gew

unschten Objektes
beschreibt, oder
2. es soll ein Objekt mit bisher unbekannten Eigenschaften erzeugt werden.
Fall 1 ist f

ur jeden Benutzertyp gleich einfach. Von der bestehenden Klasse wird eine neue
Instanz (Objekt) gebildet, der ein eindeutiger Name zugewiesen wird. Wie komfortabel
eine Instanz erzeugt werden kann, ist vom Benutzertyp und den Vorbereitungen durch
den Administrator abh

angig.
Fall 2 erfordert bereits Vorwissen

uber objektbasiertes Vorgehen und die verwendeten
Strukturen. F

ur den Benutzer bedeutet das, nicht einfach ein Objekt zu erzeugen, son-
dern zuerst eine Klassendenition anzulegen. Dazu mu er schon vorher mit der Syntax
und den Systemwerkzeugen vertraut sein, um wenigstens die unabdingbaren Eintragun-
gen wie Klassenname und Oberklasse sofort festzulegen. Die Eigenschaften (Attribute),
die das neue Objekt schlielich haben soll, k

onnen dann nach und nach eingetragen
und ge

andert werden. Auch die Form des Sinnbildes kann nachtr

aglich festgelegt bzw.
ge

andert werden. F

ur all diese Aktionen ist in der Grundversion von G2 Erfahrung im
Umgang und Wissen

uber die vorhandenen Klassen erforderlich.
Diesem Umstand haben die Entwickler des Lehrstuhls f

ur Automatisierungstechnik an
der Bergischen Universit

at { Gesamthochschule Wuppertal Rechnung getragen, indem
Editoren mit zugeschnittenen Dialogen f

ur die Erzeugung von Objekten bzw. Klassende-
nitionen auf Basis der Grundfunktionen der "User Interface Library\ gestaltet wurden,
die auch einem unerfahrenen Benutzer ausreichend Hilfestellungen geben.
Durch diese Dialoge wird die Erf

ullung folgender Randbedingungen erzwungen:
 das System verlangt als Mindesteingaben einen Klassennamen und eine oder
mehrere Oberklassen,
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 der Benutzer ben

otigt Hilfen bzgl. m

oglicher Typen von Attributen sowie sinnvolle
Angaben zu vorhandenen Namen und Objekten (Forderungen F-Fra. 1 und 2), da
ihm die Suchm

oglichkeiten innerhalb von G2 nicht bekannt sind, und schlielich
 sollte f

ur die Konsistenzkomponente die M

oglichkeit bestehen, Wertemengen f

ur
Attribute festzulegen (Forderung F-Fra. 3).
Die Systemforderungen m

ussen in jedem Fall erf

ullt werden, da G2 sonst mit einer Fehler-
meldung reagiert oder, was schwerere Folgen nach sich ziehen k

onnte, ohne Fehlermeldung
in einen unsicheren Systemzustand l

auft. Auch die Anforderungen der Konsistenzkompo-
nente m

ussen so weit wie m

oglich beachtet werden, damit bei der Regelerzeugung (siehe
Kapitel 3.3) auf optimale Hilfestellung zur

uckgegrien werden kann.
Einzig die Feststellung der "Benutzerfreundlichkeit\ ist ein subjektiver Mastab, f

ur den
es in der Literatur zur Mensch-Maschine-Kommunikation einige Anhaltspunkte, aber
keine Vorschriften gibt. Die weite Verbreitung des Betriebssystems Windows
1
gibt gra-
sche Elemente und Bedienweisen vor, die f

ur eine intuitive Bedienbarkeit sorgen. Die
Dialoge der Editoren wurden in Anlehnung an diesen "Quasistandard\ gestaltet, indem
z.B. Schalt

achen, Eingabefelder und Listenfelder verwendet wurden.
start
Eingabefeld:
<--  Schaltfläche zum Schließen des Arbeitsblattes,
     Schließfeld
<--  Schaltfläche, um selbstdefinierte Aktionen auszulösen
255
Optionsschalter
Listenfeld
<--  ausgewählter Wert
deutsch
english
francaise
Objekte
Regeln
Prozeduren
ELEMENTE
Abbildung 3.5: Beispiele f

ur Dialogelemente in G2
1
Warenzeichen der Microsoft Corporation
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Das erste Objekt
Ohne einen Editor mit zugeschnittenen Dialogen mu der Benutzer

uber die System-
men

us eine Klassendenition ausw

ahlen und wenige Eintr

age in einer langen Tabelle
der Eigenschaften mit dem Texteditor

andern. Der Texteditor von G2 zeigt w

ahrend
der Bearbeitung Syntaxbl

ocke an, die an der betreenden Stelle m

oglich sind. Teilweise
werden auch notwendige Angaben mit Standardwerten erg

anzt, wenn sie nicht explizit
eingegeben werden. F

ur einen unge

ubten Benutzer kann das allerdings eher verwirrend
als hilfreich sein. Eine

Uberpr

ufung der notwendigen Eingaben erfolgt auerhalb des
Editors nicht, soda z.B. auch namenlose Klassen existieren k

onnen, was zum Abbruch
der gesamten Entwicklungsumgebung f

uhren kann.
Diese Probleme und die unn

otige Datenut werden durch die Dialoge von Klassen- und
Frameeditor vom Benutzer ferngehalten. Das zur neu entwickelten Konsistenzkompo-
nente geh

orende Arbeitsblatt "Palette\ (Abbildung 3.6) wurde durch die Entwickler so
konguriert, da f

ur den Benutzer (Wissensingenieur) die selbsgestalteten Sinnbilder von
Klassen, Objekten, Regeln usw. wie Schalt

achen reagieren.
Abbildung 3.6: Startbild einer leeren Wissensbasis mit Konsistenzmodul
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Nach dem Anklicken des Sinnbildes "Neues-Objekt\ wird eine Kopie des Sinnbildes an
den Mauszeiger geheftet, und der Benutzer kann das so symbolisierte Objekt auf einem
Arbeitsblatt ablegen. Durch den sofort danach gestarteten Frameeditor wird der erste
selbst gestaltete Dialog ge

onet. Dieser bietet die Schalt

achen "Bestehende Klasse\
und "Neue Klasse\ an, um das Objekt einer Klasse zuzuordnen. Die Reihenfolge "erst
ein Objekt erzeugen, dann eine Klasse daf

ur denieren\ kann nur scheinbar durch den
Frameeditor realisiert werden. Tats

achlich wird zun

achst die Absicht des Benutzers er-
fat und dann in die notwendigen Aktionen in korrekter Reihenfolge umgesetzt.
Da noch keine Klassen durch den Benutzer deniert worden sind, ist die Schalt

ache
"Bestehende Klasse\ inaktiv und kann nicht bet

atigt werden. Der mit der Schalt

ache
"Neue Klasse\ gestartete Dialog erlaubt das Erzeugen und Bearbeiten einer Klassende-
nition (Abbildung 3.7).
Abbildung 3.7: Dialog zur Erzeugung und Bearbeitung von Klassendenitionen
Mit dem Start des Dialoges "Erzeugen und Bearbeiten einer Klassendenition\ wird
gleichzeitig im Hintergrund

uberpr

uft, ob die zu bearbeitende Klasse bereits einen Na-
men hat und anderenfalls der Name (Neue-Klasse-<Nr.>) zugewiesen.
Eine neue Klasse enth

alt zun

achst keine Attribute, die f

ur den Benutzer direkt zug

anglich
sind. Das Listenfeld "Attribut-Name\ ist daher leer. Der Benutzer mu mit der Schalt-


ache "Einf

ugen\ zun

achst einen Platzhalter erzeugen und einen beliebigen Attributna-
men eingeben. Der Datentyp des Attributes wird durch Auswahl eines Optionsschalters
im Block "Attribut-Typ\ festgelegt. Hier wurde zun

achst eine Auswahl einfacher Daten-
typen vorgesehen.
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Auf der rechten Seite des Dialoges sind Erweiterungen f

ur den Konsistenztest unterge-
bracht. Zus

atzlich zum Eingabefeld "Anfangswert\ gibt es die Eingabefelder "Minimal-\
und "Maximal-Wert\ sowie die Schalt

ache "Eingeben\ f

ur den Punkt "M

ogliche Werte\.
Die Eingabefelder und die Schalt

ache sind nur dann aktiv, wenn die Eingaben f

ur den
gew

ahlten Datentyp sinnvoll sind. Die Funktion des Expertensystems wird ohne Eingabe
dieser Werte nicht beeintr

achtigt. Auch der funktionale Konsistenztest greift nicht direkt
auf die hier angegebenen Werte zur

uck. Trotzdem ist die Eingabe sehr empfehlenswert,
denn bei der Erzeugung von Regeln baut darauf eine eektive Hilfestellung durch den
Regeleditor (siehe Kapitel 3.3) auf, die zur Einhaltung der Forderung F-Fra. 3 dient
(S. 36).
Die Schalt

ache "Eingeben\ f

uhrt auf einen Dialog mit einem Listenfeld f

ur die Werte,
die der Benutzer f

ur das Attribut zulassen m

ochte und drei Schalt

achen f

ur deren Bear-
beitung (Abbildung 3.8).
Abbildung 3.8: Eingabe m

oglicher Werte
Jedes neu erzeugte Listenelement enth

alt als Vorbelegung einen Wert des erwarteten Da-
tentyps als Beispiel. Die Eintr

age werden bei Abschlu des Dialoges (OK-Schalt

ache)

uberpr

uft. Ist der Datentyp nicht korrekt, erscheint eine Fehlermeldung und der Dialog
wird nicht geschlossen. Beendet der Benutzer den Hauptdialog (Abbildung 3.7), ndet
die gleiche

Uberpr

ufung f

ur die dort eingegebenen Werte statt.
Da der Benutzer prim

ar ein neues Objekt erzeugen wollte, wird die Klassendenition und
automatisch eine Instanz dieser Klasse erzeugt.
Werden weitere Objekte erzeugt, steht jetzt die Schalt

ache "Bestehende Klasse\ im
Startdialog zur Verf

ugung. Der Auswahldialog bietet alle vom Benutzer erzeugten
Klassen in einem Listenfeld an. Der Klassenname kann mit der Maus ausgew

ahlt oder
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NEUE-KLASSE-1
NEUE-KLASSE-1-1
NEUES-OBJEKT
-
Abbildung 3.9: Entstehung eines Objektes
in einem Eingabefeld direkt eingegeben werden. Nach einer direkten Eingabe wird der
Name mit den vorhandenen Klassennamen verglichen und eine Fehlermeldung angezeigt,
wenn kein

ubereinstimmender Eintrag gefunden wird. Auf diese Weise k

onnen einer-
seits Suchvorg

ange in langen Listenfeldern vermieden werden, wenn der Klassenname
bekannt ist, andererseits werden Schreibfehler abgefangen.

Uber die Schalt

ache "Neues
Objekt erzeugen\ wird eine Instanz der gew

ahlten Klasse generiert und erh

alt den pro-
visorischen Namen "<Klassenname>-<Nr.>\ (siehe Abbildung 3.9). Wird der Dialog
abgebrochen, weil die gesuchte Klasse nicht vorhanden ist, erscheint der vorherige Dialog
und die Schalt

ache "Neue Klasse\ kann gew

ahlt werden.
Weitere Aktionen wie die

Anderung des Klassennamens oder die ansprechende Gestaltung
des Sinnbildes f

ur ein Objekt einer neuen Klasse werden durch Anklicken der Klassen-
denition und Auswahl aus dem Men

u eingeleitet (siehe Abbildung 3.10). Der Punkt
"bearbeiten\

onet den schon bekannten Dialog "Erzeugen und Bearbeiten einer Klassen-
denition\,

uber den Punkt "umbenennen\ kommt man zu einem Eingabefeld auf dem
Dialog "

Anderung des Klassennamens\. Sobald hier ein Name eingegeben und best

atigt
wurde, werden sowohl die Klassendenition als auch alle Objekte dieser Klasse um-
benannt, aus "Neue-Klasse-1\ wird z.B. "Auto\ und aus "Neue-Klasse-1-1\ wird
"Auto-1\. Selbstverst

andlich kann jedem Objekt ein individueller Name gegeben wer-
den, indem der Punkt "umbenennen\ aus dem Men

u des Objektes verwendet wird.
Mit dem Men

upunkt "bearbeite-grak\ wird der systemeigene Grakeditor f

ur Sinnbilder
(Icon-Editor) ge

onet. Einfache Grakelemente k

onnen in mehreren Ebenen (layer)
miteinander kombiniert werden, um ein ansprechenderes Sinnbild als das graue Quadrat
zu erzeugen (siehe Abbildung 3.10 "Auto-1\ gegen

uber Abbildung 3.9 "Neues-Objekt\
bzw. "Neue-Klasse-1-1\).
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Abbildung 3.10: Men

u einer Klassendenition sowie Men

u und Tabelle eines Objektes
Um ein Objekt von einer Arbeits

ache auf eine andere zu

ubertragen, mu der Men

upunkt
"Arbeitsblatt wechseln\ gew

ahlt werden. Bewegt der Benutzer ein Sinnbild durch
Anklicken und Gedr

uckthalten des Mausknopfes auf einer Arbeits

ache, k

onnen die Gren-
zen der Arbeits

ache nicht

uberschritten werden. Statt dessen wird die Fl

ache vergr

oert,
wenn der Rand erreicht wird.
Das Men

u von Objekten unterscheidet sich vom dem der Klassendenitionen dadurch,
da der Punkt "bearbeiten\ fehlt, neu ist der Punkt "tafel\. Der Aufruf dieses Punk-
tes blendet die tabellarische Darstellung der Objekteigenschaften (Attribute) und deren
Werte ein (Abbildung 3.10 rechts). Die Konguration der Ober

ache beschr

ankt die
Anzeige der Attribute auf solche, die der Benutzer selbst erzeugt hat, und das Sy-
stemattribut "Names\.
Das Sinnbild "Neue-Klasse\ auf dem Arbeitsblatt "Palette\ dient zur Erzeugung einer
neuen Klasse, von der zun

achst keine Objekte existieren. Durch Anklicken des
Sinnbildes und Ablegen der am Mauszeiger erscheinenden Kopie wird sofort der Dia-
log "Erzeugen und Bearbeiten einer Klasse\ (Abb. 3.7) angezeigt. Nach einem solchen
Aufruf wird die neue Klassendenition, aber kein Objekt der neuen Klasse erzeugt.
Interne Darstellung
Vergleicht man die interne Darstellung der "klassisch\ oder mit den Editoren erzeugten
Klassendenitionen und Objekte, ist kein Unterschied feststellbar. Die zus

atzlichen In-
formationen Minimal-, Maximal- und m

ogliche Werte erscheinen nicht in der Klassen-
denition, sondern werden in speziellen Listen abgelegt. Auch die anderen f

ur die Kon-
sistenzkomponente ben

otigten Informationen wie Klassen-, Objekt- und Attributnamen
werden in Listen verwaltet. Die Eintr

age sind so angeordnet, da bei Anordnung der
Listen nebeneinander eine Tabelle entsteht, in deren Zeilen jeweils zusammengeh

orige
Werte zu nden sind.
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Klassen- Attribut- Datentyp Anfangs- Minimal- Maximal- m

ogliche
namen namen werte wert wert Werte
Auto Zubeh

or value Alufelgen Min Max "Keine\
Auto Gewicht oat 1200.0 600.0 2000.0 "Keine\
Auto Farbe symbol rot Min Max "schwarz, blau, wei, rot\
Auto Leistung integer 75 60 150 "60, 75, 90, 120, 150\
Fahrrad Farbe symbol blau Min Max "rot, gelb, blau\
Fahrrad G

ange integer 3 1 24 "1, 3, 5, 7, 12, 14, 16, 21, 24\
Die Listen mit Klassen- und Attributnamen, Datentyp und Anfangswert enthalten In-
formationen, die auch in den Klassendenitionen zur Verf

ugung stehen. Diese Redun-
danz bringt jedoch Geschwindigkeitsvorteile (je nach Gr

oe der Wissensbasis und Lei-
stungsf

ahigkeit der Plattform) durch die Verkettung der Daten

uber die Listenindizes.
Prinzipiell ist eine Speicherung der Daten in einer erweiterten Klassendenition m

oglich.
Denkbar ist, das Format der Attributdeklaration in der Klassendenition um die neuen
Informationen zu erweitern.
Statt
Gewicht is a oat, initially is 1200.0; . . .
kann
Gewicht is a oat, initially is 1200.0, min is 600.0, max is 2000.0 oder
Gewicht is a oat, initially is 1200.0, "600.0, 800.0, 1000.0, 1100.0, 1500.0, 2000.0\
eingetragen werden.
Daf

ur sind

Anderungen an der internen Datenstruktur notwendig, die nur vom Hersteller
der Entwicklungsumgebung vorgenommen werden k

onnen.
Eine andere M

oglichkeit besteht f

ur den Entwickler der Konsistenzkomponente. Der
Dialog zur Erzeugung und Bearbeitung von Klassendenitionen kann so ver

andert wer-
den, da nicht eine originale G2-Klassendenition erzeugt wird, sondern hier bereits eine
zugeschnittene Klassendenition Verwendung ndet. Statt eines vordenierten Daten-
typs wird darin einem Attribut der Typ "Konsistenz-Attribut\ zugewiesen. Dieser Typ
ist eine Klassendenition, die den eigentlichen Datentyp, Minimum, Maximum und eine
Liste der m

oglichen Werte als Attribute erh

alt. Nachteil dieses Vorgehens ist, da die
Syntax der Regeln wesentlich komplexer wird (siehe auch Kapitel 3.3, Seite 83).
Nachdem der Benutzer in die Lage versetzt wurde, Objekte zu erzeugen und zu manipu-
lieren, also Fakten in der Wissensbasis zu implementieren, soll auch Verarbeitungswissen
in Form von Regeln abgelegt werden.
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3.3 Regeleditor
Die Repr

asentation von Regeln in wissensbasierten Systemen erfolgt haupts

achlich durch
alphanumerische Eingabe des Regeltextes. Die Syntax orientiert sich dabei an Horn-
klauseln (analog zur Programmiersprache Prolog) oder an aussagen- bzw. pr

adikatenlo-
gischen S

atzen, wie bei G2.
Der kontextsensitive Texteditor von G2 bietet dem Benutzer Schl

usselbegrie, aber
keine komplexeren Syntaxbl

ocke an. Die Syntax der Regeln mu dem Benutzer also zu-
mindest in ihrer groben Struktur bekannt sein, um sinnvolle Begrie zu w

ahlen. Wird
die Eingabe abgeschlossen,

uberpr

uft G2 die Regel hinsichtlich der Syntax und der ver-
wendeten Objekte, Klassen und Attribute. Wurden in einer Regel Attribute oder ganze
Objekte benutzt, die nicht vorhanden sind, erzeugt G2 Unkorrektheitsmeldungen im Sy-
stemattribut "Notes\ der Regel und in einem "Operator-Logbook\. Beide Stellen m

ussen
vom Benutzer aber aktiv kontrolliert werden, um die detaillierten Hinweise und Meldun-
gen zu erhalten. Ein Benutzer k

onnte zwar bewut die Reihenfolge "Regelerzeugung vor
Objekterzeugung\ gew

ahlt haben, Hauptgrund f

ur diese Meldungen zu fehlenden Objek-
ten ist jedoch ein Namensirrtum oder Schreibfehler.
Der Regeleditor der Konsistenzkomponente dagegen nutzt die syntaktischen Strukturen
und den objektbasierten Ansatz von G2, um dem Benutzer Syntaxbl

ocke in Form von
eigens daf

ur erzeugten graschen Objekten als Bausteine zur Verf

ugung zu stellen.
Wie bei der Erzeugung von Objekten und Klassen klickt der Benutzer das Sinnbild "Neue-
Regel\ des Arbeitsblattes "Palette\ an und legt die Kopie des Sinnbildes auf einer be-
liebigen Arbeits

ache ab. Das Men

u einer Regel besteht aus den Punkten "Arbeitsblatt
wechseln\, "l

oschen\, "umbenennen\ und "bearbeiten\. Der letzte Punkt

onet zwei Ar-
beitsbl

atter. Das Arbeitsblatt "Regel-Palette\ enth

alt Bausteine, die auf dem zun

achst
leeren Arbeitsblatt "Regel-Werkstatt\ grasch zu Regeln kombiniert werden k

onnen. In
Abbildung 3.11 ist das Vorgehen beispielhaft angedeutet.
Der Benutzer kopiert durch einfaches Anklicken Regelbausteine von der Regel-Palette
und legt sie, wie im oberen Teil der Regel-Werkstatt zu sehen, grob ausgerichtet ab. Es
ergeben sich dabei drei "gedachte Spalten\: ganz links die Eingabe-Bausteine mit Fak-
ten, die logisch verkn

upft werden k

onnen, in der Mitte ein Vergleichsbaustein und rechts
ein Ausgabe-Baustein. Der Aktionsteil (die Konklusion) der Regel wird durch die rechte
Spalte repr

asentiert, w

ahrend der Bedingungsteil (die Pr

amisse) immer durch den Ver-
gleich von Fakten gebildet wird, der hier durch die linke und mittlere Spalte zusammen
repr

asentiert wird. Sind alle notwendigen Bausteine plaziert, werden sie durch Anklicken
78 KAPITEL 3. REALISIERUNG
der "Anschlustellen\ an den Bl

ocken mit einander verbunden, wie es im unteren Teil
der Regel-Werkstatt zu sehen ist. Nach der Wertzuweisung f

ur die einzelnen Bl

ocke

uber
den jeweiligen Men

upunkt "bearbeiten\, kann die Erzeugung der "internen\ Regel

uber
die Schalt

ache "Regel erzeugen\ gestartet werden. Eine erneute Bearbeitung der Regel
beginnt dann mit der bereits erstellten Regelgrak.
REGEL-PALETTE
Vergleichs-Bausteine:
Ausgabe-Bausteine:
Eingabe-Bausteine:
prozedur
wert
K
attribut-wert
klassen-name
attribut-name
O
objekt-name
attribut-name
K
klassen-name
attribut-name
O
attribut-wert
objekt-name
attribut-name
Logik-Bausteine:
Hilfe REGEL-WERKSTATT
Regel erzeugen
Verwerfen
O
objekt-name
attribut-name
O
objekt-name
attribut-name
wert
O
attribut-wert
objekt-name
attribut-name
O
auto-1
farbe
rot
O
attribut-wert
objekt-name
attribut-name
Abbrechen
O
fahrrad-1
farbe
Abbildung 3.11: Arbeits

achen zur graschen Erstellung einer Regel
Mit der Regel-Palette werden dem Benutzer vier Bausteingruppen angeboten. Eingabe-
Bausteine repr

asentieren Attribute von Objekten und konstante Werte, die mit Hilfe
der Logik-Bausteine verkn

upft und durch die Vergleichs-Bausteine zu Pr

amissen
kombiniert werden k

onnen. Aktionen f

ur die Konklusion stehen mit den Ausgabe-
Bausteinen zu Verf

ugung.
Objektorientierte Faktenrepr

asentation f

uhrt zu zwei Ans

atzen bei der Formulierung
von Regeln. Die Pr

amissen k

onnen auf einen Attributwert eines speziellen Objektes
zugreifen (spezische Regel) oder auf den Attributwert aller Objekte einer Klasse (gene-
rische Regel). F

ur beide Regeltypen steht ein Eingabe-Baustein bereit. Der Baustein f

ur
generische Pr

amissen ist durch ein "K\ f

ur Klassen im Sinnbild gekennzeichnet, f

ur spe-
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zische Pr

amissen wird der Baustein mit der "O\-Kennzeichnung (f

ur Objekt) angeboten.
Informationen zu den Bausteinen kann der Benutzer

uber die " ? \-Hilfe Schalt

ache er-
halten.
Abbildung 3.12: Dialog zur Eingabe einer spezischen Regel
Der Dialog f

ur die Eingabe der notwendigen Informationen zu einem Eingabe-Baustein
bietet zwei Listenfelder an, die alle vom Benutzer erzeugten Attribut- und Objekt- bzw.
Klassennamen enthalten. Hier besteht nicht die M

oglichkeit,

uber die Tastatur einen
Namen vorzugeben, es k

onnen nur bestehende Eintr

age mit der Maus angeklickt werden
(Abbildung 3.12). Wurde in einem Listenfeld eine Wahl getroen, wird sofort das andere
Listenfeld so aktualisiert, da nur die noch m

oglichen Eintr

age angezeigt werden. Wird
beispielsweise der Attribut-Name "G

ange\ gew

ahlt, erscheinen im rechten Listenfeld nur
noch die Objekt-Namen von Fahrr

adern, da nur in dieser Klasse das Attribut "G

ange\
vorhanden ist. Auch bei diesem Dialog wird also auf die jeweiligen Klassendenitionen
zur

uckgegrien. W

ahlt der Benutzer den Objekt-Namen aus, werden im linken Feld alle
Attribut-Namen des Objektes angezeigt. Bei einem Irrtum des Benutzers kann

uber
die Schalt

ache "Listen-Aktualisieren\ der Ausgangszustand mit allen Eintr

agen wieder
hergestellt werden. Wie in Abbildung 3.12 k

onnen mehrere gleiche Attribut-Namen im
Listenfeld angezeigt werden. Diese scheinbare Redundanz wurde bewut nicht verhin-
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dert, da der Benutzer so erf

ahrt, da beispielsweise das Attribut "Farbe\ in zwei Klassen
vorkommt. Wird einer dieser Eintr

age ausgew

ahlt, enth

alt das rechte Listenfeld in jedem
Fall alle Objekte mit diesem Attribut.
Im Beispiel in Abbildung 3.11 soll das Attribut "Farbe\ der Objekte "Fahrrad-1\ und
"Auto-1\ auf einen konstanten Wert ("rot\)

uberpr

uft werden. Durch die Verbindung
der Bausteine kann f

ur den Dialog zur Werteingabe (Abbildung 3.13)

uber den "=\-
Vergleichs-Baustein auf Informationen

uber die verkn

upften Attribute zugegrien werden.
Statt nur einen beliebigenWert eines beliebigen Datentyps mittels Texteditor einzugeben,
bekommt der Benutzer umfangreiche Informationen und Auswahlm

oglichkeiten. Durch
die (indirekte) Verbindung zum gew

ahlten Attribut ist bekannt, um welchen Datentyp
(hier SYMBOL) es sich handeln mu. Sofern an der entsprechenden Stelle Eingaben
gemacht wurden, stehen auch der Minimal- und Maximalwert oder die Menge der
m

oglichenWerte (Abbildung 3.13) zur Verf

ugung. Die Hinweistexte werden den Gegeben-
heiten jeweils angepat und die Schalt

ache "Ausw

ahlen\ ist nur aktivierbar, wenn
tats

achlich Werte zur Verf

ugung stehen.
Abbildung 3.13: Dialog f

ur den Eingabe-Baustein "Wert\
Hier macht sich die zus

atzliche Arbeit bezahlt, Minimal- und Maximalwerte oder eine
Menge m

oglicher Werte bei der Klassendenition anzugeben. Der Dialog zur Auswahl
m

oglicher Werte bietet besonders bei komplexeren Pr

amissen eine wertvolle Hilfe, was
an dem Beispiel in Abbildung 3.11 deutlich wird.
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In der Pr

amisse der Regel tritt die Konjunktion des Attributes "Farbe\ von "Fahrrad-1\
und "Auto-1\ auf und soll mit einem konstanten Wert verglichen werden. Die m

oglichen
Werte f

ur "Auto-1\ sind "SCHWARZ, BLAU, WEI, ROT\, f

ur "Fahrrad-1\ "BLAU,
GELB, ROT\.
Die Bedingung, da die Farbe eines Autos und eines Fahrrades gleich einem bestimmten
Wert sein m

ussen, enth

alt indirekt die Bedingung, da die Farben gleich sind. An-
dere Werte als solche aus der Konjunktion der Wertemengen sind nicht sinnvoll, da die
Pr

amisse dann nicht erf

ullt werden kann.
An dieser Stelle wird sogar f

ur die Verkn

upfung von Attributwerten die Konsi-
stenzforderung F-Fra. 3 (S. 36) ber

ucksichtigt und ihre Einhaltung durch die entwickelten
Dialoge erleichtert bzw. erzwungen. Im Listenfeld der m

oglichen Werte des "Wert\-
Eingabe-Bausteins erscheint dazu die Konjunktion der Wertemengen: "BLAU, ROT\ !
Der Dialog zu einem Ausgabe-Baustein ist eine Zusammenfassung der Attribut- und
Wert-Dialoge eines Eingabe-Bausteins (Abbildung 3.14). Nach der Auswahl von Attribut-
und Objekt-Name steht die Information

uber das Attribut in komprimierter Form als
Hinweistext zur Verf

ugung. Der Wert, der dem Attribut zugewiesen werden soll, kann
direkt in einem Eingabefeld oder aus den "m

oglichen Werten\ bestimmt werden.
Abbildung 3.14: Dialog zum Setzen eines Attributwertes
Die Kombination aus m

oglichen Regelbausteinen, deren Auswahldialogen und den darin
angezeigten Informationen erf

ullt die Forderung F-Regel (S. 39) und erm

oglicht dem Be-
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nutzer, etwaige Verst

oe gegen die Forderungen F-Fra. 1 bis 3 an verschiedenen Stellen
zu entdecken. Somit ist eine gute "manuelle\ Kontrolle der Abbildung realer Objekte
durch den Benutzer gegeben.
Die bisher vorgestellten Dialoge beziehen sich auf spezische Pr

amissen und Konklusionen
(Bausteine mit dem "O\-Symbol). Selbstverst

andlich wurde die gleiche Funktionalit

at
auch f

ur die generischen Bausteine ("K\-Symbol) realisiert. An Stelle der Auswahllisten
f

ur Objekt-Namen enthalten die Dialoge dann Listen mit den Namen der vom Benutzer
erzeugten Klassendenitionen.
Um komplexere Aktionen durch eine Regel ausf

uhren zu lassen, steht neben der direk-
ten Wertzuweisung als dritter Ausgabe-Baustein ein Prozeduraufruf zur Verf

ugung.
Der Auswahldialog bietet in einem Listenfeld die Namen aller vom Benutzer erstellten
Prozeduren an. Sobald ein Name ausgew

ahlt wurde, erscheint ein zugeh

origer Hilfe-Text
(siehe Kapitel 3.4, Seite 86) und wenn n

otig wird die Schalt

ache "Parameter\ aktiviert.
Entscheidet sich der Benutzer f

ur eine Prozedur mit Parameter

ubergabe, werden nach
Anklicken der "Parameter\-Schalt

ache alle Werte mit Angabe ihres Datentyps abge-
fragt. Die prozedurinterne Bedeutung der Parameter sollte aus dem Hilfe-Text hervorge-
hen, den der Benutzer bei der Prozedurerstellung formulieren kann.
Durch die Art der Informationsauswertung im "Regeleditor\ werden sowohl Schreibfehler
als auch logische Fehler mit geringem Aufwand verhindert. Zus

atzlich w

are es

uber
die Auswertung aller Regelgraken m

oglich, Regeln anzuzeigen, die mindestens ein At-
tribut enthalten, das auch in der gerade bearbeiteten Regel verwendet wird. Bei groen
Regelmengen ist es aber nicht mehr praktikabel, die entsprechenden Regelgraken auf
eigenen Arbeitsbl

attern anzuzeigen. Es mu eigens eine geeignete Anzeigeform entwick-
elt werden, die sowohl eine schnelle

Ubersicht als auch einen einfachen Zugri erlaubt.
Entstehen ohne diese Hilfe Redundanzen, die zu Inkonsistenzen f

uhren, werden diese
durch den funktionalen Test gefunden und k

onnen dort behoben werden. Hier kann
Entwicklungsaufwand eingespart werden, wenn "nur\ Konsistenz und nicht Benutzer-
freundlichkeit gefordert wird.
Hat der Benutzer eine Regelgrak vollst

andig aufgebaut und alle notwendigen Informatio-
nen eingegeben, kann das Arbeitsblatt mit der Schalt

ache "Regel erzeugen\ geschlossen
werden. Die damit gestartete

Uberpr

ufung stellt sicher, da alle Bausteine die notwendi-
gen Verbindungen besitzen, alle Informationen eingegeben wurden und die Datentypen
der Werte zu den Attributen passen. Wird einer der Punkte nicht erf

ullt, erscheint
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eine Fehlermeldung und das Arbeitsblatt "Regel-Werkstatt\ wird erneut angezeigt. Ein
aufmerksamer Benutzer kann allerdings schon bei der Erstellung der Regelgrak Fehler
vermeiden. Die Sinnbilder der verwendeten Bausteine zeigen rote Symbole, solange
Verbindungen oder Informationen fehlen. Wurde ein verbundener Baustein bearbeitet
und alle Angaben sind vorhanden, erscheint das Symbol in schwarz.
Es gibt zwei weitere M

oglichkeiten, das Arbeitsblatt zu schlieen. Soll die Regel-
Werkstatt verlassen werden, ohne eine

Anderung vorzunehmen, geschieht dies

uber die
Schalt

ache "Abbrechen\. Eine bereits vorher erzeugte Regel bleibt dabei erhalten und
es ndet keine erneute Pr

ufung statt. Die Schalt

ache "Verwerfen\ l

oscht dagegen die
eventuell bestehende Regel und erm

oglicht so einen Neuaufbau auf einem leeren Arbeits-
blatt.
Interne Darstellung
Mit der Schalt

ache "Regel erzeugen\ wird nicht nur eine

Uberpr

ufung der Regelgrak
gestartet, sondern auch der G2-interne Regeltext erzeugt. Die Klasse "rule\ besitzt ein
Attribut ohne Namen vom Typ Text, das als Wert die eigentliche Regel enth

alt. Wird
der Text mit dem kontextsensitiven Editor direkt eingegeben, mu der Benutzer einige
syntaktische Feinheiten in Abh

angigkeit von den Datentypen beachten. Da die Regel-
syntax nach bekannten Regeln aufgebaut ist, kann aus der Regelgrak des Benutzers
automatisch ein Regeltext mit der korrekten Syntax generiert werden.
Die Inferenzmaschine greift f

ur die Wissensverarbeitung auf die so erzeugte "original
G2-Regel\ zu, w

ahrend f

ur den Benutzer die Regelgrak das Wissen repr

asentiert. Die
durch den Benutzer erzeugten Regel-Objekte besitzen jeweils ein Unterarbeitsblatt, das
sowohl die Regelgrak als auch die "original G2-Regel\ enth

alt. F

ur die Bearbeitung der
Regel durch den Benutzer wird die zugeh

orige Regelgrak auf das Arbeitsblatt "Regel-
Werkstatt\

ubertragen.
Die automatische Erzeugung der Regeltexte wird um so komplexer, je komplexer die
syntaktischen Strukturen sind, die verwendet werden m

ussen. Kritisch sind dabei die
Zugrie auf Attributwerte, sei es um sie f

ur einen Vergleich abzufragen, sei es um neue
Werte zu setzen. Die einfachste Struktur ist ein Zugri der Form
die Eigenschaft von Objekt oder in G2-Notation z.B. the farbe of Auto-1
Voraussetzung daf

ur ist die "einfache\ Struktur der Klassendenition mit
class: Auto
class specic
attributes:
farbe is a text
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In Kapitel 3.2 wurde bei der internen Darstellung der Objekte die M

oglichkeit ange-
sprochen, zugeschnittene Klassendenitionen zu verwenden (siehe Seite 76).
Eine Klassendenition mit einem um eine Stufe weiter geschachtelten Attribut wie z.B.
class: Auto
class specic
attributes:
farbe is a konsistenz-attribut-text
und
class: Konsistenz-Attribut-Text
class specic wert is a text;
attributes: min is a text;
max is a text;
mgl-werte is a text-list;
macht auch eine Schachtelung des Zugris notwendig:
die Eigenschaft von (der Eigenschaft von Objekt)
in G2-Notation: the wert of the farbe of Auto-1
Der normale Benutzer der Konsistenzkomponente soll von der internen Struktur der
Datenorganisation Vorteile haben. Die Auswahlm

oglichkeiten auf den Dialogen enthal-
ten bereits alle notwendigen Informationen, d

urfen bei der Verwendung zugeschnittener
Klassendenitionen also nicht umfangreicher werden. Neben den Angaben "Klassen-
Name\, "Objekt-Name\ und ein "Attribut-Name\ (z.B. farbe in obiger G2-Notation)
m

usste nach obiger Schachtelung noch ein zweiter "Attribut-Name\ (hier wert) durch
den Benutzer ausgew

ahlt werden. Dies ist nicht im Sinne der Benutzerfreundlichkeit und
daher werden keine zugeschnittenen Klassendenitionen sondern zus

atzliche Listen wie
in Kapitel 3.2 (Seite 75) erl

autert wurde, gew

ahlt.
Die Eintr

age in den Listenfeldern der Dialoge stammen aus speziellen Listen, die bei Ver-
wendung der Konsistenzkomponente zur Objekt- und Klassenerzeugung angelegt bzw.
aktualisiert werden. Es ist m

oglich, diese Listen bei jedem Dialogaufruf neu zu erzeugen,
indem alle egal auf welche Weise erstellten Objekte und Klassen gesucht und ihre Eigen-
schaften extrahiert werden. Bei groen Wissensbasen wird dann jedoch viel Zeit ben

otigt
was den Vorteil zunichte macht, auch ohne die Konsistenzkomponente erstellte Objekte
und Klassen zu erfassen.
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3.4 Prozeduren
Als Entwicklungswerkzeug f

ur hybride wissensbasierte Systeme bietet G2 die System-
klasse "Prozedur\ an. Innerhalb der "Prozedur\-Objekte ist eine Verkn

upfung von Wis-
sen in einer genau vorgegebenen Reihenfolge realisierbar. Die innere Struktur lehnt sich
an imperative Programmiersprachen wie Fortran oder Pascal an, wobei das Hauptaugen-
merk auf den Umgang mit Objekten gerichtet ist.
Im einfachsten Fall dient eine Prozedur als Zusammenfassung von Anweisungen
zum spezischen Setzen von Attributwerten, da solche Aktionen unn

otig groe und
un

ubersichtliche Regeln erfordern w

urden. Die Berechnung eines Attributwertes auf der
Basis anderer Attributwerte kann innerhalb einer Prozedur deutlich komplexere Ver-
fahren beinhalten als in einer Regel, und ebenso wie dort sind generische Anweisungen
des Inhaltes "f

ur alle Objekte der Klasse . . . \ m

oglich. Prozeduren k

onnen auerdem
mit Parametern aufgerufen werden und Werte an die aufrufende Stelle (im allgemeinen
eine andere Prozedur) zur

uckgeben.
Im G2 Basissystem kann der Benutzer mit dem kontextsensitiven Editor einen Prozedur-
text erzeugen, der w

ahrend der Eingabe auf syntaktische Fehler gepr

uft wird. Beim Ab-
schlu der Eingabe wird zus

atzlich die Anzahl der

onenden und schlieenden Klammern
verglichen und kontrolliert, ob alle lokalen Variablen im Prozedurkopf deklariert wurden.
Man kann die Funktion des Basissystems als ein Mittelding ansehen zwischen einem reinen
Texteditor und einem Editor mit nachfolgendem Compiler, wie sie bei der Entwicklung
imperativer Programme verwendet werden. F

ur den Benutzer ergeben sich daraus die
gleichen "Probleme\ wie f

ur alle Softwareentwickler. Die

Ubersicht z.B.

uber die funk-
tional korrekte Anordnung von Klammern wird durch das System nicht unterst

utzt.
Auch f

ur Prozeduren wurde daher ein neuer dialogorientierter Editor geschaen, der
den Benutzer so weit wie m

oglich unterst

utzt. Wie bei Klassen, Objekten und Regeln
wird auch eine Prozedurerstellung durch Anklicken des Sinnbildes auf dem "Palette\-
Arbeitsblatt und Ablegen der Kopie auf einem beliebigen anderen Arbeitsblatt eingeleitet.
Der damit ge

onete Dialog dient der Eingabe eines Prozedurnamens, eventuell ben

otigter
Parameter und eines Textes, der als Kommentar zur Erkl

arung der Prozedurfunktion
verwendet wird. Dieser Text wird im Dialog f

ur einen Prozeduraufruf im Aktionsteil einer
Regel als Hilfe-Text angezeigt. Zur Erleichterung der Prozedurauswahl sollte wenigstens
ein kurzer Hinweis eingegeben werden. Ben

otigt die Prozedur Parameter, sollte deren
Verwendungszweck beschrieben werden. Dieser Dokumentations-Kommentar wird im
Prozedurkopf abgelegt.
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Mit einer Schalt

ache "Vorhandene Prozeduren\ kann der Benutzer ein Listenfeld
anzeigen lassen, das die Namen der bereits erzeugten Prozeduren enth

alt. Damit ist
es einfacher, gut unterscheidbare, "sprechende\ Namen zu w

ahlen.
Werden voraussichtlich Parameter f

ur die Prozedur ben

otigt, wird mit der Schalt

ache
"Parameter\ ein Eingabedialog ge

onet. Hier kann,

ahnlich wie bei der Eingabe von
"m

oglichen Werten\ f

ur Attribute, ein Parametername in ein Listenfeld eingetragen und
der zugeh

orige Typ mit Optionsschaltern festgelegt werden. Diese Angaben k

onnen auch
noch nachtr

aglich ver

andert oder erg

anzt werden.
Bei Abschlu des Dialoges

uber die "OK\-Schalt

ache wird gepr

uft, ob der notwendige
Prozedurname eingegeben wurde und danach werden wie bei einer Regelbearbeitung die
Arbeitsbl

atter "Prozedur-Palette\ und "Prozedur-Werkstatt\ ge

onet.
Die Palette bietet verschiedene funktionale Bl

ocke f

ur eine Prozedur an, die zum Aufbau
einfacher Strukturen verwendet werden k

onnen. Jeder Block stellt eine Syntaxstruktur
dar, die ein oder mehrere weitere Angaben ben

otigt. Der Benutzer klickt einen Block auf
der Palette an und legt die entstehende Kopie in der Werkstatt ab. Nachdem der Ein-
gang des Blockes mit dem Ausgang des vorhergehenden Blocks oder des "Start\-Punktes
verbunden wurde, kann der Block durch einfaches Anklicken bearbeitet werden.
"Kommentar\-Bl

ocke erlauben nach dem Anklicken die Eingabe eines einfachen Textes.
Es ist dem Benutzer

uberlassen, ob er Stichworte verwendet, oder umfangreiche Beschrei-
bungen zur Funktion der folgenden Anweisungen eingibt. Der Kommentar zur Prozedur-
funktion kann

uber den "Start\-Punkt auch von dieser Stelle aus bearbeitet werden.
Der Dialog des "Setze Attributwert\-Blocks entspricht dem des "O\-Ausgangsblocks bei
Regeln (Abbildung 3.14). Attribut- und Objektname werden aus den angezeigten Li-
sten ausgew

ahlt und ein Wert wird direkt eingegeben oder aus "m

oglichen Werten\ bzw.
"lokalen Variablen\ ausgew

ahlt.
Eine Besonderheit ergibt sich dann, wenn ein Attributwert innerhalb einer generischen
"For-Schleife\ gesetzt wird. Wird als Objektname die lokale Variable (z.B. X) gew

ahlt,

uber die mit der Schleife ( F

ur alle Objekte der Klasse "Auto\ oder in G2-Notation:
for X = each AUTO do) iteriert wird, erscheinen in der Liste der Attributnamen auch
nur diejenigen Attribute, die in der Denition der gew

ahlten Klasse angegeben sind. Vor-
aussetzung daf

ur ist die grasche Verbindung der Bl

ocke vor deren Bearbeitung.
Der funktionale Block "hole Wert\ ist bei einer Prozedurentwicklung mit dem Texteditor
nicht unbedingt erforderlich. Innerhalb einer Prozedur kann mit der Syntax "die Eigen-
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PROZEDUR-PALETTE
Kommentar
setze Wert
hole Wert
Berechnung
FOR   each
     DO:
IF  THEN:
  ELSE:
ENDE
PROZEDUR-WERKSTATT
setze Wert
Start
ENDE
Prozedur erzeugen
Abbrechen Verwerfen
Kommentar
FOR   each
     DO:
hole Wert
Berechnung
Parameter
Abbildung 3.15: Arbeits

achen zur graschen Erstellung einer Prozedur
schaft von Objekt\ direkt auf den Wert eines beliebigen Attributes eines Objektes
zugegrien werden. Eine Formel zur Berechnung eines neuen Wertes kann dadurch aber
auch sehr un

ubersichtlich werden. Besser ist es, jeden ben

otigten Attributwert "in die
Prozedur zu holen\ und einer lokalen Variable zuzuweisen um damit die Berechnungen
durchzuf

uhren. Diese Zuweisung kann mit dem "hole Wert\-Block vorgenommen werden.
Berechnungen jeglicher Art werden mit dem "Berechne\-Block realisiert. Einer lokalen
Variable kann eine Berechnungsformel mit beliebigen Rechenschritten zugeordnet wer-
den. In einem darauf folgenden "Setze Attributwert\-Block steht als Wert dann auch
diese Variable zur Verf

ugung.
Um die schon angesprochenen "For-Schleifen\ aufzubauen, steht ein weiterer Block zur
Verf

ugung. Kennzeichen ist der zus

atzliche seitliche Ein- und Ausgang. Eine Schleife
besteht aus Kopf, Rumpf und Fu oder Schlu. Der "For-Schleife\-Block enth

alt nur
Kopf- und Schluteil. Der Rumpf kann aus einer beliebigen Kombination funktionaler
Bl

ocke aufgebaut werden, die zwischen dem seitlichen Ein- und Ausgang "angeschlossen\
sein m

ussen.
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Mit dem gleichen Verfahren werden auch die Rumpfteile einer bedingten Anweisung
aufgebaut. Der "If-then-else\-Block enth

alt die zu erf

ullende Bedingung. Die Aktionen
f

ur den Fall der Erf

ullung ("then\) oder Nichterf

ullung ("else\) werden mit funktionalen
Bl

ocken gebildet, wobei f

ur den "else\-Teil auch eine direkte Verbindung von Aus- und
Eingang zul

assig ist. Der "else\-Teil ist somit leer. Als letzte Funktion mu ein "Ende\-
Block gesetzt werden, um die Prozedur abzuschlieen.
Eine weitere Hilfestellung f

ur den Benutzer ist das Arbeitsblatt "

Ubersicht\, das neben
der "Prozedur-Palette\ und der "Prozedur-Werkstatt\ ge

onet wird. Hier werden in
Listenfeldern alle Klassen-, Objekt- und Attributnamen sowie der Datentyp, Minimal-,
Maximal- und m

ogliche Werte angezeigt. W

ahrend der Prozedurentwicklung kann so "in
den Bestandslisten gebl

attert\ werden, um Schreibfehler und Irrt

umer zu vermeiden.
Werden w

ahrend der Entwicklung der Prozedur zus

atzliche Parameter ben

otigt, kann

uber die Schalt

ache "Parameter\ neben dem "Start\-Punkt der gleiche Eingabedialog
aufgerufen werden, wie bei dem ersten Prozedur-Dialog.
Nach Abschlu der Prozedurentwicklung wird durch die "Prozedur erzeugen\-Schalt

ache
die grasche Repr

asentation in die G2-interne Form umgesetzt und der Dialog geschlos-
sen. Eine sp

atere Bearbeitung der Prozedur ist durch den Men

upunkt "bearbeiten\
m

oglich, der das gleiche Arbeitsblatt wie bei der Prozedurerzeugung

onet. Als weitere
Schalt

achen stehen noch "Abbrechen\ und "Verwerfen\ zur Verf

ugung um die Bear-
beitung ohne

Anderungen zu beenden, bzw. eine ganz neue Prozedur-Grak aufzubauen.
Interne Abl

aufe
Bei Prozeduren ist die Pr

ufung der Struktur im Gegensatz zu Regeln eher rudiment

ar,
da hier die Theorien zur Korrektheitspr

ufung von Programmen ([28]) eingebracht wer-
den m

ussen, was nicht Gegenstand dieser Arbeit ist. Die Umsetzung der einzelnen Bl

ocke
erfolgt unter Beachtung der in Kapitel 3.5 auf Seite 94 begr

undeten Randbedingungen
f

ur Kommentare und Schleifen.
Die Inferenzmaschine greift nicht auf die grasche Repr

asentation der Prozedur zu, son-
dern auf den in Maschinencode

ubersetzten Prozedurtext. Die bei der

Ubersetzung
eventuell auftretenden Fehlermeldungen des Compilers werden dem Benutzer auf einem
neuen Arbeitsblatt angezeigt.
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3.5 Funktionaler Test
Die Voraussetzungen f

ur einen Inferenzvorgang sind mit der Implementierung der Fak-
ten und ihrer Verkn

upfungen geschaen worden. Der Benutzer kann nun testen, ob alle
Verkn

upfungen (Regeln und Prozeduren) auch zum gew

unschten Zeitpunkt (genauer: bei
einem bestimmten Zustand der Wissensbasis) das gew

unschte Ergebnis liefern. Um bei
diesem Funktionstest auch gleich die Konsistenz des Systems zu pr

ufen, mu der Be-
nutzer die Schalt

ache "funktionaler Test\ auf dem Arbeitsblatt "User-Root\ bet

atigen,
bevor er den geplanten "normalen\ Start der Inferenz ausl

ost.
Das Arbeitsblatt "Funktionaler Test\ (Abbildung 3.16) bietet unter einem Begr

uungs-
text zwei Gruppen von Optionsschaltern und eine Schalt

ache "Start\ an. Die Options-
schalter zur Sprachauswahl erm

oglichen die Ausgabe von Mitteilungen zum Testablauf in
englischer oder deutscher Sprache. Der Ablauf des Tests kann mit den Optionsschaltern
zur Ablaufart beeinut werden. "Einzelschrittbest

atigung\ erfordert durch die "schritt-
weise\ Inferenz (siehe Kapitel 2.3.5, S. 55) mehr Aktionen vom Benutzer, macht aber den
internen Ablauf deutlich, der bei der "automatischen Weiterschaltung\ im Hintergrund
abl

auft. Ist die Auswahl getroen, starten mit Bet

atigung der "Start\-Schalt

ache die
Vorbereitungen zum Beginn der schrittweisen Inferenz. Der Benutzer wird durch Mit-
teilungen auf einem gesonderten Arbeitsblatt

uber zeitintensive Vorg

ange informiert und
zu bestimmten Handlungen aufgefordert.
Die Komponente f

ur den funktionalen Test verfolgt die

Anderungen der Attributwerte
und entdeckt Inkonsistenzen. Dazu ist ein schrittweiser Ablauf der Inferenz notwendig,
der mit Hilfe der in Kapitel 2.3.5 erarbeiteten Objektstruktur (=^ Framestruktur,
siehe Kapiteleinleitung S. 63) realisiert wurde. Lesende Zugrie auf Attributwerte er-
folgen weiterhin auf die vom Benutzer erstellten Originalobjekte (Eingangsobjekte).
Schreibende Zugrie hingegen greifen auf Ausgangsobjekte zu, die ohne Beteiligung des
Benutzers erstellt und verwaltet werden und die den Aufbau besitzen, der zur Erf

ullung
der Forderung F-funk. 3 notwendig ist (Abbildung 2.3).

Ublicherweise initiiert der Benutzer durch bestimmte Aktionen die Schlufolgerungs-
kette der entwickelten Applikation. H

aug wird als "Startsignal\ die Bet

atigung einer
Schalt

ache vorgesehen, mit der entweder direkt durch Anweisungen oder indirekt durch
einen Prozedur- oder Regelaufruf Attributwerte ver

andert werden. Sind alle "Start-
aktionen\ durch den Benutzer vorgenommen worden, werden die Ausgangsobjekte auf
Problemkennzeichen wie Doppelbelegung von Attributen oder Oszillationen

uberpr

uft
(Forderung F-funk. 2, S. 54).
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Herzlich Willkommen
zum
FUNKTIONALEN KONSISTENZTEST !
Wenn Sie Ihre Wissensbasis starten, wird ein Wissensverarbeitungsprozeß
angestoßen. Durch das Zusammenwirken der einzelnen Wissenselemente
werden die Wissensverarbeitungsschritte eingeleitet. Wegen dieses
dynamischen Miteinanders können während der Laufzeit des Systems
Inkonsistenzen entstehen. Diese werden durch interaktive Zusammenarbeit
zwischen Ihnen und diesem Testmodul beseitigt.
Bitte wählen Sie im Feld Sprachauswahl die gewünschte Sprache, in der
die Benutzer-Mitteilungen ausgegeben werden sollen.
Wählen Sie außerdem, ob Sie jeden Inferenzschritt einzeln bestätigen oder
erst bei Auftreten einer Inkonsistenz eingreifen wollen.
Drücken Sie danach bitte den Knopf 'Start'.
Start
DEUTSCH
ENGLISCH
NICHT-BELEGT
SPRACHAUSWAHL
Einzelschrittbestätigung
automatische Weiterschaltung
Ablaufart
Abbildung 3.16: Start-Arbeitsblatt des funktionalen Tests
Die Inferenzkette wird durch Bet

atigen der Schalt

ache "N

achster Schritt\ gestartet, die
in der rechten unteren Ecke des Bildschirms auf einem neuen Arbeitsblatt eingeblendet
wird. Bei "automatischer Weiterschaltung\ wird die Inferenz erst dann gestoppt, wenn
m

oglicherweise ein Problem vorliegt. Wurde "Einzelschrittbest

atigung\ gew

ahlt, mu
der Benutzer immer den n

achsten Inferenzschritt anstoen, egal ob ein Problem erkannt
wurde oder nicht. Beide Varianten erf

ullen die Forderung F-funk. 1 (S. 53).
Sobald die Konsistenzkomponente eine Inkonsistenz erkennt, werden entsprechende Mel-
dungen auf dem zus

atzlich erscheinenden Arbeitsblatt "Konsistenz-Informationen\ aus-
gegeben. Dort werden auch die als Quelle der Inkonsistenz festgestellten Objekte plaziert
und stehen sofort f

ur eine

Uberarbeitung zur Verf

ugung. Ein speziell generierter Hin-
weistext gibt an, welches Attribut welchen Objektes in allen Quellobjekten vorkommt
und unterschiedliche Werte erh

alt. Dies ist besonders bei Beteiligung von Prozeduren
wichtig, da f

ur jede Prozedur einzeln der Editor aufgerufen werden mu, um Einblick in
den "Programmcode\ zu erhalten. Ein schnelles Erkennen der Inkonsistenzursache ist da-
her auch f

ur einen ge

ubten Programmierer nicht ohne Hilfe m

oglich. Der Benutzer kann
selbst entscheiden, wieviele und welche Quellobjekte er ver

andert. Mit den Schalt

achen
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"Editierung abgeschlossen\ und "N

achster Schritt\ wird das Arbeitsblatt geschlossen und
mit den korrigierten Objekten der letzte Inferenzschritt wiederholt. Gleiches geschieht
bei Auftreten einer Oszillation.
Am Ende der Inferenzkette mu die Kette noch einmal von vorne gestartet werden, wenn

Anderungen vorgenommen wurden, um sicher zu stellen, da dadurch nicht an anderer
Stelle Probleme auftreten. Nach einem fehlerfreien Durchlauf hat der Benutzer die Wahl,
das Modul des funktionalen Konsistenztests aus seiner Wissensbasis zu entfernen, oder
f

ur weitere Tests deaktiviert in den Hintergrund zu legen.
Der Vorteil der "Einzelschrittbest

atigung\ liegt in der M

oglichkeit, Attributwerte zu ver-
folgen. Der Benutzer kann sich von einem Objekt die Tabelle der Eigenschaften anzeigen
lassen und nach jeder Weiterschaltung die neuen Attributwerte kontrollieren. Dies ist die
einzige M

oglichkeit, das Auftreten denitiv falscher Werte zu entdecken, die beispiels-
weise durch eine nicht korrekte Prozedur gesetzt werden. An dieser Stelle besteht noch
Entwicklungsbedarf, um dem Benutzer Zugri auf die Quellen eines bestimmten At-
tributwertes auf einfache Weise zu erm

oglichen.
Neben der durch Mehrfachbelegung eines Attributes gekennzeichneten Inkonsistenz
erkennt die Komponente auch eine "einstuge\ Oszillation. Da ein st

andiger Wechsel
eines Attributwertes auch Absicht des Entwicklers sein kann, werden Oszillationen zwar
erkannt und die Quellobjekte angezeigt, es mu aber keine Bearbeitung erfolgen. F

ur
diesen Fall steht dem Benutzer die Schalt

ache "Objekte sollen so bleiben\ zur Verf

ugung.
Interne Abl

aufe
Hauptpunkt des funktionalen Tests ist die schrittweise Verfolgung der Inferenz. Ein
Schritt ist immer dann abgeschlossen, wenn alle Regeln gefeuert haben, deren Pr

amisse
vor dem Schritt erf

ullt war. Damit f

ur alle Regeln der gleiche Ausgangszustand gilt,
werden Attribut

anderungen nicht bei den "Original-Objekten\ vorgenommen, sondern
bei gesondert erzeugten "Ausgangs-Objekten\.
Frames (Objekte)
Zu Beginn des funktionalen Tests mu f

ur jedes Attribut ein "Ausgangs-Attribut\ erzeugt
werden, das alle notwendigen Informationen zur Erkennung und Bearbeitung einer Inkon-
sistenz aufnehmen kann. Die Datenstrukturen dieser "Ausgangs-Attribute\ k

onnen nach
unterschiedlichen Kriterien angelegt werden. Es kann ein exaktes Abbild der Klassende-
nitionen und Objekte erzeugt und z.B. mit einem "*\ gekennzeichnet werden. Statt der
einfachen Attributtypen werden neue "Typ-Klassen\ verwendet, die alle Anforderungen
f

ur die Auswertung erf

ullen.
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Vorteil dieser Methode ist die starke

Ahnlichkeit der zu verwendenden Syntax, um Werte
zu setzen.
Aus die Eigenschaft von Objekt wird damit die Eigenschaft von *Objekt
Da ein Benutzer der Konsistenzkomponente keinen Zugri auf die internen Strukturen
und Abl

aufe hat, kann aber auf dieses gute "Aussehen\ zugunsten besserer Handhab-
barkeit verzichtet werden.
Jeder einfache Datentyp erfordert ein "Ausgangs-Attribut\, das mehrere Werte dieses
Typs aufnehmen kann. In Abbildung 3.17 sind die Tabellen der Eigenschaften von zwei
erstellten "Ausgangs-Attributen\ dargestellt.
_ZEILE-1 _ZEILE-25
_ZEILE-25, a _zeile-integer
Notes OK
Names _ZEILE-25
Objektname fahrrad-1
Objektklasse fahrrad
Attribname gänge
Wert an integer-list
Eintragendes objekt a symbol-list
_ZEILE-1, a _zeile-symbol
Notes OK
Names _ZEILE-1
Objektname auto-1
Objektklasse auto
Attribname farbe
Wert a symbol-list
Eintragendes objekt a symbol-list
Abbildung 3.17: Eigenschaften spezieller "Ausgangs-Attribute\
Diese Form ist nicht sehr anschaulich, l

at sich jedoch auf

ubersichtliche Weise innerhalb
einer Prozedur erzeugen. Grundlage hierf

ur sind die durch die Editoren erzeugten Li-
sten "Klassennamen\, "Attributnamen\ und "Datentyp\. In Kapitel 3.2 wurde bei der
Erl

auterung der internen Darstellung bereits auf die Struktur der Listen hingewiesen und
zur Veranschaulichung eine Tabelle (Seite 76) gebildet. Eine weitere Liste enth

alt alle
vom Benutzer erzeugten Objekte. Sie wird Objekt f

ur Objekt abgearbeitet, um f

ur jedes
einzelne Attribut ein eigenes Ausgangs-Attribut zu erzeugen.
Mit dem Namen der Klasse, zu der ein Objekt geh

ort, werden alle Eintr

age der Liste
"Klassennamen\ verglichen. Bei

Ubereinstimmung wird der Index des Eintrags benutzt,
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um direkt auf die Elemente der anderen Listen zuzugreifen, die f

ur den Aufbau der
Ausgangs-Attribute (Oberklasse " Zeile\ ) dieses Objekts ben

otigt werden. Die Liste
der Datentypen wird verwendet, um die Klasse der Zeilen mit dem passenden Typ
( Zeile-Integer, Zeile-Float, usw.) zu bestimmen.
Hat der Benutzer beispielsweise zwei Autos (Auto-1, Auto-2) erzeugt, sind die in Abbil-
dung 3.18 dargestellten Ausgangs-Attribute erforderlich.
Zeilen- Zeile- Objekt- Objekt- Attribut- Wert eintragendes
name klasse name klasse name Objekt
Zeile-1 Zeile-value Auto-1 Auto Zubeh

or Value-Liste Symbol-Liste
Zeile-2 Zeile-oat Auto-1 Auto Gewicht Float-Liste Symbol-Liste
Zeile-3 Zeile-symbol Auto-1 Auto Farbe Symbol-Liste Symbol-Liste
Zeile-4 Zeile-integer Auto-1 Auto Leistung Integer-Liste Symbol-Liste
Zeile-5 Zeile-value Auto-2 Auto Zubeh

or Value-Liste Symbol-Liste
Zeile-6 Zeile-oat Auto-2 Auto Gewicht Float-Liste Symbol-Liste
Zeile-7 Zeile-symbol Auto-2 Auto Farbe Symbol-Liste Symbol-Liste
Zeile-8 Zeile-integer Auto-2 Auto Leistung Integer-Liste Symbol-Liste
Abbildung 3.18: Tabelle der Ausgangs-Attribute f

ur Auto-1 und Auto-2
Alle Wertzuweisungen an Attribute, die im Aktionsteil von Regeln oder innerhalb von
Prozeduren auftreten, werden

uberarbeitet, damit die Ausgangs-Attribute an Stelle der
Original-Attribute verwendet werden.
Formulierungen der Form der Eigenschaft von Objekt wird der Wert X zugewiesen
m

ussen durch solche der Form
der Liste Wert von Zeile-<Nr> wird der Wert X angeh

angt UND
der Liste Eintragendes Objekt von Zeile-<Nr> wird der Name dieser Regel angeh

angt
ersetzt werden (Erf

ullung der Forderung F-funk. 3, S. 56).
Regeln
Die mit dem Regeleditor erzeugten Regeltexte m

ussen im Aktionsteil nach obigem
Beispiel umgewandelt werden, w

ahrend die Regelgraken unver

andert bleiben. Zur
besseren Trennbarkeit von syntaktischer und funktionaler Komponente wird jedoch nicht
der Text der Originalregel, sondern eine Kopie ver

andert. Die Inferenzmaschine mu
dann daran gehindert werden, die Originalregel zu verwenden. Zu diesem Zweck wird
jedes "originale\ Regelobjekt mit einer Systemanweisung als zu ignorieren (verborgene,
unbenannte Eigenschaft des Objektes; disabled) gekennzeichnet, was den gew

unschten
Eekt erzeugt.
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Regeln mit generischen Aktionsteilen erfordern ein spezielles Vorgehen bei der

Uberar-
beitung. In einer Iteration

uber alle Objekte einer Klasse wird f

ur das jeweils aktuelle
Objekt ein Attributwert gesetzt. In den neuen Anweisungen wird auf eine Zeile zuge-
grien, die sowohl von dem verwendeten Attribut, als auch von dem aktuellen Objekt
abh

angt. Da die Nummerierung der Zeilen nur von der Reihenfolge bei ihrer Erzeugung
anh

angt, mu f

ur jedes Objekt bei der Iteration die zugeh

orige Zeile erst bestimmt wer-
den.
Eine Regel mit generischem Aktionsteil ist eine "Kurzschreibweise\ f

ur den Benutzer, die
von der Inferenzmaschine bei Bedarf durch eine Reihe von Regeln mit gleicher Pr

amisse
ersetzt wird, in deren Aktionsteil jeweils nur auf ein spezielles Objekt der angegebe-
nen Klasse zugegrien wird. Der funktionale Test erfordert diese Konkretisierung in
spezische Regeln bereits vor dem Start des Inferenzprozesses f

ur die entwickelte Ap-
plikation.
Prozeduren
Ebenso wie Regeln k

onnen Prozeduren Wertzuweisungen in einfacher Form oder in Ite-
rationen

uber alle Objekte einer Klasse enthalten. Auch hier ist eine

Anderung der
Formulierung und eine Ersetzung der Iteration durch konkrete Zuweisungen erforderlich.
Die daf

ur notwendige Analyse des Prozedurtextes ist sehr aufwendig, wenn nicht einige
Randbedingungen bez

uglich der Syntax eingehalten werden.
Die Syntax f

ur Prozeduren in G2 enth

alt als Kennzeichen eines Kommentares die ein-
fache geschweifte Klammer. Leider wird diese Klammer auch als Kennzeichen f

ur Mengen
bzw. Reihen verwendet. Um die beiden Bedeutungen genau zu unterscheiden, mu der
Kontext analysiert werden. Einfacher ist es, dem Benutzer als Kommentarkennzeichen
eine f** Text **g -Struktur vorzuschreiben.
Ein

ahnliches Problem ergibt sich bei Iterationen in Form von For-Schleifen. Eine Schleife
wird immer mit der Anweisung end abgeschlossen. Wird nach diesem Text gesucht, um
das Ende des Schleifenblocks zu identizieren, kann man unterschiedlich vorgehen.
 Ein einfacher Z

ahler f

ur alle "

onenden\ Strukturen (begin, if-then-else, for-do)
kann bei sequentieller Abarbeitung des Prozedurtextes durch jede "

Onung\ inkre-
mentiert und durch jedes "end\ dekrementiert werden. Auf diese Weise ist eine
eindeutige Zuordnung der betrachteten

onenden Struktur zu "ihrem end\ m

oglich.
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 Eine andere, auch f

ur den Benutzer hilfreiche M

oglichkeit besteht in der Kennzeich-
nung der end-Anweisung durch einen Kommentar.
Eine Anweisung der Form
for < lokale Variable> = each <Klassenname> do wird beispielsweise mit
end; f## of for each < lokale Variable> ##g abgeschlossen.
Jede For-Schleife mu wie ein generischer Aktionsteil einer Regel in eine Folge von An-
weisungsbl

ocken f

ur spezielle Objekte umgewandelt werden. Um auch hier, wie bei den
Regeln, den Originalzustand zu erhalten, wird eine neue Prozedur erzeugt, die die gleiche
Funktion erf

ullt wie die Originalprozedur. Zur Unterscheidung wird dem "alten\ Namen
das Kennzeichen "Kons \ vorangestellt und durch die Anpassung aller Aufrufe an den
"neuen\ Namen ist die Originalprozedur quasi deaktiviert.
Schalt

achen (G2 spezisch)
Wie bereits zu Beginn dieses Kapitels gesagt wurde, wird h

aug die Bet

atigung einer
Schalt

ache als Startsignal f

ur die Inferenzkette der Applikation verwendet. Dabei wer-
den Aktionen ausgel

ost wie das Setzen eines oder mehrerer Attributwerte oder ein Proze-
duraufruf. Auch diese Aktionen werden bei der Vorbereitung zur schrittweisen Inferenz
gepr

uft und bei Bedarf umgewandelt.
Schalt

achen stellen f

ur die Umwandlung eine besondere Herausforderung dar, da G2
hier eine Reihe von Gestaltungsm

oglichkeiten bietet [8] . Ein praktikabler Weg ist die
Nachbildung der Aktionen durch Regeln, die nach den besprochenen Methoden aufgebaut
werden. Diese "Knopf-Regeln\ existieren nur in der G2-internen Darstellung und werden
bei Bet

atigen der Schalt

ache

uber den Mechanismus der Regelkategorie aufgerufen.
Regeln k

onnen durch die Angabe einer Kategorie in eine Gruppe zusammengefat wer-
den, wobei die Abarbeitung aller Regeln der Gruppe durch die Inferenzmaschine mit dem
Befehl
invoke <Kategorie-Name> rules
ausgel

ost wird. Auf diese Weise werden die von den Regeln ausgel

osten Aktionen an
die Bet

atigung der Schalt

ache gebunden, aus deren Aktion die Regeln generiert wur-
den. Der Originaltext der Schalt

achenaktion wird als Textkopie abgelegt, um nach dem
funktionalen Test den Urzustand wieder herzustellen.
Wurde der funktionale Test komplett durchlaufen, dabei Inkonsistenzen festgestellt und
deren Quellobjekte editiert, mu die gesamte Schlukette noch einmal von vorne gestartet
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werden. Aus diesem Grund werden alle Attributwerte und die Farben der Sinnbilder so-
fort bei Beginn der Vorbereitungen zum funktionalen Test gespeichert. Ein weiterer Satz
dieser Informationen wird nach einem Inferenzschritt gespeichert, um nach einer eventuell
notwendigen

Anderung von Quellobjekten den gerade vollzogenen Schritt erneut mit den
gleichen Startwerten auszuf

uhren.
Nach erfolgreichem Durchlauf (es wurden keine Probleme detektiert) m

ussen theoretisch
alle

Anderungen an den Regeln, Prozeduren und Schalt

achen (im folgenden "Inferenz-
Objekte\ genannt) wieder r

uckg

angig gemacht werden.
Es ist naheliegend, da der Benutzer den funktionalen Test nicht nur einmal, am Ende der
Gesamtentwicklung aufrufen wird. Vor einem erneuten Durchlauf m

ussen alle

Anderun-
gen, wie beschrieben, erneut vorgenommen werden, wenn nicht die bereits umgewan-
delten Strukturen deaktiviert und gespeichert wurden. Nach der Ver

anderung eines
Inferenz-Objekts wegen einer Inkonsistenz mu es ebenfalls neu umgewandelt werden.
Zur Verk

urzung der Umwandlungszeit werden alle Inferenz-Objekte, die noch zu wandeln
sind, in eine Liste eingetragen. Vor dem ersten Aufruf des funktionalen Tests enth

alt die
Liste alle vom Benutzer erzeugten Inferenz-Objekte. Im Zuge der Umwandlung werden
die bearbeiteten Inferenz-Objekte aus der Liste entfernt. Treten beim Test Inkonsisten-
zen oder Oszillationen auf und werden deshalb Inferenz-Objekte editiert oder erzeugt der
Benutzer nach einem funktionalen Test neue Inferenz-Objekte, werden diese in die Liste
aufgenommen.
Ist die Entwicklung der wissensbasierten Applikation abgeschlossen, kann zur Ver-
ringerung des ben

otigten Speicherumfanges der funktionale Test mit allen f

ur seine
Durchf

uhrung erzeugten Objekten aus der Wissensbasis entfernt werden. Die Editoren
k

onnen ebenfalls entfernt oder auch im System belassen werden. Soll zu einem sp

ateren
Zeitpunkt der funktionale Test doch wieder verwendet werden, kann die Teilkomponente
wieder in die Modulhierarchie aufgenommen werden.
Kapitel 4
Schlubemerkungen
4.1 Zusammenfassung
Im Rahmen dieser Arbeit ist ein Test auf Widerspruchsfreiheit von hybriden Wissens-
basen entwickelt und erprobt worden der es erm

oglicht, eine hybride Wissensbasis zu
erg

anzen oder zu

andern und dabei auftretende Widerspr

uche innerhalb der Wissensba-
sis zu entdecken und zu beheben.
Bisher ist es dem Entwickler eines wissensbasierten Systems selbst

uberlassen, wie er
die Korrektheit und Funktionssicherheit der Applikation gew

ahrleistet. Bereits bei der
Erstellung, insbesondere aber bei Wartungsarbeiten nach l

angerer "Arbeitszeit\ des Sy-
stems kann unbemerkt widerspr

uchliches Wissen implementiert werden.
Ausgehend von bestehenden Denitionen der Konsistenz in Datenbanken, klassischen
Deduktionssystemen und regelbasierten Systemen wird untersucht, in wie weit Testver-
fahren aus diesen Bereichen f

ur hybride wissensbasierte Systeme anwendbar sind. Es
wird gezeigt, da die bei der Pr

adikatenlogik vorhandene M

oglichkeit, eine Menge von
pr

adikatenlogischen S

atzen mit Hilfe der Connection Graph Proof Procedure auf Konsi-
stenz zu pr

ufen, unter bestimmten Bedingungen auch f

ur regelbasierte Systeme anwend-
bar ist. Die Frage, ob durch Erweiterungen oder zus

atzliche Bedingungen die CGPP
auch bei hybriden Systemen einsetzbar ist, f

uhrt zur Untersuchung der einzelnen Wis-
sensrepr

asentationsformen.
F

ur die Bereiche Regelkonsistenz, Frame- oder Objektkonsistenz und Prozedurkonsistenz
werden jeweils spezische Konsistenzbedingungen erarbeitet und daraus Anforderungen
an die Struktur der Frames sowie die Syntax der Regeln und Prozeduren abgeleitet.
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Durch die komplexe Verzahnung der Faktenrepr

asentation durch Objekte und ihrer Ver-
arbeitung durch Regeln, insbesondere aber durch den Einsatz von Prozeduren ist eine
getrennte Betrachtung der Konsistenzbereiche nicht ausreichend, um auf die Konsistenz
des Gesamtsystems w

ahrend der Nutzung der wissensbasierten Applikation zu schlieen.
Parallel zur daher notwendigen Denition einer "Gesamtkonsistenz\ erfolgt die Ent-
wicklung eines geeigneten Testverfahrens. Dabei ergeben sich weitere Forderungen an die
Struktur der Wissenselemente sowie die Forderung nach einem "schrittweisen\ Ablauf der
Inferenz. Dies ist erforderlich, um durch das Testverfahren nicht nur eine Inkonsistenz zu
erkennen, sondern dem Entwickler auch die notwendigen Informationen zu den Quellen
der Inkonsistenz zur Verf

ugung zu stellen. Durch das hier entwickelte Verfahren der
schrittweisen Inferenz ist es einem Entwickler m

oglich, w

ahrend der Konsistenzpr

ufung
die Quellen von erkannten Inkonsistenzen zu bearbeiten und die Auswirkungen auf die
Gesamtkonsistenz sofort zu testen.
Die Realisierung eines Zusatzmoduls zu einer Entwicklungsumgebung f

ur hybride wis-
sensbasierte Systeme zeigt beispielhaft die Anwendung des entwickelten Konsistenz-
pr

ufungsverfahrens.
Die f

ur dieses Modul am Lehrstuhl f

urAutomatisierungstechnik der Bergischen Uni-
versit

at { Gesamthochschule Wuppertal entwickelten Dialoge bef

ahigen auch einen
unge

ubten Benutzer, schnell und fehlerfrei Objekte, Regeln und Prozeduren zu erzeu-
gen. Informationen f

ur einen strukturierten Aufbau der Wissensbasis werden gesammelt
und in einer dem jeweiligen Kontext angepaten Form dargestellt. Zus

atzlich wurde die
M

oglichkeit geschaen, in jedem Stadium der Entwicklung oder Wartung einen funk-
tionalen Konsistenztest der gesamten Wissensbasis durchzuf

uhren. Der Test wurde so
gestaltet, da der Benutzer beim Auftreten von Inkonsistenzen optimal bei deren Behe-
bung unterst

utzt wird, auch ohne mit der Wissensbasis vertraut zu sein.
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4.2

Ubertragbarkeit der Ergebnisse
Die Betrachtungen zur Konsistenz in hybriden wissensbasierten Entwicklungsumgebun-
gen wurden in Kapitel 2.2 so allgemein wie m

oglich gehalten. Jedes kommerzielle
Werkzeug hat Eigenheiten sowohl in der Bedienbarkeit der Ober

ache als auch in der
Art der Wissensrepr

asentation. Einige Forderungen, die in Kapitel 2.3 formuliert wur-
den, k

onnen in verschiedenen Werkzeugen bereits erf

ullt sein, ein langzeitig (

uber Jahre)
anwendbarer Test auf Widerspruchsfreiheit ist bisher aber in keinem System realisiert.
Die beispielhafte Realisierung einer Konsistenztest-Komponente wurde unter an-
derem deshalb mit dem Werkzeug G2 vorgenommen, weil das Grundkonzept dieser
Entwicklungsumgebung auf Erweiterungen ausgerichtet ist. Es existieren einzelne
Werkzeug-Module, die hierarchisch in eine Wissensbasis integriert werden k

onnen, und es
besteht die M

oglichkeit, eigene Module zu entwickeln. Des weiteren erm

oglicht die gra-
sche Ober

ache mit den daf

ur zur Verf

ugung stehenden Werkzeug-Modulen den Aufbau
von benutzerfreundlichen Dialogen.
Abh

angig davon, wie oen eine Entwicklungsumgebung f

ur die Implementierung einer
neuen oder ver

anderten Benutzerschnittstelle ist, k

onnen Ans

atze der vorgestellten Re-
alisierung ebenfalls

ubernommen werden. Grunds

atzlich sind aber nur die erarbeiteten
Forderungen entsprechend den M

oglichkeiten

ubertragbar. In vielen F

allen wird das ein
Arbeitsbereich des Softwareherstellers bleiben.
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4.3 Ausblick
In den Anf

angen der "Expertensystem-Entwicklung\ erforderten sehr komplexe und spar-
tanische Werkzeuge einen Team von Spezialisten f

ur die Analyse und Aufarbeitung der zu
l

osenden Aufgabe sowie der Vorbereitung und Realisation der Implementierung. Inzwis-
chen werden die Werkzeuge auch f

ur den Entwickler komfortabler und so gut bedienbar,
da keine Spezialisten, sondern angelernte Fachkr

afte aus dem Arbeitsgebiet, aus dem
die Aufgabe stammt, die Implementierung des Wissens selbst vornehmen k

onnen.
W

ahrend der Untersuchungen und der Entwicklung der Teilkomponenten der Konsistenz-
pr

ufung wurde das verwendete Entwicklungssystem nicht zuletzt auch wegen der dies-
bez

uglichen Fragen und Probleme in Richtung von M

oglichkeiten der Inferenzverfolgung
verbessert. Dem Entwickler stehen immer bessere Eingabem

oglichkeiten zur Verf

ugung,
die beispielsweise eine Typpr

ufung f

ur Attribute beinhalten.
Einen nicht zu vernachl

assigenden Einu haben auch die Bestrebungen zur Software-
Zertizierung. Noch vor einigen Jahren war nur wichtig, da die Applikation

uberhaupt
die erwartete Funktionalit

at zeigte. In automatisierungstechnischen Aufgabenbereichen
wurden wissensbasierte Systeme parallel zu herk

ommlichen Prozef

uhrungssystemen zur
Visualisierung oder Dokumentation der Prozesse eingesetzt. Doch so, wie auch das Ver-
trauen in Computer und herk

ommliche Software erst nach und nach gewachsen ist, mute
mit verschiedenen Applikationen erst die Brauchbarkeit und Zuverl

assigkeit von wissens-
basierten Systemen gezeigt werden. Schlielich f

uhren die Bestrebungen im Bereich des
Qualit

atsmanagements und der Zertizierung dazu, da sich auch Endkunden immer
mehr Gedanken zu wissensbasierten Systemen machen m

ussen.
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Anhang A
A.1 Struktur der realisierten Module
Grundmodul
"User-Root"
(A2)
Untermodul 1 Konsistenz
syntaktischer Test funktionaler Test
(A3)
(A4) (A5)
vom Benutzer
zu entwickeln
Zusatzmodul, hier im
Rahmen der Arbeit ent-
wickelter Konsistenztest
Abbildung A.1: Modulhierarchie einer leeren Wissensbasis mit Konsistenztest
Die eingerahmten Module "Konsistenz\, "syntaktischer Test\ und "funktionaler Test\
werden im folgenden in ihrer f

ur den Benutzer sichtbaren Struktur beschrieben. Die
Angaben (A2) bis (A5) in Abbildung A.1 verweisen auf die Kapitelnummern der Unter-
abschnitte von Anhang A.
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A.2 Das Modul User-Root
USER-ROOT
Lösche / lade funktionalen Test
funktionaler Test
Palette
Arbeitsblatt 1
Regeln 1
Abbildung A.2: Arbeitsblatt beim Start der "leeren\ Wissensbasis
Als Basis f

ur eine konsistente Applikationsentwicklung wird dem Anwender in einer neuen
Wissensbasis bereits ein Arbeitsblatt ("User-Root\) mit einer Schalt

ache ("funktionaler
Test\) und vier Navigationskn

opfen zur Verf

ugung gestellt.
Die Navigationsschalt

achen L

osche / lade funktionalen Test und Palette f

uhren
auf Arbeitsbl

atter, die nicht zum Grundmodul User-Root geh

oren, f

ur den Anwender
aber direkt zug

anglich sein sollen. Die

uber Arbeitsblatt 1 und Regeln 1 erreichbaren
Arbeitsbl

atter hingegen sind wie das Arbeitsblatt User-Root selbst dem Grundmodul
zugeordnet.
Alle vom Anwender w

ahrend der Entwicklung der Applikation erzeugten Objekte (incl.
neuer Arbeitsbl

atter) geh

oren automatisch zum Grundmodul.
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A.3 Das Modul Konsistenz
Das Modul Konsistenz stellt die Verbindung zwischen den Untermodulen syntaktischer
Test und funktionaler Test her. Das Modul enth

alt die Arbeitsbl

atter mit den sowohl
f

ur die Eingabe, als auch f

ur den funktionalen Test ben

otigten Wissenselementen und
Verwaltungsroutinen.
Konsistenz
Listen der erzeugten
Wissenselemente und
ihrer Verkn

upfungen
syntaktischer Test
Dialoge zur Erzeugung von
Objekt-,
Klassen- ,
Regel- und
Prozedurdenitionen
funktionaler Test
tempor

are Kopien der
Wissenselemente,
Inkonsistenzerkennung und
Benutzerinformation
Abbildung A.3: Module f

ur den Konsistenztest mit ihren Inhalten
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A.4 Das Modul "syntaktischer Test\
In diesem Modul ist alles zusammengefat, was der Benutzer an zus

atzlicher Funktio-
nalit

at zu den G2-Grundfunktion ben

otigt, um eine konsistente Wissensbasis erzeugen zu
k

onnen. Alle zur Erzeugung und Bearbeitung von Wissenselementen notwendigen Aktio-
nen werden durch Sinnbilder, Auswahlmen

us und Dialoge f

ur den Benutzer

ubersichtlich
zusammengestellt.
Das wichtigste Hilfsmittel ist dabei das Arbeitsblatt "Palette\, das sofort nach dem
Start der Entwicklungsumgebung sichtbar ist (siehe Abbildung 3.6 auf Seite 71) oder
durch einen Navigationsknopf auf dem ersten Arbeitsblatt des Grundmoduls aufgerufen
werden kann (siehe Abb. A.2).
NEUE-KLASSE
PALETTE
NEUES-OBJEKT NEUES-ARBEITSBLATTNEUE-PROZEDURNEUE-REGEL
Abbildung A.4: Palette der m

oglichen Wissenselemente
Von dieser Palette kann der Benutzer durch Anklicken der Sinnbilder ein neues Wis-
senselement des dargestellten Typs erzeugen und auf einem Arbeitsblatt ablegen. Je
nach Wissenselement sind verschiedene Benutzereingaben erforderlich, die durch Dialoge
abgefragt werden.
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bearbeiten
Men

upunkt eines Dropdown Men

us
Symbol f

ur einen Dialog
Dialog, Aufruf durch eine Schalt

ache
auf dem

ubergeordneten Dialog
Informations-Dialog
Alternative 1
i
Alternative 2
je nach Zustand der Wissensbasis
i


1


2


3
Nummerierte Fortsetzungspunkte zu
drei Schalt

achen in dieser Zeile


1
Nummerierter Fortsetzungspunkt zu einer
Schalt

ache in dieser Spalte


1
"generisch\
Fortsetzungspunkte mit Beschriftung
der ausgew

ahlten Schalt

ache
beschriftete
Schalt

ache
Angabe der Schalt

ache, die bet

atigt wurde
Abbildung A.5: Legende der Symbole in den folgenden Strukturen
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Erzeugung einer Klasse
bearbeiten
Erzeugen und Bearbeiten
einer Klassendenition
M

ogliche Werte vom Typ . . .
umbenennen

Anderung des Klassennamens
Frage: Objektnamen anpassen?
l

oschen
Hinweis, Frage:
Die Klasse wird in Regeln verwendet
i
Hinweis, Frage:
Die Klasse wird in Prozeduren verwendet
i
arbeitsblatt-wechseln
bearbeite-grak
Move
Outline
Fill
Clone
Ungroup
Group
Delete
New
Done
Pop
x3x2x1
Redraw
Update
End
Cancel
(174,242)
Region none
Color black
Image none
Text none
Width 123
Height 114
Icon editor ready.
black
white
black
wheels
body
Abbildung A.6: Hierarchie der Men

us und Dialoge einer Klasse
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Erzeugung eines Objektes
Zuordnung des Objektes zu einer Klasse
bestehende
Klasse
Auswahl einer bestehenden Klasse
neue
Klasse
bearbeiten
. . .
umbenennen

Anderung des Objektnamens
l

oschen
Hinweis, Frage:
Das Objekt wird in Regeln verwendet
i
Hinweis, Frage:
Das Objekt wird in Prozeduren verwendet
i
arbeitsblatt-wechseln
tafel
Abbildung A.7: Hierarchie der Men

us und Dialoge eines Objektes
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Erzeugung einer Regel
bearbeiten
Regel-Palette
Regel-Werkstatt


1


2


3


4


5


6
H
H


7


8


9
umbenennen
Umbenennen einer Regel
l

oschen
arbeitsblatt-wechseln
Die weiterf

uhrenden Aktionen bzw. Dialoge der Schalt

achen (1, 2, 3) und der
Regelbl

ocke (Wenn: 4, 5, 6 und Dann: 7, 8, 9) werden auf den folgenden Seiten
dargestellt.
Abbildung A.8: Hierarchie der Men

us einer Regel
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Bedingungsteil-Bausteine


1
"generisch\
Attribut . . . von allen Objekten der
Klasse . . .


2
"spezisch\ Attribut . . . von Objekt . . .


3
"Konstante\
Attribut verkn

upft mit Wert
m

ogliche Werte
Aktionsteil-Bausteine


4
"Klasse\
Attribut . . . von allen Objekten der
Klasse . . . bekommt den Wert . . .
m

ogliche Werte


5
"Objekt\
Attribut . . . von Objekt . . .
bekommt den Wert . . .
m

ogliche Werte


6
"Prozedur\ starte die Prozedur . . .
Abbildung A.9: Dialoge der Regel-Bausteine
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

7
"Regel erzeugen\
Die Grak wird

uberpr

uft und in die interne
Syntax

ubersetzt.
Die Arbeitsbl

atter "Regel-Palette\ und
"Regel-Werkstatt\ werden geschlossen.


8
"Abbrechen\

Anderungen werden gel

oscht.
Die alte Regel bleibt erhalten
i


9
"Verwerfen\
Alle Regelbausteine werden gel

oscht.
i
Abbildung A.10: Aktionen der Schalt

achen in der Regel-Werkstatt
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Erzeugung einer Prozedur
bearbeiten
Erzeugen und Bearbeiten
eines Prozedurkopfes
Prozeduramen
Vorhandene benutzerdenierte
Prozeduren
Parameter
eingeben
Erzeugen und Bearbeiten
von Parametern
Prozedur-Text
bearbeiten
Prozedur-Palette
Prozedur-Werkstatt


1
r
r
r


6


 



 

H
H


7
A
A
A


8


9


10
l

oschen
arbeitsblatt-wechseln
Abbildung A.11: Hierarchie der Men

us und Dialoge einer Prozedur
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Einfache Bausteine


1
"Kommentar\
Kommentar


2
"setze Wert\
Attribut . . . von Objekt . . .
bekommt den Wert . . .
Ausw

ahlen
M

ogliche Werte
Lokale Variable
lokale Variable
und deren Typ


3
"hole Wert\
Attribut . . . von Objekt . . .


4
"Berechnung\
Aufbau einer
Berechnung
Attribut
oder Variable
Attribut . . . von Objekt . . .
einen festen Wert
direkte Eingabe
eines Wertes
Abbildung A.12: Dialoge der Prozedur-Bausteine I
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Schleifen-Bausteine


5
"For each do\ Klassenauswahl


6
"If then else\
Aufbau einer
Bedingung
Attribut
oder Variable
Attribut . . . von Objekt . . .
einen festen Wert
direkte Eingabe
eines Wertes
Abbildung A.13: Dialoge der Prozedur-Bausteine II
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

 



 



7
"Prozedur erzeugen\
Die Grak wird

uberpr

uft und in die interne
Syntax

ubersetzt.
Die Arbeitsbl

atter "Prozedur-Palette\ und
"Prozedur-Werkstatt\ werden geschlossen.


8
"Parameter\
Erzeugen und Bearbeiten
von Parametern


9
"Abbrechen\

Anderungen werden gel

oscht.
Die alte Prozedur bleibt erhalten
i


10
"Verwerfen\
Alle Prozedurbausteine werden gel

oscht.
i
Abbildung A.14: Aktionen der Schalt

achen in der Prozedur-Werkstatt
Erzeugung eines Arbeitsblattes
Eingabe eines Namens
Abbildung A.15: Dialog eines Arbeitsblattes
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A.5 Das Modul "funktionaler Test\
In diesem Modul ist alles zusammengefat, was der Benutzer an zus

atzlicher Funktio-
nalit

at f

ur den schrittweisen Konsistenztest ben

otigt.
Zwei Schalt

achen dieses Moduls liegen auf dem Arbeitsblatt "USER-ROOT\ des Grund-
moduls "User-Root\:
 die Schalt

ache "funktionaler Test\ und
 die Navigationsschalt

ache "L

osche / lade funktionalen Test\.
Mit der Bet

atigung der Schalt

ache "funktionaler Test\ wird der Testzyklus gestartet.
Wurde ein kompletter Inferenzzyklus beendet, wurden entweder keine Inkonsistenzen ge-
funden, d.h. die Wissensbasis ist konsistent, oder ein Kontrolldurchlauf mu gestartet
werden, um sicher zu gehen, da die vorgenommenen

Anderungen nicht Inkonsistenzen
an anderen Stellen im Inferenzzyklus verursachen.
Ist die Entwicklung der gesamten Wissensbasis beendet, kann nach dem funktionalen Test
das Konsistenzmodul mit seinen Untermodulen aus dem endg

ultigen wissensbasierten Sy-
stem entfernt werden. Damit f

ur Wartungsarbeiten das Modul wieder geladen werden
kann, verbleibt ein Arbeitsblatt des Moduls Konsistenz mit einer Schalt

ache und den
zugeh

origen Prozeduren im Modul User-Root.
L

osche / lade
funktionalen Test
Dialog mit Auswahl:
- Editoren und Test entfernen
- nur funktionalen Test entfernen
Abbildung A.16: L

osche / lade funktionalen Test
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funktionaler Test
Dialog mit Auswahllisten:
Sprachauswahl: Sprache der Mitteilungen
Ablaufart: Art der Inferenzweiterschaltung
#
Start
Mitteilungen

uber den Ablauf
des funktionalen Tests
i
tempor

ares Arbeitsblatt zur
Anzeige einer Schalt

ache
#
Umwandlung
Mitteilungen

uber den Ablauf
des funktionalen Tests
i
tempor

ares Arbeitsblatt zur
Anzeige einer Schalt

ache
#
N

achster Schritt
Schritt wiederholen
Mitteilung

uber das Ende
des funktionalen Tests
i
INKONSISTENZ
tempor

ares Arbeitsblatt zur
Anzeige der Verursacher
Quellobjekte
editieren
Darstellung der
Verursacher
Editierung
abgeschlossen
!
Abbildung A.17: Ablauf des funktionalen Tests
