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Abstract 
Understandability is one of the key aspects in developing quality software; it largely influences cost or the reliability 
at software evolution and maintenance. False interpretation leads to ambiguities, misunderstanding and hence the 
misinterpretations of development process and the related documents, which often results to faulty developments. 
Despite the fact that understandability is vital and highly significant aspect for software development process, it is 
poorly managed. In this paper, author highlights the significance of understandability in general and as a factor of 
software testability. The paper briefly describes the proposed model for understandability quantification. Further, it 
includes the empirical validation of the model as the author’s main contribution.
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1. Introduction 
Software industry now exists in a more turbulent environment than ever before. Schedules are often 
tightly restricted; developers are forced to weigh the importance of quality against the possibility of 
missing deadlines. Testing time is generally reduced because of the factor ‘on time delivery’. It increases 
the potential for defects, leading to problems with the software that may ultimately result to the major 
tangible and intangible losses. On the other hand, software needs to be frequently changed or modified to 
meet the fast changing customer demands of business requirements [10]. Therefore, it is essential for the 
companies to develop processes that are smart enough to be easily adapted or tailored to meet the needs of 
today’s complex and competitive markets. 
It is an inevitable fact that software systems will be frequently updated for enhancing functions, correcting 
faults, or adapting them to new circumstances. The process of modification or maintenance is carried out 
by programmers, which may not have developed the software. Even for developers of the system, after a 
gap of few years, it may not be an easy task for them as they themselves might have forgotten the 
intricacies of software. Poor understandability of the program and the related documents increases the 
probability of the deviations from the original intent or the main focus. Hence, making any change in 
them may cause serious faults and chain reaction of changes.  This is due to the false interpretation, 
leading to ambiguities, misunderstanding that often results to faulty development. 
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Without proper understanding and the ability to articulate the processes involved, it is unlikely that they 
can be managed and improved. Therefore, readability and understandability of software has a lot of 
influence on the factors that directly or indirectly affect the quality of software. Researchers and 
Practitioners advocate that understandability aspect of software is highly desirable and significant for 
developing quality software. The rest of the paper is organized as follows: Section 2 highlights 
significance of understandability.  Section 3 briefly describes the understandability quantification model. 
Section 4 presents experimental validation of the model. Finally, Section 5 concludes the paper. 
2. Software Understandability
Software developers and the members of development team need to read and understand programs and the 
related documents. Thus, the significance of understandability is an obvious fact that may be perceived as 
‘If we can't learn something, we won't understand it. If we can't understand something, we can't use it - at 
least not well enough to avoid creating a money pit. We can't maintain a system that we don't understand - 
at least not easily. And we can't make changes to our system if we can't understand how the system as a 
whole will work once the changes are made’. Understandability of software and the related documents is 
thus very important as ‘the better we know what the thing is supposed to do, the better we can test for it’.  
Despite the fact that understandability is vital and one of the highly significant aspects for software 
development process, it is poorly managed [1]. The fundamental reality of measurement ‘we cannot 
control what we cannot measure’ highlights the need and significance of the good measure of software 
understandability [13]. There are some aspects of software artifacts that either directly or indirectly affects 
understandability of software. Huge and complex classes are generally hard to understand by humans, 
especially if the class is of low cohesion. A good software design with manageable complexity usually 
provides proper data abstraction; it reduces coupling while increasing cohesion and make them easily 
understandable.  
Understandability has been identified as a factor of software evolution in reuse or maintenance. Literature 
survey reveals that ‘understandability’ is one of the important factors that either directly or indirectly 
influence testability of software [6-8][15]. Researchers and Practitioners advocate that understandability 
aspect of software is highly desirable and significant for developing quality software.  
3. Model Description
In most of the studies, researchers and practitioners focus to examine the impact of object oriented 
characteristics and have successfully established relationships with quality factors.  However, we tried to 
examine and assessed their impact on the particular aspect i.e. testability and by associatively and 
congruence perspective, concluded on identifying testability factors affected by object characteristics. It is 
observed that each of these characteristics either has positive or negative impact on these factors. After an 
exhaustive review of available literature on the topic [2], [4], [17], [18], [20], the relation between OO 
software characteristics and testability factors has been established. Based on this relationship, a model has 
been developed for estimating understandability, an important factor of software testability.  
The relative significance of individual design properties that influence software understandability is 
weighted proportionally. The concept of multiple linear regressions has been used to get the coefficients 
that establish the relationship between dependent variable and multiple independent variables. Multivariate 
linear model for understandability quantification is thus formulated as follows.  
ceInheriCohesionCouplingdabilityUnders tan***tan 3210 EEED    
Where 1E , 2E and 3E are the coefficients of respective independent variables ‘coupling, cohesion and 
inheritance’ related to understandability. 0D  is the intercept. 
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The data used for the model development have been taken from [12], which includes a set of 28 class 
diagrams and the metric values related to each diagram. The mean value of the expert’s rating of 
understandability of the diagrams is given and we named it as the ‘Known Value’. The metrics ‘NAssoc, 
NA and MaxDIT’ are selected from Table 3.1 as independent variables. The values of coefficients are 
determined using MATLAB; understandability quantification model has thus been formulated as given 
below [20]:    
      Understandability = 1.33515+0.129 *NAssoc +0.0463* NA +0.3405 *MaxDIT           Eq. 3.1 
 
Table 3.1: Metrics Description [12] 
Metric Definition 
NC  The total number of classes 
NA The total number of attributes 
NM The total number of methods 
NAssoc The total number of associations 
NAgg The total number of aggregation 
relationships within a class diagram (each 
whole-part pair in an aggregation 
relationship) 
NDep The total number of dependency 
relationships 
NGen The total number of generalization 
relationships within a class diagram (each 
parent-child pair in a generalization 
relationship) 
NAggH The total number of aggregation 
hierarchies in a class diagram 
NgenH The total number of generalization 
hierarchies in a class diagram 
Max Hagg It is the maximum between the HAgg
values obtained for each class of the class 
diagram. The HAgg value for a class
within an aggregation hierarchy is the
longest path from the class to the leaves.  
Max DIT It is the maximum between the DIT values
obtained for each class of the class
diagram. The DIT value for a class within a
generalization hierarchy is the longest path
from the class to the root of the hierarchy. 
 
4. Validating the Model- UEMOOD 
The applications that are used in validating the Understandability Quantification Model- UEMOOD 
(Eq.3.1) have been taken from [12].  We labeled these applications as System A, System B, System C and 
System D. The applications have been implemented in C++ and the number of classes associated with 
them are given in table 4 (a).  
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Table 4 (a): Projects and Classes 
Project Classes 
System A 6 
System B 5 
System C 6 
System D 10 
The correlations summary of descriptive statistics between design constructs and understandability is 
given in Tables 4 (b). 
Table 4 (b): Correlation Analysis Summary 
 Understandability X 
Coupling 
Understandability X 
Cohesion 
Understandability X 
Inheritance 
System A .74 .86 .56 
System B .54 .97 .95 
System C .94 .72 .14 
System D .81 .79 .39 
The results of correlation analysis for the understandability model reveals the fact that for all these 
systems, all the design constructs are highly correlated with Understandability. This strengthens the 
researcher’s effort of considering the said design characteristics ‘coupling, cohesion and inheritance’ to 
address Understandability.   
5. Empirical Validation  
This section assesses how well the model-UEMOOD is able to predict the ‘overall understandability’ and 
hence the quality of an object oriented software design. The internal characteristic of a design varies 
significantly with goal and the scope or boundary of domain. These characteristics positively or 
negatively influence understandability and hence, the testability and maintainability. As a result, the 
overall quality gets affected. The model-UEMOOD requires the set of object oriented designs with the same 
set of requirements for the evaluation and validation. The assessment of the overall understandability of 
designs determined by the said model-UEMOOD needed to agree with the generally accepted requirements 
or characteristics of the overall quality designs as perceived by analysts, developers and customers.  
Keeping these points in mind, software understandability estimated by the UEMOOD has been validated 
using tryout data and then the statistical analysis and interpretation. In order to validate understandability 
quantification model-UEMOOD, the data set shown in table 5 (a) are used that has been taken from [12]. 
Table 5 (b) gives the known understandability rating of all the projects (P1 to P10).  
Table 5 (a): Data sets for the Projects 
Project No Encapsulation Coupling Cohesion Inheritance 
P1 94 6 45 4 
P2 98 12 56 4 
P3 47 1 28 1 
P4 65 3 30 4 
P5 79 11 44 3 
P6 69 1 32 5 
P7 73 9 50 1 
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P8 84 14 42 3 
P9 77 4 34 4 
P10 47 6 34 2 
Table 5 (b): Known Understandability Rating 
 P1 P2 P3 P4 P5 P6 P7 P8 P9 P10 
Understandability 
Rating 
3 2 4 1 5 6 9 7 8 10 
Using the data set for the given projects (P1-P10), Understandability was computed using the proposed 
Model-UEMOOD. On the basis of the results, Understandability of the projects is then ranked and is shown 
in table 5 (c).  
Table 5 (c): Calculated Understandability Ratings 
 P1 P2 P3 P4 P5 P6 P7 P8 P9 P10 
Understandability Rating 1 3 4 2 6 7 8 10 5 9 
 
Table 5 (d): Computed Ranking, Known Ranking and their Correlations 
                      Projects  
Understandability Ranking 
P1 P2 P3 P4 P5 P6 P7 P8 P9 P10
Computed Ranking 1 3 4 2 6 7 8 10 5 9 
Known Ranking 3 2 4 1 5 6 9 7 8 10 
d2 4 1 0 1 1 1 1 9 3 1 
sr  .97 .99 1 .99 .99 .99 .99 .94 .98 .99 
sr >.781 ¥ ¥ ¥ ¥ ¥ ¥ ¥ ¥ ¥ ¥ 
Speraman’s Rank Correlation coefficient sr has been used to test the significance of correlation between 
calculated values of Understandability using model UEMOOD and the ‘Known Values’. The ‘ sr ’ was 
computed using the formula given as under: 
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Where‘d’ is the difference between ‘Calculated Values’ and ‘Known Values’ of understandability. And n 
is the number of projects (n=10) that were used in the experiment.  
The correlation values between understandability using model UEMOOD and Known Ranking are shown in 
the table 5(d). Pairs of these values with correlation values sr above [±.781] checked in the table. It is 
very much clear that the correlation is acceptable with high degree of confidence, i.e. at the 99%.  Hence, 
understandability of all the projects computed using the model UEMOOD - are highly correlated with the 
known values. Therefore, without any loss of generality we can conclude that Understandability Model-
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UEMOOD estimates are reliable and valid in the context. However, the study needs to be standardized with 
a larger set of experimental tryout on the live projects for better acceptability and utility in the industry. 
6. Conclusion  
The increase in size and drastically affects its understandability. The paper highlighted the importance of 
understandability in general and as a factor of software testability.  Understandability is obviously 
relevant and significant in the context of software testability. The model has been validated theoretically 
as well as empirically using experimental try-out. However, the model has been validated on a small data 
set and it is to be done further on live industrial projects for better acceptability and utility.  
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