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Este proyecto final de carrera (PFC) está destinado al 
trabajo con EDL’s para facilitar las ediciones, 
modificaciones, etc. De éste tipo de archivos, en un 
entorno en que actualmente se realiza a mano o se utilizan 
máquinas económicamente muy costosas. 
El objetivo de éste proyecto es la de poder editar y crear 
EDL’s fácilmente de manera económica ya que en la 
actualidad se crean y editan en máquinas que pueden llegar 
a tener un precio de 82 mil dólares. 
Para la realización del proyecto se utilizará el lenguaje 
de programación Java que nos ofrece infinidad de ventajas 
frente a otros lenguajes de programación y a demás es 
software libre, por lo tanto reduce el coste final del 
proyecto. 
Éste proyecto ha estado dirigido por Jordi Fornés de Juan, 
profesor del departamento de Arquitectura de Computadores 
de la Escuela Politécnica Superior de Vilanova i la Geltrú 
(EPSEVG) y supeditado por Manuel Artola, subdirector de 
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1. Introducción 
 
En la sociedad en la que vivimos, continuamente estamos sumidos en cambios en la forma de hacer 
las cosas, nuevas tecnologías que, aparentemente, nos hacen vivir de mejor manera y nos intentan 
ayudar en aquellas cosas que reportan dificultad. En el mundo de la informática a demás de ser 
evidente es necesario, ya que continuamente nos encontramos con nuevas necesidades y durante los 
últimos años se ha ido consolidando hasta tal punto de que se nos hace imprescindible vivir con la 
informática. 
 
Ésta aplicación trata, edita y crea ficheros que al contrario con lo que se ha comentado, no ha 
experimentado cambios en los últimos años, es decir, el proceso por el que pasa un anuncio, 
película, etc. Para ser editado o montado no ha experimentado cambios, la forma de grabar y 
reproducir es lo que en los años ha ido evolucionando. Estoy hablando del cine y publicidad, sin ir 
más lejos, cuando vamos al cine a ver una película  ésta se proyecta mediante lo que se conoce 
como el cine digital, mediante  la estereoscopia o, incluso a día de hoy, con un rollo y un proyector 
éste método no es para nada nuevo, pero a su vez tampoco es necesario realizar cambio alguno, ya 
que los requerimientos no lo solicitan. 
 
Las películas y anuncios que vemos por la televisión, se montan o editan y visualizan a través de 
ficheros llamados Listas de decisión de edición, a partir de ahora EDL (siglas en inglés Edit 
Decision List).  
 
El proceso de producción de películas, vídeos, etc. es comúnmente dividido en preproducción, 
producción y posproducción. 
 
La fase de preproducción: En la preproducción las ideas básicas y propuestas de producción son 
desarrolladas y puestas en práctica. Es durante ésta fase que la producción puede ser encaminada 
por el rumbo correcto o desviada en tal extremo que no habrá tiempo, o habilidad de edición que 
más adelante pueda salvarla. 
 
La fase de producción: Es cuando se realiza la grabación de la película, anuncio, etc. Normalmente 
se graba en una cinta, celuloide, etc. Aunque como veremos en el punto siguiente, puede guardarse 
en formatos digitales. 
 
La fase de posproducción: Es el procedimiento que se sigue desde la grabación de un programa o 
filmación de una película para recopilar todo el material para un primer montaje. Es en ésta fase 
donde está el ámbito de éste proyecto. 
 
 
Se va a exponer un ejemplo para comprender lo que se realiza en la fase de posproducción, con una 
película. 
Se recibe la película, ésta tiene un formato que necesita de máquinas potentes para poder 
reproducirla, lo que se realiza es cambiar el formato para poder trabajar con ella, es lo que se conoce 
como el proceso de telecine o telecinado.  
Se realiza ese proceso para poder trabajar con una copia menos “pesada” y poder reproducir vídeos 
en máquinas convencionales, máquinas (con unas determinadas características). 
 
 
 
 
  12 
1.1. El cine digital [1] 
 
El cine digital es aquel que utiliza la tecnología digital para grabar, distribuir y proyectar películas, 
una de las características importantes del cine digital es la alta resolución de las imágenes ya que 
prescinde de algunos aspectos asociados a la proyección mecánica de las películas. 
 
El cine digital se graba utilizando una representación digital del brillo y el color en cada píxel de la 
imagen, en lugar de quedar fijada por el filme del celuloide tradicional. 
 
Una vez tenemos la película ésta se puede distribuir vía disco duro, DVD, satélite, etc. 
 
El formato común para trabajar en posproducción [2] es el DPX (Digital Picture Exchange) [3]. 
 
DPX es un formato de archivo, el cual representa la densidad del negativo [4] escaneado en un 
formato de 10 bits, también es muy común que se use un archivo para cada frame, que éste suele 
oscilar entre los 20 y 50 MB (Mega Bytes). 
 
El negativo original de la cámara (OCN) es la película en una cámara de cine que captura la imagen 
original, es la película de la que se realizarán las copias pertinentes para trabajar con ella, es lo que 
se conoce como material crudo. 
 
1.2. La estereoscopia [5] 
 
La estereoscopia, imagen estereográfica o imagen 3D (tridimensional), es cualquier técnica capaz de 
recoger información visual tridimensional o de crear una ilusión de profundidad en una imagen, 
dicha ilusión es creada presentando una imagen ligeramente diferente. Muchas pantallas 3D usan 
éste método para transmitir imágenes. Fue inventado por Sir Charles Wheatstone en 1840 
 
La estereoscopia es usada en fotogrametría [6], que es una ilusión óptica basada en la capacidad 
que tienen los ojos de captar imágenes desde distintos puntos de vista, es una técnica para 
determinar las propiedades geométricas de los objetos  a partir de fotografías, hay  diferentes tipos, 
como por ejemplo analógico, analítico, terrestre, etc., y también para entretenimiento con la 
producción de estereogramas [7], 
 
La estereoscopia es útil para ver imágenes renderizadas [8] de un conjunto de datos 
multidimensionales como los producidos por datos experimentales, la fotografía tridimensional de 
la industria moderna puede usar escáneres 3D para detectar y guardar la información tridimensional. 
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1.3. La EDL [9] [10] [11] 
 
La EDL es una herramienta que utilizan los artistas y productores. Fue creada en el año 1970.  
Una EDL ésta compuesta por eventos, cada evento está compuesto por un máximo de dos líneas, en 
que cada línea tiene su código de tiempo, a partir de ahora TC (siglas en ingles Time Code), que nos 
índica desde que tiempo hasta que tiempo dura la línea. 
 
Además una EDL tiene comentarios, en éstos se puede conocer el formato de la EDL, 
modificaciones que se han realizado sobre ella, etc., la velocidad, el título, etc. A  su vez cada línea 
puede tener también sus propios comentarios. 
 
Los formatos más conocidos que tenemos en las EDL’s son CMX-340, CMX-360 y CMX-3600, 
más adelante 1.1.3. Operaciones sobre EDL’s, se especificará las diferencias entre los diferentes 
formatos. 
 
Un archivo EDL comúnmente tiene extensión .edl o .EDL, ya que podemos encontrar EDL’s con 
diferente extensión igual de válidas por ejemplo Sony utiliza la extensión .dvf. 
 
Cabe decir que habitualmente entre diferentes fabricantes se sigue el mismo estándar a la hora de 
crear una EDL, pero nos podemos encontrar con casos en que tenemos dos EDL con el mismo 
formato y diferencias entre ellas. 
 
1.3.1. Creación de una EDL 
 
Una EDL se puede crear “a mano” o utilizando sistemas denominados sistemas de edición offline y 
sistemas de edición online 
 
En la edición Online el material original es utilizado en todas las etapas del proceso. En la edición 
offline se trabaja con una copia del material original (generalmente "quemando"- imprimiendo en la 
pantalla- el código de tiempo) para luego ensamblar una copia de trabajo que funcionará como una 
guía para crear la versión final (Online).Esto no es sensato en la edición de segmentos de noticias o 
cualquier otro segmento que deba ser entregado con urgencia (o bajo un presupuesto limitado). Pero 
para producciones en las cuales es necesario cuidar los detalles este proceso ofrece ventajas 
importantes.  
La edición puede resultar sumamente costosa si se involucra a técnicos y equipos de muy alta 
calidad en todo el proceso de edición. 
Además, el uso del material original para evaluar distintas alternativas de edición es peligroso. Si 
las tomas sufren algún daño durante el proceso (lo cual es muy probable que ocurra cuando se 
adelanta y retrocede con frecuencia), se perdería la única copia original. 
En la edición Offline se genera una copia del material original con una 
ventana del TC a la vista. Esta copia se hace del formato original a otro 
formato (más económico) dependiendo del editor. El material original 
se guarda hasta la edición final Online. Es lo que se ha comentado del 
proceso de telecine o telecinado, una vez tenemos la copia podemos 
realizar las ediciones pertinentes a partir de la EDL. Al realizar el 
proceso de telecine es cuando se obtiene la primera EDL, es decir, el 
productor, editor, va seleccionando aquellos fragmentos que cree 
conveniente y solo se trataran aquellos que haya en la EDL. 
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La copia Offline es editada y durante el proceso se evalúan distintas alternativas creativas. Se utiliza 
una gama de software para realizar dicho montaje. 
La edición Offline, en un primer borrador sin corrección de color, efectos especiales, etc. suele ser 
mostrada al director, productor o patrocinante para su aprobación. (Normalmente se realizan 
modificaciones ya que el resultado final no agrada a las personas citadas.) 
Una vez que la versión Offline ha sido aprobada, la numeración de TC de todas las decisiones de 
edición se guarda en un fichero,  que se conoce como EDL). 
La EDL se importa en un sistema de edición de alta calidad que ensamblará la versión final Online. 
En esta parte del proceso, las transiciones, los efectos especiales, las correcciones de color, la 
sincronización del audio, etc. quedan programadas en el editor Online.   
  
Editando con un servidor de video 
Si la grabación digital es realizada en un estudio o en una locación y se transfiere directamente a un 
servidor de video, no existe el peligro de dañar la cinta original, sin que sea relevante el número de 
veces que se visualiza. Esto descarta una de las mayores razones para realizar una edición Offline. 
Además, el mismo material puede ser llamado desde el servidor por cualquier operador en cualquier 
momento. Esto quiere decir que los TC, transiciones, etc. han sido aprobados. 
Cómo crear una edición en papel 
Independientemente, del método de edición que utilice, se puede ahorrarse mucho tiempo 
analizando previamente el material y generando un montaje en papel.  
En primer lugar, no necesariamente se conoce lo que realmente se tiene grabado, lo que se utilizará 
y lo que se eliminará. Además, anotando los códigos de entrada y salida, se podrá tener una idea de 
cuánto durará cada segmento y en total, su producción. 
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Veamos un ejemplo de una EDL 
 
 
1.1.2. Campos de una EDL 
 
El primer campo corresponde al número de evento, en éste ejemplo van en orden ascendente, no 
necesariamente debe de tener orden los eventos. 
El segundo campo corresponde al nombre de cinta (Tape Name) en que está el fragmento se pueden 
tener más de una cinta para una misma escena, toma, etc. 
El tercer campo es el que se le llama Mode, puede ser V (Vídeo) o A (Audio). 
El cuarto campo es el que se le llama Type, en que nos dice si es un corte (C) o efecto (D) (W) o 
(Wipe), se entiende que hay un cambio de escena y por efecto puede ser un difuminado, barrido de 
la imagen, etc. 
 
A continuación encontramos 4 TC, corresponde al Source y al Record. Dentro del Source y Record 
tenemos 2 TC, IN y OUT, por lo tanto tenemos 2 TC para el Source y para el Record, se explicará 
más adelante. 
 
Como podemos ver tenemos líneas con M2….., corresponden a la velocidad a la que se debe leer, 
normalmente en anuncios, películas vemos algunas escenas más lentas o rápidas de lo normal, ese 
campo es para la velocidad de lectura y por lo tanto visualización. También se puede leer una cinte a 
la inversa.  
 
A demás encontramos líneas que empiezan con el carácter “*”, corresponden a comentarios de las 
líneas, si está inmediatamente debajo de una línea, corresponde a esa línea el comentario. 
 
 
  16 
 
Los comentarios referentes a la EDL son líneas de texto que encontramos antes del primer evento, 
podemos encontrar título, nombre de la película, anuncio, etc. 
 
Explicaremos a continuación las limitaciones que existen referentes a los campos que encontramos 
en la EDL. 
 
Empezamos con el número de evento, éste debe de tener tres dígitos empezando por 001 el más 
pequeño y 999 el más grande, por lo tanto, en una EDL solo puede tener 999 Eventos 
 
¿Qué es el Source? Para describirlo haré una pequeña introducción respecto cuando se graba, ya sea 
un anuncio o película, se utiliza una cámara para guardar el vídeo, éste vídeo normalmente se 
guarda en cintas, celuloide, formato digital, etc. de ahí la importancia del Tape Name. Normalmente 
se utilizan más de una cámara para una misma escena, toma, 
etc.  
 
Por lo tanto tendremos diferentes cintas, de ahí surge el 
nombre Source, es el origen de dónde se lee, de dónde se 
obtienen las imágenes, sonidos, etc. Respecto IN y OUT, IN 
corresponde a dónde se empieza a leer la cinta, un TC se 
describe de la siguiente manera: 00:00:00:00, dónde se 
divide de la siguiente manera: Horas: Minutos: Segundos: 
Frames. Las horas van de 00 a 99, los minutos de 0 a 59 
igual que lo segundos, los frames, que se explicará su 
significado e importancia, suele ser 24, 25 o 30. 
 
Por lo tanto el IN es dónde empieza a leerse la cinta y el 
OUT dónde acaba. Eso tanto en el Source como en el 
Record. 
 
Continuamos con el campo Record, tal como se ha 
explicado, en una misma escena se pueden tener, y 
normalmente se tienen diferentes cintas, el objetivo es tener 
una sola cinta con la película, anuncio, etc. Por lo tanto hay una serie de restricciones a la hora de 
trabajar con EDL’s y el resultado final. 
 
Como hemos comentado, tenemos diferentes cintas, por lo tanto en una EDL es normal que 
tengamos eventos con diferentes Tape Name, en el resultado de la EDL, resultado se entiende como 
el Record, dónde se guardará la película, anuncio, etc. No se especifica el Tape Name, ya que es 
único. 
 
Al tener la “libertad” de utilizar las cintas el profesional encargado del montaje, es posible que un 
mismo fragmento de cinta se utilice en diferentes eventos, es lo que se conoce como 
Overlap(solapamiento en castellano), remarcar que es diferente al campo que tiene la línea Overlap. 
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Para explicar que es el Overlap entre diferentes eventos me ayudaré de una imagen (Fig. 3). 
Primero explicar que son las líneas, las líneas corresponden a un fragmento 
de cinta, en que el color determina que se utiliza en un evento diferente, 
como podemos ver hay un solapamiento, que se debe a que un mismo 
fragmento de cinta se lee más de una vez, por lo tanto si estuviéramos 
viendo una película estaríamos viendo el mismo fragmento repetidas veces. 
Cuando surge éste problema, que no siempre lo es, se pueden seguir 
diferentes técnicas y métodos, uno de ellos es el que se muestra a 
continuación: (Fig. 4) 
 
 
 
 
Tal como podemos ver en la imagen anterior lo que se hace es realizar cortes en los eventos, con lo 
que en cada uno se lee un fragmento diferente, evidentemente existen otras posibilidades, como por 
ejemplo reducir el número de eventos, eliminar todos los eventos excepto uno que incluya todos los 
fragmentos que se leían de la misma cinta 
 
1.1.3. Operaciones sobre EDL’s 
 
Las operaciones que podemos realizar sobra las EDL’s son las siguientes: 
 
 Cambiar el framerate de la EDL. 
 
 Convertir efectos en cortes. 
 
 Eliminar eventos duplicados. 
 
 Eliminar velocidades. 
 
 Realizar “Magnet” entre diferentes eventos. 
 
 Realizar “Ripple”. 
 
 Cambiar el formato a la EDL. 
 
Antes de explicar las operaciones que se pueden realizar sobra una EDL, antes de empezar a 
comentar cada una de las operaciones, explicaremos qué es el concepto frame. 
 
Podemos describir frame (palabra original del inglés), como un fotograma, cuadro, imagen dentro 
de una sucesión de imágenes que conforman una animación. La continua sucesión de fotogramas 
provocan una sensación de movimiento, éste fenómeno se produce por el pequeño cambio entre los 
fotogramas sucesivos. 
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La frecuencia es el número de fotogramas por segundo que se necesitan para crear movimiento. Su 
fórmula es la siguiente: 
 
Normalmente el resultado se expresa en frames por segundo (fps) o hercios (Hz), también es 
conocido como framerate. Para que el ser humano sea capaz de ver movimiento se ha de tener 
en cuenta lo siguiente: 
− Para poder observar sin parpadeo una secuencia de imágenes, ésta ha de tener 
  una frecuencia de fotograma no superior a 50 Hz  
− La discontinuidad de fotogramas no debe ser superior a 12-15 Hz 
 
Las frecuencias de fotograma de algunos de los sistemas más conocidos son las siguientes: 
• Cine mudo = 16–18 Hz.  
• Cine = 24 Hz.  
• Televisión, normas europeas (PAL & SECAM) = 25 Hz.  
• Televisión, norma estadounidense primordialmente (NTSC) = 29,97 Hz.  
Estas frecuencias van en relación a la frecuencia de la red eléctrica. En Europa es de 50 Hz, es decir 
el doble de la frecuencia de la televisión que es de 25 fotogramas cada segundo o, lo que es lo 
mismo, 25 Hz; en EEUU (Estados Unidos). Y Japón es de 60 Hz, el doble de la frecuencia de la 
televisión que es de 30 fotogramas cada segundo o, lo que es prácticamente lo mismo, 29,97 Hz 
 
Estándares de televisión [12]: 
A continuación se ilustra un mapa con los estándares que se usan en cada país. 
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NTSC [13] [14] [15] 
 
Viene de las siglas en inglés (National Television System Committee). La NTSC es la responsable 
de la configuración de la televisión y estándares de video en EEUU. En Europa y el resto del 
mundo el estándar utilizado es el PAL o SECAM, que se explicaran a continuación. 
 
El estándar NTSC para televisión define la señal de video con un ratio de refresco de 60 medio-
cuadro (entrelazados) por segundo. Cada cuadro contiene 525 líneas y pueden contener más de 16 
millones de colores. 
 
El estándar NTSC es incompatible con la mayoría de los estándares de video de ordenadores que 
generalmente usan señales RGB (Red, Green, Blue). De todas maneras se pueden insertar 
adaptadores de video en un ordenador para convertir señales NTSC a señales de video de 
ordenador  y viceversa. 
 
PAL [14] [15] [16] 
 
Viene de las siglas en inglés (Phase Alternating Line) hace referencia al modo en que la 
información de color de la señal de vídeo es transmitida, siendo invertida en fase en cada línea, 
permitiendo la corrección automática de los posibles errores en fase al cancelarse entre sí. En la 
transmisión de datos por radiofrecuencia, los errores de fase son comunes y se deben a retardos de 
la señal en su llegada o procesado. Los errores de fase en la transmisión de vídeo analógico 
provocan un error en el tono del color, afectando negativamente a la calidad de la imagen. 
Aprovechando que habitualmente el contenido de color de una línea y la siguiente es similar, en el 
receptor se compensan automáticamente los errores de tono de color tomando para la muestra en 
pantalla el valor medio de una línea y la siguiente, dado que el posible error de fase existente entre 
ambas será contrario. De esta forma, en lugar de apreciarse dicho error como un error del tono, 
como ocurriría en NTSC, se aprecia como un ligero defecto de saturación de color, que es mucho 
menos perceptible al ojo humano. Esta es la gran ventaja del sistema PAL frente al sistema NTSC. 
Las líneas en las que la fase está invertida con respecto a cómo se transmitirían en NTSC se llaman 
a menudo líneas PAL, y las que coincidirían se denominan líneas NTSC. 
El funcionamiento del sistema PAL implica que es constructivamente más complicado de realizar 
que el sistema NTSC. Esto es debido a que, si bien los primeros receptores PAL aprovechaban las 
imperfecciones del ojo humano para cancelar los errores de fase, sin la corrección electrónica 
explicada anteriormente (toma del valor medio). 
El sistema PAL es más robusto que el sistema NTSC. Este último puede ser técnicamente superior 
en aquellos casos en los que la señal es transmitida sin variaciones de fase (por tanto, sin los 
defectos de tono de color anteriormente descritos). Pero para eso deberían darse unas condiciones de 
transmisión ideales (sin obstáculos como montes, estructuras metálicas...) entre el emisor y el 
receptor. En cualquier caso en el que haya rebotes de señal, el sistema PAL se ha demostrado 
netamente superior al NTSC (del que, en realidad, es una mejora técnica). Esa fue una razón por la 
cual la mayoría de los países europeos eligieron el sistema PAL, ya que la orografía europea es 
mucho más compleja que la norteamericana (todo el medio oeste es prácticamente llano). Otro 
motivo es que en los EEUU son habituales las emisiones de carácter local y en Europa lo son las 
estaciones nacionales, cuyas emisoras suelen tener un área de cobertura más extensa. En el único 
aspecto en el que el NTSC es superior al PAL es en evitar la sensación de parpadeo que se puede 
apreciar en la zona de visión periférica cuando se mira la TV en una pantalla grande (más de 21 
pulgadas), porque la velocidad de refresco es superior (30Hz en NTSC frente a 25Hz en PAL). 
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De todas formas este es un argumento relativamente nuevo ya que en los años 50 el tamaño medio 
de la pantalla de un receptor de televisión era de unas 15 pulgadas, siendo además que esta 
frecuencia de refresco de imagen se adoptó en su origen condicionada por la frecuencia de la 
corriente alterna en los países europeos, que es 50Hz frente a los 60Hz de los EEUU 
 
SECAM [15] [17] 
 
Viene de las siglas en francés (Séquentiel Couleur à Mémoire) "Color secuencial con memoria". 
Es un sistema para la codificación de televisión en color analógica utilizado por primera vez en 
Francia. 
El sistema SECAM fue inventado por un equipo liderado por Henri de France trabajando para la 
firma Thomson, es históricamente la primera norma de televisión en color europea 
 
Es un sistema compatible con el B/N (Blanco/Negro). Debido a éste requisito de compatibilidad 
los estándares de color añaden a la señal básica monocroma una segunda señal que lleva la 
información de color. Ésta segunda señal se denomina crominancia (componente de la señal de 
vídeo que contiene la información del color), mientras que la señal en blanco y negro es la 
luminancia (Y). Así, los televisores antiguos solamente ven la luminancia, mientras que los de 
color procesan ambas señales. 
 
Otro aspecto de la compatibilidad es no usar más ancho de banda que la señal monocroma sola, 
Esta falta de continuidad resulta de la naturaleza discreta de la señal, que está dividida en cuadros 
y líneas. Los sistemas para generar la señal de vídeo en un canal radioeléctrico de televisión, la 
señal en banda base se modula en modulación de banda lateral vestigial con una portadora 
centrada en el canal radioeléctrico deseado. 
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A continuación podemos ver 3 tablas resumiendo las características de los tres estándares. 
 
NTSC 
National Television System Committe 
Lines/Field   525/60 
Horizontal Frequency   15.734 Khz. 
Vertical Frequency   60 Hz 
Color Sub carrier Frequency   3.579545 Mhz 
Video Bandwidth  4.2 Mhz 
Sound Carrier  4.5 Mhz 
 
 
P A L 
Phase Alternating Line 
Line/Field   625/50   
Horizontal Freq.   15.625 khz 
Vertical Freq. 50 Hz 
Color Sub Carrier 4.433618 Mhz 
Video Bandwidth 5.0 Mhz 
Sound Carrier   5.5 Mhz 
 
 
SECAM 
Sequential Couleur Avec Memoire or Sequential Color with Memory 
Line/Field   625/50 
Horizontal Freq.   15.625 khz 
Vertical Freq. 50 Hz 
Video Bandwidth 5.0 Mhz 
Sound Carrier   5.5 Mhz 
 
Una vez descrito que es el framerate y los estándares seguiremos con las operaciones que se pueden 
realizar sobra una EDL 
 
1.1.3.1. Cambiar el framerate de la EDL: 
 
Normalmente se trabaja con EDL's que tienen un framerate de 24, 25 o 30, tal como se ha explicado 
anteriormente siguiendo los estándares, por lo tanto puede resultar necesario poder cambiar el 
framerate de la EDL para poder seguir un estándar u otro, dependiendo del entorno en que se esté 
trabajando y la finalidad del trabajo. 
 
Normalmente se trabaja con un material que tiene un determinado framerate y el resultado suele ser 
en otro framerate, ya que se puede exportar a otro país, etc. Por ejemplo si una determinada película 
se va a proyectar en un cine, se deberá convertir a 24 fps, si la finalidad es la de un anuncio 
televisivo dependiendo del país de tendrá que realizar una transformación del framerate a 25 o 30. 
 
 
La técnica que se usa para cambiar el framerate a una EDL es de la siguiente manera: 
Se pasa a frames (número entero) el TC, se realiza el módulo de los frames, se dividen los segundos 
y minutos entre 60 y se realiza el módulo entre el framerate y las horas entre 60.  
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1.1.3.2. Convertir efectos en cortes 
 
Un efecto en una EDL se puede identificar si en el campo Type tenemos una letra D, nos está 
indicando que pasamos de una escena a otra apagándose la imagen, es lo que se conoce como efecto 
Dissolve. 
También podemos encontrar la letra W, W001 (dependiendo del formato), nos índica que es un 
efecto Wipe, se identifica cuando pasamos de una escena a otra con un barrido de imagen. 
 
 
1.1.3.3. Eliminar eventos duplicados 
 
Tal como se ha explicado anteriormente para una misma escena podemos tener diferentes cintas, 
por lo tanto es normal que en una EDL tengamos eventos con diferentes Tape name, el problema 
viene dado cuando estamos editando una EDL y utilizamos un mismo evento repetidamente, al 
referirnos a un evento repetidamente nos referimos a que se utiliza la misma cinta y el mismo 
fragmento repetidamente, o bien, utilizamos dos eventos que utilizan la misma cinta pero 
fragmentos que se interponen (Collapse explicado anteriormente), puede resultar conveniente dejar 
éste caso en la EDL por razones del proyecto que se esté llevando a cabo, pero por otras puede 
resultar ser un error, por lo tanto existe la posibilidad de poder identificar y eliminar éstos eventos 
que repiten fragmentos de imágenes de una misma secuencia. 
 
Por ejemplo si tenemos los siguientes eventos: 
 
001 02TK     V     C        06:38:53:24 06:44:58:12 01:00:00:00 01:06:04:23 
003 02TK     V     C        06:40:31:21 06:52:31:21 01:06:04:23 01:18:04:23 
003 02TK     V     D    025 12:52:19:19 12:52:25:06 01:18:04:23 01:00:15:10 
* BLEND, DISSOLVE 
 
Podemos ver como los eventos marcados en rojo están solapados, ya que tienen el mismo Tape 
name, el campo Type es C y el Source del evento 001 está solapado con el Source del evento 003, 
nos encontramos con el siguiente caso: 
 
 
El resultado que obtendríamos si utilizamos la aplicación DEDL sería el siguiente: 
 
001 02TK     V     C        06:38:53:24 06:52:31:21 01:00:00:00 01:18:04:23 
003 02TK     V     D    025 12:52:19:19 12:52:25:06 01:18:04:23 01:00:15:10 
* BLEND, DISSOLVE 
 
El resultado en modo gráfico sería el siguiente: 
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1.1.3.4. Eliminar velocidades 
 
Recordamos que las velocidades en una EDL en formato papel se identifica con la línea M2…., por 
ejemplo la siguiente: 
 
M2   F005          -025.0                05:35:53:10  
 
Ésta línea nos está indicando que a partir de la hora 5 del minuto 35 del segundo 53 y el frame 10 se 
lee la cinta en sentido contrario un 25% de la velocidad normal, es decir si leemos la cinta de atrás a 
delante a velocidad normal lo haríamos a una velocidad de -100%. Si no se especifica sería una 
velocidad del 100%. 
 
También podemos encontrar la siguiente línea: 
 
M2   F003           037.5                03:06:08:13 
 
Nos está diciendo que va a una velocidad del 37,5% de lo normal, es decir más lento, las 
velocidades se suelen expresar en tanto por ciento. 
 
Al eliminar la velocidad lo que se realiza es poner la velocidad al 100%, por lo tanto estamos 
dejando que la sucesión de fotogramas sea la misma que en la que se grabó, lo que se realiza en la 
EDL es quitar la línea M2 que exista en ése evento, o simplemente poner 100,0, por ejemplo en la 
línea a continuación tiene una velocidad de 37,5% 
 
M2   F003           037.5                03:06:08:13 
 
Si le quitamos la velocidad y mantenemos la línea M2 en la EDL el resultado será el siguiente: 
 
M2   F003           100.0                03:06:08:13 
 
 
1.1.3.5. Realizar “Magnet” entre diferentes eventos 
 
La finalidad de realizar Magnet es similar a la de eliminar duplicados (Collapse), la diferencia 
radica en que los eventos no están solapados, es decir, queremos solapar unos eventos que están 
separados por un número determinado de frames, por lo tanto, para realizar el Magnet se debe 
especificar ese número, veamos un ejemplo: 
 
004 F005     V     C        05:35:53:10 05:35:52:00 00:00:32:24 00:00:34:09  
M2   F005          -025.0                05:35:53:10  
005 F004     V     C        04:39:39:03 04:39:40:22 00:00:34:09 00:00:36:03  
* EFF_BLEND_RESIZE  
006 F003     V     C        03:07:01:03 03:07:02:11 00:00:36:03 00:00:37:11  
* EFF_BLEND_FLIP_HORZ  
007 F003     V     C        03:07:02:16 03:07:12:16 00:00:37:11 00:00:47:11  
M2   F003           036.7                03:00:52:16  
008 F007     V     C        07:38:24:08 07:38:27:12 00:00:47:11 00:00:49:07  
M2   F007           049.4                07:38:24:08 
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Como podemos ver en los eventos que están de color lila, tienen el mismo tape name pero no están 
solapados, hay una diferencia de frames de 5 entre ambos eventos, por lo tanto, si a la EDL 
realizamos Magnet con 5 frames el resultado es el siguiente: 
 
004 F005     V     C        05:35:53:10 05:35:52:00 00:00:32:24 00:00:34:09  
M2   F005          -025.0                05:35:53:10  
005 F004     V     C        04:39:39:03 04:39:40:22 00:00:34:09 00:00:36:03  
* EFF_BLEND_RESIZE  
006 F003     V     C        03:07:01:03 03:07:12:16 00:00:36:03 00:00:47:11 
* EFF_BLEND_FLIP_HORZ  
M2   F003           036.7                03:00:52:16  
008 F007     V     C        07:38:24:08 07:38:27:12 00:00:47:11 00:00:49:07  
M2   F007           049.4                07:38:24:08 
 
Podemos observar como los eventos 006 y 007 se han “fusionado” en el evento 006, al realizar el 
Magnet es como si estuvieran solapados, por lo tanto el resultado es el mismo, a veces puede 
resultar interesante realizar Magnet sobre EDL’s que originalmente tenían otro framerate, por lo 
tanto pude haber planos negros en la película que no cubre el nuevo framerate, por lo tanto al 
realizar Magnet esos “huecos” se tapan o bien no se lee en una primera ves y es más lento.. 
 
1.1.3.6. Realizar “Ripple”  
 
Ésta función es muy utilizada cuando tenemos una EDL con eventos desplazados, es decir, tenemos 
un fotograma o más de uno negro, o bien no sigue con el Record, para entenderlo mejor 
mostraremos un ejemplo: 
 
001 TAPE V C  01:00:01:00 01:00:03:00 01:00:00:00 01:00:02:00  
004 TAPE V C  01:00:15:00 01:00:18:00 01:00:02:00 01:00:05:00  
003 TAPE V C  01:00:10:00 01:00:13:00 01:00:04:22 01:00:07:22  
005 TAPE V C  01:00:20:00 01:00:23:00 01:00:07:22 01:00:10:22  
 
Como podemos ver en el evento marcado como azul, tenemos que el Record IN del evento 005 no 
sigue con el Record OUT del evento 003, no es un plano negro ya que no es mayor que el Record 
OUT del evento anterior sino que es menor, si utilizamos la funcionalidad Ripple e introducimos el 
número de frames necesario, en éste caso 3(interpretando que tenemos una EDL de un framerate de 
25), solucionaremos el problema, el resultado sería el siguiente: 
 
001 TAPE V C  01:00:01:00 01:00:03:00 01:00:00:00 01:00:02:00  
004 TAPE V C  01:00:15:00 01:00:18:00 01:00:02:00 01:00:05:00  
003 TAPE V C  01:00:10:00 01:00:13:00 01:00:05:00 01:00:08:00  
005 TAPE V C  01:00:20:00 01:00:23:00 01:00:07:22 01:00:10:22  
 
La EDL no estaría correcta del todo, ahora es el siguiente evento el que se le tiene que aplicar la 
funcionalidad Ripple, para corregir el error, que también sería de 3 frames: 
 
001 TAPE V C  01:00:01:00 01:00:03:00 01:00:00:00 01:00:02:00  
004 TAPE V C  01:00:15:00 01:00:18:00 01:00:02:00 01:00:05:00  
003 TAPE V C  01:00:10:00 01:00:13:00 01:00:05:00 01:00:08:00  
005 TAPE V C  01:00:20:00 01:00:23:00 01:00:08:00 01:00:11:00 
 
Tal como hemos podido ver, puede ser normal que al realizar según que operación se deba repetir 
en uno o más eventos, si cargamos una EDL  con errores semánticos y empezamos a trabajar con 
ella, es posible que los errores se agraven. 
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1.1.3.7. Cambiar el formato a la EDL  
 
Tal como se ha comentado los formatos más comunes que tenemos en las EDL’s con CMX-340, 
CMX-360 y CMX-3600, aunque también podemos encontrar EDL’s con diferentes formatos como 
por ejemplo Sony-5000, Sony-9100 GVG 4 plus, Avid etc. La diferencia que encontramos entre los 
diferentes formato es en la descripción de los campos, normalmente se encuentra a la hora de 
identificar el Tape Name, ya que dependiendo de un formato u otro se identifica de una manera u 
otra. Pongamos por ejemplo el formato CMX-340 tenemos que el Tape Name debe de ser un 
número entre el 1 y el 251. Por lo tanto si realizamos un cambio de formato se debe de tener en 
cuenta algunos factores, los. Las diferencias que encontramos entre CMX-340, CMX-360 y CMX-
3600 radican precisamente en el Tape Name. 
 
Tal como se ha comentado en CMX-340 el Tape Name es un número entre el 1 y el 251, en CMX-
360 debe de ser un número entre el 1 y el 998, y el CMX-3600 puede ser número y letra.  
 
 
Cuando de realiza el cambio del formato a una EDL normalmente se sigue un convenio que es 
introducir comentarios del cambio de formato, es decir, se ha pasado del formato X al formato Y. Si 
se producen cambios relevantes, por ejemplo se ha cambiado el formato del Tape Name (de 
alfanumérico se ha pasado a un Tape Name numérico) se suele introducir un comentario en cada 
línea indicando que anteriormente se tenía el Tape Name “x”. 
 
Para verlo más claramente mostraremos un ejemplo: 
 
En el ejemplo que se muestra seguidamente hemos pasado de tener en la EDL el formato CMX-
3600 al formato CMX-340, el resultado es el siguiente: 
 
003 218 V C  04:01:20:13 04:01:21:22 00:00:31:15 00:00:32:24  
*FROM TAPE NAME: F004 
027 17 V C  01:15:55:11 01:15:57:02 00:00:32:24 00:00:34:15  
*FROM TAPE NAME: FSUPER8 
018 17 V C  01:05:47:01 01:05:47:22 00:00:34:15 00:00:35:11  
*FROM TAPE NAME: FSUPER8 
014 17 V C  01:01:45:00 01:01:46:00 00:00:35:11 00:00:36:11  
*FROM TAPE NAME: FSUPER8 
029 153 V C  00:00:39:23 00:00:42:24 00:00:36:11 00:00:39:12  
*FROM TAPE NAME: AX 
001 17 V C  01:04:10:14 01:04:12:00 00:00:39:12 00:00:41:03  
*FROM TAPE NAME: FSUPER8 
022 17 V C  01:07:46:15 01:07:48:00 00:00:41:03 00:00:42:18  
*FROM TAPE NAME: FSUPER8 
007 217 V C  03:00:52:16 03:00:55:03 00:00:42:18 00:00:45:10  
*FROM TAPE NAME: F003 
M2  217 36.7       03:00:52:16 
019 17 V C  01:16:33:20 01:16:35:01 00:00:45:10 00:00:46:21  
*FROM TAPE NAME: FSUPER8 
 
Como podemos ver nos informa en cada línea cual era el Tape Name que tenía 
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1.2. Motivación 
 
En mi mente pasaba un proyecto final de carrera (PFC) en el cual mostraba todos, o gran parte, de 
los conocimientos que he adquirido durante la carrera, a demás quería realizar un proyecto en el 
cual pudiera aprender nuevos métodos, técnicas, conocimientos, etc. Para demostrar no solo a los 
miembros del tribunal sino a mi mismo lo capacitado que estoy para realizar las tareas de un 
ingeniero informático. 
 
Cuando mi tutor me propuso el proyecto desde el primer momento me pareció muy interesante, por 
diferentes razones: 
En primer lugar no conocía el mundo de los vídeos, publicidad, etc. Es decir desconocía el proceso 
por el que pasa una película desde que es grabada en el rodaje hasta que llega a los cines o se 
comercializa, lo mismo con los anuncios que podemos ver en la televisión. 
En segundo lugar antes de aceptar el proyecto investigué cómo estaba actualmente éste sector, es 
decir, como le había o estaba afectando la crisis que estamos viviendo, para comprobar si era 
vulnerable o no, y me sorprendió bastante porque es uno de los sectores en los que la crisis no les ha 
afectado como en otros, es innegable que todos los sectores han notado la crisis, pero por ejemplo 
éste sector no le había afectado tanto, por lo que le hace ser un sector en el que me pareció 
interesante estudiar, y realizar mi proyecto en éste sector. 
En tercer lugar en éste proyecto se desarrolla toda la fase de vida de un proyecto de ingeniería, en 
primer lugar la toma de requisitos y especificación, a continuación la etapa de diseño y finalmente 
con la implementación. 
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2. Planificación del proyecto y coste estimado 
 
Tal como se ha comentado anteriormente en este proyecto se pasan por todas las etapas del ciclo de 
vida de cualquier proyecto de ingeniería del software, a continuación se nombraran las tareas 
realizadas durante el proyecto: 
 
2.1. Tareas realizadas 
 Adentrarse en el sector de vídeos, EDL, etc. 
 Análisis de requisitos y especificación del proyecto. 
 Diseño de los requerimientos, en la memoria del proyecto se detallan aquellos de especial 
relevancia. 
 Instalación, configuración para poder desarrollar el proyecto. 
 Implementación de la aplicación. 
 Redacción del manual de usuario de la aplicación. 
 Fase de pruebas de la aplicación: Realización de un juego de pruebas exhaustivo para 
comprobar que la aplicación realiza las operaciones según lo esperado y funcione 
correctamente sin cierres inesperados.  
 Redacción de la memoria del proyecto: Cabe decir que la memoria se empezó a redactar a 
partir del análisis de requerimientos y especificación del diseño, una vez se tenía la 
suficiente información de lo que realmente se iba a realizar y cómo se realizaría, y por lo 
tanto, ésta tarea se ha realizado paralelamente a las tareas comentadas anteriormente, en éste 
punto se podría definir la redacción y comprobación de la ortografía, etc. 
 Realización del resumen de la presentación del proyecto, conjuntamente con la presentación 
del mismo. 
 
2.2. Tiempo necesario para la realización del proyecto 
2.2.1. Fecha inicio y fecha fin del proyecto 
El proyecto se empieza el 31 de agosto de 2009 y, según la planificación estudiada, finalizará el mes 
de Enero, concretamente el 14 de enero de 2010. 
Para la estimación del tiempo se ha tenido en cuenta lo siguiente: 
En el proyecto se trabajará de lunes a sábado (es posible que algún domingo se dedique también a la 
realización del proyecto según se haya avanzado en la semana y el tiempo empleado), de lunes a 
viernes se trabajará en el proyecto 7 horas aproximadamente, los sábados 5 horas, lo que nos lleva a 
un total de unas 720 horas aproximadamente. Que en días seria un total de 137 aproximadamente 
(descontando festividades como Navidad, año nuevo, etc.). 
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A continuación se observa el diagrama de Gantt que se planteó inicialmente 
 
 
Fig. 6. Diagrama de Gantt referente a la planificación inicial sobre el desarrollo del proyecto 
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2.3. Ciclo de vida [18] 
 
El término ciclo de vida del software describe el desarrollo de software, desde la fase inicial hasta la 
fase final. El propósito de este programa es definir las distintas fases intermedias que se requieren 
para validar el desarrollo de la aplicación, es decir, para garantizar que el software cumpla los 
requisitos para la aplicación y verificación de los procedimientos de desarrollo: se asegura de que 
los métodos utilizados son apropiados. 
 
Inicialmente se había pensado en un ciclo de vida en cascada, mostramos el esquema y hacemos una 
breve explicación de las características más significativas. 
 
 
     Fig. 7. Esquema que sigue el ciclo de vida en cascada en el desarrollo de software 
Después de cada etapa se realiza una o varias revisiones para comprobar si se puede pasar a la etapa 
siguiente, tal como se muestra en la imagen, hasta que no se termina una etapa no se inicia la 
siguiente, se le conoce como un modelo rígido, es decir, poco flexible y con muchas restricciones 
como por ejemplo la necesidad de contar con todos los requerimientos al comienzo del proyecto. Si 
se detectan errores y no se detectan en la etapa inmediata siguiente, es muy costoso y difícil volver 
atrás para realizar la corrección. Otra de las restricciones que nos ofrece éste ciclo de vida es que no 
vemos los resultados hasta que no lleguemos a las etapas finales del ciclo, por lo tanto, cualquier 
error detectado nos repercute un aumento de tiempo considerable en detectar la etapa y su solución.
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Hay deferentes ciclos de vida que se pueden seguir en un proyecto informático, podemos citar: 
cascada (ya citado), modelo en V, RAD (Desarrollo rápido de aplicaciones), UP (proceso unificado), 
etc. Entre los diferentes modelos se ha estudiado minuciosamente cual seguir, y se decidió seguir el 
modelo prototipage, que sigue el siguiente esquema: 
 
 
   Fig. 8. Esquema que sigue el ciclo de vida prototipage en el desarrollo de software 
El ciclo de vida se empieza en la fase de análisis de requerimientos, sigue en la fase de diseño, 
prototipage, evaluación de resultados y refinamiento del prototipo, una vez en ésta fase se evalúa si 
cumple con los requisitos preestablecidos, en caso contrario volvemos a la fase de diseño, volvemos 
a pasar por las fases siguientes, una vez llegados a la fase refinamiento del prototipo el proyecto 
cumple con los requerimientos se le entrega al cliente, en nuestro caso, se da por finalizado el 
proyecto.  
 
El motivo por el cual me he decantado por éste ciclo de vida es porque éste ciclo de vida nos 
permite tener fácilmente una estructura de la aplicación, que no siendo completa, nos ayuda a 
definir con mejor exactitud los puntos importantes, y por otra parte poder mostrar al cliente, que en 
éste caso es el tutor del proyecto, como va evolucionando y así poder redefinir o añadir si fuese 
preciso los requerimientos iniciales. 
 
Con lo cual pasamos de un modelo en cascada a un modelo evolutivo.
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2.4. Coste estimado del proyecto 
 
En ése apartado se va a especificar el coste que va ha repercutir al proyectista para realizar el 
proyecto 
2.4.1. Coste referente al software utilizado 
 
Para la realización del proyecto se pensó en dos posibilidades: Utilizar software de pago, o utilizar 
software libre (Open Source [19]), veamos las ventajas de cada uno: 
2.4.1.1. Software libre 
• Económico (más de mil millones de euros en licencias de Microsoft en España anuales) 
• Libertad de uso y redistribución 
• Independencia tecnológica 
• Fomento de la libre competencia al basarse en servicios y no licencias 
• Soporte y compatibilidad a largo plazo 
• Formatos estándar 
• Sistemas sin puertas traseras y más seguros 
• Corrección mas rápida y eficiente de fallos 
• Métodos simples y unificados de gestión de software 
• Sistema en expansión 
 
2.4.1.2. Software de pago 
• Propiedad y decisión de uso del software por parte de la empresa 
• Soporte para todo tipo de hardware 
• Mejor acabado de la mayoría de aplicaciones 
• Las mayoría de las aplicaciones más importantes son propietarias 
• El ocio para ordenadores personales está destinado al mercado propietario 
• Menor necesidad de técnicos especializados 
• Mayor mercado laboral actual 
• Mejor protección de las obras con copyright 
• Unificación de productos 
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Analizando las ventajas de cada uno se llegó a la conclusión de que era mejor optar por el software 
libre, ya que lo que me reportaba el software de pago también me lo reportaba el software libre, a 
demás de que el software libre es gratis, el software elegido para realizar el proyecto estaba tanto en 
software de pago como en software libre, para cualquier arquitectura, etc. Por ese motivo me 
decanté por software libre, a demás de que normalmente si surge algún problema con el software 
que se está usando durante el proyecto, la comunidad de software libre suele ser más rápida y 
extensa a la hora de ayudar a solucionar los problemas y dudas. 
En la siguiente tabla se muestra el software utilizado para la realización del proyecto así como el 
coste que repercute en el proyecto, y por lo tanto, aumenta en el coste final. 
 
Descripción Tipo de software Coste 
JDK Java Software libre 0€ 
Netbeans Software libre 0€ 
Ubuntu* Software libre 0€ 
Navegador Web Software libre 0€ 
Tortoise SVN Software libre 0€ 
* Se ha utilizado para la implementación del proyecto el sistema operativo Linux, concretamente 
Ubuntu, el cual es de distribución gratuita, cabe decir que la aplicación se puede usar en Macintosh, 
Linux y Windows, por lo tanto en la etapa de Testeo de la aplicación se usaron los diferentes 
sistemas operativos, al proyectista no le ha repercutido coste alguno, ya que disponía de los tres 
sistemas operativos, tampoco es necesario probarlo en diferentes sistemas operativos, ya que no es 
necesario recompilar para diferentes sistemas operativos la aplicación, al disponer de la JVM (Java 
Virtual Machine) con una compilación es suficiente. 
Seguidamente explicaremos que son las diferentes aplicaciones informáticas que se han usado 
• JDK Java: Java Development Kit., lo podríamos describir como un conjunto de herramientas 
que nos permite el desarrollo de aplicaciones en java. 
• Netbeans: Es un entorno de desarrollo integrado (IDE) que nos facilita el trabajo para 
realizar aplicaciones informáticas con entorno gráfico, a demás de otras muchas 
funcionalidades. 
• Ubuntu: Sistema operativo Linux con el que se ha realizado la gran mayoría del proyecto. 
• Navegador Web: Se ha utilizado primordialmente Mozilla Firefox con el objetivo de buscar 
información para la realización del proyecto a demás de realizar pruebas de la aplicación. 
• Tortoise SVN: Ésta aplicación nos permite hacer un control de versiones del proyecto que 
tenemos en curso, ha resultado muy útil para tener un mayor control de errores y el testeo de 
la aplicación. 
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2.4.2. Coste referente al personal para realizar el proyecto 
Cabe especificar inicialmente que el proyecto citado lo ha realizado una única persona, lo que se 
pretende especificar en éste apartado es una aproximación de lo que costaría o hubiera costado la 
realización del proyecto en temas de personal. 
A continuación se especificaran unos precios que han sido facilitados por una empresa, 
concretamente por INFINIA [20] 
Precio/hora por categoría profesional: 
 
 Analista de proyectos: 27 €/Hora 
 Diseñador de proyectos: 22 €/Hora 
 Programador informático: 18 €/Hora 
 
Una vez tenemos los costes de las aplicaciones utilizadas y Sistemas operativos y el coste de 
personal calcularemos la inversión que debemos hacer para la realización del proyecto, para ello 
necesitaremos el diagrama de Gantt que finalmente se realizó para calcular los costes totales de 
personal: 
 
Analista de proyectos: 46 días x 7 horas diarias = 322 horas * 27 €/Hora = 8694€ 
Diseñador de proyectos: 11 días *  7 horas diarias = 77 horas * 22 €/Hora = 1694 € 
Programador informático:  
41 días (27 implementación + 14 testeo) * 7 horas diarias = 287 horas * 18 €/Hora = 5166 € 
Por lo tanto la inversión que tenemos que hacer es de 15554€ 
 
2.4.3. Coste referente a la redacción de la memoria del proyecto 
Para la elaboración de los diagramas de Gantt se ha utilizado una versión de prueba de Microsoft 
Office Visio 2007, cuya aplicación en versión completa tiene un precio de 129€ [21]. 
 
Para la redacción de la memoria se ha utilizado Open Office, cuyo precio es de 0€, Para los 
diagramas de diseño y Modelo conceptual se ha usado la aplicación Dia [21], que también es de 0€.
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3. Etapa de Especificación y desarrollo [22] [30] 
 
En esta etapa de la Ingeniería del software es donde se obtiene una especificación básica del sistema 
propuesto, y por lo tanto, un prototipo inicial, éste prototipo inicial es equivalente a una 
demostración (conocido como demo) del software final. 
 
En ésta etapa se adquieren, reúnen y se especifican las características funcionales y no funcionales 
que deberá cumplir el software final. Cabe remarcar que esta etapa es muy importante, ya que el 
software final, el entorno y los parámetros no funcionales dependen del desarrollo de esta etapa. 
 
A demás en ésta etapa no interviene únicamente el analista de proyectos, ya que se interactúa con el 
cliente/usuario que utilizará el software final, por lo tanto el analista debe ser capaz de extraer la 
mayor información posible de lo que espera el cliente/usuario del software a realizar. 
 
Una vez me propusieron el proyecto, y tras aceptarlo, para realizar la tarea de analista, tuve que 
investigar sobre el entorno de las EDL’s, el cine, anuncios, etc. Llegados a este punto el siguiente 
paso fue establecer a grandes rasgos cuales eran los objetivos que debía cumplir la aplicación a 
realizar e intentar orientarlo lo máximo posible a la idea que tenia inicialmente sobre el PFC, es 
decir, intentar adecuarlo lo máximo a lo que se espera que sea un PFC. 
 
En esta etapa es donde se realizó el estudio de los requerimientos que debía cumplir el proyecto, a 
demás del estudio y decantación para el ciclo de vida que debía seguir, a demás se hizo una primera 
aproximación de cómo serían las pantallas de la interfaz, para que se tuviera una idea de cómo sería, 
y como funcionaría (abrir menús, disposición de botones, comportamiento general, etc.). 
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3.1. Análisis de requerimientos [23] [30] 
 
Tenemos dos tipos de requerimientos, los llamados requerimientos funcionales y los requerimientos 
no funcionales. 
 
Los requerimientos funcionales son aquellos que describe el comportamiento del sistema, 
funcionalidades y las entradas y salidas del sistema, así como también la relación entre ellas. 
 
3.1.1. Requerimientos funcionales 
 
A continuación se listan los requerimientos funcionales que debe cumplir el sistema: 
 Una EDL como mínimo tiene un evento y como máximo 999 eventos. 
 Una EDL correcta, si en un evento tiene una línea de efecto debe tener una línea de corte, si 
tiene una línea de corte no tiene por que tener una línea de efecto. 
 El sistema puede realizar cualquier operación sobre la EDL, eliminar líneas/eventos, 
modificar campos, etc. 
 El sistema puede abrir dos tipos de ficheros (con extensión .edl o .EDL) y los ficheros 
propios de la aplicación con extensión .DEDL, en los que tienen diferente distribución de los 
formatos. 
 El sistema tiene que ser capaz de abrir una o más de una EDL arrastrando las EDL a la 
aplicación,(es lo que se conoce como Drag & Drop) 
 El sistema tiene que ser capaz de abrirse a partir de una o más de una EDL. 
 El sistema tiene que ser capaz de trabajar con una EDL (modo single) o con más al mismo 
tiempo (modo múltiple). 
 El sistema tiene que ser capaz de diferenciar entre las EDL’s que tenemos abiertas (modo 
múltiple), mostrando las líneas/eventos de la EDL en un determinado color, siendo diferente 
por cada EDL. 
 El sistema tiene que ser capaz de volver a un estado anterior y a un estado posterior, es lo 
que se conoce como Undo y Redo. 
 El sistema tiene que ser capaz de comprobar que la EDL con la que se está trabajando es 
correcta sintáctica y semánticamente, a demás si el usuario así lo desea, corrige los 
problemas que puedan haber. 
 El sistema tiene que ser capaz de guardar ficheros con extensión .edl o .EDL y con extensión 
.DEDL 
 El sistema tiene que ser capaz de guardar ficheros que sean correctos o incorrectos 
sintácticamente, a petición del usuario. 
 El sistema tiene que ser capaz de trabajar con memoria que guardan lo que el usuario va 
realizando sobre la EDL, y permite guardarla y cargarla para que el usuario se ahorre los 
pasos realizados y los realicé la aplicación automáticamente, es lo que se conoce como 
macros. 
 El sistema tiene que ser capaz de imprimir la EDL en formato papel. 
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3.1.2. Requerimientos no funcionales 
 
Una vez detallados los requerimientos funcionales del sistema, describiremos los requerimientos 
no funcionales. 
 
Los requerimientos no funcionales son aquellos que definen las cualidades generales que debe 
tener el sistema cuando realice las funciones. 
 
Una vez sabemos hemos descrito que son los requerimientos no funcionales, se lista los que se 
deben cumplir: 
 
 El sistema debe ser lo más intuitivo posible, ha de ser fácil realizar las operaciones  
 La disposición de los requerimientos más comunes, abrir, cerrar, guardar, etc. Deben ser 
como de las aplicaciones más comunes. 
 El sistema debe ser lo más eficiente posible, la mayoría de operaciones a realizar sobre la 
EDL suelen afectar a todo el conjunto de eventos/líneas, por lo tanto el sistema debe 
realizar estas operaciones lo más rápida posible 
 El sistema debe ser lo suficientemente flexible como para no mostrar siempre los 
mismos mensajes de error, información etc. Ya que el usuario puede trabajar con una 
EDL que le interese que sea incorrecta por cualquier motivo. 
 El sistema debe de ser capaz de recuperar información que no se haya guardado por 
motivos externos (cierre inesperado de la aplicación, etc.). 
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3.2. Modelo Entidad-Relación (ME-R)  
Un diagrama o modelo entidad-relación, que también es conocido como E-R (Entity 
relationship) o DER (Diagrama de Entidad Relación), es una herramienta para el modelado 
de datos [24]. Fue propuesto por Peter Chen en 1976, cuya finalidad es la de visualizar los 
objetos existentes en la Base de datos [25]. 
 
El ME-R consiste en los siguientes pasos: 
 Se parte de una descripción textual del problema o sistema de información a automatizar 
(los requisitos). 
 Se hace una lista de los sustantivos y verbos que aparecen. 
 Los sustantivos son posibles entidades o atributos. 
 Los verbos son posibles relaciones. 
 Analizando las frases se determina la cardinalidad de las relaciones y otros detalles. 
 Se elabora el diagrama (o diagramas) entidad-relación. 
 Se completa el modelo con listas de atributos y una descripción de otras restricciones 
que no se pueden reflejar en el diagrama. 
 Los atributos de las entidades no pueden ser tipos de variables de lenguajes de 
programación, por ejemplo Bolean, int., String, etc. 
 
El modelado de datos no acaba con el uso de esta técnica. Son necesarias otras técnicas para lograr 
un modelo directamente implementable en una base de datos: 
• Transformación de relaciones múltiples en binarias. 
• Normalización de una base de datos de relaciones (algunas relaciones pueden transformarse 
en atributos y viceversa). 
• Conversión en tablas (en caso de utilizar una base de datos relacional [26]). 
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A continuación se muestra el ME-R de la aplicación: 
 
Fig. 8. Representación del Modelo Entidad Relación de la aplicación 
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3.2.1. Información adicional al Modelo Conceptual 
 
 Un Evento válido tiene que tener como mínimo una línea, y ésta debe ser un corte (nos 
lo dice el atributo Mode). 
 El identificador de Line deber ser un número 1 o 2.  
 Las líneas de corte se identifican con un 1, las de efecto se identifican con un 2. 
 Dado un evento, el identificador de la línea es el orden dentro del evento (1 o 2). 
 Dada de una línea un TCSegment se identifica por un número llamado ID. 
 Una línea es válida si y solo si tiene 2 TCSegment. 
 Dada una línea el atributo Dur es obligatorio, es decir, no pueden ser nulos. 
 Dado un TC Segment, Source IN, Source OUT, Record IN y Record OUT son 
obligatorios. 
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3.3. Casos de uso [27] [28] [29] 
Los Casos de Uso no son parte del diseño, sino que forman parte del análisis. Por lo tanto nos ayuda 
a describir qué es lo que es sistema debe hacer. Los Casos de uso son qué hace el sistema desde el 
punto de vista del usuario. Es decir, describen un uso del sistema y cómo interactúa el sistema con 
el usuario.  
Los casos de usos se pueden agrupar en diagramas, los diagramas no son lo importante, lo 
realmente importante es lo que se conoce como el curso típico de eventos, es decir cómo actúa el 
usuario y el sistema y en qué orden. 
La plantilla es la siguiente: 
Nombre: Nombre del caso de uso 
Actores: Es externo al sistema, puede ser otro sistema o más de uno, son los que interactúan 
con el sistema 
Iniciador: Quién inicia el caso de uso 
Descripción: 
      Cuál es la finalidad del caso de uso 
Precondiciones: 
      Condiciones que se deben cumplir antes de iniciarse el caso de uso  
Curso Normal:  
       Se especifica el orden y quién realiza la acción, sistema (lado izquierdo), actores (lado derecho) 
Curso Alternativo:  
        Es lo que se conoce como excepciones al curso normal, por ejemplo si se produce algún error,  
        cómo reacciona el sistema 
Poscondiciones: 
      Condiciones que se cumplen después del caso de uso.  
 
De forma que un caso de uso es un documento como el anteriormente presentado. Los casos de uso 
se pueden detallar más o menos dependiendo de la necesidad del problema. Se ha explicado de tal 
forma que se comprenda lo que de explica en la memoria, para más información consultar el libro8 
expuesto en la bibliografía. 
3.3.1. Diagrama de caso de uso 
Tal como se ha comentado en el punto anterior, el diagrama no es lo importante, pero puede resultar 
muy útil si tenemos un curso normal muy extenso, con el diagrama nos puede ayudar a comprender 
mejor qué actores interactúan 
Ejemplo: 
 
Fig.9.Diagrama de caso de uso 
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Una vez hecha la introducción de lo que son los Casos de uso, a continuación se muestran los casos 
de uso más relevantes. 
3.3.1.1. Abrir EDL (modo single) 
Nombre: Abrir EDL (modo single) 
Actores: Usuario de la aplicación 
Iniciador: Usuario 
Descripción: 
      Abrir una nueva EDL en la aplicación 
Precondiciones: 
      - La EDL a abrir no está abierta  
      - El sistema está trabajando en modo Single 
Usuario Sistema 
1. El usuario pulsa el botón “Open” 
 
 2. El sistema solo muestra EDL’s por los directorios que va 
recorriendo el usuario 
3. El usuario selecciona la EDL a 
abrir  
 
 4. El sistema abre la EDL solicitada por el usuario 
 5. El sistema muestra los Eventos/líneas que tiene la EDL y 
los comentarios que tiene la EDL. 
Curso Alternativo:  
      4.La EDL seleccionada ya está abierta, el sistema informa al usuario diciendo que la EDL ya      
              está abierta 
      4. La EDL especificada no tiene la sintaxis correcta que debería de tener, informa al usuario 
indicando que la EDL especificada no tiene el formato correcto. 
      4. El sistema está visualizando otra EDL, si ésta tiene cambios sin guardar le solicita si quiere 
guardarlos 
Poscondiciones: 
      La EDL solicitada por el usuario se visualiza en el sistema.  
 
  Fig. 10. Diagrama del caso de uso de Abrir EDL (Modo single) 
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Operaciones del sistema: 
 AbrirEDL() 
  SeleccionarEDL(Path, nombreEDL) 
  
AbrirEDL () 
PRE: 
- El sistema no contiene ninguna EDL activa. 
- El sistema está trabajando en modo Single. 
- El sistema no está mostrando el selector de archivos. 
 
POST: 
- El sistema no  contiene ninguna EDL activa. 
- El sistema está trabajando en modo Single. 
- El sistema muestra el selector de archivos 
 
SeleccionarEDL (Path, nombreEDL) 
PRE: 
- El sistema está mostrando el selector de archivos. 
- El sistema está trabajando en modo Single. 
- El sistema no contiene ninguna EDL activa. 
- Existe en el Path especificado la EDL e con e.nombre = nombreEDL. 
- La EDL e no está abierta en el sistema. 
 
POST: 
- El sistema tiene abierta la EDL e. 
- El sistema visualiza la EDL e. 
- El sistema está trabajando en modo Single. 
- El sistema no está mostrando el selector de archivos. 
 
Fig. 11. Diagrama se secuencia correspondiente al caso de uso Abrir EDL (Modo single) 
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3.3.1.2. Abrir EDL (modo múltiple) 
Nombre: Abrir EDL (modo múltiple) 
Actores: Usuario de la aplicación 
Iniciador: Usuario 
Descripción: 
      Abrir una nueva EDL en la aplicación 
Precondiciones: 
      - La EDL a abrir no está abierta  
      - El sistema está trabajando en modo múltiple 
Usuario Sistema 
1. El usuario pulsa el botón “Open” 
 
 2. El sistema solo muestra EDL’s por los directorios que va 
recorriendo el usuario 
3. El usuario selecciona la EDL a 
abrir. 
 
 4. El sistema abre la EDL solicitada por el usuario 
 5. El sistema muestra los Eventos/líneas que tiene la EDL 
junto con las que ya hay abiertas en el sistema 
Curso Alternativo:  
      4.La EDL seleccionada ya está abierta, el sistema informa al usuario diciendo que la EDL ya      
              está abierta 
      4. La EDL especificada no tiene la sintaxis correcta que debería de tener, informa al usuario 
indicando que la EDL especificada no tiene el formato correcto. 
      4. El sistema está visualizando otra EDL, si ésta tiene cambios sin guardar le solicita si quiere 
guardarlos 
Poscondiciones: 
      La EDL solicitada por el usuario se visualiza en el sistema.  
  
Fig. 12. Diagrama del caso de uso de Abrir EDL (modo múltiple) 
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Operaciones del sistema: 
 AbrirEDL() 
 SeleccionarEDL (Path, nombreEDL) 
AbrirEDL () 
PRE: 
- El sistema está trabajando en modo Múltiple. 
- El sistema no está mostrando el selector de archivos. 
 
POST: 
- El sistema está trabajando en modo Múltiple. 
- El sistema muestra el selector de archivos 
 
SeleccinarEDL (Path, nombreEDL) 
PRE: 
- El sistema muestra el selector de archivos. 
- El Path especificado contiene la EDL e con e.nombre = nombreEDL. 
- El sistema no contiene la EDL e. 
- El sistema está trabajando en modo Múltiple. 
 
POST: 
- El sistema tiene la EDL e con e.nombre = nombreEDL. 
- La EDL e no está activa. 
- El sistema está trabajando en modo Múltiple. 
- El sistema no muestra el selector de archivos. 
 
Fig. 13. Diagrama se secuencia correspondiente al caso de uso Abrir EDL (Modo múltiple) 
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3.3.1.3. Guardar EDL 
Nombre: Guardar EDL 
Actores: Usuario de la aplicación 
Iniciador: Usuario 
Descripción: 
      Guardar una  EDL disco. 
Precondiciones: 
      - Hay suficiente espacio en disco para guardar la EDL 
      - Hay una EDL abierta en el sistema y no está guardada. 
Usuario Sistema 
 1. El sistema está visualizando una EDL. 
2.El usuario pulsa el botón “Save” o 
“Save As” 
 
 3. El sistema comprueba que la EDL sea correcta, realizando 
un chequeo general y que tenga un formato y framerate 
especificado. 
 4. El sistema muestra los directorios donde puede guardar la 
EDL. 
5. El usuario especifica el nombre 
que tendrá la EDL en disco y el 
directorio. 
 
 6. El sistema guarda la EDL con el nombre especificado en 
el directorio especificado 
 7. El sistema muestra un mensaje informando que la EDL se 
ha guardado correctamente. 
Curso Alternativo:  
3. No se está visualizando ninguna EDL, o no hay ninguna EDL abierta, el sistema muestra un 
mensaje advirtiendo de que no hay EDL abierta. 
6. El nombre especificado por el usuario para la EDL no es correcto, el sistema informa del error 
producido 
6. No es posible guardar el fichero en el directorio indicado, pudiendo ser por falta de permisos o 
error de lectura en disco. 
6. El sistema encuentra en el directorio especificado una EDL con el mismo nombre, informa al 
usuario del error producido. 
Poscondiciones: 
      La EDL que se está visualizando en el sistema está guardada como tal.  
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Fig. 14. Diagrama del caso de uso de guardar EDL 
 
Operaciones del sistema: 
 GuardarEDL (Path, nombreEDL, format, framerate) 
GuardarEDL (Path, nombreEDL, format, framerate) 
PRE: 
- El path especificado no contiene la EDL e con e.nombre = nombreEDL. 
- La EDL e está activa en el sistema. 
- El sistema contiene la EDL e. 
 
POST: 
- El path especificado tiene la EDL e con e.nombre = nombreEDL, e.format = format y 
e.framerate = framerate. 
- La EDL e está activa. 
 
Fig. 15. Diagrama se secuencia correspondiente al caso de uso guardar EDL 
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3.3.1.4. Realizar Magnet a la EDL 
Nombre: Realizar Magnet a la EDL 
Actores: Usuario de la aplicación 
Iniciador: Usuario 
Descripción: 
      Realiza el Magnet a la EDL, en los eventos/líneas seleccionados por el usuario 
Precondiciones: 
     - Hay una EDL abierta en el sistema 
     - Se está trabajando en modo Single. 
Usuario Sistema 
 1. El sistema está visualizando una EDL. 
2. El usuario selecciona los/as 
eventos/líneas a las que se les quiere 
aplicar el Magnet 
 
3. El usuario especifica los frames 
para realizar el Magnet 
 
4. El usuario pulsa el botón Magnet 
 
 5. El sistema realiza la función Magnet en la EDL abierta y 
sobre los/as eventos/líneas especificadas 
 6. El sistema muestra el nuevo estado de la ED, después de 
realizar la función Magnet. 
Curso Alternativo:  
5. El sistema no tiene ninguna EDL abierta, informa al usuario que no es posible realizar la 
operación. 
5. El usuario no ha seleccionado ningún/a Evento/línea, el sistema le solicita que seleccione al 
menos uno/a. 
5. El usuario no ha especificado un número correcto de frames, o no ha especificado ningún 
número, el sistema le solicita los frames. 
Poscondiciones: 
      La EDL que se está visualizando se le ha aplicado la función Magnet y se puede ver el resultado. 
 
Fig. 16. Diagrama del caso de uso realizar Magnet 
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Operaciones del sistema: 
 SeleccionarLínea (e: evento, l: línea). 
 Magnet(Lista, frames) 
SeleccionarLínea (e: evento, l: línea) 
PRE: 
- Existe en el sistema una EDL ed activa. 
- La EDL ed está asociada al evento e. 
- El evento e está asociado a la línea l. 
- El sistema está trabajando en modo Single. 
POST: 
- El sistema ha guardado el evento e y línea l de la EDL ed en una lista. 
- El sistema está trabajando en modo Single. 
- La EDL ed está activa. 
 
Magnet (Lista, frames) 
PRE: 
- Existe en el sistema una EDL ed activa. 
- El sistema está trabajando en modo Single. 
- El sistema contiene líneas y eventos seleccionados por el usuario de la EDL ed. 
- La lista contiene identificadores de líneas y eventos 
 
POST: 
- A la EDL ed se le ha aplicado el Magnet con los frames especificados y en las líneas que 
el sistema tenia guardada de la EDL ed. 
- El sistema contiene la EDL ed activa. 
 
 
Fig. 17. Diagrama se secuencia correspondiente al caso de uso realizar Magnet 
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4. Etapa de Diseño [23] [30] [32] 
La etapa de diseño consiste en la toma de diversas decisiones, que permitan desarrollar un sistema 
capaz de resolver satisfactoriamente todas las necesidades identificadas en la etapa de 
especificación. Si el objetivo de la etapa de especificación es detectar que ha de hacer el sistema a 
desarrollar, entonces el objetivo de la etapa de diseño es intentar responder a la pregunta ¿cómo se 
tiene que hacer? 
 
Una vez identificado el problema, hay que pensar como se relacionan las diferentes clases entre sí, 
es decir, como se pasa la información de una a otra, quién crea un determinado objeto, quién se 
encarga de guardar dicho objeto, etc. Es en ésta etapa dónde nos preguntamos: ¿Qué componentes, 
de los identificados en la etapa anterior,  se tienen que modelizar como componentes en la etapa de 
diseño?, ¿Qué asociaciones, especializaciones, etc. Del ME-R tiene que aparecer en nuestro modelo 
de componentes? Para responder a éstas preguntas en dónde entran decisiones de diseño que 
dependiendo de las respuestas, el diseño será más o menos robusto. 
 
Éste es un capitulo importante, ya que es la base del proyecto, ya que es muy importante la toma de 
decisiones que se toman en esta etapa, y dependiendo de éstas decisiones, la evolución del mismo 
será más o menos compleja, a demás de la etapa de implementación que está bastante relacionada. 
 
Durante la carrera de Ingeniería Técnica en informática de gestión, se realizó una asignatura que 
trataba sobre éste capitulo: Ingeniería del Software I (ESO1), en esa asignatura se estudian los 
diferentes métodos para poder realizar un buen diseño, durante la realización de ésta etapa he visto 
como los conocimientos adquiridos me han ayudado enormemente, aunque como es evidente, en 
cuatro meses no se puede aprender todo y he tenido que investigar libros porque mis conocimientos 
eran limitados a lo que requería el proyecto. 
 
El diseño, tal como se ha comentado, parte de la etapa de especificación y análisis de 
requerimientos, y comienza después de la especificación, una vez entramos en el diseño, se empieza 
diseñando las clases, es lo que se conoce como el modelo de componentes (MCOMP), para ver qué 
tipo de visibilidad tiene cada clase respecto otra. 
 
 
Las tareas que se desarrollan en la etapa de diseño son las siguientes: 
- Descomposición: Descomponer las tareas a realizar en responsabilidades. 
- Asignación: Asignar las responsabilidades citadas a los componentes que creamos oportuno 
y cumpla con los requisitos para realizar la tarea. 
- Recomposición colaborativa: Una vez hemos tratado los componentes individualmente 
tenemos que realizar un sistema tal que colaboren los componentes entre si. 
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4.1. Modelo de componentes (MCOMP) [23] [31] 
 
Hemos citado el concepto componente, A grandes rasgos, podríamos definirlo como un bloque 
cerrado, en el que no sabemos qué hay dentro, lo que sabemos es que introduciendo una serie de 
valores nos retorna unos resultados. 
 
Por lo tanto, la primera tarea es identificar cuales serán los componentes que formaran parte del 
diseño, e identificar, tal como se ha comentado, qué tipo de visibilidades hay entre ellos, es decir, 
como se comunican los componentes entre si. 
 
Cuando se establece un tipo de visibilidad a un componente, se tiene que estudiar el sistema como 
un todo, es decir, una decisión de diseño sobre un componente afecta a la globalidad del sistema, 
por lo tanto, cada decisión tomada se debe reconsiderar, y es por eso que es muy importante 
argumentar las decisiones, para si en un futuro surge algún imprevisto saber porque se decantó por 
esa asignación/responsabilidad y no por otra. 
 
 
Dado el número de visibilidades entre componentes y los diferentes tipos de visibilidades, el 
MCOMP se ha dividido en tres (Fig. 18, Fig. 19 y Fig.20), donde solo se muestra un tipo de 
visibilidad en cada Modelo. Se ha pensado de hacer de ésta manera para que se comprenda mejor 
los diagramas y no haya confusión entre visibilidades. 
 
 El último MCOMP (Fig. 21) es referente al sistema, es decir, con todos los tipos de visibilidades.
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4.1.1. Visibilidades de atributo 
Las fechas en que se especifica la palabra “Activa” quieren decir que hay una instancia del componente que es visible. 
A continuación se muestra el MCOMP con tipos de visibilidad de atributo: 
 
Fig. 18. MCOMP únicamente con las visibilidades de atributo 
Las flechas que en la punta tienen un * quiere decir que el componente de donde sale la flecha al componente que apunta la flecha tiene visibilidad 
multivaluada. 
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4.1.2. Visibilidades locales 
A continuación se muestra el MCOMP con tipos de visibilidad local: 
 
Fig. 19. MCOMP únicamente con las visibilidades de tipo local 
Solo se muestran los componentes que tienen visibilidad local con otro componente, o los componentes que son vistos por éste tipo de visibilidad. 
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4.1.3. Visibilidades de parámetro 
A continuación se muestra el MCOMP con tipos de visibilidad de parámetro: 
 
 
Fig. 20. MCOMP únicamente con las visibilidades de parámetro 
Solo se muestran los componentes que tienen visibilidad de parámetro con otro componente, o los componentes que son vistos por éste tipo de 
visibilidad. 
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4.1.4. MCOMP con todas las visibilidades: 
 
 
Fig. 21. MCOMP con todos los tipos de visibilidades 
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4.2. Componentes y operaciones 
Seguidamente se detallaran los componentes que existen en el sistema, especificando los atributos y 
métodos de cada uno. A demás se argumentará el porque se utiliza dicho componente. 
 
 
 
 
DedlView es la vista de la aplicación, por lo tanto la existencia de éste componente está más que 
justificada, ya que sin la vista no se podría comunicar el usuario con el sistema. Los métodos y 
atributos son específicos del lenguaje de programación, y quedan fuera del objetivo del proyecto 
comentar los diferentes métodos que puede tener el lenguaje de programación y variables. 
 
Inicialmente DedlView también realizaba las funciones de controlador y realizaba operaciones que 
se realizan en OperationsView, rápidamente se pudo comprobar que el diseño que se iba formando 
no era lo suficientemente estable como para introducir cambios, y se decidió dividir en 3. DedlView, 
ViewControl y OperationsView. 
 
Antes de dividirlo en tres componentes, teníamos un sistema muy acoplado y con un grado de 
cohesión muy bajo, a demás de violar el principio del controlador [23], ya que su única finalidad no 
era la de capturar ES sino también la de crear, almacenar, objetos, etc. 
 
Al tener la vista separada también se llegó a un diseño más robusto a cambios que se puedan 
producir en los requerimientos, es decir, añadir nuevas funcionalidades, eliminar funcionalidades, 
etc. Que es lo que ha ocurrido con el proyecto, inicialmente se partía de una lista de requerimientos 
y funcionalidades que durante la realización del proyecto se han ido añadiendo, y se ha confirmado 
la robusteza del diseño, ya que al añadir nuevas funcionalidades solo se le han añadido nuevas 
visibilidades, mensajes, etc. No ha habido modificaciones importantes que realizar en el diseño. 
DedlView 
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ViewControl 
-------------------------------------------------- Métodos ----------------------------------------------------- 
areShowComments() callMemory(Texto, lista) 
changeColor(Color) check(Bolean, Texto): Número entero 
closeCurrentEDL(Lista, Texto): Número 
entero 
collapse(Texto) 
convertTo(Número entero, Lista) convertTo24(Lista) 
copyClipboard() deleteAll() 
deleteComment(Tabla, Tabla, Texto) deleteLine(Tabla, Texto) 
dissToCut(Texto, Lista) emptyTableComments() 
emptyTableEDL() getCurrentFramerate(): Número entero 
getCurrentRow(): Número entero getFileName(): Texto 
getInfoFromComments(Tabla, Punto) getInstance(): ViewControl 
getSortedBy(): Carácter hideComments() 
inicializeParams(Lista, Lista, Carácter, 
Número entero, Bolean, Bolean, Bolean, 
Bolean, Bolean, Color) 
inicializeSorted() 
inicializeTable() inicializeTable2() 
insertBlacks(Tabla, Número entero, Lista, 
Texto) 
insertComment(Tabla) 
isEditing():Bolean isOpened(): Bolean 
isSingleMode(): Bolean openCalculator() 
openEDLExtern(Vector Ficheros): Número 
entero 
openFromMenu(Texto) 
pasteClipboard(Tabla) printEDL() 
redo() removeDup(Texto) 
removeTW(Texto, Lista, Lista) reviewComments(Número entero, Número 
entero, Texto) 
saveEDL(Texto, Texto) saveMemory(Texto) 
setChanges(Bolean) setContentTable(Número entero, Número 
entero) 
setEditMemory(Boleano) setFPS(Número entero) 
setFormat(Carácter) setNewColor(Número entero, Número entero, 
Número entero) 
setNewformat(Texto, Lista) setNewRowColumn(Número entero, Número 
entero) 
setNewStart(Texto, Número entero, Lista) setNewTapeName(Texto, Bolean, Lista, 
Lista) 
setOrder(Lista) setSingleMultiple(Bolean) 
showComments(Tabla, Tabla) showEDL(Vector de Enteros): Número 
entero 
showEDLComments(Tabla) showManual() 
showTC()Texto sortTable(Número Entero, Texto) 
sourceHT(Tabla, Lista, Texto, Texto, Texto) toDoMagnet(Número entero, Lista, Texto, 
Texto) 
toDoRipple(Texto, Lista, Vector de enteros, 
Texto, Lista) 
tryCreateInsatance():ViewControl 
undo() worksMemory(Lista, Texto): Bolean 
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La finalidad de ViewControl es la de ser el controlador principal de la aplicación, por lo tanto, 
aunque disponga de muchos métodos, únicamente realiza la función de controlador, capturar ES y 
delegar responsabilidades, Vemos que ViewControl solo está acoplado a OperationsView y 
DedlView, por lo tanto tenemos un controlador muy desacoplado y con un grado de cohesión alto, 
ya que la única función que realiza es la de capturar y delegar. 
 
Cabe recordar que ViewControl nació de la necesidad de tener un mejor diseño en cuanto a 
robusteza, acoplamiento y cohesión. Como podemos ver, no tenemos ningún atributo de clase, no es 
necesario ya que no realiza ninguna operación. 
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OperationsView 
-------------------------------------------------------- Métodos ------------------------------------------------ 
areShowComments() callMemory(Texto, lista) 
changeColor(Color) closeCurrentEDL(Lista, Texto): Número entero 
check(Bolean, Texto): Número entero convertTo(Número entero, Lista) 
collapse(Texto) copyClipboard() 
convertTo24(Lista) deleteComment(Tabla, Tabla, Texto) 
deleteAll() dissToCut(Texto, Lista) 
deleteLine(Tabla, Texto) emptyTableEDL() 
emptyTableComments() getCurrentColumn():Número entero 
getCurrentFramerate(): Número entero getCurrentRow(): Número entero 
getFileName(): Texto getInfoFromComments(Tabla, Punto) 
getInstance(): OperationsView getSortedBy(): Carácter 
hideComments() inicializeColumns() 
inicializeComboBox() inicializeParams(Lista, Lista, Carácter, Número entero, 
Bolean, Bolean, Bolean, Bolean, Bolean, Color) 
inicializeSorted() inicializeTable() 
inicializeTable2() insertBlacks(Tabla, Número entero, Lista, Texto) 
insertComment(Tabla) isEditing():Bolean 
isOpened(): Bolean isSingleMode(): Bolean 
openCalculator() openEDLExtern(Vector Ficheros): Número entero 
openFile(Fichero) openFromMenu(Texto) 
pasteClipboard(Tabla) printEDL() 
redo() removeDup(Texto) 
removeTW(Texto, Lista, Lista) reviewComments(Número entero, Número entero, 
Texto) 
saveEDL(Texto, Texto) saveMemory(Texto) 
setChanges(Bolean) setContentTable(Número entero, Número entero) 
setEditMemory(Boleano) setFPS(Número entero) 
setFormat(Carácter) setNewColor(Número entero, Número entero, Número 
entero) 
setNewformat(Texto, Lista) setNewRowColumn(Número entero, Número entero) 
setNewStart(Texto, Número entero, Lista) setNewTapeName(Texto, Bolean, Lista, Lista) 
setOrder(Lista) setSingleMultiple(Bolean) 
setSizeColumns(Tabla) showComments(Tabla, Tabla) 
showEDL(Vector de Enteros): Número 
entero 
showEDLComments(Tabla) 
showManual() showTC()Texto 
sortRecord():Lista sortTable(Número entero, Texto) 
sortTableS(Número entero):Lista sortTableSR(Número entero, Texto):Lista 
sortTable(Número Entero, Texto) sourceHT(Tabla, Lista, Texto, Texto, Texto) 
toDoMagnet(Número entero, Lista, Texto, 
Texto) 
toDoRipple(Texto, Lista, Vector de enteros, Texto, 
Lista) 
tryCreateInsatance():OperationsView undo() 
worksMemory(Lista, Texto): Bolean openRecoverEDL(Fichero, Texto) 
------------------------------------------------------- Atributos------------------------------------------------------------- 
Entero: Framerate, Carácter: Format EDL 
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La finalidad de OperationsView es, tal como su propio nombre nos indica, la de realizar las 
operaciones que se requieren de la vista y son propias de ella, como por ejemplo, cambiar el color, 
ordenar una EDL que se está visualizando, recordamos que en la vista no se trabaja con objetos, se 
trabaja con cadenas de texto, por lo tanto al ordenar una EDL desde la vista, no se modifica el 
objeto EDL en si. 
 
A demás delega las responsabilidades que no le atienen, como realizar cualquier operación sobre la 
EDL. Al hablar de EDL estamos hablando de cualquier otro objeto, Event, Line, etc. 
 
OperationsView surge de la necesidad de desacoplar la vista, cabe remarcar que todas las 
operaciones que se realizan en OperationsView se realizaban en DedlView, al desacoplarlo, 
obtenemos que las funciones que se realizan en OperationsView están más relacionadas, delegando 
aquellas que quedan fuera del objetivo de OperationsView, obteniendo así un componente con un 
grado de cohesión alto. 
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Facade 
---------------------------------------------------- Métodos --------------------------------------------------- 
 
openEDL(Texto, Número entero, Carácter, 
Bolean, Número entero):Número entero 
saveEDL(Fichero, Bolean, Número entero, Número entero, 
Número entero, Vector enteros):Número entero 
addINSegment(Texto, Texto, Texto, 
Número entero): Número entero 
addOUTSegment(Texto, Texto, Texto, Número entero): 
Número entero 
addLinesSelected(Lista): Bolean areThereEDLOpened(): Bolean 
changeCommentEDL(Número entero, 
Texto): Número entero 
changeCommentLine(Número entero, Número entero, Número 
entero, Texto):Número entero 
changeFieldEDL(Texto, Carácter, Número 
entero, Texto):Número entero 
changeFormatEDL(Texto): Número entero 
changeTo24fps(Bolean) changeTo25fps(Bolean) 
changeTo30fps(Bolean) check(Bolean, Modelo Tabla, Entero, Entero, Entero, Entero, 
Bolean, Bolean[]):Entero 
checkBlacks(Modelo Tabla, Entero, Entero, 
Entero, Entero, Boleano):Entero 
checkOverlaped(Modelo Tabla):Bolean 
close(Texto):Entero closeAll() 
convertTo24fps(Bolean) deleteAll() 
deleteLine(Texto, Texto):Entero dissToCut(Lista, Bolean) 
executeMemory(Texto) find(Texto):EDL 
getAbsoluteName():Texto getCommentsEDL(Modelo Tabla): Entero 
getCommentsLine(Modelo Tabla, 
Lista):entero 
getFileName():Texto 
getInstance():Facade getOrderEDL(): Lsta 
hasTapeNameLimit():Bolean insertBlack(Lista, Entero):Entero 
insertCommentEDL(Texto):Entero insertCommnetLine(Entero, Entero, Texto):Entero 
magnet(Entero, Lista, Boleano) newEDL(Modelo Tabla, Entero, Bolean, Bolean, Lista):Entero 
newTC(Texto, Entero):Texto print() 
redo() refreshTable(Modelo Tabla, Boleano, Entero, Lista):entero 
refreshTableFromTree(Modelo Tabla) removeComment(Entero, Entero, Entero): Entero 
removeTW(Lista, Bolean) removeTitleEDL(): Entero 
resolveOvedrlap(Modelo Tabla) ripple(Lista, Entero, Entero, Entero, Entero,Vector enteros, 
Entero) 
saveEDLFromViewToDisc(Fichero,Entero,
Entero,Entero,Entero,Entero,Entero,Vector 
Enteros Bolean,Lista):Entero 
saveMemory(Texto) 
setLimitTapeName(Bolean): Entero setNewStart(Texto, Número, Modelo Tabla) 
setOrder(Lista) setTitleEDL(Texto): Entero 
showCommentsLine(Entero, Entero): Lista subINSegment(Texto, Texto, Texto, Entero):Entero 
subOUTSegment(Texto, Texto, Texto, 
Entero):Entero 
TapeName(Texto, Bolean, Lista) 
textToPrint(Lista) tryCreateInstance():Facade 
undo() 
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Facade: Tal como su propio nombre nos índica hace de “puente, fachada”, entre los objetos propios 
de la EDL y la vista, es decir separamos completamente las operaciones que tienen que ver con las 
EDL’s y la vista, ya que aunque puedan estar relacionadas son dos “conjuntos” bien diferenciados. 
 
Podríamos definirlo como un controlador, ya que solo delega responsabilidades, no realiza ninguna 
operación. 
 
Por qué utilizamos Facade? Si ya tenemos un controlador, la respuesta viene dada para evitar que 
nuestro controlador de vista esté acoplado a lo que vendría a ser las operaciones típicas de la EDL, 
es decir, podríamos cambiar la vista, que las clases relacionadas con las EDL, y por lo tanto el 
acceso a ellas no tendría porque cambiarse, simplemente necesitaríamos una nueva vista, nuevo 
controlador y las llamadas pertinentes a Facade, seria Facade la que se encargaría de hacer el resto
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StoreEDL, se encarga de abrir, cerrar las EDL’s, ya sea en memoria o en disco, se utiliza el patrón 
Proxy [33] [34] [35], para poder trabajar con EDL’s. Es donde se guardan las EDL’s que tenemos 
abiertas en el sistema, y por lo tanto, para poder trabajar con ellas tenemos que pasar por StoreEDL, 
a demás de encarga de leer/escribir en disco las EDL’s que el sistema utiliza o requiere, La idea de 
StoreEDL surgió como la encajador de EDL’s, a su vez fue recobrando más importancia al leer 
libros sobre diseño de software para poder realizar instancias a objetos, de ahí surgió la necesidad de 
utilizar el patrón Proxy.
StoreEDL 
openEDL(Texto, Entero, Carácter, Bolean, 
Enetero):Entero 
addINSegment(Texto, Texto, Texto, Entero):Entero 
addOUTSegment(Texto, Texto, Texto, Entero):Entero addTCSegment(Lista, Texto, Texto, Entero):Entero 
areThereEDLOpened(): Bolean changeCommentEDL (Entero. Texto): Entero 
changeCommentLine(Entero, Entero, Entero, 
Texto):Entero 
changeEventID(Texto, Carácter, Entero):Entero 
changeFieldEDL(Texto, Carácter, 
Entero,Texto):Entero 
changeFormat(Texto):Entero 
changeMode(Texto,Carácter, Texto):Entero changeOverlap(Texto, Carácter, Texto):Entero 
changeRecordIN(Texto,Carácter, Texto):Entero changeRecordOUT(Texto,Carácter, Texto):Entero 
changeSourceIN(Texto,Carácter, Texto):Entero changeSourceOUT(Texto,Carácter, Texto):Entero 
changeTape(Texto,Carácter, Texto):Entero changeType(Texto,Carácter, Texto):Entero 
changeVelocity(Texto,Carácter, Texto):Entero check(Bolean, Modelo Tabla, Entero, Entero, Entero, 
Entero, Entero, Entero, Vector Bolean): Entero 
checkBlack(Modelo Tabla, Entero, Entero, Entero, 
Entero,Boolean):Entero 
checkBlack(Entero, Entero, Entero, Entero, Entero, 
Bolean):Entero 
checkDur(Entero, Entero, Bolean):Entero checkFormat(Entero, Entero, Bolean): Entero 
checkOverlaped(Modelo Tabla): Bolean close(Texto): Entero 
closeAll() deleteAll(): Entero 
deleteLine(Texto, Texto): Entero Find(Texto):EDL 
firstCheck(): Bolean generalCheck(Modelo Tabla, Entero, Entero, Entero, 
Entero, Entero): Vector Enteros 
getAbsoluteName(): Texto getCommentsEDL(Modelo Tabla): Entero 
getEActive():EDL getFileName(): String 
getInstance(): StoreEDL getOrderEDL(): Lista 
hasTapeNameLimit(): Bolean incrementSegment(Texto, Texto, Texto, Entero): 
Entero 
incrementSegment(Lista, Entero): Entero insertCommentEDL(Texto): Entero 
insertCommentLine(Entero, Entero, Texto): Entero isThereEDL(): Bolean 
newEDL(ModeloTabla, Entero, Bolean, Bolean, 
Lista): Entero 
newEvent(EDL, Entero, Texto, Texto, Texto, Texto, 
Texto, Texto, Texto, Texto, Bolean, List): Entero 
newSecondLine(EDL, Entero, Texto, Texto, Texto, 
Texto, Texto, Texto, Texto, Texto, Bolean, List): 
Entero 
newTC(Texto, Entero):Texto 
refreshTable(Modelo Tabla, Bolean, Entero, Lista): 
Entero 
refreshTableFromTree(Modelo Tabla) 
removeComment(Entero, Entero, Entero):Entero removeTitle():Entero 
resolveOverlap(Modelo Tabla) Ripple(Lista, Entero, Entero, Entero, Entero, Vector 
Entero, Entero) 
saveEDL(Fichero, Bolean, Entero, Entero, Entero, 
Vector Entero): Entero 
saveEDLFromViewToDisc(Fichero, Modelo Tabla, 
Entero, Entero, Entero, Entero, Entero, Entero, Vector 
Entero, Bolean, List): Entero 
setEActive(EDL) setFileName(Texto) 
setLimitTapeName(Bolean): Entero setNewStart(Texto, Entero, Modelo Tabla): Entero 
setNewStart(Texto, Entero, Modelo Tabla): Entero setTitleEDL(Texto): Entero 
showCommentsLine(Entero, Entero): Lista subINSegment(Texto, Texto, Texto, Entero): Entero 
subOUTSegment(Texto, Texto, Texto, Entero): Entero tryCreateInstance(): StoreEDL 
-------------------------------------------------- Atributos---------
-------------------------------------------- 
  63 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
EDL 
addCommentLine(Texto) addComment(Texto) 
addCommentLine(Entero, Entero, Texto):Entero addINSegment(Entero, Texto, Texto, 
Entero):Entero 
addOUTSegment(Entero, Texto, Texto, Entero):Entero addVelocity(Real) 
allLinesSelected(Lista): Boleano applyMemory(Texto) 
assign(EDL) changeComment(Entero,Texto): Entero 
changeCommentLine(Entero, Entero, Entero, Texto): Entero changeFormat(Texto): Entero 
changeIdEvent(Entero, Carácter, Entero):Entero changeMode(Texto, Carácter, Texto):Entero 
changeOverlap(Texto, Carácter, Texto):Entero changeRecordIN(Texto, Carácter, Texto):Entero 
changeRecordOUT(Texto, Carácter, Texto): Entero changeSourceIN(Texto, Carácter, Texto):Entero 
changeSourceOUT(Texto, Carácter, Texto):Entero changeTape(Texto, Carácter, Texto):Entero 
changeType(Texto, Carácter, Texto):Entero  changeVelocity(Texto, Carácter, Texto): Entero 
checkLines(): Entero checkTapeName(Texto): Bolean 
Contains(Entero): Entero convertFps(Entero) 
copyEventsFromArray(Vector Eventos): Entero copyEventsToArray(): Vector Eventos 
decrementSegment(Entero, Texto, Texto, Entero):Entero delEvent(Entero) 
deleteAll() deleteLine(Texto, Texto): Entero 
dissToCut(Lista) endNewEvent() 
find(Entero): Event getComList(): Lista Command 
getCommnets(): Lista getCommentsLine(Entero, Entero): Lista 
getEvActive(): Event getEvent(Entero): Event 
getEventArray(): Array Event getFirstIDFree(): Entero 
getFormat getFps(): Entero 
getIDEvActive(): Entero getId(): Entero 
getName(): Texto getNumberOfEvents(): Entero 
getOrder(): Lista getPosition(Entero): Entero 
getSourceHour(Entero, Entero): Texto getTapeNameLimit(): Bolean 
getTapeNames(): Lista getTitle(): Texto 
incrementSegment(Entero, Texto, Texto, Entero): Entero inicializeEvents() 
iniclialiceParams() isThereEvent(): Bolean 
Magnet(Entero, Lista) makeTST() 
newEvent(Entero, Texto, Texto, Texto, Texto, Texto, Texto, 
Texto) 
newLine(Texto, Texto, Texto, Texto, Texto, 
Texto, Texto, Entero) 
newSecondLine((Entero, Texto, Texto, Texto, Texto, Texto, 
Texto, Texto) 
nextIndex(Entero): Event 
refreshTable(Modelo Tabla, Bolean, Entero, Lista): Entero refreshTableComentsEDL(Modelo Tabla) 
refreshTableCommentsLine(Modelo Tabla, Lista): Entero refreshTableFromTree(Modelo Tabla) 
removeComment(Entero): Entero removeCommentLine(Entero, Entero, 
Entero):Entero 
removeTW(Lista) selectAllLines() 
setEventList(Lista) setFps(Entero) 
setName(Texto) setOrder(Lista) 
setOverlap(Entero) setTapeNameLimit(Bolean) 
setTitle(Texto) showEDL(): Lista 
subINSegment(Entero, Texto, Texto, Entero): Entero subOUTSegment(Entero, Bolean, Lista) 
--------------------------------------------------------------------- Atributos----------------------------------------------------------- 
eActive: Evento 
ID, FPS, IDFree, firstID, totalFree: Entero 
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Componente Event: Surgió de la necesidad del concepto Event. Una EDL se divide en eventos, cada 
evento puede tener como máximo 2 líneas (Línea 1 obligatoria), se conoce como línea 1 la que el 
campo “Type” tiene una C, que nos índica que es un corte, por lo tanto, necesitamos éste 
componente para poder clasificar las líneas y eventos. 
Inicialmente se planteó que EDL y Event fuesen un mismo componente, pero rápidamente se llegó a 
la conclusión de que no era razonable, ya que una EDL está formada por eventos, y por lo tanto, son 
dos conceptos diferentes aunque relacionados, y por lo tanto se debe diferenciar entre evento y EDL. 
A demás si EDL y Event fuesen el mismo componente tendríamos todas las líneas accesibles desde 
EDL, y tal como tenemos en las especificación se requiere identificar las líneas por Event y no por 
EDL, con lo cual, sería bastante ineficiente buscar una determinada línea si todas las líneas fuesen 
visibles desde EDL. 
Al existir el componente Event, es mucho más rápido acceder a una determinada línea, ya que a 
partir de un identificador de Evento y línea debe resultar rápido poder recuperar dicha línea (en el 
capitulo de implementación se detallan aspectos relacionados con la eficiencia, coste, etc.). 
Event 
-------------------------------------------------- Métodos------------------------------------------------------
---------- 
addComment(Texto) addCommentLine(Entero, Texto): Entero 
addINSegment(Entero, Texto, Entero): 
Entero 
addLine(Entero, Line) 
addOUTSegment(Entero, Texto, Entero): 
Entero 
Assign(Event) 
changeComment(Entero, Entero, Texto): 
Entero 
changeFps(Entero) 
changeID(Entero) changeIdEvent(Entero, Enero): Entero 
changeMode(Texto, Entero): Entero changeOverlap(Texto, Entero): Entero 
changeRecordIN(Texto, Entero): Entero changeRecordOUT(Texto, Entero): Entero 
changeSourceINI(Texto, Entero): Entero changeSourceOUT(Texto, Entero): Entero 
changeTapeName(Texto, Entero): Entero changeType(Texto, Entero): Entero 
changeVelocity(Texto, Entero): Entero convertFps(Entero, Lista) 
decrementSegment(Entero, Texto, Entero): 
Entero 
del() 
delLine(Entero) getId(): Entero 
getLine(): Array Line getLine(Entero): Line 
getLine1(): Line getLine2(): Line 
getSourceHour(Entero): Entero hasLActive(): Bolean 
hasLine1(): Bolean hasLine2(): Bolean 
incrementSegment(Entero, Texto, Entero): 
Entero 
newLine(Texto, Texto, Texto, Texto, Texto, 
Texto, Texto, Entero, Entero) 
newLine(Line) removeComment(Entero, Entero): Entero 
removeLine(Entero) setFps(Entero) 
setOverlap(Entero) setVelocity(Real) 
showCommentsLine(Entero): Lista subINSegment(Entero, Texto, Entero): 
Entero 
subOUTSegment(Entero, Texto, Entero): 
Entero 
 
 
-------------------------------------------------- Atributos------------------------------------------------------
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Componente Line: Surge de la necesidad de modelar el concepto Line, El componente Line es muy 
importante, ya que es donde se guarda toda la información referente a Event, por lo tanto la 
existencia de éste componente queda más que justificada. 
 
A demás éste componente tiene las responsabilidades que están relacionadas con Line, como por 
ejemplo cambiar el nombre del Tape, del Mode, etc. En términos de TC o TCSegment se encarga 
otro componente, para así evitar que el grado de cohesión sea bajo. 
 
Line 
-------------------------------------------------- Métodos----------------------------------------------------- 
addComment(Text) Assign(Line) 
addINSegment(Texto, Entero): Entero addOUTSegment(Texto, Entero): Entero 
changeComment(Entero, Texto): Entero changeFps(Entero) 
convertFps(Entero, Lista) decrementSegment(Texto, Entero): Entero 
del() deleteComment(Entero): Entero 
Fusión(Line) getComment(Entero): Entero 
getDur(): TC getIdEvent(): Entero 
getMode(): Texto getSourceHour(): Entero 
getTCSegmentRecord(): TCSegment getTCSegmentSource(): TCSegment 
getTape(): Texto getType(): Texto 
getVel(): Real hasComment(): Bolean 
incrementSegment(Texto, Entero): Entero isEmpty(): Bolean 
Magnet(Entero, Line):Bolean removeTW() 
setFps(Entero) setIdEvent(Entero) 
setMode(Texto) setOverlap(Entero) 
setRecordIN(Texto) setRecordOUT(Texto) 
setSourceIN(Texto) setSourceOUT(Texto) 
setTCSegment(TCSegment) setTape(Texto) 
setType(Texto) setVelocity(Real) 
show() showComments():Lista 
subINSegment(Texto, Entero): Entero subOUTSegment(Texto, Entero): Entero 
 
-------------------------------------------------- Atributos----------------------------------------------------- 
Tape, mode, type: Texto 
Overlap, order, idEvent: Entero 
Source, record: TCSegment 
Dur: TC 
Vel: Real 
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Componente TCSegment: El motivo de la existencia de éste componente es para intentar mantener 
el grado de cohesión del componente Line, el componente TCSegment está orientada a realizar 
aquellas operaciones que tienen que ver con el Source y el Record de la línea, por lo tanto aunque 
esté relacionada con el componente Line, son operaciones no propias de Line, por lo tanto se creyó 
conveniente introducir en el diseño dicho componente. 
 
En éste componente encontramos métodos que son muy importantes a la hora de realizar según que 
operaciones, por lo tanto es considerado uno de los componentes más importantes del diseño. 
 
Comentar que un TCSegment es el Source o el Record de Line, dentro del Source o Record tenemos 
el IN y OUT, nos transmite mucha información, como por ejemplo si dos Line están solapadas, si 
entre dos eventos hay planos negros, etc.
TCSegment 
-------------------------------------------------- Métodos----------------------------------------------------- 
addIN(Entero): Entero addOUT(Entero): Entero 
Assign(TCSegment) changeFPS(Entero) 
changeVelocity(Real, Real) compareTo(TCSegment):Entero 
compareToNegative(TCSegment): Entero convertFps(Entero, Texto) 
decrementSegment(Entero): Entero Fusion(TCSegment) 
getDur(Real): TC getHour(): TC 
getIn(): TC getOut(): TC 
incrementSegment(Entero): Entero magnetizableWith(Entero, TCSegment): 
Bolean 
resolveOverlap(TCSegment): TCSegment setFS(Entero) 
setIn(TC) setOut(TC) 
setSourceIn(Texto) setSourceOut(Texto) 
show(): Texto showIN(): Texto 
showOUT(): Texto subIN(Entero): Entero 
subOUT(Entero): Entero  
 
------------------------------------------------------- Atributos-------------------------------------------------
-------- 
In, out: TC 
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Componente TC: La existencia de éste componente queda justificado al modelar el concepto TC. El 
componente TC es de los más importantes del diseño, ya que cualquier operación que se realice 
sobre la EDL, a excepción de cambio de algún campo como el Tape name, Type, etc. Interviene el 
TC, por lo tanto a demás de modelar el concepto su existencia queda más que justificada. 
 
Éste componente si que se ve claramente que no se puede “incluir”, por decirlo de alguna manera, 
en ningún otro componente, ya que las operaciones que podemos realizar en TC son propias de los 
TC, y no están relacionadas con ningún otro componente. 
 
 
TC 
-------------------------------------------------- Métodos----------------------------------------------------- 
areEquals(TC): Bolean assign(TC) 
changeFramerate(Entero) checkFPS(Entero): Bolean 
compareToZero(): Bolean convertTo(Entero, Texto) 
expand(Entero, Bolean) getDur(TC, Real): TC 
getFrame(): Entero getFrameRate(): Entero 
getFrames(): Entero getHour(): Entero 
getMin(): Entero getSec(): Entero 
getValuesFromFrames(Entero) inicialize() 
isHigher(TC): Bolean isMinor(TC): Bolean 
isNegative(): Bolean isOverflow(): Bolean 
setFps(Entero) setFrame(Entero) 
setHour(Entero) setMin(Entero) 
setSec(Entero) show() 
size(): Entero substract(TC): TC 
sum(TC): TC sum(Entero) 
 
-------------------------------------------------- Atributos----------------------------------------------------- 
Hour, min, sec, frame, fps: Entero 
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4.3. Diagramas de Colaboración (DC) [36] [37] 
Una vez hemos visto qué componentes tenemos en el sistema y el tipo de visibilidades que tenemos 
es hora de saber que mensajes recibe cada uno de ellos y cuales son las responsabilidades a realizar 
para cada objeto de cada componente 
 
A diferencia del MCOMP, que nos muestra las visibilidades, en el DC, nos muestra qué mensajes 
interactúan entre los objetos (instancia de los conceptos) ¿Quien crea un determinado objeto?, 
¿Quién lo destruye?, ¿Quién lo guarda?, etc. 
Los DC surgen de los Eventos del sistema (ES), por lo tanto hay que tener muy presente los casos 
de uso, de ahí que la identificación de los ES, es muy importante, porque no solo se limita a la etapa 
de especificación, sino que se arrastra durante todo el proyecto, hasta llegar a la etapa de 
implementación. 
Los DC muestran las interacciones que ocurren entre los objetos que participan en una situación 
determinada. Ésta es más o menos la misma información que la mostrada por los diagramas de 
secuencia, pero destacando la forma en que las operaciones se producen en el tiempo, mientras que 
los diagramas de colaboración fijan el interés en las relaciones entre los objetos y su topología. 
En los diagramas de colaboración los mensajes enviados de un objeto a otro se representan 
mediante flechas, mostrando el nombre del mensaje, los parámetros y la secuencia del mensaje. Los 
DC están indicados para mostrar una situación o flujo del programa específico y son unos de los 
mejores tipos de diagramas para demostrar o explicar rápidamente un proceso dentro de la lógica 
del programa.  
 
4.3.1. Ejemplo de un DC: 
 
Fig. 22. Ejemplo de un DC 
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4.3.2. DC de los  casos de uso 
4.3.2.1. El controlador 
Inicialmente necesitamos un componente que conozca todo el sistema, que entienda lo que viene del 
mundo “real” es decir de la capa de presentación y el mundo “ficticio”, es decir los datos, mirando 
el MCOMP y siguiendo el principio de ESPILL [23], nos encontramos con que no tenemos ningún 
concepto en ME-R. En el MCOMP hemos pensado tener un componente/controlador llamado 
ViewControl, éste controlador es capaz de reconocer todos los casos de uso del sistema y determinar 
a quien va dirigido el mensaje, por lo tanto nuestro controlador será ViewControl. 
 
 
Fig. 23. Controlador de la aplicación DEDL 
 
Le hemos puesto el nombre VC, es para indicar que siempre es el mismo controlador, es decir, 
siempre es la misma instancia, en un mismo caso de uso el controlador es el mismo, para poder 
transmitir los diferentes mensajes a los diferentes objetos que intervienen en el caso de uso. 
 
Al optar por un concepto que no existe en el ME-R, estamos violando el principio de ESPILL, 
podemos optar por dos opciones, incluirlo en el ME-R, y analizar minuciosamente las diferentes 
asociaciones que pueda tener con los demás conceptos, o bien violar el principio citado. En éste 
caso violaremos el principio ya que la fabricación pura [23] nos lo permite, y así, reducir la 
complejidad que supone introducir un nuevo concepto en el ME-R.
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4.3.2.2. AbrirEDL (Modo single) 
Empezamos por el caso de uso Abrir EDL(modo Single): 
 
Recordamos los ES: 
AbrirEDL () 
SeleccionarEDL (Path, nombre). 
 
ES “AbrirEDL ()”: 
 
 
Fig. 24. DC Correspondiente al ES AbrirEDL () 
 
 
Como vemos en el diagrama anterior (Fig. 24) tenemos el controlador vc, que se encarga de recibir 
las peticiones que le viene del Actor (la vista de la aplicación). 
 
Recordamos que la tarea fundamental de un controlador es la de recibir peticiones y delegar 
responsabilidades, con lo cual, y para no bajar el grado de cohesión del controlador delega la 
responsabilidad del mensaje a OperationsView, será OperationsView quien se encargará de realiza la 
operación.
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ES “SeleccionarEDL (Path, nombre)”: 
 
Fig. 25. DC Correspondiente al ES SeleccionarEDL (Path, nombre) 
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4.3.2.2.1. Identificación de repositorios 
Primeramente identificaremos los repositorios que hay en el DC anterior (Fig. 25): 
Tenemos un repositorio centralizado de EDL’s en el que es accesible mediante StoreEDL, es el 
encargado de crear y almacenar, por lo tanto nos encontramos con un creador orb [23]. Como 
podemos ver, la responsabilidad de abrir la EDL y por lo tanto crear el objeto EDL se va delegando 
a OperationsView, Facade hasta StoreEDL que es quien se encarga de crearla y almacenarla, en 
OperationsView se calcula un índice que es para comprobar qué numero de EDL es el que se va a 
mostrar en la vista, y a demás se le pasa un bolean isSinlge que nos índica si estamos en modo 
single y nos establece cual es el formato y framerate, todas las EDL’s al abrirse se le establece el 
framerate 30 y formato CMX-3600 
 
Al delegar responsabilidades, los objetos intermedios hasta llegar a StoreEDL se van acoplando y 
por lo tanto el grado de acoplamiento aumenta, podemos seguir dos estrategias, hacer un sistema 
poco acoplado y con el grado de cohesión bajo, o usar el principio de delegación y tener un sistema 
equilibrado en cuanto a cohesión y acoplamiento se refiere, se ha seguido la segunda estrategia, ya 
que nos hace un diseño más robusto y mejor organizado. 
 
Se ha decidido que StoreEDL sea el creador porque la finalidad de StoreEDL es la del tratamiento 
de las EDL’s, y por lo tanto es lo más razonable, podría ser cualquier otro objeto, pero perdería 
coherencia el diseño. StoreEDL a demás hace de encajador, es decir, a partir de un identificador nos 
retorna una EDL. 
 
Repositorio fragmentado de Event por EDL, es decir, cada EDL guardará sus propios eventos, tal 
como podemos observar en el ME-R, un posible creador de Event es la propia EDL, por lo tanto 
EDL es creadora canónica [23] de Event. Podría ser también StoreEDL, pero bajaría el nivel de 
cohesión y nos encontraríamos con un creador ORB. 
 
Repositorio fragmentado de Line por Event, es decir, como pasaba con la EDL, cada Event guarda 
sus propias Line, si observamos en el ME-R, un posible creador de Line es Event, nos decantamos 
por ésta posibilidad, ya que es un creador canónico, podría ser StoreEDL o EDL, ya que tienen la 
información necesaria como para realizar la creación de Line, pero bajaría la cohesión de ambos 
componentes. 
 
Repositorio fragmentado de TCSegment por Line, cada Line tiene acceso a sus propios TCSegment, 
y para acceder a ellos, hace falta pasar por Line, el creador más idóneo para la creación y almacenaje 
de TCSegment es la propia Line, ya que es creador canónico y se mantiene una cohesión alta y 
acoplamiento bajo. 
Por último tenemos un repositorio fragmentado de TC por TCSegment, es razonable fragmentarlo 
por TCSegment, ya que si tenemos un repositorio centralizado con todos los TC de la EDL podría 
ser bastante ineficiente buscar por TC, evento y línea, se debería de guardar toda la información en 
TC, información que no nos reportaría ninguna información extra y que a su vez sería redundante. 
Por último recalcar un detalle, tal como se desprende del DC anterior, los objetos no se guardan 
hasta que no se han creado por completo, es el principio de la creación tardía [23], siguiendo éste 
principio nos aseguramos que todo objeto almacenado está perfectamente creado y con toda la 
información.
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Tal como se desprende en el DC anterior (Fig. 25), y se seguirá en los próximos DC, se utiliza el 
principio de la creación primeriza [23], es decir, el que crea el objeto, o lo creará, crea el repositorio, 
por lo tanto, nos aseguramos que cuando se vaya a crear el objeto se pueda almacenar, porque el 
repositorio está creado, lo explicaremos mejor con un ejemplo, siguiendo el DC anterior: 
 
Cuando se crea el objeto Event, éste crea el repositorio Line, para asegurarnos que dicho repositorio 
existe cuando vayamos a almacenar cualquier Line. Es lo que se conoce como el principio de la 
creación primeriza.
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A continuación, y para facilitar la comprensión del DC, se ha dividido en dos DC uno (Fig. 25) en el que no hay comentarios y el de a continuación 
(Fig. 26) existiendo comentarios: Solo se muestra el fragmento que es diferente 
 
 
Fig. 26. DC Correspondiente al ES SeleccionarEDL (Path, nombre) con comentarios
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Tenemos dos repositorios fragmentados de Comment, uno por EDL, guarda sus propios comentarios 
y otro por Line, en que guarda sus propios comentarios, cabe remarcar que hasta que no se guarde 
los comentarios, no se guardarán los objetos intermedios, es decir, Line, Event y EDL, ya que no 
están completos aún. 
 
En el caso de uso AbrirEDL (modo múltiple) el diseño es exactamente el mismo, la diferencia la 
encontramos en el comportamiento que tiene la vista, que solo se muestra una EDL(modo single) o 
las que están abiertas(modo múltiple). A demás en StoreEDL tenemos las EDL’s que hemos ido 
abriendo. Por lo tanto mostrar el diseño de éste caso de uso sería redundante habiendo mostrado el 
diseño del caso de uso AbrirEDL (modo single). 
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4.3.2.3. Realizar Magnet de la EDL 
Caso de Uso Realizar Magnet a la EDL: 
ES seleccionarLinea (idEvent, idLine):  
 
 
Fig. 27. DC Correspondiente al ES seleccionarLínea (idEvent, idLine)
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Cómo vemos en el diagrama anterior (Fig.27), la responsabilidad de seleccionar la línea es del 
evento que la almacena, es decir, si buscamos en el ME-R para comprobar quien puede ser 
responsable de capturar la información de la línea, y razonando podemos intuir que es el evento que 
tiene esa información, Hay que tener en cuenta quien crea la línea, recordamos que Event es 
creadora canónica, crea y almacena sus propias líneas, por lo tanto para acceder a una línea antes 
tenemos que pasar por el evento que la contiene. Para acceder al evento tenemos que acceder 
mediante la EDL que la contiene, ya que es creador canónico del evento (crea y almacena sus 
eventos). Para acceder a la EDL es mediante el encajador StoreEDL, que es el que almacena todas 
las EDL que tiene el sistema. Para acceder a Store EDL accedemos mediante Facade, para no 
aumentar el acoplamiento de OperationsView. 
 
Hemos explicado porque la cadena es tan larga para mostrar la información de una Línea y así 
seleccionar la línea, que es lo que nos solicita el usuario, el motivo no es otro que la de mantener un 
sistema lo menos acoplado posible y mantener un grado de cohesión elevado, por lo tanto 
mantenemos el equilibrio entre cohesión y acoplamiento, si observamos detenidamente el DC, no 
hemos añadido ni un acoplamiento en ningún componente, por lo tanto el grado sigue siendo el 
mismo. 
 
Cabe considerar lo siguiente: En la PRE del ES SeleccionarLínea (idEvent, idLine) nos indica que 
tenemos una EDL activa, por ese motivo, accedemos o podemos acceder a e:edl. Como EDL es 
creador canónico de Event, hace de encajador, y por lo tanto, es el responsable de recuperar el 
Evento a partir del identificador. 
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ES Magnet (Lista, frames) 
 
Fig. 28. DC Correspondiente al ES Magnet (Lista, frames)
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Para realizar Magnet necesitamos las líneas para comprobar si se puede realizar o no, en éste caso tenemos tres posibles expertos: EDL, Event y línea, 
Si nos decantamos por EDL, se acoplará con línea, ya que tiene que hacer la comprobación sobre las líneas, por lo tanto, la cohesión disminuiría y 
aumentaría el acoplamiento de EDL, cosa que es lo que queremos evitar, por lo tanto, solo nos quedan dos posibles expertos: Event y línea, Event ya 
está acoplado a línea, por lo tanto no aumentaríamos el acoplamiento de Event, pero necesitamos comprobar los TCSegment, cosa que no está acoplado 
Event a TCSegment, por lo tanto añadiríamos un nuevo acoplamiento, por lo tanto nos quedamos con que nuestro único experto es la propia línea, ella 
se encargará de comprobar si es magnetizable y se lo comunicará a Event y éste a EDL para realizar la eliminación de la línea que ha sido fusionada. 
 
Cabe remarcar lo siguiente del DC anterior.  
  
Fig. 29. DC Correspondiente al ES Magnet (Lista, frames) especificando que es lo que se realiza
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Como podemos ver el evento ev hace de encajador sobre los idLine1 e idLine2, lo que se ha querido 
expresar es que los eventos hacen de encajador sobre los identificadores de las líneas, y que ev hace 
de encajador de idLine1 y ev2 hace de encajador sobre idLine2. 
 
A demás vemos que el mensaje pasa por c: Command, esto es para guardar el comando que se ha 
realizado, para poder hacer Undo y/o Redo, la clase Command se guarda las operaciones que va 
realizando el usuario sobre la EDL. 
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5. Detalles de implementación 
5.1. Estudio del sector de lenguajes de programación [38] 
 
Primeramente detallaremos las decisiones que se barajaron referentes a los lenguajes de 
programación que se podían usar para realizar el proyecto. 
 
Los principales lenguajes que se barajaron fueron: Visual Basic, C++ y Java. 
 
¿Por qué se han barajado éstos tres lenguajes de programación? 
Para responder a ésta pregunta me ayudaré de una gráfica 
 
Fig. 30. Gráfica donde se muestran los principales usos a nivel mundial de los lenguajes de programación 
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Como vemos en la gráfica anterior (Fig.30) podemos ver que los dos principales lenguajes de 
programación utilizados en los últimos años y presumiblemente en la actualidad son Java y C++, 
por lo tanto nos encontramos ante dos lenguajes de programación consolidados, Visual Basic lo 
encontramos en la novena posición, entonces, ¿Por qué se ha tenido en cuenta dicho lenguaje 
teniendo otros lenguajes con más porcentaje de uso? La respuesta viene dada porque los lenguajes 
que tenemos antes de Visual Basic en la gráfica son para aplicaciones Web, que en los últimos años 
ha ido aumentando su cuota, tenemos C que no nos permite realizar aplicaciones con entorno 
gráfico, por ese motivo se estudió la posibilidad de realizar la aplicación con Visual Basic. 
5.1.1. Lenguajes de programación tenidos en cuenta 
Visual Basic [39] 
Empezamos por Visual Basic 
Visual Basic es un lenguaje de programación funcional [40] desarrollado 
por Alan Cooper para Microsoft[41]. El lenguaje de programación es un 
dialecto de BASIC[39], con importantes añadidos. Su primera versión fue 
presentada en 1991 con la intención de simplificar la programación 
utilizando un ambiente de desarrollo completamente gráfico que facilitará 
la creación de interfaces gráficas y en cierta medida también la 
programación misma. Desde el 2001 Microsoft ha propuesto abandonar el 
desarrollo basado en la API[42] Win32[42] y pasar a trabajar sobre un 
Framework[43] o marco común de librerías independiente de la versión 
del sistema operativo, .NET Framework, a través de Visual Basic .NET (y otros lenguajes como C 
Sharp (C#) de fácil transición de código entre ellos) que presenta serias incompatibilidades con el 
código Visual Basic existente. 
Visual Basic (Visual Studio) constituye un IDE (entorno de desarrollo integrado o en inglés 
Integrated Development Environment) que ha sido empaquetado como un programa de aplicación, 
es decir, consiste en un editor de código (programa donde se escribe el código fuente), un depurador 
(programa que corrige errores en el código fuente para que pueda ser bien compilado), un 
compilador (programa que traduce el código fuente a lenguaje de máquina), y un constructor de 
interfaz gráfica o GUI (es una forma de programar en la que no es necesario escribir el código para 
la parte gráfica del programa, sino que se puede hacer de forma visual). 
 
Es un lenguaje enfocado para arquitecturas de Microsoft Windows [44], por lo tanto siguiendo la 
propuesta que se facilitó para la matriculación del PFC, no cumplía con un requerimiento, que es 
que sea un software multiplataforma, a demás de que es un lenguaje de programación que se 
necesita un IDE especifico, propietario de Microsoft, y por lo tanto hay que pagar para su uso. A 
parte de los dos inconvenientes encontramos uno del propio lenguaje, que le hace bastante lento a la 
hora de realizar las instrucciones. 
 
Comentados los inconvenientes también tiene aspectos a favor a la hora de decantarnos por éste 
lenguaje, que es que es muy fácil usarlo y para la programación del entorno gráfico es muy sencillo, 
no hace falta tener conocimientos avanzados del lenguaje como para poder realizar una aplicación 
medianamente decente. 
Dados los inconvenientes y ventajas rápidamente se descartó la posibilidad de utilizar Visual Basic 
para la realización de la aplicación.
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Descartado Visual Basic nos quedamos con C++ y Java. Durante la realización de la carrera 
aprendimos a usar los dos lenguajes de programación, pero tal como sucedió con la asignatura 
ESO1, comentado anteriormente, no da demasiado tiempo como para convertirnos en expertos en 
dichos lenguajes, por lo tanto tenía los conocimientos necesarios pero no suficientes como para 
realizar una aplicación que cumpliera con los requerimientos que debía tener, por lo tanto tuve que 
leer manuales, libros, etc. Para realizar una aplicación que cumpliera las expectativas que debía 
tener. 
5.1.1.2. C++ [45] [46] [47] 
Continuamos con C++: 
C++ es un lenguaje de programación diseñado a mediados de 
los años 1980 por Bjarne Stroustrup. La intención de su 
creación fue el extender al exitoso lenguaje de programación C 
con mecanismos que permitan la manipulación de objetos. En 
ese sentido, desde el punto de vista de los lenguajes orientados 
a objetos, el C++ es un lenguaje híbrido [48]. 
Posteriormente se añadieron facilidades de programación 
genérica, que se sumó a los otros dos paradigmas que ya 
estaban admitidos (programación estructurada y la 
programación orientada a objetos). Por esto se suele decir que 
el C++ es un lenguaje de programación multiparadigma [40]. 
Actualmente existe un estándar, denominado ISO C++, al que 
se han adherido la mayoría de los fabricantes de compiladores 
más modernos.  
Una particularidad del C++ es la posibilidad de redefinir los operadores (sobrecarga de 
operadores, se comenta a continuación), y de poder crear nuevos tipos que se comporten como 
tipos fundamentales. 
El nombre C++ fue propuesto por Rick Mascitti en el año 1983, cuando el lenguaje fue utilizado 
por primera vez fuera de un laboratorio científico. Antes se había usado el nombre "C con clases". 
En C++, la expresión "C++" significa "incremento de C" y se refiere a que C++ es una extensión de 
C. 
Sobrecarga de operadores [49]: se refiere a la posibilidad de tener dos o más funciones con el 
mismo nombre pero funcionalidad diferente. Es decir, dos o más funciones con el mismo nombre 
realizan acciones diferentes. El compilador[50] usará una u otra dependiendo de los parámetros 
usados. A esto se llama también sobrecarga de funciones. 
También existe la sobrecarga de operadores que al igual que con la sobrecarga de funciones se le da 
más de una implementación a un operador. 
Sobrecarga es la capacidad de un lenguaje de programación, que permite nombrar con el mismo 
identificador diferentes variables u operaciones 
El mismo método dentro de una clase permite hacer cosas distintas en función de los parámetros 
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Java no permite implementar sus propios operadores sobrecargados, pero sí utilizar los predefinidos 
como el + del ejemplo anterior. C++, por el contrario si permite hacerlo 
5.1.1.3. Java 
Y para finalizar Java [51] [52] 
 
Java es un lenguaje de programación orientado a objetos 
[53] desarrollado por Sun Microsystems a principios de los 
años 90. El lenguaje en sí mismo toma mucha de su sintaxis 
de C y C++, pero tiene un modelo de objetos más simple y 
elimina herramientas de bajo nivel, que suelen inducir a 
muchos errores, como la manipulación directa de punteros o 
memoria. 
Las aplicaciones Java están típicamente compiladas en un 
bytecode[54], aunque la compilación en código máquina nativo también es posible. En el tiempo de 
ejecución, el bytecode es normalmente interpretado o compilado a código nativo para la ejecución, 
aunque la ejecución directa por hardware del bytecode por un procesador Java también es posible. 
La implementación original y de referencia del compilador, la máquina virtual y las bibliotecas de 
clases de Java fueron desarrolladas por Sun Microsystems en 1995. Desde entonces, Sun ha 
controlado las especificaciones, el desarrollo y evolución del lenguaje a través del Java Community 
Process, si bien otros han desarrollado también implementaciones alternativas de estas tecnologías 
de Sun, algunas incluso bajo licencias de software libre. 
Entre noviembre de 2006 y mayo de 2007, Sun Microsystems liberó la mayor parte de sus 
tecnologías Java bajo la licencia GNU GPL, de acuerdo con las especificaciones del Java 
Community Process, de tal forma que prácticamente todo el Java de Sun es ahora software libre 
(aunque la biblioteca de clases de Sun que se requiere para ejecutar los programas Java aún no lo 
es). 
 
Una vez descrito los lenguajes de programación que se han barajado y teniendo una idea 
aproximada de cómo son explicaremos las razones por las cuales se decantó por un lenguaje y no 
por orto. 
 
Se ha especificado que Visual Basic no fue finalmente el lenguaje utilizado, ahora comentaremos 
porque nos decantamos finalmente por le lenguaje Java. 
 
Personalmente C++ me gusta más que Java, a demás que de Java tenía menos conocimientos que 
C++, una de las razones por las que me decidí por utilizar Java, aunque parezca contradictorio fue 
esas dos razones. Considero que el PFC es una oportunidad de demostrar las capacidades personales 
de cada uno y los conocimientos que se han adquirido durante la carrera. Por ese motivo una de las 
razones por las que me llevó a decantarme por Java fue esa. 
Otra de las razones fue que no es necesario recompilar el código para utilizarlo en una arquitectura u 
otra, recordamos que la aplicación funciona en sistemas operativos Macintosh (A partir de la 
versión 10.5 Leopard), Linux y Windows(a partir de XP). 
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5.2. Algoritmos, estructuras y decisiones relevantes de la 
implementación 
 
Una vez descrito el lenguaje de programación que se usa para la realización de la etapa de 
implementación del proyecto. Empezaremos diciendo que se ha estudiado hasta el más mínimo 
detalle a la hora de elegir una estructura de datos para los diferentes objetos, así como también se ha 
estudiado para obtener un algoritmo con el mínimo coste posible para realizar las operaciones, y así 
ser lo más eficiente posible, tal como se aprendió en la asignatura de la carrera Estructures de dades 
i algoritmos (EDAL). 
A continuación se adjuntará fragmentos de código para entender y explicar que es lo que se realiza, 
la finalidad de éste punto no es la de copiar todo el código de la aplicación ya que no es la finalidad 
 y ocuparía espacio innecesario. 
 
5.2.1. Estructuras utilizadas 
5.2.1.1. Guardado de las EDL’s 
 
Empezaremos con la estructura que se usa para almacenar las EDL’s que tenemos abierta en la 
aplicación. 
Inicialmente se barajó las siguientes posibilidades: 
• Utilizar una lista encadenada para almacenar y acceder a las EDL’s. 
• Utilizar una tabla de dispersión  
• Utilizar una estructura tipo Árbol, AVL[55] (El nombre viene dado por sus inventores G.M. 
Adelson-Velskii y E.M. Landis) un BST[56](Binary Search Tree) equilibrado 
• Utilizar un Array de EDL’s 
Vemos los costes  asintóticos que tienen las estructuras mencionadas 
Estructura Creación Insertar Eliminar Consulta 
Lista encadenada Θ(1) Θ(n) Θ(n) Θ(n) 
Tabla de 
dispersión 
Θ(n) Θ(1) Θ(1) Θ(1) 
AVL Θ(1)  Θ(log n) Θ(log n) Θ(log n) 
Array de EDL’s Θ(n) Θ(1) Θ(1) Θ (1) 
 
Siendo: 
n: Número de elementos que almacena la estructura, en éste caso EDL’s 
Si tenemos un coste 1 quiere decir que es constante 
Si tenemos un coste log n, quiere decir que tenemos un coste logarítmico 
El símbolo Θse suele en términos de coste de algoritmos
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La estructura que se eligió y por lo tanto, desde mi punto de vista, la relación entre eficiencia y 
facilidad es la primera, una lista de EDL’s. ¿Por qué se eligió una lista antes que las otras estructuras 
que a simple vista tienen un menor coste? 
 
La respuesta es sencilla, la aplicación puede trabajar con 32 EDL’s simultáneamente, normalmente 
se trabaja con menos de la mitad, por lo tanto nuestra n es un número muy bajo, podríamos decir 
que casi constante, por lo tanto no nos hace falta utilizar una estructura de datos compleja, que ya el 
coste total que vamos a tener es muy similar, teniendo en cuenta que muchas de las veces se trabaja 
con una EDL. 
 
Una tabla de dispersión rápidamente se descartó, ya que se usa un espacio de memoria innecesario 
la mayoría de las veces, si siempre se utilizara la aplicación y se trabajara con 32 EDL’s, quizá sería 
razonable utilizar una tabla de dispersión. 
 
Las dos estructuras de datos se descartaron porque eran complejas y el resultado de eficiencia iba a 
ser similar al de la lista. 
 
Por lo tanto para buscar a una determinada EDL lo que se realiza es hacer una búsqueda secuencial 
por ID de la EDL, que en nuestro caso es un entero. 
 
Mientras se está utilizando la aplicación tenemos una EDL activa, se entiende como activa la EDL 
con las que estamos trabajando, por lo tanto, normalmente el acceso a la EDL suele ser mínimo, en 
el sentido de buscar la EDL. 
 
5.2.1.2. Guardado de Eventos 
 
Para el guardado de los eventos se pensó en las mismas estructuras, que para el guardado de EDL’s, 
aquí se escogió la opción de una estructura propia, es decir creada y pensada por el proyectista,  que 
es la siguiente: 
 
 
Tenemos un campo Event que es el evento que ocupa la posición 
Tenemos un campo índice que nos dice la posición que ocupa en el vector 
Tenemos dos campos que podrían interpretarse como punteros, pero recordamos que en java no 
existen los punteros como en otros lenguajes (C++ por ejemplo), que nos apuntan al siguiente y 
posterior. 
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Lo que se muestra a continuación (Fig. 31) corresponde a la misma estructura, tenemos dos 
“conjuntos” uno corresponde a los eventos que tenemos guardados y otro a las posiciones libres que 
tenemos. 
 
 
 
Fig. 31. Representación gráfica de cómo se almacenan los eventos que tiene la EDL en memoria 
Podríamos decir que tenemos dos estructuras, en una tenemos como una lista ficticia dónde tenemos 
los eventos que tiene la EDL en orden ascendente según su identificador, por lo tanto, si queremos 
mostrar los eventos que tiene la EDL es simple, solo hay que seguir la lista a partir del “puntero” 
firstID, si queremos acceder a un evento concreto podemos acceder por posición, ya que cada nodo 
tiene el campo índex, por lo tanto el acceso es constante  
 
 
Fig. 32. Representación gráfica de cómo se distribuyen los eventos que quedan libres de la EDL 
La imagen anterior (Fig. 32) corresponde a la misma estructura que la anterior pero aquí tenemos 
los nodos libres, están ordenados según el índice ascendente, por lo tanto si queremos añadir un 
nuevo evento a la EDL, simplemente buscando el nodo libre (coste constante) lo metemos en la lista 
de eventos de la EDL. 
Una vez hemos visto el funcionamiento puede surgir la siguiente duda: ¿Porque tenemos en cada 
nodo una flecha que nos apunta al anterior? La respuesta es sencilla, imaginemos que, tal como se 
ha puesto en el ejemplo anterior, queremos añadir un nuevo evento a la EDL, primero buscaremos el 
nodo que le corresponde por índice (coste Θ (1)), una vez tenemos el nodo se debe reestructurar la 
estructura, por lo tanto “quitamos” el nodo de la lista de libres y lo “introducimos” en la lista de 
ocupados, por lo tanto los nodos adyacentes tienen que apuntar a nuevos nodos, así como los nodos 
adyacentes en la lista de eventos ocupado tendrán que apuntar al nuevo nodo. 
 
También puede pasar a la inversa, que tenemos un determinado evento y lo queremos eliminar, 
pasará lo mismo que se ha explicado en el ejemplo anterior pero a la inversa. 
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A continuación se muestra la tabla de costes: 
 
Creación Insertar Eliminar Consulta (1 evento) 
Θ (n) Θ (1) Θ (1) Θ (1) 
 
Cabe argumentar porque se elige ésta estructura, tenemos un coste de creación bastante elevado, 
pero las operaciones de insertar, eliminar y consultar (por índice) son constante, La operación de 
creación solo se hace una vez, y es cuando se crea la EDL, ya sea desde lectura en disco o desde 
memoria, las inserciones, eliminaciones y consultas son mucho más frecuentes, por lo tanto, es 
razonable elegir ésta estructura para los eventos, ya que el coste en promedio es constante, ya que 
nuestra “n” es de 999, y se podría decir que es constante. 
 
5.2.1.3. Guardado de Líneas 
Para el guardado de las líneas no se ha utilizado ninguna estructura concreta, ya que según el diseño 
de clases no es necesario guardar todas las líneas de la EDL en un mismo repositorio, sino que, las 
líneas están fragmentadas por el evento que las tiene, y como los eventos tienen como máximo dos 
líneas, solo nos hace falta tener dos atributos tipo Line que nos almacene las dos líneas. 
 
5.2.1.4. Guardado de TCSegment 
Para el guardado del TCSegment nos pasa una cosa parecida, es la línea que guarda los TCSegment 
que tiene, y solo tiene dos, así que con dos atributos tenemos los TCSegment de la línea. 
 
5.2.1.5. Guardado de Comentarios 
Para el guardado de Comentarios siguiendo el diseño de clases, se guardan en listas, Donde tenemos 
una lista de comentarios para la EDL y una lista propia de comentarios para cada línea. 
 
Como se puede acceder a un determinado comentario, ya sea para modificar o eliminar, nos hace 
falta tener un acceso bastante rápido, por ese motivo se pensó en una array, pero teníamos el 
inconveniente que no sabemos a priori cuantos comentarios puede tener una EDL o línea, por lo 
tanto se pensó en una lista encadenada, pero para acceder a un comentario en la lista se debe hacer 
una búsqueda secuencial, por lo tanto juntando los dos conceptos se llegó a la conclusión de utilizar 
un ArrayList(lenguaje de programación Java), es decir, una Lista en que se puede acceder por índice, 
como si fuera un array dinámico, entendiéndose dinámico como que su tamaño es ampliable, no es 
estático. 
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Por lo tanto los costes que tenemos son los siguientes: 
 
Creación Insertar Eliminar Consulta 
Θ (1) Θ (1) Θ (1) Θ (1) 
 
La creación crea unos 5 nodos, es decir, se puede catalogar como coste constante, tal como se ha 
argumentado, la consulta tiene coste constante (Θ (1)), la inserción y eliminado también tienen coste 
constante, ya que se accede como la consulta y eliminar un nodo se puede interpretar como 
constante, ya que es el cambió de punteros que el propio ArrayList de Java. 
 
5.2.1.6. Estructura temporal 
Lo llamamos estructura temporal porque se usa para tres operaciones concretas sobra la EDL, pero 
éstas son muy costosas, ya que tiene que comprobar todos los eventos que hay por cada evento, es 
decir, tenemos que tener una estructura lo suficientemente eficiente para que no sea muy costoso 
realizar dichas operaciones, estamos hablando de la operación eliminar duplicados, realizar 
Collapse y realizar Magnet. 
 
En estas operaciones se debe comprobar los TCSegment,  el Tape Name y el campo Type para 
comprobar si están solapados o no. Cabe remarcar que para la conclusión final me ayudó un 
profesor de la Escola Politécnica Superior d’Enginyeria de Vilanova i la Geltrú (EPSEVG) [57], 
concretamente Jordi Esteve Cusiné [58]. 
 
Con su ayuda pude llegar a la primera aproximación de que lo más razonable era utilizar un BST, se 
buscaba que fuese lo más eficiente posible, por lo tanto tendría que ser un AVL para tener un coste 
bajo 
 
Finalmente creé una estructura que se llama TST (Ternay Search Tree), ya que como máximo tiene 
tres nodos. Lo que se consigue con ésta estructura es la de no recorrer todos los eventos de forma 
innecesaria, si un evento tiene un TCSegment mayor comprobará el nodo derecho, así nos 
ahorramos la mitad de eventos, si es menor el TCSegment comprobamos el nodo izquierdo. 
 
Entonces, ¿Para qué sirve el nodo central? Nos sirve para guardar los Eventos que están solapados 
con el nodo padre, Pero tienen diferente Tape Name o el campo Type es diferente. 
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Mostramos un ejemplo de cómo estaría la estructura con unos determinados eventos: 
 
Fig. 32. Representación gráfica de cómo se guardan los datos al comprobar si la EDL tiene eventos solapados 
 
Tal como podemos ver (Fig. 32) a simple vista tenemos un árbol en que como máximo tiene tres 
nodos, vemos que en el nodo izquierdo tiene los nodos que son más pequeños, teniendo en cuenta la 
clave (TCSegment Source IN-OUT), solo nos es relevante comprobar el Source, ya que el Record es 
ficticio, así pues, si el Source no está solapado, el Record tampoco lo estará, vemos que en el nodo 
derecho tenemos los nodos cuyas claves son mayores que el padre. 
 
La relevancia viene dada en el nodo central de la raíz, que tal como podemos ver no es ni más 
grande ni más pequeño, tampoco es igual. Entonces, ¿Está solapado? La respuesta es no, ya que 
para que dos eventos estén solapados, primeramente tiene que estar comprendido un TCSegment en 
otro a demás que tengan el mismo Tape Name y el campo Type deber ser el mismo, por lo tanto si 
tenemos un nodo central quiere decir que el TCSegment está solapado, pero el evento en si no, 
porque tiene diferente Tape Name 
 
Los eventos que están comprendidos en el nodo, y por lo tanto en el Nodo, están guardados en una 
lista que tiene cada Nodo, así podemos identificar los eventos que están solapados en dicho 
TCSegment, a demás podemos ver que éste árbol está equilibrado, ya que la diferencia de la altura 
de los hijos izquierdo y derecho no es mayor de 1, en éste caso es 0. Cabe remarcar que para saber si 
el árbol está equilibrado no se tiene en cuenta los nodos centrales, únicamente los nodos izquierdo y 
derecho. 
Veamos el fragmento de código que nos define la estructura del TST 
 
5.2.1.6.1. Estructura del TST 
 
El parámetro Node, que se describirá la estructura a continuación nos dice cual es el nodo raíz, 
padre, etc. Del árbol. 
El parámetro size nos indica el número de nodos del árbol. 
El parámetro center nos índica si se ha introducido un evento solapado, y por lo tanto no se tiene en 
cuenta para equilibrar el árbol. 
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5.2.1.6.1. Estructura del Node 
 
Como podemos ver la clave del Node, tal como se ha comentado anteriormente es un TCSegment. 
Tenemos los nodos hijos que hemos comentado con anterioridad, el izquierdo, el derecho y el 
central. 
Tenemos dos enteros que nos dicen la altura del nodo izquierdo (height) y la altura del nodo derecho 
(height1). 
 
Y como se ha comentado anteriormente, tenemos una lista en la que se almacenan los eventos que 
están comprendidos dentro del TCSegment de la clave y a demás tienen el mismo Tape Name 
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A continuación se muestra el código que nos inserta el Nodo dentro del árbol. 
 
Fig. 33. Fragmento de código que pertenece al método para añadir un nuevo evento en el árbol 
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Tal como podemos ver en el fragmento de código de Java anterior se trata de un método recursivo, 
ya que realiza la llamada del método dentro del propio método. 
 
La cabecera del método 
Nos retorna el nuevo nodo que ha insertado, como parámetros de entrada tiene: El nodo por el que 
está pasando, el evento que va a introducir y la línea del evento que va a introducir, cabe decir que 
dentro del TST un evento solo tiene una línea, o la línea 1 o la línea 2. 
Como podemos ver en la primera parte del código se trata del propio código de un TST, por el lado 
izquierdo introducimos los nodos con la clave pequeña, por el lado derecho los nodos con la clave 
grande, y por el centro comprobamos si tiene el mismo tape Name y el mismo Type, si tiene el 
mismo tape Name y Type, vamos al método Overlap (n, ev, l), sino vamos al nodo central y 
realizamos la misma operación con el nodo central. 
 
A continuación se comprueba si el nodo se ha introducido en un nodo central o no, si no es así, se 
comprueba si el nodo actual está equilibrado, para ello se comprueba la altura del nodo realizando 
una o suma de la altura negativa del nodo izquierdo más la altura del nodo derecho, el método 
isBalanced(n), nos retorna un bolean que nos índica si la diferencia de alturas en valor absoluto es 
mayor o menor que uno. (Cierto en caso de que sea mayor) si éste método retorna cierto, habrá que 
equilibrar el nodo. 
 
Seguidamente (Fig. 34) vamos a ver el fragmento de código que corresponde con el método Overlap 
(Node, Event, Line):  
 
 
Fig. 34. Fragmento de código que pertenece al método para resolver el solapamiento entre dos eventos en la clase TST 
 
La cabecera del método 
No nos retorna nada, parámetros de entrada: Node: Es el nodo que está solapado con el Evento ev y 
la línea l que se van a introducir en el árbol. 
 
Primeramente comprobamos que el segmento no sea negativo, tal como se explicó en el capitulo 
1.1.3 Operaciones sobre EDL’s, se explicó que podríamos tener TCSegment negativos, es decir, El 
OUT más pequeño que el IN (se lee la cinta al revés), por lo tanto si es negativo, se llama al método 
para que nos realice la solución del solapamiento y así tener una nueva clave. 
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Una vez se ha resuelto el solapamiento y tenemos la clave del nodo, añadimos el evento a la lista del 
nodo, para poder recuperarlo como evento solapado, y se establece la nueva clave del nodo, a 
continuación se mostrará el fragmento de código que corresponde con resolveOverlap 
(TCSegment), pero antes explicaremos que se realiza justo después de asignar la nueva clave al 
nodo, es decir, la llamada comproveOverlap (Node). 
 
Lo que realiza comproveOverlap (Node) es lo siguiente: 
Una vez tenemos la nueva clave del nodo, es posible que al cambiar la clave se pueda solapar con 
otro nodo, por lo tanto, se debe comprobar con no todos los nodos, es decir, el algoritmo de 
comproveOverlap(Node), lo que realiza es ir comprobando nodos hasta que encuentre alguno mayor 
o menor que el de la nueva clave, es decir, va recorriendo el árbol, se puede dar el caso de que se 
solapen todos los nodos del árbol, en ese caso el coste sería Θ (n) y no Θ (log n). 
 
A continuación (Fig. 35) se muestra el fragmento de resolveOverlap (TCSegment) 
 
Cabe decir que éste método pertenece a la clase TCSegment, por lo tanto se comprueba el 
TCSegment con el que se realiza la llamada, es decir, el TCSegment de la clave del nodo con el 
TCSegment del evento que se va a introducir. 
 
 
Fig. 35. Fragmento de código que pertenece al método para resolver el solapamiento entre dos eventos en la clase TCSegment 
 
Cabecera del método: 
Nos retorna un TCSegment, es decir la solución de entre los dos TCSegment solapados, éste 
algoritmo resuelve los solapamientos tal como se ha explicado en el capítulo 1.1.3 Operaciones 
sobre EDL’s, lo que realiza es quedarse con la parte más pequeña como IN y la parte más grande 
como el OUT, recordamos que estamos hablando de un TCSegment positivo, por ejemplo, 
imaginemos que tenemos los dos TCSegment siguientes: 
 
Si tenemos los TCSegment 00:00:25:10 – 00:00:32:22 y 00:00:23:15 – 00:00:28:24, la solución que 
nos daría el algoritmo sería: 00:00:23:15 – 00:00:32:22 
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Cabe remarcar que utilizar un TST para las operaciones que se comentaron (Removed dup, Magnet 
y Collapse), resultan muy eficientes y por lo tanto poco costosas, la solución puede ser un poco 
compleja, pero normalmente las soluciones complejas son las que mejor resultado nos transmiten. 
 
5.3. La clase Command 
Tal como se mostró en el MCOMP del capítulo 4.1 Modelo de componentes (MCOMP) 
Se mostraron aquellos componentes relevantes para el diseño, no todos, ya que hay componentes 
que provienen de la implementación para seguir el diseño especificado. 
 
En términos de implementación. 
 
Tenemos la clase Command, un Command es un comando que se ejecuta en la aplicación, cada vez 
que se ejecuta alguna operación se guarda como un Command, cada operación se guarda en una 
lista de Command, ésta lista tiene una longitud máxima de 16.  
 
Cada operación hereda de la clase Command los método que tiene, concretamente tiene tres 
métodos: execute(), undo y redo(). 
 
Para tener una aproximación de cómo es la estructura ilustraremos un esquema: 
 
 
Fig. 36. Ilustración de cómo se estructura los comandos que se almacenan en la aplicación 
 
Como podemos ver (Fig. 36) cada comando realiza su propio execute, undo y redo, solo se han 
mostrado cuatro clases, para tener una aproximación de lo que realmente es. En java es lo que se 
conoce como herencia, cada clase, en éste caso Command24fps, CommandDeleteLine, etc. Hereda 
de la clase Command para poder realizar las operaciones. 
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5.3.1. Undo y Redo 
La finalidad de la clase Command es la de, tal como se ha comentado, guardar las operaciones que 
se van realizando sobre la EDL, con el objetivo de recuperar la EDL en un estado anterior al que nos 
encontramos (undo) o un estado posterior al que nos encontramos (redo) siempre y cuando la EDL 
haya estado en ese estado. 
 
El funcionamiento es el siguiente: Cuando se realiza una operación se crea un comando Command, 
al realizar la operación execute se crean dos EDL’s una EDL llamada oldEDL, que es justo antes de 
realizar la operación y nextEDL que es el estado en que queda la EDL después de realizar la 
operación. Y se guarda el comando en una lista de comandos, es razonable guardar los comandos en 
una lista ya que se accede siempre al primero de la lista y el acceso es secuencial, no se puede pasar 
de un estado de la EDL a 3 estados anteriores o posteriores, siempre se debe de pasar por los estados 
que ha ido pasando la EDL. 
 
Cuando se realiza undo o redo sobre la EDL, lo que se realiza es cargar el estado en que estaba la 
EDL en anterior o posterior recuperando el comando de la lista de Command, y volver a cargar la 
EDL y visualizarla en la vista. 
 
Inicialmente se barajaron diferentes alternativas, la primera fue la de no guardar la EDL sino 
guardar los comandos en si, es decir, si cambiamos el Tape Name, guardar el identificador Tape 
Name, y para recuperar la EDL sería hacer la inversa del cambio del Tape Name, en el ejemplo del 
cambio del Tape Name es relativamente sencillo de hacer la inversa, pero otras operaciones como 
Collapse, eliminar duplicados, etc. Es mucho más complejo, ya que hay que recuperar líneas, 
eventos, etc. Que se han eliminado. Por lo tanto se tenía que diseñar las operaciones y su inversa 
para poder realizar el undo y el redo. 
 
Otra alternativa fue la de guardar el estado de la EDL como se hace en DEDL y guardar los 
comandos para aquellas operaciones que no repercuten dificultad a la hora de hacer la inversa, pero 
no se decantó por ésta posibilidad ya que resultaba costoso realizar la inversa de las operaciones, a 
demás que la funcionalidad undo y redo eran aspectos extra en el proyecto, no era el objetivo 
primario del proyecto, por lo tanto se decantó, no por la más fácil solución, pero si conveniente para 
seguir con el diseño propuesto.
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5.4. Expresiones regulares [59] [60] 
5.4.1. Introducción 
Para el uso de patrones y expresiones regulares en el lenguaje de programación escogido (Java), 
podemos utilizar el paquete java.util.regex, que nos proporciona una serie de clases para poder hacer 
un uso potencial de expresiones en Java. A continuación se detalla que es una expresión regular y 
para que nos puede servir. 
Una expresión regular la podríamos definir como un patrón que describe a una cadena de caracteres. 
Seguramente alguna vez hemos utilizado la expresión *.txt para buscar todos los documentos en 
algún lugar de nuestro disco duro, pues bien, *.txt es un ejemplo de una expresión regular que 
representa a todos los archivos con extensión txt, el asterisco significa cualquier secuencia de 
caracteres (teniendo en cuenta que no se pueden usar “¿,?”, etc. para el nombre de ficheros. 
Las expresiones regulares se rigen por una serie de normas y hay una construcción para cualquier 
patrón de caracteres. Una expresión regular sólo puede contener (aparte de letras y números) los 
siguientes caracteres:  
 
<    \$, ^, ., *, +, ?, [, ], \.    > 
 
Una expresión regular, nos sirve para buscar patrones en una cadena de texto, por ejemplo encontrar 
cuantas veces se repite una palabra en un texto, para comprobar que una cadena tiene una 
determinada estructura, por ejemplo que el nombre de archivo que nos proponen tiene una 
determinada extensión, o comprobar que un email esta bien escrito, etc. Para cada uno de estos 
casos existe una expresión regular que los representa:  
• Por medio de la expresión regular "camión" podemos encontrar cuantas veces se repite 
camión en un texto. Es la construcción más sencilla. 
• Esta expresión "^www\\.*\\.es" comprueba que una cadena sea una dirección Web que 
empiece por WWW y sea de un servidor español. 
• Y ésta, para ver la potencia de las expresiones regulares, comprueba la buena formación de 
los correos electrónicos: "[^A-Za-z0-9\\.\\@_\\-~#]+".  
5.4.2. Uso 
El paquete java.util.regex esta formado por dos clases, la clase Matcher y la clase Pattern y por una 
excepción, PatternSyntaxException.  
La clase Pattern que en castellano significa patrón, es la representación compilada de una expresión 
regular (según la documentación del jdk1.4 [52]), o lo que es lo mismo, representa a la expresión 
regular, que en el paquete java.util.regex necesita estar compilada. La clase Matcher que en 
castellano se podría definir como encajador, es un tipo de objeto que se crea a partir de un patrón 
mediante la invocación del método Pattern.matcher. Éste objeto es el que nos permite realizar 
operaciones sobre la secuencia de caracteres que queremos validar o la en la secuencia de caracteres 
en la que queremos buscar. Por lo tanto tenemos patrones que deben ser compilados, a partir de 
estos creamos objetos Matcher (encajadores) para poder realizar las operaciones sobre la cadena en 
cuestión.  
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Seguimos con la clase Pattern, para crear un patrón necesitamos compilar una expresión regular, esto 
lo conseguimos con el método compile:  
Pattern patron = Pattern.compile ("camion");  
El método Pattern devuelve la expresión regular que hemos compilado, el método Matcher crea un 
objeto Matcher a partir del patrón, el método split divide una cadena dada en partes que cumplan el 
patrón compilado y por último el método matches compila una expresión regular y comprueba una 
cadena de caracteres contra ella.  
Ahora la clase Matcher. Ésta clase se utiliza para comprobar cadenas contra el patrón indicado. Un 
objeto Matcher se genera a partir de un objeto Pattern por medio del método Matcher:  
Pattern patron = Pattern.compile ("camion"); 
Matcher encaja = patron.matcher (); 
Una vez que tenemos el objeto creado, podemos realizar tres tipos de operaciones sobre una cadena 
de caracteres. Una es a través del método matches que intenta encajar toda la secuencia en el patrón 
(para el patrón "camion" la cadena "camion" encajaría, la cadena "mi camion es verde" no 
encajaría). Otra es a través del método lookingAt, intenta encajar el patrón en la cadena (para el 
patrón "camion" tanto la cadena "camion" como la cadena "mi camion es verde" encajaría). Otra es 
la proporcionada por el método find que va buscando subcadenas dentro de la cadena de caracteres 
que cumplan el patrón compilado (una vez encontrada una ocurrencia, se puede inspeccionar por 
medio de los métodos start que marca el primer carácter de la ocurrencia en la secuencia y el 
método end que marca el ultimo carácter de la ocurrencia). Todos estos métodos devuelven un 
bolean que indica si la operación ha tenido éxito.  
Todo lo anterior esta orientado a la búsqueda de patrones en cadenas de caracteres, pero puede que 
queramos llegar mas allá, que lo que queramos sea reemplazar una cadena de caracteres que se 
corresponda con un patrón por otra cadena. Por ejemplo un método que consigue esto es replaceAll 
que reemplaza toda ocurrencia del patrón en la cadena por la cadena que se le suministra.  
5.4.3. Ejemplos 
El siguiente es un ejemplo (Fig. 37) del uso del método replaceAll sobre una cadena. El ejemplo 
sustituye todas las apariciones que concuerden con el patrón "a*b" por la cadena "-".  
 
Fig. 37. Ejemplo del uso de patrones con resultado Daniel-CarmonaRomero- 
 
Lo que nos saldría por pantalla sería lo siguiente: Daniel-CarmonaRomero- 
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El siguiente ejemplo (Fig. 38) trata de validar una cadena que supuestamente contiene un email, lo 
hace con cuatro comprobaciones, con un patrón cada una, la primera que no contenga como primer 
carácter una @ o un punto, la segunda que no comience por WWW. , que contenga una y solo una 
@ y la cuarta que no contenga caracteres ilegales:  
 
Fig. 38. Ejemplo del uso de patrones con comprobación de páginas Web y correos electrónicos 
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Una vez descrito que son las expresiones regulares, se decantó por ésta posibilidad para la lectura de 
EDL’s, si seguía el formato y sintaxis correctos, cabe destacar que hay diferentes opciones de leer y 
validad una línea de caracteres, pero puede resultar más o menos eficiente, en ésta ocasión se ha 
decantado por la opción más eficiente y más compleja pero a la vez mucho más cómoda una vez se 
conoce el potencial de las expresiones regulares y patrones, porque si no nos decantamos por la 
opción de expresiones regulares tendríamos que comprobar carácter a carácter la validez de las 
líneas que se van leyendo de la EDL, controlando cada una de las posibles posibilidades que hay, 
por lo tanto tendríamos muchas líneas de código, con lo cual, una aplicación más pesada, en contra 
con las expresiones regulares ahorramos líneas de código, ya que con una línea podemos ahorrarnos 
cientos de líneas.  
 
En la aplicación DEDL se le ha introducido una funcionalidad que nos guarda la EDL cada vez que 
realizamos una operación dentro del directorio, con esto conseguimos que nunca perdamos la EDL 
con la que estamos trabajando por un corte de luz, reinicio o apagado del ordenador inesperado, etc. 
A la vez que conseguimos que las operaciones sean un poco más costos ya que por cada operación 
guardamos la EDL que tenemos activa, solo la que tenemos activa, no las que tenemos abiertas. 
 
Comentar que en las vista siempre se muestran los datos que tenemos en memoria, es decir, si 
realizamos alguna modificación ya sea global de la EDL, una determinada línea, etc. Siempre se 
modifica el objeto en si. Por lo tanto tenemos siempre consistencia entre los datos que se visualizan 
y los que tenemos en memoria. 
6. Juego de pruebas 
En éste capitulo se detallan las pruebas por las que ha pasado la aplicación y han sido satisfactorias, 
cabe decir que el juego de pruebas pertenece a la etapa de implementación, concretamente al final 
de dicha etapa y del ciclo de vida del proyecto, por lo tanto, se ha creído conveniente documentar 
las pruebas por la cual ha pasado la aplicación, y por lo tanto, y como es lógico y evidente, se han 
corregido aquellas en las que inicialmente no se obtenían los resultados esperados, o simplemente la 
aplicación no las realizaba. 
 
Empezaremos por las pruebas básicas, es decir, aquellas pruebas que debe cumplir cualquier 
aplicación, abrir, cerrar EDL’s, guardar cambios, etc. Es decir aquellas pruebas que de momento no 
están relacionadas con las operaciones sobre EDL’s 
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6.1. Pruebas básicas 
6.1.1. Abrir Una EDL vacía 
En ésta prueba lo que se realiza es abrir un fichero con extensión .edl o .EDL vacío. El resultado es 
el siguiente (Fig.39): 
 
 
Fig. 39. Mensaje que nos muestra la aplicación cuando la EDL está vacía 
Nos muestra un mensaje de emergencia indicándonos que la EDL especificada está vacía. 
Por lo tanto prueba pasada satisfactoriamente. 
 
6.1.2. Abrir una EDL que no es una EDL 
En esta prueba puede ser que el fichero tenga extensión .EDL, .DEDL o bien no sea extensión .EDL 
o .DEDL y se arrastra a la aplicación. El resultado es el siguiente: 
 
Si abrimos un fichero en que no tiene extensión .EDL el resultado es el siguiente (Fig.40): 
 
Fig. 40. Mensaje que nos muestra la aplicación cuando la EDL no es correcta 
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Si abrimos una EDL, es decir fichero con extensión .edl o .EDL, pero no tiene la sintaxis correcta el 
resultado es el siguiente (Fig.41): 
 
 
 
Fig. 41. Mensaje que nos muestra la aplicación cuando la EDL no tiene el formato correcto 
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6.1.3. Arrastrar múltiples EDL’s  
En ésta prueba se arrastran EDL’s con el formato correcto, el resultado es el siguiente: 
 
Fig. 42. Lo que se muestra en la aplicación cuando abrimos más de una EDL en modo múltiple 
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6.1.4. Arrastrar múltiples EDL’s y ficheros que no son EDL’s 
En ésta prueba se arrastran EDL’s y ficheros que no son EDL’s o que tienen un formato que no 
corresponden con las EDL’s. 
 
Fig. 43. Mensaje que nos muestra la aplicación cuando la EDL no es correcta al arrastrar EDL’s 
 
A medida que encuentra ficheros que no corresponden con EDL’s o, que no tienen el formato 
correcto, nos muestra mensajes de error, pero continua con la lectura de los demás ficheros y nos va 
mostrando el contenido de las EDL’s que hemos arrastrado. 
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6.1.5. Cerrar una EDL en modo múltiple 
En ésta prueba se selecciona una EDL que tenemos en la lista de EDL’s abierta en modo múltiple y la cerramos. 
 
Fig. 44. Lo que se pude visualizar en la aplicación DEDL al cerrar una EDL en modo múltiple 
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Tal como se puede ver en la imagen anterior (Fig. 44), se selecciona una EDL de la lista de EDL’s que tenemos abierta, al seleccionarla, se muestra la 
EDL, seguidamente pulsamos el botón Close, para que la prueba se realizara de forma satisfactoria, la EDL se debería de eliminar de la lista de EDL’s 
abiertas, el resultado es el siguiente (Fig.45): 
 
Fig. 45. Al cerrarse la EDL en modo múltiple se vacía el contenido de la EDL 
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6.2. Cierre de la aplicación con una EDL abierta sin guardar cambios 
Si cerramos una EDL o cerramos la aplicación con una EDL abierta y sin guardar los cambios que 
se le hayan echo a la EDL, debería de mostrarnos un mensaje indicándonos que la EDL abierta está 
con cambios y no se han guardado y nos debería de dar la posibilidad de guardar la EDL o no, el 
resultado es el siguiente: 
 
 
Fig. 46. Mensaje que nos muestra la aplicación cuando la EDL no ha sido guardada y se pretende cerrar la aplicación 
 
Si pulsamos el botón “YES”, nos debería de guardar la EDL con los cambos efectuados, si abrimos 
la EDL efectivamente nos ha guardado los cambios: 
 
 
 
Si pulsamos el botón “NO”, podemos comprobar como no nos guarda los cambios en la EDL, y si 
pulsamos el botón “CANCEL”, seguimos con la aplicación DEDL abierta..Por lo tanto la prueba 
ha salida satisfactoria. 
 
6.3. Imprimir una EDL 
 
En ésta prueba lo que se realiza es imprimir la EDL que se está visualizando en pantalla. 
Podemos comprobar como la EDL que se está visualizando en pantalla se imprime, por lo tanto la 
prueba ha salida satisfactoria. 
Si pulsamos el botón cancelar antes de imprimir podemos comprobar como efectivamente no nos 
imprime la EDL y la aplicación sigue con su ejecución normal. 
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6.4. Comprobación de las operaciones sobre la EDL 
En ésta prueba se ha comprobado que las operaciones que se realizan sobre la EDL, no se van a 
mostrar los resultados porque hay muchas operaciones. En éste punto se especifica que se han 
completado todas las pruebas para comprobar que efectivamente las operaciones y que se han 
realizado las comprobaciones pertinentes para la finalización del proyecto y que sea consistente el 
funcionamiento de la aplicación. 
 
En éste apartado de comprobación de operaciones sobre la EDL que tenemos abierta se han 
realizado inicialmente siguiendo un determinado orden, por ejemplo se realizaba una operación y se 
realizaba el check, luego, una vez realizada todas las operaciones y el check, se ha seguido un orden 
aleatorio, y no se realizaba check de la EDL después de cada operación, para comprobar el 
resultado, y efectivamente el resultado ha sido, y tenía que ser el mismo, por lo tanto el resultado de 
la prueba ha sido satisfactorio. Cabe remarcar lo siguiente, hay operaciones que no son 
conmutativas, por lo tanto cuando se refiere a que el resultado es el mismo, se está refiriendo a que 
con las operaciones que son conmutativas, por ejemplo cambiar el tape cambiar el campo de alguna 
EDL, etc. 
 
Las operaciones que no son conmutativas en una EDL son por ejemplo: cambiar un TC y realizar un 
eliminado de duplicados, cambiar el tape name y realizar un cambio de duplicados, cambiar un TC y 
realizar un check, etc. 
 
6.5. Cierre inesperado de la aplicación 
En ésta prueba lo que se realiza es cerrar la aplicación desde el administrador de tareas de Windows, 
desde terminal en Macintosh y Linux, como si hubiera un error inesperado, por ejemplo un corte de 
luz, se apaga el ordenador, etc. 
 
Lo conveniente sería que recuperase el estado en que quedó la EDL antes del cierre inesperado ,o 
por lo menos recuperar un estado en que estuvo la EDL después de haber realizado alguna 
operación sobre la EDL. 
 
 
Comprobamos que si abrimos la aplicación después de un cierre inesperado nos sale el siguiente 
mensaje informativo (Fig.47): 
 
 
Fig. 47. Mensaje que nos muestra la aplicación cuando se recupera una EDL que no ha sido guardada 
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Una vez pulsamos el botón OK, nos muestra el estado en que estaba la EDL justo antes de cerrarse la aplicación de forma inesperada. 
 
 
Fig. 48. Se visualiza la EDL que se recupera en la aplicación DEDL 
 
Tal como podemos ver en la imagen, el nombre que tiene en la EDL es current.recov, nos está diciendo que es una EDL que ha sido recuperada y no 
estaba guardada en disco, es simplemente para informar al usuario, que al ver el nombre de la EDL, sepa que está trabajando con una copia de 
recuperación, si cerramos la aplicación, o cerramos la EDL nos dirá si queremos guardar los cambios en disco pidiéndonos un nombre para la EDL. 
Cabe remarcar que nos guarda la EDL con sus comentarios, aunque no se estén visualizando, ya que recordamos que si no se visualizan los comentarios 
en una EDL éstos no se guardan si guardamos la EDL en disco. 
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6.6. Abrir EDL con más de 999 eventos 
En ésta prueba se va a abrir una EDL con más de 999 eventos, tal como se explicó en el capítulo 
1.1. La EDL, solo puede tener un máximo de 999 eventos, veamos como reacciona la aplicación 
con una EDL que no cumple el requisito del total de 999 eventos: 
 
 
Fig. 49. Al encontrar eventos incorrectos nos índica si queremos continuar leyendo la EDL o no 
Nos sale un mensaje de emergencia, que nos dice que el número del ID del evento no es correcto, ya 
que solo puede tener tres dígitos, si tenemos una EDL con más de 999 eventos, seguramente el ID 
tenga cuatro dígitos. 
 
Si pulsamos el botón YES nos muestra la EDL siguiente: 
 
Fig. 50. Se visualiza la EDL con 999 eventos 
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Tal como se puede ver nos carga la EDL hasta los 999 eventos Obviando los restante. 
A continuación pulsamos el botón AddEvent, para ver el comportamiento de la aplicación 
 
 
Fig. 51. Información que nos índica que no es posible añadir un nuevo evento 
 
Vemos (Fig. 51) como efectivamente no nos permite rebasar el máximo de número de eventos. Si 
eliminamos el evento 980 y seguidamente añadimos un nuevo evento ¿Qué sucede? 
 
 
Fig. 51. EDL con un nuevo evento 
 
Vemos (Fig. 52) como efectivamente nos permite añadir el evento 
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7. Análisis de coste real 
7.1. Análisis temporal 
Para la realización de han empleado finalmente 120 días aproximadamente, ya que algunos 
Domingos se han utilizado para la realización del proyecto, pero en las festividades como ahora 
Navidad, puente de la constitución, etc. No se han dedicado para la realización del proyecto, a una 
media de cinco horas diarias tenemos un total de 650 horas aproximadamente, Cabe  remarcar que 
para la realización del proyecto se ha escrito TODO lo que se realizaba en una libreta, es como si 
fuese una segunda memoria en la que se describe los pasos, logros, etc., diarios, así como las 
reuniones que se han realizado durante la realización del proyecto. De estas horas se puede hacer 
una división por tareas realizadas: 
 Estudio del sector de vídeos, EDL, etc. Ésta tarea consiste en poder obtener una base de 
conocimientos sólidos y suficiente como para realizar el proyecto de forma satisfactoria, y 
adentrarme en el mundo del vídeo. Cabe remarcar que, tal como se comentará en el capitulo 
Conclusiones, ha resultado muy difícil ya que no hay disponible mucha información sobre 
EDL’s, etc. En ésta tarea se ha destinado muchas horas, ya que si no se dispone de los 
conocimientos necesarios es difícil comprender que es lo que realmente necesita realizar la 
aplicación. 
 Análisis de requerimientos y especificación. En ésta tarea se han realizado reuniones para 
poder comprender al usuario final de la aplicación y comprender y entender aún más el 
entorno en el que se utilizará la aplicación. Estas reuniones han tenido lugar con mi tutor del 
proyecto Jordi Fornés, Manuel Artola, Director de post producción de la empresa Infinia y el 
proyectista. 
 Diseño. Para ésta etapa se requirió la ayuda del profesor que imparte clase en EPSEVG, en el 
departamento de “Llenguatges i sitemes informàtics” (LSI), Josep M, Merenciano 
Saladrigues. Al cual le estoy muy agradecido por la ayuda prestada. A demás se requirió, 
como es lógico, la lectura de libros, páginas Web, etc. De todo lo comentado y los 
conocimientos adquiridos durante la carrera se elabora la mejor metodología para conseguir 
la mejor solución del problema. 
 Implementación. En ésta etapa también se solicitó ayuda al profesor que imparte clase en 
EPSEVG, en el departamento de “Llenguatges i sistemes informàtics” (LSI) Jordi Esteve 
Cusinè, para llegar a la conclusión de la estructura de guardar los eventos de la EDL. Ésta 
etapa también consiste en la instalación y configuración del entorno de trabajo así como la 
de la realización de la aplicación, tal como se pude ver en el diagrama de Gantt siguiente, es 
la parte que más ocupa del proyecto, obviando la redacción de la memoria. A parte de la 
complejidad innata del proceso de implementación y continuas reuniones para ver el 
comportamiento de la aplicación, que muchas veces de una semana a otra daba la sensación 
de ir retrocediendo en el proyecto en vez de ir avanzando. 
 Pruebas. Para comprobar el correcto funcionamiento y posibles mejoras se realizan un 
conjunto de pruebas, documentado en el capítulo Juego de pruebas, de éstas pruebas surgen 
nuevas funcionalidades, cambios en la forma de realizar tareas, así como fallas en el sistema, 
a demás cobra mucha importancia, ya que se deben realizar pruebas exhaustivas para así 
asegurar el buen funcionamiento y la mejor aplicación posible. 
 Documentación. Ésta tarea es la que ha ocupado el mayor número de horas del proyecto, 
para la redacción de la memoria se han mirado manuales, se ha seguido la libreta comentada 
anteriormente, etc. Para seguir con los estándares que requiere la UPC en cuanto a redacción 
de memorias se refiere, requiere un gran número de horas por la complejidad de que tiene la 
redacción de una memoria.
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En la siguiente imagen (Fig. 52) se muestra el diagrama de Gantt que se siguió finalmente 
Tarea Persona 
1. Estudio del sector de vídeos, EDL, etc. Analista de proyectos 
2. Análisis de requisitos y especificación Analista de proyectos 
3. Diseño de requerimientos  Diseñador de proyectos 
4. Instalación y configuración del lugar de trabajo Programador informático 
5. Implementación de la aplicación Programador informático 
6. Redacción de los manuales de la aplicación Programador informático 
7. Testeo de la aplicación Analista de proyectos y programador informático 
8. Redacción de la memoria Analista de proyectos, diseñador de proyectos, programador informático 
9 Realización del resumen y preparación de la presentación ante el tribunal Analista de proyectos, diseñador de proyectos, programador informático 
 
Fig. 51. Diagrama de Gantt que se siguió finalmente para realizar el proyecto final de carrera 
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Cabe explicar que en un principio se tenia una idea sobre como iba a desarrollarse el proyecto, especificando minuciosamente el tiempo para cada tarea, 
pero normalmente la teoría no se cumple y en éste diagrama vemos el diagrama de Gantt que finalmente se siguió,  
 
Seguidamente vamos a mostrar gráficamente (Fig. 52 y Fig. 53) en porcentaje de tiempo lo que se dedica a cada tarea en ambos diagramas de Gantt 
 
              
Fig. 52. Gráfico que nos muestra el porcentaje del   Fig. 53. Gráfico que nos muestra el porcentaje del tiempo final por tarea 
 tiempo previsto por tarea 
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7.2. Coste real 
Tal como se ha especificado en el punto anterior, el número total de días y horas para la realización 
del proyecto se ha visto modificado por el planteamiento inicial, por lo tanto vamos a ver en temas 
económicos cuál ha sido esa variación. 
 
Los precios que se especificaron en el capítulo 2.4.2. Coste del proyecto son los mismos, ya que no 
han sufrido variedad en el tiempo en que se ha tardado para la realización del proyecto. 
 
Por lo tanto el coste económico es el siguiente: 
 
Analista de proyectos: 46 días x 5,5 horas diarias = 253 horas * 27 €/Hora = 6831€ 
Diseñador de proyectos: 15 días *  5,5 horas diarias = 82.5 horas * 22 €/Hora = 1815 € 
Programador informático:  
45 días (30 implementación + 15 testeo) * 5,5 horas diarias = 247,5 horas * 18 €/Hora = 4455 € 
Por lo tanto la inversión que tenemos que hacer es de 13101€ 
 
 
Fig. 54. Gráfico que nos muestra la diferencia de inversión en € entre el previsto y el real 
Podemos ver (Fig. 54) que es un 15,77% menos de la inversión inicial 
7.2.1. Coste referente a la redacción de la memoria del proyecto 
 
Tal como estaba previsto, el coste es el mismo, por lo tanto, es éste aspecto no ha habido diferencia 
entre lo previsto y el real. 
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8. Conclusiones 
En éste capitulo se detallan las conclusiones a las que se ha llegado con la realización del proyecto, 
tanto a nivel personal como a nivel técnica, a demás se hace una mirada futura sobre la aplicación 
DEDL, es decir, una vez expuesto el proyecto, ¿Qué pasa con DEDL?  
 
8.1. Conclusiones personales 
Durante la elaboración del PFC, se han llegado a las siguientes conclusiones que se destacan a 
continuación: 
 
• Tal como se comentó en el capitulo anterior cuando se detallaban las tareas que se han 
realizado en el PFC, ha resultado sumamente difícil encontrar información sobre EDL’s, ya 
que éste sector no es muy llamativo, por lo tanto, éste echo ha repercutido de tal manera que 
la dificultad ha aumentado a la hora de la realización del PFC. 
• En la teoría, normalmente se estudia y se enseña que únicamente hay que estar en contacto 
con el cliente en la etapa de análisis de requerimientos, durante la realización del PFC he 
tenido la ventaja, una vez he visto como se ha desarrollado, que es sumamente conveniente, 
y en la medida de lo posible, estar en contacto continuamente con el cliente, ya que más vale 
una corrección a la semana que tener que realizar modificaciones que afectan incluso al 
diseño, a la finalización del PFC. 
• El cliente con el que se ha trabajado tiene unos conocimientos sumamente avanzados sobre 
EDL’s, funcionamiento de aplicaciones similares, etc. Pero por el contrario, tiene unos 
conocimientos bastante reducidos sobre la informática. Éste hecho ha requerido 
explicaciones detalladas sobre el ámbito del programador, para poder entender y sacar el 
máximo provecho de la aplicación. 
• Antes de empezar a programar e incluso el análisis de requerimientos, mi tutor del PFC me 
recomendó hacer un primer esbozo de las pantallas y comportamiento de las mismas, 
simplemente lo que es el entorno gráfico de la aplicación. A demás de ir enseñando como se 
iba desarrollando la aplicación y el comportamiento de la misma, para corregir aspectos 
obviados por el cliente y, por lo tanto, no tenidos en cuenta para la realización. Cabe 
remarcar que éste aspecto ya se había trabajado durante la realización de la carrera, y por lo 
tanto era consciente de que podría suceder éste echo, pero aún así y realizando preguntas que 
quedaban ambiguas es inevitable que suceda. 
• Se ha llegado a la conclusión de que es sumamente importante adentrarse en el entorno en 
que se utilizará la aplicación y, por lo tanto, ponerse en el lugar del cliente y ver que es lo 
que se espera de la aplicación. Así se puede realizar un análisis y diseño de tal manera que 
sean correctos y rápidos de desarrollar. 
 
 
  117 
8.2. Conclusiones técnicas 
En éste campo se ha de destacar lo siguiente: 
 
• El potencial que tiene el lenguaje de programación utilizado para la realización de la 
aplicación, es difícil saber y entender a demás las características que tiene, pero una vez 
entendidas es muy fácil poder utilizar el potencial que tiene. Para la realización de la 
implementación se siguió las reglas que se utilizan para la programación en Java, como por 
ejemplo, la primera letra de los métodos ha de ser minúscula, utilizar lo que se conoce como 
Javadoc, etc. 
• La mejor forma de trabajar es la de trabajar por capas, como más desacoplado estén las 
clases, controladores, etc. La aplicación será mucho más robusta. 
• Al utilizar el lenguaje Java no es necesario tener que volver a compilar el código si se 
destina a un sistema operativo como Windows o Unix, si se hubiera elegido C++, por 
ejemplo, se debería de haber compilado el código para cada sistema operativo que se 
destine. 
• Tal como se detalló en el capitulo 2.4. Coste estimado del proyecto, en el coste referente al 
software utilizado, el software libre aunque parezca que no tiene el potencial como para 
desarrollar un proyecto complejo, ha resultado todo lo contrario, se pueden encontrar las 
herramientas necesarias, tanto en software de pago como software libre. 
• Es sumamente importante, desde mi experiencia con el PFC, tener un controlador de 
versiones, para así tener una memoria de las versiones por las que se van pasando, realizar 
comprobaciones de funcionamiento, etc. Para así detectar errores al añadir nuevas 
funcionalidades y avanzar más rápidamente en el PFC. 
• También se ha llegado a la conclusión de que es sumamente importante documentar todo 
aquello que se realiza y a las decisiones a las que se llega, ya que si en un futuro no muy 
lejano se añaden nuevas funcionalidades, si no está documentado el porque se hace de esa 
manera y no de otra, seguramente se pierda tiempo para intentar comprender el código y la 
decisión que se tomó en su día tanto a nivel de implementación como de diseño. 
 
8.3. Vida de DEDL 
Lejos de quedar en el “cajón”, la vida de DEDL promete a corto y largo plazo, ya que desde Infinia, 
se demanda que DEDL tenga compatibilidad con archivos .xml, cambiar el comportamiento de las 
memorias (macros), a demás de añadir nuevas funcionalidades, por lo tanto el resultado, por lo que 
se refiere a la empresa Infinia, les ha convencido, hasta el punto de plantearse la comercialización 
de DEDL. 
 
8.3.1. Situación actual 
Actualmente se trabaja en Infinia con DEDL, está en una fase post Beta, es decir, aún no es una 
versión comercial, pero ya ha pasado una fase Beta bastante exigente, por lo tanto, a día de hoy se 
sigue trabajando con DEDL buscando y corrigiendo errores. 
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8.4. Ambientalización 
A simple vista puede resultar difícil encontrar aspectos que puedan aportar para el beneficio del 
medio ambiente éste proyecto. Tímidamente se pueden comentar los siguientes aspectos: 
• Las mejoras que aporta para el tratamiento de EDL’s, puede repercutir en una disminución 
en el consumo del papel en una empresa, ya que se puede pasar una EDL a diferentes lugares 
de trabajo en formato digital. 
• La aplicación no requiere de equipos de un gran exceso de hardware, por lo tanto, los 
equipos no consumen mucha energía, lo que repercute que no se consuma mucha energía. 
 
8.5. Accesibilidad 
 
Inicialmente la interfaz gráfica no me pareció muy cómoda, ya que los colores eran muy oscuros y 
dificultaban ver correctamente, pero una vez me adentré en el entorno del cliente pude comprender 
los colores ya que se trabaja con luces a muy baja intensidad, prácticamente sin luz. 
 
Y es por ese motivo por los que se trabaja con escala de grises en la aplicación, porque se trabajan 
en entornos oscuros, para no perjudicar y esforzar la vista.
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Apéndice I: Guías de estilo 
Para la realización del proyecto y la redacción de la memoria se han consultado y seguido un 
conjunto de guías y documentos que se mostraran a continuación, que por su naturaleza no se han 
expuesto en la bibliografía. 
 
 Para crear la documentación del PFC: 
Cabe remarcar que mi tutor también me ha guiado a la hora de redactar la memoria. 
 CASAS,B., Com documentar un PFC. 
Disponible en: http://www.lsi.upc.edu/~bcasas/docencia/pfc/manual_PFC.pdf 
 La norma académica que rige la EPSEVG. Concretamente el apartado donde se explica 
cómo se debe ser un PFC 
Disponible en: http://www.epsevg.upc.edu/normatives/docs/Normativa-academica-         
 delsestudis-de-1r-i-2n-cicle-de-EPSEVG.pdf 
 
 A la hora de programar se han tenido en cuenta los siguientes consejos: 
 El interfaz de programación de aplicaciones (API por sus siglas en inglés) de Java, 
Disponible en: http://java.sun.com/j2se/1.5.0/docs/api/ 
 La nomenclatura que se debe seguir a la hora de programar en Java, el convenio que se 
sigue: Disponible en: http://www.codexion.com/tutorialesjava/java/index.html 
 Se ha seguido un manual de una aplicación llamada Flint*, para contrastar los resultados 
que se obtenían de la aplicación DEDL. El libro en formato digital está disponible en: 
http://www.discreet.com 
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Apéndice II: Programas utilizados 
Tal como se detalló en el capítulo de costes referentes al software utilizado, se han utilizado los que 
se citaron, en éste apéndice se describe de forma rápida para que se ha utilizado y la finalidad. 
 
Sistemas Operativos: 
 Macintosh 10.5 Leopard (Mac OS X): Sistema operativo de pago de la 
compañía Apple, versión 32 bits. Más información: http://www.apple.com/ 
 Macintosh 10.6 Snow Leopard(Mac OS X): Última versión del sistema 
operativo de Apple, versión 64 bits. Más información: 
http://www.apple.com/es/macosx/ 
 Ubuntu 8.0.4 32 bits. Versión del sistema Linux con escritorio Gnome, versión 
32 bits. Más información: http://www.ubuntu.com/ 
 Micosroft Windows XP: Sistema operativo de pago. Versión 32 bits Service 
pack 3. Más información: http://www.microsoft.com/WINDOWS/ 
Codificación e implementación: 
 Bloc de notas: Bloc de notas para leer y modificar manualmente EDL’s, 
Disponible en Microsoft Windows XP. 
 Text Edit: Bloc de notas para leer y modificar manualmente EDL’s, a demás 
incluye potentes herramientas para codificar diferentes lenguajes de 
programación. Disponible en Mac OS X 
 Kate: Programa de edición de texto. Como Text Edit, incluye potentes 
herramientas para codificar diferentes lenguajes de programación. Disponible en: 
http://kate-editor.org/ 
 NetBeans: Potente IDE que nos ayuda en la implementación de aplicaciones con 
el lenguaje Java, entre muchos otros. Disponible en:http://www.netbeans.org/ 
 TortoiseSVN: Controlador de versiones que es muy útil para tener un histórico 
de versiones de nuestra aplicación. Disponible en: http://tortoisesvn.tigris.org/ 
 Creación de diagramas: 
 Dia: Programa que nos permite la creación de multitud de diagramas, con ésta 
aplicación se han realizado todos los diagramas en UML. Disponible en: 
http://live.genome.org/Dia 
 Microsoft Visio: Programa que nos permite la creación de multitud de 
diagramas, con ésta aplicación se han realizado los diagramas de gantt. 
Disponible en: 
http://emea.microsoftstore.com/es/Microsoft/Office?WT.mc_id=OfficeOnline_E
SES_Buy07_Ed 
Ofimática: 
 OpenOffice.org Writer: Editor de texto, se incluye en la suite de 
OpenOffice.org. Disponible en: http://www.openoffice.org/product/writer.html 
 Keynote: Aplicación para crear presentaciones,  se incluye en el sistema 
operativo Mac OS X se puede adquirir en un paquete llamado iWork09. 
Disponible en: http://store.apple.com/es/product/MB942E/A/iWork-
09?mco=MTQzMjAzODA 
