Data analysis tools have become essential to the study of biology. Here, we applied language workbench technology (LWT) to create data analysis languages tailored for biologists with a diverse range of experience: from beginners with no programming experience to expert bioinformaticians and statisticians.
We present the capabilities of the MetaR platform organized by the level of experience of a user. Beginners mostly benefit from the ability to blend graphical interfaces with scripting, and from high-level languages developed by experts on the platform. Intermediate users, who have basic programming skills, are able to customize the languages in simple ways, such as by creating intentions to help with repetitive steps of analyses. Intentions are context-dependent actions that can be added to a language at runtime (see Simi and Campagne [2014] for illustrations). Experts are users with strong programming skills who have become familiar with LWT. They can create micro-languages to extend Composable R, or design entirely new data analysis languages to help beginners with analysis for new domains. Users at all levels benefit from LWT platform features, including seamless integration of the languages with version control (see Benson and Campagne [2015] for a discussion of the integration with version control). can be annotated with one or more Column Groups.
184
Users can define arbitrary Column Groups in a different node called "Column Groups and Usages" 185 (shown on the right of Figure 2 ). If two columns are related, user can define a Group Usage to explicitly 186 document the relation. For instance, in Figure 2 , the usage LPS Treatment is defined to indicate that 187 the Column Groups LPS=no and LPS=yes are two kinds of LPS treatments.
188
Tables and their annotations help users formalize information about data in a table. We find that 189 asking the user to provide such information early on is beneficial because the structure of annotations can 190 be leveraged in other parts of the language to provide intelligent auto-completion, customized for each 
The Analysis node is composed of a list of statements. This analysis works with the table of data presented in Figure 2 , removes the row of data where the value Total appears in the gene column, performs statistical modeling with Limma Voom to identify genes differentially expressed between LPS treated and control samples, constructs a heatmap and displays the plot as a preview. Finally, the analysis converts the plot to PDF format and writes the joined table (statistics and counts) in the results.tsv file.
Auto-completion help is available for the various types of references supported by the MetaR language.
227
Examples of these can be seen on Figure 3 for tables (whose names are in green), plots (whose names are 228 in blue), styles (names shown with a green background and white foreground, such as HeatmapStyle), or 229 Column Group names (shown with a blue grey background and black foreground). Pressing control-B
230
(or command-B on Mac) with the cursor on these nodes navigates to the destination of the reference (a 231 menu is also available to help novice users discover this navigation mechanism). References may point to 232 children nodes defined inside an analysis (e.g., plots), or nodes defined outside the analysis (e.g., tables 233 and column groups).
234
Importantly, the MetaR user interface can also display buttons and images directly as part of the and many readers may be therefore unfamiliar with this technique. We will use an example to explain the 247 advantage of this technique for data analysis.
248
Consider the table of results produced by the analysis shown in Figure 3 . Users are likely to need 249 to annotate the subset of genes found differentially expressed with gene names and gene descriptions.
250
Information such as this is available in the Biomart system Haider et al. [2009] .
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To illustrate language composition, we created a new kind of MetaR statement called query 252 biomart, which we defined in a micro-language. A micro-language is a language which provides 253 only a few concepts meant to extend a host language. In this case, the MetaR language is the host 254 language and query biomart is a concept contributed by the the micro-language. The purpose of this 255 concept is to connect to Biomart and retrieve data. In the R language, this functionality is provided as a Figure 4 . Example of Micro-language Composition. The query biomart stament is defined in a micro-language called org.campagnelab.metar.biomart, which extends the host language org.campagnelab.metar.tables. The biomart language provides one statement that offers an interactive user interface to help users retrieve data from biomart. This language reuses expressions and tables from the host language. Micro-languages can be enabled or disabled dynamically by the end-user at the level of a model. This example retrieves Human ENSEMBL identifiers and gene descriptions using the HGNC gene symbols used as identifiers in the Results table (see Figure 3 for the analysis that produced Results).
Querying Biomart in R consists in calling one of the functions defined in the package with specific 258 parameters. The statement is very specialized, and for this reason would not typically be part of the core 259 statements of a text-based programming language. Leveraging language composition, we can offer a 260 dedicated statement that supports auto-completion in a remote Biomart instance. The statement acts as a 261 specialized user interface designed to help users retrieve data from Biomart (in very much the same way 262 that the web-based interface to Biomart helps users query this resource, but here completely integrated 263 with the MetaR host language). 264 Figure 4 illustrates how the query biomart statement can be used to obtain gene annotations. In or-265 der to use these statements, end-users of MetaR would declare using both the org.campagnelab.metar.tables 266 (the host language) and org.campagnelab.metar.biomart (the micro-language). In this specific case, the as.vector (data$ genes))) output <-getBM( attributes = attributes , mart = thisMart , filters = filtersVector , values = valuesList ) colnames (output) <-c(" HGNC_symbol_from_feature ", " Description_from_feature ", " Ensembl_Gene_ID_from_feature ") return( data.table (output, key = colnames (output))) } queryBiomart_1382062817028347636 ( ) -> resultFromBioMart write.table (resultFromBioMart , "/Users/fac2003/R_RESULTS/manuscript/table_resultFromBioMart_0.tsv ", row.names = FALSE, sep = "\t") cat("STATEMENT_EXECUTED/1382062817028347636/\n ") setkey(resultFromBioMart , "Ensembl_Gene_ID_ from_feature ") setkey(results.tsv , "genes") results.tsv <-rename(results.tsv , c(genes = "Ensembl_Gene_ID_from_feature ")) tableSuffixes = c(" ", " ") joiningColumns = c("Ensembl_Gene_ID_from_feature ") nextTableToMergeInto = resultFromBioMart nextTableToMergeFrom = results.tsv mergedresults.tsv <-merge(nextTableToMergeInto , nextTableToMergeFrom , by = joiningColumns , suffixes = tableSuffixes ) nextTableToMergeInto = mergedresults.tsv Annotated_Results <-mergedresults.tsv rm(mergedresults.tsv ) Annotated_Results <-Annotated_Results [ , "genes" := Annotated_Results $ "Ensembl_Gene_ID_from_feature " ] results.tsv <-rename(results.tsv , c(Ensembl_Gene_ID_from_feature = "genes")) write.table (Annotated_Results , "/Users/fac2003/R_RESULTS/manuscript/table_Annotated_Results_0.tsv ", row.names = FALSE, sep = "\t") cat("STATEMENT_EXECUTED/1382062817033011970/ ") Figure 5 . R language equivalent of the Analysis shown in Figure 4 . To produce this figure, the analysis shown in Figure 4 was generated to the R language and the text was pasted in a RScript node of the composable R language. Automatic parsing of the R code into composable R objects yields a composable R version of the biomart example. Notice that boiler plate code needed to import R packages is shown only for the biomaRt package. Subsequent package import statements have been folded {...} to save space in the Figure. Folding is directly supported by the MPS LW. Function calls are highlighted in green and are linked to the function declaration in the package stub (end-user can navigate to each function to review its list of arguments, for instance). While it is likely that expert R programmers could produce somewhat more compact R code than this automatically generated code, comparison with Figure 4 indicates that a micro-languages can offer a concise alternative to a series of function call. The figure also illustrates the breadth of support for the language implemented in Composable R.
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the host language. We demonstrate this capability by adapting the query biomart statement shown in 287 Figure 4 to the R language. Adaptation is simple because both MetaR and R generate to the same target 288 language (R). In this case, we create a sub-concept of Expr (this type represents any R expression), and 289 define a field of type Biomart (the concept that implements query biomart). This simple adapter is 290 sufficient to make it possible to use the query biomart user interface inside an R script and is defined 291 in the language org.campagnelab.metar.biomartToR. The result of composing the adapter language with 292 composable R is shown in Figure 6 . We also provide a short video to illustrate the interactive capabilities 293 of a micro-language combined with composable R (see https://youtu.be/ZwGj1RPOODQ).
294
This example illustrates that a composable R language makes it possible to mix regular R code with 295 new types of language constructs that can include user interfaces elements. This opens up new possibilities 296 to facilitate repetitive analyses in R, for instance for specific data science domains (e.g., the Biomart 297 example is useful for bioinformatic data analyses), but also for more general activities where simpler ways 298 to perform a task would be beneficial. An example of this would be a micro-language to facilitate the use 299 of packages to replace the boiler-plate package import code found at the beginning of most R scripts.
300
QueryBiomart InR.R if ( ! require("data. Figure 6 . Composing Query Biomart with the composable R language. We developed an adapter that makes it possible to use the MetaR query biomart statement directly inside a composable R Script. This figure shows how the query biomart Expression adapter appears when used inside an R script. Notice how the table and column adapters are used inside a regular hist() function call resultFromBioMart$percent identity from aflavus homologs. These adapters make it possible to refer to the table produced by the statement as an R expression and provide auto-completion for column names in the table (determined dynamically based on the query expressed in the query biomart statement). Green boxes indicate fields of a concept and are connected to the concept that has these fields by a line with a black diamond on the concept that owns the field. This shows that BinaryExpression is a concept that is an Expression and has three fields: left, operator and right. Dotted lines connect nodes to their concept. For instance, the <-and + nodes are instances of BinaryExpression.
Using R Expressions in the MetaR Language
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languages using the org.campagnelab.TextOutput plugin. An illustration of the steps required to develop 488 one language statement is available in Chapter 10 of the MetaR documentation booklet (see Campagne 489 and Simi [2015] ).
490 Table Viewer   491 We implemented a Table viewer as an MPS Tabbed Tool, using the MPS LW mechanisms for user   492 interface extension (see Campagne [2015] ). The table viewer provides the ability to inspect the data
