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Abstract:  
This work deals with remote access to measurement instruments over Internet and over 
LAN (Local Area Network). Basis of the work is to outline the programs that be used for the 
realization of remote access.  
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ÚVOD 
Cílem této práce bude návrh programového řešení pro ovládání multimetru  
(typ 34410A) firmy Agilent, které bude komunikovat s uživatelem přes internet. Záměrně 
jsme vybrali tento způsob realizace měření, jelikož internetem je vybavena už většina 
domácností, a měření tím pádem může probíhat z domácího prostředí, nebo z jakéhokoliv PC 
připojeného na internet. Zaměřím se čistě na jeden programovací jazyk, jenž do určité 
hloubky rozeberu, popíšu a vysvětlím, zbylé formy programování byly řešeny v rámci 
semestrálního projektu. Tento programovací jazyk posléze využiju pro uskutečnění názorné 
ukázky, která bude demonstrovat dosažené výsledky a funkčnost celého systému. Program 
bude řešený tak, aby na něj v případě zájmu bylo možné navázat a využívat jej dále. 
Názornou ukázku obecnosti programu doložím v rámci demonstrace programového řešení.  
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1 Základní pojmy 
1.1 Programovací jazyk VBA 
Visual Basic for Application (dále jen VBA) je programovací jazyk, distribuovaný 
společností Microsoft, která ho implementuje do svých kancelářských balíčků sady Office, 
kde je zastoupen v aplikaci pro tvorbu a editaci tabulek Microsoft Excel.  Programovací jazyk 
VBA je plně závislí na jeho mateřské aplikaci Microsoft Excel, je to dáno tím, že byť je 
jakousi mutací jazyka Visual Basic, tak z něj nepřebral jednu z jeho nesčetných výhod. Tato 
výhoda je tvoření samospustitelných souborů typu exe, proto programovací jazyk a jeho 
aplikace můžou být provozovány pouze na mateřské nebo podpůrné platformě.  
Základem programování v jazyce VBA je programování maker, to znamená, že po 
uživatelském stisknutí určitého tlačítka se provede programátorem definovaná posloupnost 
příkazů, na kterou toto tlačítko odkazuje. Programátorem se rozumí člověk, který je 
zodpovědný za funkci programu (makra), nebo který se podílel na jeho vytvoření. Naproti 
tomu je uživatel, který tento program využívá, a buď se nepodílí, nebo jen v omezené míře 
podílí na jeho funkci a návrhu.  
Jedna z nejlepších výhod programovacího jazyku VBA je skutečnost, že dokáže plynule 
pracovat se svým mateřským programem tj.: Microsoft Excel. Dokáže kopírovat, upravovat  
a dále editovat jednotlivé nadefinované buňky. Můžeme tyto buňky používat jako výstupní, 
vstupní nebo vstupně-výstupní pole pro data. Této skutečnosti se hojně využívá ať už pro 
tvorbu aplikací pro účetnictví, tak pro tvorbu jednoduchých her, tak pro složitější aplikace, 
které můžou ovládat, vyhodnocovat nebo dokumentovat. Samozřejmě, že si nevystačíme 
jenom s pouhým programem Microsoft Excel, ale musíme dodat taková zařízení, která s ním 
dokážou komunikovat a využívat jeho potenciálu. Na obrázku č. 1 můžeme vidět ukázku 
buněk, které jsou vstupního charakteru, zvýrazněny červeným rámečkem, buňky pro výstupní 
data jsou zvýrazněna žlutě, a ovládací prvky jsou vyznačeny černě. 
 Dále se zaměříme přímo na konkrétní typy součástí programovacího jazyku, jenž 
budeme využívat k vytvoření programu pro ovládání multimetru. 
 
 
Obrázek 1 Příklad provázanosti VBA s Microsoft Excelem 
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1.1.1 Rozbor jednotlivých využitých programovacích prvků 
Základem pro zdárné vytvoření programu je nápad, kreativnost, znalost a taky um 
člověka, který se do toho nesnadného úkolu pustí.  
Buňka:  
Buňka je základním stavebním prvkem tabulky, sešitu, listu. Buňka nám slouží jako jakýsi 
port, přes který zapisujeme, získáváme anebo měníme data, ať už data slouží pro interní 
komunikaci v programu anebo nesou vstupní či výstupní charakter.  Můžeme editovat 
vlastnosti buněk, jako jsou barvy, styly textu, odemykat a zamykat jejich obsah jako 
neměnný. 
List:  
List nám sdružuje buňky do jednoho pracovního bloku, který dále můžeme využívat jakožto 
jeden díl sešitu, respektive jako jeden list sešitu. Listy mohou býti vzájemně provázány nebo 
striktně nezávislé. 
V rámci listu se taktéž řeší programování maker, pro daný list se vytvoří postup 
algoritmu ve vývojářském prostředí, které je již implementováno v MS Excelu.  
Sešit: 
Sešit nám sdružuje jednotlivé listy do hlavního pracovního bloku, který dává celému 
dokumentu jméno. 
Programování: 
Základem zdárného vytvoření programu je znalost konstrukt programovacího jazyka, 
v kterém programujeme a také znalost jednotlivých vlastností jazyka. 
Základním rozdělením programovací části a pomocné části v VBA kódu jsou barvy. 
Zelená    – Tato barva signalizuje poznámky v programovacím kódu. 
Červená    – Značí chybný řádek vyskytující se v programovacím kódu           
     (špatně zapsaný povel, chyba v syntéze a podobně) 
Černá    – Pomocí této barvy se značí ostatní text, například výpis do 
souboru, nebo v dialogovém okně. 
Hnědá –  Část programovacího kódu označeného zarážkou. 
Žlutě podbarveno –  Označuje místo, část kódu, kde došlo k chybě. 
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Tvorbu maker můžeme přirovnat ke tvorbě internetových stránek. 
Pro začátek makra, procedury používáme slovo Sub a pro jeho End Sub. Pokud chceme, 
můžeme makro i pojmenovat a to tak, že jméno vložíme do jednoduchých závorek, jako zde 
na příkladu makra: 
 
Obrázek 2 Příklad začátku a konce makra [1] 
 
Další důležitá část jsou komentáře značené zelenou barvou. Komentáře nejsou důležité 
pro programovací kód, jsou důležité pro nás pro programátory nebo pro další lidi, kteří budou 
mít co dočinění s programem. Pokud si je nebudeme psát, nic se nestane hned, ale jakmile 
program dotvoříme a budeme jej někdy v budoucnu potřebovat modifikovat, tak bez 
komentářů se těžko obejdeme. Komentáře nám pomáhají porozumět autorově myšlence, 
myšlenkovým pochodům a taktéž se poté v kódu snadněji orientujeme.  Komentáři můžeme 
selektovat kód, že snáze najdeme chybu nebo rozpor, který nám dělá problémy.  Komentáře 
se uvozují znakem  ' . [2] 
 
 
Obrázek 3 Příklad komentáře v programovacím kódu VBA 
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Další důležitou součástí programování ve VBA je možnost vložení tlačítek  
a dalších různých ovládacích prvků formuláře. S těmito prvky poté můžeme pracovat, jako 
s vlastnostmi  buňky to znamená, můžeme je jakkoli modifikovat ať už rozměrově, tak jejich 
charakteristiku, akorát v tom rozdílu, že tyto prvky slouží k přímému ovládání našeho 
vytvořeného programu. Můžeme je vsadit přímo do listu, kde máme i naše vstupně výstupní 
buňky nebo je můžeme vsadit na zvláštní list, důležitá je jenom provázanost těchto prvků 
s naším listem. Pokud chceme používat program nezávisle na listu v MS Excelu, tak jej 
tvoříme v takzvaném UserFomu. Je to okno, do kterého umístíme všechny potřebné ovládací 
prvky potřebné pro ovládání programu. Pokud se vydáme touto cestou tak nebudeme moci 
vstupovat do listu, dokud toto okno nezavřeme. Do tohoto okna můžeme vsadit textová pole, 
která mohou být situována jako buňky, avšak s klasickými buňkami v MS Excelu toho mají 
málo společného. 
 
Obrázek 4 Příklad okna UserForm(zde s názvem) s obsahem [3] 
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Dle mého názoru je lepší, když máme přehled co se děje ve výstupních buňkách ihned, 
a hlavně v UserForm jsme striktně odkázány na export souborů přímo z ní.  
U klasického sešitu si můžeme kopírovat nejenom hodnoty ale všechny důležité věci, které 
budeme potřebovat. Jednak je práce v klasickém sešitu jednodušší, alespoň pro mě, a taktéž si 
můžeme ,,bokem“ dělat výpočty a ihned se dobírat výsledku, popřípadě dílčích výsledků 
měření. 
 
Obrázek 5 Ovládací prvky vložené přímo do sešitu MS Excelu 
Jako v každém programovacím jazyku máme i zde proměnné, které se ovšem liší tím, že 
je nedeklarujeme v hlavičce vrchní procedury nebo listu, ale až je potřebujeme, tak je prostě 
nadeklarujeme v hlavičce příslušné procedury nebo makra, kde jsou zapotřebí.  Defakto se 
zde projevuje základní vlastnost VBA a to je ta, že se programuje pomocí maker, která pokud 
si je jinak nenastavíme tak jsou sobě navzájem rovnocenná. Důležitost náleží i tomu, jak se 
makra přiřazují k jednotlivým ovládacím prvkům (Obrázek č. 5). Jde o to, že si můžeme 
přiřadit jakékoliv makro, které máme vytvořené a hlavně opatřené názvem k tomuto 
ovládacímu prvku, zde nezáleží na posloupnosti maker, jak jdou za sebou, ale záleží jenom na 
tom, co si dotyčný programátor vybere a přiřadí. Na obrázku č. 6 můžeme vidět názvy 
jednotlivým maker, které máme vytvořena v rámci všech otevřených sešitů. Zde se už děje 
konečná kompletace makra a ovládacího prvku, zároveň pokud chceme něco v makru změnit, 
nemusíme jej složitě hledat, ale můžeme do něj vstoupit pomocí nabídky upravit makro. 
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Obrázek 6 Ukázka přiřazení makra k ovládacímu prvku 
 
 
 
Obrázek 7 Ukázka maker s deklarací proměnných 
Na obrázku č. 7 si můžeme všimnout deklarace proměnných, jenž jsem popsal 
v předcházejícím odstavci. Je zde patrné také, jak jsou makra oddělena od sebe. Děje se tak 
pomocí jednoduché čáry. Je dobré udržovat ,,štábní kulturu“ zápisu kódu, to znamená 
oddělovat tabulátorem jednotlivé po sobě jdoucí příkazy, kde podřadný příkaz je oddělen. 
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1.1.2 Procedura, funkce 
Jedním z důležitých prvků v programovacím jazyku jsou procedury a funkce.  Dokáží 
nám zjednodušit program, můžeme je využívat z jakékoliv části programu. Ať už funkce nebo 
procedura, obě mají za úkol, pokud je zavoláme, přijmout data z hlavního (mateřského 
programu), zpracovat je, popřípadě obohatit, uskutečnit nějakou činnost (pokud se jedná  
o výstupní funkce řízení). Ovšem zásadní rozdíl mezi   procedurou a funkcí je ten, že funkce 
jako taková nám vrací zpracovaný  prvek ve svém vlastním názvu, kdežto procedura nám 
prvek přijme, zpracuje ho  a pak se vrátí do hlavního programu a program pokračuje dále. 
Pokud bychom proceduru chtěli využít tak, aby nám vracela zpracované prvky, tak bychom je 
museli vytvořit jako vstupně výstupní objekt, nebo jím zarezervovat nebo přidělit trvalé místo 
v paměti, do kterého by procedura pouze vstupovala, měnila ho a po ukončení procedury, 
bychom na tomto paměťovém místě našli změněný prvek, se kterým bychom mohli dále 
pracovat. 
 
Obrázek 8 Ukázka volání  procedury a funkce 
Na obrázku č. 8 můžeme vidět, jak se volá procedura, pomocí příkazu call, poté je zde 
ukázka volání funkce pomocí klasické syntaxe.  
Volání procedury: 
 K volání procedury zde používám příkaz Call, jedná se o syntaxi příkazu, kde po call 
následuje název procedury, vše ostatní je deklarováno v již existující proceduře. Je dobré jej 
využívat, pokud máme jednotlivé procedury rozmístěny v modulech. Pokud zvolím tuto 
možnost, tak modulovaný program nebo jeho části můžeme využívat v ostatních aplikacích. 
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Volání funkce: 
Volání funkce má syntaxi takovou, že musíme mít nadeklarovanou proměnnou,  
do které se výsledek funkce vloží. Volání funkce se liší od procedury jedním zásadním 
rozdílem, který je vidět v modrém rámečku na obrázku č. 8. Syntaxe vypadá následovně  
proměnná = název funkce (předávané hodnoty v přesném pořadí, jak je máme nadefinovány 
v hlavičce funkce (Obrázek č. 9), do které je předáváme) nemusíme předávat přesnou 
hodnotu, ale můžeme předávat i proměnné, různé textové řetězce, jakožto se děje v mém 
případě. 
 
 
Obrázek 9 Ukázka hlavičky funkce SendCommand 
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1.1.3 Moduly a listy 
Jak jsem již nakousl v předchozím tématu, tak program můžeme tvořit na dvojí bázi. 
Buď můžeme zvolit klasický postupný styl programování, tj. že jednotlivé kroky budeme 
zapisovat přesně, jak následují, po sobě. Tento styl programování je některých aplikací 
nezbytný, ale u modernějších programovacích jazyků se jedná spíše o ,,dinosaura“, přežitek 
staršího typu programování (využívaného hojně v klasickém programování pomocí jazyka 
assembler). Tento starší styl programování vyniká zase lepší orientací programátora, co se 
v které částí programu děje, nebo co by se mělo podle očekávání dít. Programování je zase 
zdlouhavé a často náročné.  
Kdežto programování pomocí modulů, funkcí a procedur je sice složitější na vymyšlení 
a i na kontrolu programového cyklu, ale zase nám umožňuje nepsat jednotlivé instrukce 
neustále dokola, ale můžeme je vložit buď do procedury, nebo do funkce a poté je vyvolat 
pomocí příkazu. Dobrá volba je ještě jednotlivé funkce a procedury vložit do modulů, tzn. je 
oddělit od hlavního programu, pokud je to možné. Je to výhodné hlavně k tomu, že jednu 
takto oddělenou proceduru nebo funkci mohou využívat i ostatní programy. To usnadňuje 
programátorovi prácí a snižuje potřebný čas pro vytvoření programu. A taktéž lze snadno tyto 
moduly modifikovat a nemusíme přitom zbytečně zasahovat do hlavního programu. 
Na obrázku č. 10 v levé části lze vidět výčet modulů, které používám v programu,  
a v jeho pravé části můžeme vidět funkci jednomereni, její deklaraci, a taktéž část kódu 
reprezentující tuto funkci. Je zde jasně vidět, že nemusí být stejné pojmenování modulů  
a funkce či procedury v nich obsažených.   
 
 
Obrázek 10 Moduly a jejich obsah 
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1.1.4 Komunikace VBA s ostatními programy 
Programovací jazyk VBA není pouze určen pro programování softwaru, s pomocí 
knihoven a různých podpůrných programů jej můžeme využívat k programování hardwaru, 
což je to co zde budu realizovat. Důležitý fakt je, že přístroje firmy Agilent používají stejný 
inicializační algoritmus pro většinu svých přístrojů, které mají podporu pro ovládání přes 
internet. To značně zjednodušuje modifikovatelnost programového řešení problému. Tyto 
knihovny jsou univerzální, dají se použít, jak pro programovací jazyk C++, VBA.net, VBA 
Excel, tak i pro mnoho dalších. Je to dané částečně tím, že většina programovacích jazyků, 
buď přímo, nebo nepřímo  vychází  z programovacího jazyka C. Tyto knihovny se jsou 
nazývány VISA.  Jsou v nich již implementovány funkce a proměnné, pomocí kterých 
dokážeme komunikovat se zařízením. 
 
Obrázek 11 Zobrazení potřebných nejnutnějších kroků k ovládání měřicího přístroje 
 
Obrázek č. 11 nám demonstruje, jaké jsou nejobvyklejší způsoby programového řešení 
ovládání přístrojů od firmy Agilent pomocí MS Excelu. 
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Knihovny VISA vyvinula firma Agilent a jsou volně přístupné, dodává k nim  
i jednoduché příklady, názorné ukázky.  
Visa knihovny jsou opět jenom prostředníkem mezi VBA Excelem a originálním 
softwarem, jenž firma Agilent vytvořila pro obsluhu (Ať už Command Expert nebo Agilent 
connection Expert). Program Command Expert přímo využívá MS Excel a je do něj po 
instalaci implementován. Visa knihovny se vkládají do VBA pomocí menu Reference, jedná 
se defakto výčet možných knihoven a dalších souborů potřebných pro správnou funkci 
programu. Pokud je nemáme již inicializované ve výběrovém seznamu, tak je tam prostě  
a jednoduše vložíme. 
 
 
Obrázek 12 Vložení VISA knihoven do VBA 
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2 Programové řešení ovládání multimetru 
Agilent 34410A (obecná báze) 
2.1 Inicializace přístroje pomocí programu 
Inicializování přístroje probíhá stisknutím tlačítka Připojení, po stisknutí tohoto tlačítka 
se spustí makro preset. Makro preset (procedura) je hlavním inicializátorem inicializačního 
procesu přístroje. Je důležité mít správně vyplněné políčka IP adresa, Winsock vision, a pro 
vícesekvenční měření i pole Počet měření.  Inicializace probíhá následovně. První se zvolá 
procedura StartIt, kde pomocí příkazů pro výběr buněk v MS Excelu vybereme buňku  
o souřadnicích C2, která nám reprezentuje výběr verze systému Winsock, a toto předáme do 
funkce WSAStartup, která vydá svůj výsledek do pomocné proměnné x, která je obsažena 
v proceduře StartIt.  
 
Obrázek 13 Procedura StartIt 
Dále pomocí výběru buněk vybereme pole pro IP adresu a přiřadíme jej proměnné 
Hostname, se kterou budeme dále pracovat a jež je nezbytnou součástí pro komunikaci mezi 
přístrojem a programem v PC. Dále na seznamu je otevřít komunikační okno s daným 
přístrojem, v našem případě se jedná o multimetr Agilent 34410A. Dále je zde poslání příkazu 
CLS (vymaže předchozí hodnoty uložené v paměti). Pro posílání příkazů mám zde vytvořeny 
dvě skoro totožné funkce: Sendcommand a  Sendcommand1.  Rozdíl mezi těmito funkcemi 
objasním později. Jak můžete vidět na obrázku č. 13 další na řadě je poslání posloupnosti 
příkazů SYST:PRES, která nám uvádí přístroj do základního nastavení, *IDN?  tento příkaz 
nám zjišťuje identifikační číslo přístroje, a dále je zde přenosový algoritmus reprezentovaný 
funkcí REcvAScii1, kde je striktně dáno pořadí předávaných proměnných reciBuf a  počet 
znaků pro přenos. Pokud bychom dali znaků více, tak by se nám program zasekl, proto jsem 
volil neproměnný údaj, nicméně v programu u něj bude zapsaný komentář, údaj by se mohl 
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měnit dle počtu znaků, které bychom zjistili, ale vyvstává zde problém, že výrobce nikde 
neuvádí nějaký ,,zakončovací bit“ nebo sekvenci, či číslo nebo znak, jenž reprezentuje konec 
znaků ve výstupním registru přístroje. Pokud se všechny tyto příkazy provedou, objeví se nám 
v poli pro název přístroje (souřadnice O2) název přístroje, identifikační číslo atd. Poté zde 
volám proceduru OPC, dá se přirovnat k vyjádření „čekám, až to přístroj udělá“.   
Poté dochází k ukončení spojení.  Určitě jste si všimli podmínky x = -1, která je umístěna po 
prvním předání příkazu do přístroje. Je zde umístěna, protože pokud nedojde ke správnému 
předání příkazu do přístroje, objeví se chyba reprezentována číslem -1, a aby se chyba 
nezopakovávala pořád dokola, než by se ukončila procedura, tak jsem využil základní 
vlastnosti funkce, že se vrátí její hodnota, a vytvořil zde podmínku, jenž ukončí probíhající 
operace pomocí příkazu GoTo (jdi na návěští). 
 
Obrázek 14 Ukázka úspěšného připojení k přístroji¨ 
 
Obrázek 15 ukázka chybného připojení k měřicímu přístroji 
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2.2 Nastavení měřené veličiny, rozsahu, počtu měření 
Pokud jsme úspěšně propojili přístroj s PC, tak se můžeme odebrat k dalšímu úkolu. 
Tento úkol znamená nastavení měřených veličin, jejich rozsahů a počtu měření.  K tomuto 
kroku nám sloužím přímo prvotní list MS Excelu po jeho zapnutí (logicky po zapnutí 
programu pro ovládání přístroje) na tomto listu jsou vyobrazeny tlačítka symbolizující 
jednotlivé nastavení multimetru. Zasadil jsem zde jenom ty nejdůležitější funkce, které se 
nejčastěji využívají. Samozřejmě lze je rozšířit i na další, ale to už nechám na uživateli, nebo 
na úloze, na kterou bude program implementován. Je zbytečné tvořit úplně všechny funkce, 
co přístroj dokáže, jelikož by to bylo nejen zdlouhavé ale také nepřehledné. Pro naše základní 
potřeby jsou tato nastavení dostačující. Na obrázku č. 16 můžete vidět rozpoložení těchto 
ovládacích tlačítek. Samozřejmě po zmáčknutí manuálního rozsahu nám vyjede další možnost 
nastavení. 
 
Obrázek 16 Ukázka tlačítek pro nastavení multimetru 
 
Jednotlivá tlačítka popisovat nebudu, každý alespoň trošku znalý, kdo bude obsluhovat 
program, jistě pochopí význam jejich zkratek, pro ty ostatní tu máme Google. Výběr je 
klasicky pomocí tlačítek, zamáčknu jedno, ostatní buď zmizí, nebo budou nepoužitelné.  
Jak jsem již řekl, program je navrhnutý, tak aby se omezilo poškození přístroje ze strany 
uživatele programu. Teď se tedy zaměříme na jednotlivá nastavení přístroje, která se řeší 
pomocí podmínek. Využití klasické logiky tlačítka je zde velice dobře využitelné  
(stiskem zapni – hodnota True, dalším stiskem vypni – hodnota False). Pomocí toho řešení lze 
celkem dobře vyřešit zjišťování, jaké tlačítko je zapnuto a jaké nikoliv. Některé z tlačítek jsou 
řešeny jako spínače. Na obrázku č. 17 můžeme vidět, co se stane, když se sepne jedno  
z tlačítek. Pro tentokrát jsem vybral měření stejnosměrného (DC) proudu. Jak je vidět jedno 
tlačítko je sepnuté zbytek tlačítek reprezentujících jednotlivé měrné veličiny zmizel, a zůstaly 
pouze tlačítka pro rozsahy a pak jednotlivé tlačítka pro inicializaci měření.  
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Obrázek 17 Ukázka sepnutého tlačítka 
Dále přejdeme k samotnému nastavení měřicího přístroje pomocí programového řešení. 
Které jak jsem již předeslal je řešeno soustavou podmínek. Mohli bychom toto nastavení 
vyřešit pomocí cyklu, který by neustále zjišťoval, které tlačítka jsou zapnuty, které se mají 
zobrazit, či skrýt, ale potom bychom museli mít tlačítka pojmenovány jednotným názvem  
a pouze by je lišilo pořadové číslo. Toto řešení se mi zdá být dosti nepřehledné, jelikož 
bychom se mohli jednoduše ztratit mezi těmito tlačítky. Proto jsem volil trošku složitější 
řešení pomocí již zmiňovaných podmínek, ale za to je přehlednější a jednotlivá tlačítka mají 
přesně stanovené názvy, takže je bez problému můžeme vyhledávat pomocí vyhledávacího 
nástroje. Názvy tlačítek jsem dával intuitivně, většinou je tvoří jejich primární účel. 
 
Obrázek 18 Ukázka řešení nastavování měřicího přístroje 
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Oproti původnímu návrhu jsem tento algoritmus trochu pozměnil, vylepšil. Omezil jsem 
používání návěští a příkazu GoTo, také jsem uspořádal pořadí příkazů. Pokud jste se 
pozastavili nad tím, proč někde používám příkaz SendCommand1 a někde zase 
SendCommand je to kvůli tomu, že příkaz Sendcommnad1 umístěný v modulu 
Komunikace, neobsahuje procedury pro inicializaci přenosu, proto je především využíván 
jenom jako pomocná funkce, kdežto Sendcommand tyto procedury obsahuje, tudíž je plně 
nezávislí na tom, kde je vytvořeno komunikační okno (inicializační přenos). Proto využívám 
funkci Sendcommand pro nastavení měřicího přístroje.  
 
 
Obrázek 19 Průběh funkce Sendcommand 
 
 
Obrázek 20 Průběh funkce Sendcommand1 
 
Po vybrání nastavení veličiny můžeme vybrat rozsah a to buď automatický, nebo 
manuální. Zde vyvstává trošku problém, jelikož MS Excel je tabulkový program určený pro 
počítání, ať si uživatel vybere jakýkoliv rozsah, vždy nám toto měřené číslo MS Excel 
převede do základního tvaru anebo pokud bude toto číslo hodně malé anebo hodně velké,  
tak nám MS Excel toto číslo převede do tvaru jako na obrázku č. 21. 
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Obrázek 21 Ukázka zobrazení naměřených výsledků 
U manuálního nastavení rozsahu, však můžeme ovlivnit chod přístroje, a to tak,  
že pokud přístroj nastavíme do nízkého rozsahu, může dojít k jeho přetížení. Proto musíme 
být obezřetní při výběru rozsahů a postupovat od nejvyšších rozsahů až po nejmenší, tak jako 
bychom to měli dělat u měření pomocí analogových přístrojů (DU 20 a spol.). Rozsahy jsou 
nastaveny tak, aby se s vybranou veličinou dali použít tlačítka v povoleném rozsahu měřicího 
přístroje. Toto je nevýhoda pro multiadaptaci programu na ostatní přístroje, lze to vyřešit 
pomocí napsání paralelního algoritmu, který by zajišťoval rozeznávání jednotlivých přístrojů 
a poté by mohl povolovat zobrazení jednotlivých rozsahů. 
Pro počet měřených vzorků můžeme využít sekvenčního měření, nebo můžeme využít 
selektivního měření, jenž znamená, že budeme každý vzorek měřit zvlášť pomocí tlačítka 
Jedno měření. Pokud chceme využít sekvenci měření, tak musíme do pole pro počet 
měřených vzorků udat číslo od 1 do 30, počet vzorků je omezen na 30, ale pokud bude nutné, 
tak po malé změně v programu lze toto číslo libovolně navýšit. Přístroj jej nijak neomezuje 
při tomto programovém řešení.  Pokud bychom využívali vnitřní paměti přístroje, tak bychom 
byli omezeni počtem vzorků, které měřicí přístroj dokáže uložit v jedné z jeho pamětí. 
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2.2.1 Postup při měření 
V tomto případě máme již vše potřebné nastaveno. Můžeme přejít k samotnému 
měřícímu cyklu. Pro začátek měření stiskneme buď tlačítko Jedno měření, nebo Sekvence 
měření.  Řešení algoritmů pro tyto dvě tlačítka je podobné, obě využívají stejných principů, 
rozdíl je pouze v tom, že při stisknutí tlačítka pro Jedno měření  se změří pouze jeden 
vzorek, kdežto při zvolení druhé možnosti, se dále popisovaná sekvence provede tolikrát, 
kolik chceme vzorků měření. 
 
Obrázek 22 Ukázka nastaveného programu pro měření 
Obrázek č. 22 nám představuje, jak by měl vypadat program, který je správně 
uživatelsky nastaven pro měření. Jak můžeme vidět, byla provedena inicializace měřicího 
přístroje (pravý horní roh), napsali jsme do příslušného pole počet požadovaných vzorků 
měření. Je nastavena nízká impedance měřicího přístroje, vybrán manuální rozsah. Teď už 
stačí pouze zmáčknout tlačítko pro sekvenci měření. 
Prvně program vybere buňky, kde se mají zapisovat hodnoty a vymaže jejich obsah, 
poté zjistí počet požadovaných měření a inicializuje cyklus měření. V tomto cyklu se volá 
procedura mereni_jedno, která zjistí a nastaví přístroj dle požadovaných uživatelských 
nastavení. Pokud nevybere rozsah nebo veličinu, program zobrazí chybovou hlášku a poté se 
zastaví. Po úspěšném nastavení měřicího přístroje dochází k čtení naměřených výsledků 
z měřicího přístroje. Pokud dojde k přetížení, tzn. zadán chybný rozsah, přístroj to vyhodnotí 
a pošle příslušnou hodnotu, program opět zobrazí chybovou hlášku o přetížení a probíhající 
operace se ukončí (viz Obrázek č. 23). 
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Obrázek 23 Chybová hláška při přetížení přístroje 
Jestliže jsme vše zadali správně, odhadli rozsah nebo použili autorozsah, tak 
dojde úspěšnému změření zvolené veličiny. Měřená veličina se poté pomocí funkce 
RecvAscii1 přenese do programu. Jak jsem již řekl, tak si MS Excel sám převede veličinu do 
základního tvaru. Dále se nám zobrazí hláška Hotovo (Obrázek č. 24), která signalizuje, že 
vše proběhlo v pořádku. Nakonec algoritmus ukončí komunikaci mezi přístrojem  
a programem v PC. Pokud se nám program zasekne a zobrazí chybovou hlášku, můžeme 
použít tlačítko RESET, avšak před tím musí  proběhnout  úspěšně základní inicializace 
přístroje. Se zobrazenými výsledky můžeme dle libosti pracovat a využívat všech výhod, 
které MS Excel nabízí. 
 
Obrázek 24 Úspěšně změřeno 
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2.3 Přenos a zpracování změřeného údaje 
Zde se zaměříme na exportování změřeného údaje z MS Excelu. Jelikož MS Excel patří 
mezi výpočetní programy a může v celku bez problému pracovat s naměřenými hodnotami, 
tak tato funkce pozbývá svého účelu, ovšem někdy se mi stává, že některé jiné výpočetní 
programy neotevřou správně soubor vytvořený pomocí MS Excelu a proto přichází na řadu 
tato funkce. Její výhoda použití je hlavně taková, že si můžeme vyexportovat víceméně,  
co budeme chtít, nebo-li  co si označíme. Ke správnému chodu funkce Export TXT slouží 
buňky A1, B1 a C1. Tyto buňky udávají šířku pole v TXT souboru. Uživatel si je může dle 
potřeby měnit. Export dat probíhá do složky, kde je umístěn ovládací program přístroje. 
Pokud nevyužijeme této funkce, která je pozůstatek programu, který fungoval na principu 
UserForm (Obrázek č. 4), kterou jsem již dříve popsal.  
Řešení programu je jednoduché jedná se o cyklus, který přenáší postupně data z MS 
Excelu do souboru s příponou txt. Toto řešení je jedno s těch jednodušších, můžeme jej najít 
v různých modifikacích na internetu, ať už přímo ve VBA kódu, nebo v zápisu 
programovacího jazyku Pascal, nebo i pro programovací jazyk C++. Algoritmus je víceméně 
podobný, jenom syntaxe jsou rozdílné. 
 
 
Obrázek 25 Export dat z excelu pomocí funkce Export --> TXT 
Obrázek č. 25 nám demonstruje, jak vypadá úspěšný přenos dat do souboru s názvem 
Export_TXT_soubor.txt. Jak můžete vidět, vybrány nejsou jenom hodnoty, ale také sloupce 
obsahující počet vzorců.  
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Na dalším obrázku č. 26 je znázorněno, jak vypadá úspěšný export do daného souboru. 
Vše je přehledné a uspořádané pod sebou tak, jak tomu bylo v sešitu MS Excelu. 
 
Obrázek 26 Soubor, po použití funkce Export--> TXT 
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3 Závěr a vyhodnocení výsledků 
Cílem této práce bylo zužitkování nabytých vědomostí ze předchozí Semestrální práce, 
kde jsem rozebral jednotlivé programovací jazyky, vybral jeden a na tomto programovacím 
jazyku dále stavěl.  
První dílčí část je inicializace měřícího přístroje (Multimetr firmy Agilent typ: 34410A), 
je řešen pomocí jednoduchých funkcí, které jsem popsal výše, nebo které mají dostatečný 
popis v rámci programu pomocí jednoduchých instrukcí a charakterizací jednotlivých 
použitých funkcí.  Inicializace se děje pomocí knihoven VISA, které dodává firma Agilent,  
a které slouží k překladu námi použitých příkazů do kódu, na kterém pracuje daný přístroj.  
Po dokončení inicializace se nám zobrazí kompletní název přístroje v poli, které je k tomu 
určeno. Je popsáno popiskem Připojení k přístroji.  
Poté přechází program do  stavu, kdy čeká na vybrání veličiny,  jenž chceme měřit. 
Tento výběr provádí uživatel. Jednotlivé maximální rozsahy, které můžeme využívat, jsou 
reprezentovány zobrazujícími se okny, kde je tento údaj vypsán. Dále nám zabezpečuje 
algoritmus a struktura programu, aby nedocházelo k výběru rozsahu nad rámec přístroje, tzn. 
vyšší rozsahy, něž jsou povoleny, tak nejdou aplikovat. Dále je zde ochrana proti tomu, když 
uživatel nevybere žádný rozsah, opět se objeví chybová hláška, nebo když uživatel nevybere 
žádnou z poskytovaných veličin, opět se objeví chybová hláška. Navíc je algoritmus 
programu konstruován tak, že jakmile k tomuto dojde, tak se celý program přeruší. Takto lze 
zajistit, aby přístroj se nedostal do problémů.  
Po zahájení měření, nám proběhne celý algoritmus, zobrazí, či nezobrazí se chybové 
hlášky, zde záleží na schopnostech a uvědomění uživatele programu. Dále se nám začnou 
zapisovat hodnoty do tabulky, která je pro ně určena. Tabulka se vždy před použitím vymaže.  
Po dokončení těchto operací můžeme směle operovat s naměřenými hodnotami. 
Záměrně jsem zde neuváděl celé algoritmy, ani jejich větší části. Je zde pouze a jenom 
vysvětleno, jak se která část programu chová, popřípadě jak ji možno nastavit. Zmínil jsem 
zde jednotlivá chybová hlášení, se kterými se uživatel může dostat do styku, případně jak jim 
předcházet. V této práci je ucelený uživatelský návod, jak používat tento program ke správné 
funkci a tak aby nedocházelo k poškození přístroje. Samozřejmě je na uživateli, zda si přečte 
tento návod, nebo půjde, jak je obecně zvykem cestou pokusu a omylu. Snaha byla vytvořit 
program, tak aby byl odolný i pro méně obezřetné uživatele.  
Program může být implementován i na přístroj s označením Agilent 34411A, jedná se 
také  
o multimetr, sice novější typ, ale syntaxe jsou stejné a přístroje mezi sebou kompatibilní. Pro 
další použití zde vyvstává menší problém a to je hlavně v nastavení algoritmu pro čtení 
identifikačního kódu přístroje. Jelikož se tento identifikační kód přenáší postupně v rámci 
jednoho znaku, tak se stává, že pokud program narazí na konec tohoto řetězce, tak poté 
,,spadne“. 
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