Abstract. Although every exactly known bond percolation critical threshold is the root in [0, 1] of a lattice-dependent polynomial, it has recently been shown that the notion of a critical polynomial can be extended to any periodic lattice. The polynomial is computed on a finite subgraph, called the base, of an infinite lattice. For any problem with exactly known solution, the prediction of the bond threshold is always correct, regardless of the base chosen. For unsolved problems, the polynomial is referred to as the generalized critical polynomial and provides an approximation that becomes more accurate with increasing number of bonds in the base, appearing to approach the exact answer. The polynomials are computed using the deletion-contraction algorithm, which quickly becomes intractable by hand for more than about 18 bonds. Here, I present generalized critical polynomials calculated with a computer program for bases of up to 36 bonds for all the Archimedean lattices, except the kagome which was considered in an earlier work. The polynomial estimates are generally within 10 −5 to 10 −7 of the numerical values, but the prediction for the (4, 8 2 ) lattice, though not exact, is not ruled out by simulations.
Introduction
Percolation [1] is one of the simplest random processes taking place on a lattice. Nonetheless, since its introduction over fifty-five years ago [2] , it has continued to provide physicists and mathematicians with an array of fascinating problems (see [3, 4, 5, 6, 7, 8] for a small sampling) and has inspired many new mathematical techniques [9, 10, 11] . Given an infinite lattice, L, we declare each edge to be open with probability p and closed with probability 1 − p. When p is small, L will be sparsely populated by small clusters of open bonds. When p is near 1, we will have an infinite open mass with small pockets of closed bonds. In between this regime lies the critical threshold, p c , which marks the transition from the unconnected phase to the phase containing an infinite open cluster. One of the most challenging problems in the field is the analytic determination of critical thresholds. Outside of one dimension and a narrow class of two-dimensional lattices [12, 13, 14] , exact results remain elusive. In some cases, mathematically rigorous confidence intervals [15] and bounds [16, 17] have been proved and which are continually improving, but, for most lattices, critical probabilities are known only numerically [18, 19, 20, 21, 22] . All solved two-dimensional lattices are formed from self-dual 3-uniform hypergraphs, such as the one shown in Figure 1a , where the shaded triangle in Figure 1b permits any configuration of sites and bonds as long as they lie within the three boundary vertices. For such graphs, the critical condition is given by [13, 23, 14] P (A, B, C) = P (Ā,B,C) (1) where P (A, B, C) is the probability that all three corners are connected and P (Ā,B,C) is the probability that none are connected. For bond percolation, for example, this condition allows one to find the inhomogeneous critical surface by assigning each bond in the shaded triangle a different probability. The homogeneous bond threshold is given by a polynomial in the probability p, of degree equal to the number of bonds in the triangle. In previous work [24, 25, 26] it was shown that one can define a critical polynomial on any lattice that agrees with (1) for self-dual 3-uniform lattices, and provides an accurate approximation for unsolved problems. This polynomial is a kind of graph invariant [27] with similarity to the Tutte polynomial [28] in that it may be computed by the deletion-contraction algorithm. In fact, deletion-contraction is how the generalized critical polynomial is defined, as we will see in the following section. An infinite lattice may be partitioned by a finite subgraph which is tiled in a regular way to give the full lattice. The critical polynomial is defined on this subgraph, called the base, and is thus a property of a finite graph and its embedding into the infinite lattice. Using the example of the kagome lattice, it was demonstrated in [27] that polynomials computed on bases of increasing numbers of bonds provide better approximations to the critical thresholds, with bases of 36 bonds making predictions within 10 −7 of the numerically determined critical threshold.
In this paper, I use the computer program used in [27] for the kagome lattice to find polynomials for the remaining unsolved Archimedean lattices (Fig. 2) , providing further evidence for the conjecture that the estimates made by these critical thresholds approach the exact answer as the size of the base increases. I begin by reviewing the definition of the polynomial in the next section. In section 3, I describe in detail the operation of the program to automate its computation. The subsequent sections are devoted to reporting polynomials for the Archimedean lattices partitioned into different bases.
Deletion-contraction algorithm
Consider the hexagonal lattice of Figure 2b , with assignment of probabilities on the unit cell shown in Figure 3a . The condition (1) then yields the critical surface H(p, r, s) ≡ prs − pr − ps − rs + 1 = 0 .
As with all surfaces determined by (1), this expression is first-order in all its arguments. Consider the (4, 8 2 ) lattice of Figure 2e , with the assignment of probabilities in Figure  3b . This lattice has an unsolved bond threshold as it does not fall into the class that may be found with (1). However, we generalize the notion of the critical polynomial on this lattice by assuming that its critical surface has the first-order property. Next, we note that contracting its p-bond by setting p = 1 yields the martini-A lattice [12] . This lattice is formed by substituting the generator in Figure 3c for the shaded triangles in Figure  1a , and thus its critical surface is known exactly. It has previously been reported in many places [25, 29, 30 ] so here we just denote it A(r, s, t, u, v). Deleting the p-bond by setting p = 0 gives the hexagonal lattice with some bonds doubled in series. Reduction to these two cases and the imposition of the first-order property leaves us with only one choice for the critical surface of the (4, 8 2 ) lattice, given by the deletion-contraction formula, FE(p, r, s, t, u, v) = pA(r, s, t, u, v) + (1 − p)H(s, ur, tv) .
Expanding this, and setting all probabilities equal gives the homogeneous polynomial, ; f) (3 3 , 4 2 ); g) (3, 12 2 ); h) (4, 6, 12) ; i) (3 2 , 4, 3, 4); j) (3 4 , 6); k) (3, 4, 6, 4) . (4, 8 2 ) lattice, c) the martini-A lattice.
with solution on [0, 1], p c = 0.67683519... . The simulation result reported by Parviainen [20] is p num c = 0.67680232(63) (the brackets indicate the standard error on the last digits), which, although the difference is only 3.3 ×10 −5 , easily rules out our estimate. However, we may extend the inhomogeneous probabilities over two unit cells. That is, we may consider a larger base. This is shown in Figure 12a where each of the twelve bonds should be understood to have a different probability, and the shapes on the external vertices indicate how the base is embedded in the infinite lattice. Now when deleting and contracting a bond, we will not immediately see solvable lattices. Nevertheless, we can recursively apply the deletion-contraction algorithm until known lattices appear. The result of this is a binary tree of graphs, the size of which increases exponentially with the number of bonds in the base. For this reason, a computer is needed to handle large bases, but even then the maximum size achieved in this work is only 36 bonds. However, this is generally sufficient to provide estimates to thresholds within 10 −7 of the numerical values.
The 12 th -order polynomial for the (4, 8) base in Figure 12a is [26] ,
with solution p c = 0.67678736..., differing from the numerical value by 1.5 × 10
and cutting the error in half from the 6-bond base. At first glance, it appears that the generalized critical polynomial depends on the order in which bonds are chosen in the deletion-contraction algorithm. However, in [27] , an argument was given that the generalized critical surface, and therefore the polynomial, is independent of the bond order. In the computer implementation, the answers are tested by performing the calculations several times using random bond orders.
Implementation
The computer implementation of this algorithm is written in C++. As input, it takes a collection of bonds and a set of vertices, along with the number, N e , of external vertices. Each bond and vertex is assigned a number, and the problem is fully specified once the two end vertices of each bond are given and identifications are made between external vertices to indicate how the base is embedded into the infinite lattice. Two vertices that are identified are called "equivalent". For a given lattice L, the solve routine works as follows:
(i) Choose a bond, b, on which to perform the deletion and contraction. A minimal set of requirements is used here. Of course, the same bond is chosen for both deletion and contraction.
(ii) Delete b to form lattice L 0 , and contract the bond to form L 1 .
(iii) Simplify L 0 and L 1 by removing or combining any superfluous bonds that appeared as a result of deletion or contraction.
(iv) Check if L 0 is one of the known lattices. If so, assign it the proper name and stop.
If not, recursively call the solve routine for this lattice.
(v) Check if L 1 is one of the known lattices. If so, assign it the proper name and stop.
This process produces a binary tree of lattices, with branches that terminate on identified graphs. The run-time is related to the number of lattices that appear in this tree. However, the population is determined by the speed with which known lattices appear, and only loosely related to the number of bonds, n, in the base. As different lattices and bases can have very different connectivity properties, the run-time may vary considerably for problems with the same n. But even for a given lattice, the choice of bond, b, at each step can significantly change the speed with which the solution is found, although the final result is independent of these choices. However, adding a bond to a base essentially doubles the number of lattices that will appear in the tree, and thus the number of operations increases as roughly 2 n for a given problem. Figure 4 shows an example of a lattice partitioned into a base with nine bonds and nine vertices, eight of which are external. The embedding of the base is specified by identifying vertices that are equivalent in the infinite lattice and these identifications are illustrated by matching shapes in Figure 4a . The numbering of the bonds and internal vertices is completely arbitrary. However, the external vertices are always assigned the first N e numbers and their ordering is important. Note that we only consider connected bases that can thus be contained inside a simple boundary loop that runs through all the external vertices in the obvious way (the dotted curve in Figure 4a ). The vertices are numbered counter-clockwise around this loop. When we delete bonds and simplify lattices, this ordering will be crucial in recognizing equivalent external gaps.
Setup

Deletion
When a bond is deleted, it is simply removed from the list. Some simplification of the resulting lattice may be necessary. For example, we may create bonds doubled in series, like bonds p 1 and p 4 , and p 2 and p 3 , of Figure 5b . These are replaced by single bonds with probabilities p 1 p 4 and p 2 p 3 , as shown in Figure 5c . Although series bonds are usually the only direct result of deletion, Figure 5c indicates how simplifying these bonds can indirectly lead to bonds doubled in parallel. These bonds also need to be replaced with effective bonds with the appropriate probabilities. For example, in Figure  6b , which is the result of contracting bond 0 in Figure 6a , bond p 1 is deleted, and p 2 is assigned the new probability
which is simply the statement that in order for the effective single bond to be open, p 1 and p 2 cannot both be closed. Simplifying the parallel bonds leads to c) and then simplifying the series bonds gives d).
Contraction
When a bond is contracted, it is removed from the base, and its end vertices are merged into a single vertex. The direct result of this may be to create bonds doubled in parallel, as shown in Figure 6b , but Figure 6c illustrates how simplifying these parallel bonds can indirectly lead to bonds doubled in series. Further complications are possible here. Consider the base and lattice in Figure 4 . Contracting the p 6 bond in Figure  4a necessitates the merger of vertices 6 and 7. However, examination of the embedding in Figure 4b reveals that this gap is equivalent to the gap between vertices 2 and 3, and we must merge these vertices as well. The identification of equivalent gaps will be described in section 3.5.
Bond selection
Despite the earlier comments about the impact of bond selection on run time, I have not made any serious effort to optimize the bond choice for efficiency. Nevertheless, there is a variety of reasons a bond may be rejected in the present scheme:
(i) Deleting it will disconnect the base. The algorithm is only used on bases with a single connected component. Note that, in some cases, contracting a bond may also result in a disconnected base. Consider the situation in Figure 4 . Contracting bond p 0 necessitates the removal of bond p 4 or p 8 , since they will now span the same gap and need to be combined into a single bond. However, removing either of them disconnects the base. Before settling on a candidate bond, we must first examine the simplified lattices that result upon both deletion and contraction. It is possible to disconnect the lattice without disconnecting the base, with the result being a lattice strip, as shown in Figure 7 .
(ii) It is a "supporting" bond, that is, its endpoints are equivalent external vertices (e.g., any odd bond in Figure 7a ). Contracting such a bond collapses the lattice and can result in very complicated situations. It is certainly not impossible to deal with these, but I have avoided them for simplicity. The exception to this is the case of a lattice strip ( Figure 7c ). As this is essentially a one-dimensional problem, it can only be critical when at least one of the supporting bonds has probability 1. This means that if there is a supporting bond, p 1 , the critical surface is of the form (1 − p 1 )f = 0, where f is some function of the other probabilities. Thus, the result of contracting this bond gives zero, bringing about a quick identification.
(iii) It connects two inequivalent external vertices that are not adjacent on the perimeter of the base, like bond p 2 in Figure 8 . Contracting such a bond does not collapse the lattice, but nevertheless leads to complications that I chose to avoid.
After settling on a set of rules, one may be concerned about the existence of lattices for which there is no legal bond choice, and in fact there are such lattices for these rules. An example is shown in Figure 9 , which appropriately has the appearance of an array of stop signs. Other examples are of a similar nature. Although removing bonds 1 to 5 would clearly disconnect the base, it is not so obvious why p 0 or p 6 are bad choices. The reason is that contracting, say, p 0 , makes p 2 and p 5 into parallel bonds through their external connections. But combining these into a single bond necessitates removing one of them, which disconnects the base. The bond p 6 has the same problem. There are several ways around this. One would be to re-partition the lattice into a different base that allows a good bond choice; there are clearly better bases to select for this kagomelike lattice. Another is to drop the restriction against disconnected bases. However, for bases of 36 bonds, the maximum considered here, the appearance of such lattices is infrequent enough that I simply discard calculations in which they appear. In order to check that the final answer is correct, I run the algorithm several times for a given base anyway, as previously mentioned, each with a different labelling of the bonds to ensure a different path is taken. 
Simplification
During the simplification phase, the algorithm checks the base for extraneous bonds or sites, iterating until no further changes need to be made. It seeks bonds doubled in series, bonds doubled in parallel, stranded vertices and dead ends. It also checks if a bond deletion has resulted in a lattice strip, which changes the bond selection rules slightly.
3.5.1. Series bonds If an internal vertex is incident with only two bonds, then those bonds are doubled in series, as in Figure 5b , and they are replaced by a single bond, as shown in Figure 5c . It is necessary that we consider only internal vertices here, as an external vertex between only two bonds is usually not indicative of bonds doubled in series. This can be seen in Figure 4a , where, among other examples, vertex 6 is between only bonds p 5 and p 6 , but in the full lattice these bonds are not in series. In some cases, an external vertex connected with only one bond may indicate a bond doubled in series, which would happen for the lattice in Figure 10 if p 0 were deleted, but I do not replace these.
Parallel bonds
If two bonds have the same two end vertices, then they are doubled in parallel and one must be removed. This is done by deleting the bond with the lower number, and assigning the effective probability to the other.
It is straightforward to find such parallel cases involving internal vertices, but when parallel bonds are between equivalent external vertices, special care is needed. Consider Figure 11a , which shows a three-bond base with external vertex connections that lead to the lattice shown in Figure 11b . Clearly, the bonds p 0 and p 2 span equivalent gaps, as the resulting lattice is just the square lattice with these two bonds doubled in parallel. However, Figure 11c shows a base with the same configuration of bonds but different identifications of external vertices. Tiling this base gives the hexagonal lattice, shown in Figure 11d in the "brick wall" representation, and now p 0 and p 2 do not span equivalent gaps, even though each end vertex of p 0 is equivalent with an endvertex of p 2 . It is necessary to have some way to discriminate between these cases and it is here that the correct numbering of the external vertices becomes important. External vertices that neighbour on the boundary loop need not have a bond between them. However, we can think of their gap as a directed arc of the loop, (v 1 , v 2 ), oriented in the clockwise direction, with v 1 < v 2 . The gap between the last external vertex, v Ne−1 , and v 0 is written (v Ne−1 , v 0 ). In Figure 11c , the bond p 0 spans the gap (2, 3). Vertex 2 is equivalent to 0 and vertex 3 is equivalent to 1, and substituting these in the gap (2, 3) gives (0, 1), which is the correctly oriented gap spanned by bond p 0 . However, in the base of Figure  4a , the bond p 6 bridges the gap (6, 7) with vertex 6 equivalent with 3 and 7 with 2. Substituting these into (6, 7) gives (3, 2), an arc directed counterclockwise, as v 1 > v 2 , which indicates that the gaps (6, 7) and (3, 7) are equivalent, as can be seen in Figure  4b . More plainly, two external gaps are equivalent if the low vertex of one is equivalent Figure 11 . The base in a) embeds to give the lattice b), and c) leads to d). In a), the bonds p 0 and p 2 span equivalent gaps, whereas in c) they do not.
with the high vertex of the other and vice versa. Note that in Figure 4a , all vertices are equivalent so this condition is again met.
Stranded vertices
A stranded vertex is one which is not an endpoint for any bond. This can happen for external vertices, as discussed in section 3.2. Stranded vertices are easily found and removed. However, if another external vertex, v, was equivalent only with the stranded vertex, w, then v is no longer external and must be demoted to internal as soon as w is removed. For example, deleting p 0 and p 1 in Figure  10b leaves vertex 3 stranded. But vertex 1 was equivalent only with vertex 3 and thus the demotion of 1 to internal must accompany the removal of 3. This in turn leaves 1 a dead-end vertex.
Dead ends A dead end is an internal vertex that is incident with only one bond.
This may occur upon demotion of an external vertex, as just described. A dead-end bond has no impact on the percolation process and is deleted along with the vertex.
Identification
The algorithm can identify a small number of simple graphs. Although the more lattices the algorithm is able to identify, the sooner the process terminates, it can be difficult to correctly identify graphs in which not all bonds are equivalent because a bond-matching procedure would need to be devised. As such, I only check for the square, triangular, hexagonal, and one-dimensional lattices. A lattice with three external vertices, three bonds, and one internal vertex is the hexagonal lattice; three external vertices, no internal, and three bonds is the triangular lattice; three external vertices and two bonds is the square lattice; and a single bond is one-dimensional. Furthermore, as previously described, if a strip lattice is collapsed, the result is zero. The capability to identify these graphs is sufficient to ensure that the algorithm always succeeds, provided it does not run into a lattice of the type in Figure 9 .
Results
Now I list the results obtained by applying this method to various bases on the Archimedean lattices, except the kagome, which was already discussed in [27] . For numerical results, we rely heavily on the paper of Parviainen [20] , which, with the exception of (3, 12 2 ) for which Ding et al. [21] provide a more accurate estimate, is still the standard reference for these lattices.
(4, 8
2 ) lattice
The single unit cell base result for this lattice was reported in [24] , and the 12-bond base consisting of two unit cells was studied in [26] . In that work, however, only the base in Figure 12a was used. Another option is to wire the external vertices as in Figure 12b , but the result of this is the same as that of the 6-bond base. Here, we will label different bases as (N × M) where N and M denote the number of unit cells in each direction. For example, the (2 × 2) base in Figure 13a results in the polynomial 
predicting p c = 0.67678965..., which is slightly closer to the numerical value, 0.67680232(63), than the 12-bond base, but is not a great improvement. Another base that might also be called (2 × 2) is shown in Figure 13b , which is identical to Figure  13a except 
giving p c = 0.6767896635..., again closer to the numerical solution. However, the (3 × 2) base in Figure 14b gives the polynomial 
with solution p c = 0.67680215..., a prediction that falls within the standard error of the numerical result, and is thus not ruled out. However, it should be stressed that no finite base will ever give the exact solution, as demonstrated in [27] .
Although there is no finite base that will give the exact answer for any of these lattices, it is not clear in what manner the base must become infinite. In particular, it may be possible that a base need only be infinite in one direction, i.e. a strip. The results of this section will rule out this possibility for the (3 3 , 4 2 ) lattice (Figure 2f ). We will start with the progression shown in Figure 15 , in which the bases consist of unit cells stacked in the vertical direction. One unit cell (Figure 15a) gives the polynomial reported in [25] ,
with solution p c = 0.419308168..., fairly different from Parviainen's p num c = 0.41964191(43). Extending the base to the (2 × 1) configuration (Figure 15b) gives a polynomial that can be written in the factored form,
and we recognize the first term in brackets as the polynomial (11) . The second term contains no root in [0, 1] and therefore the prediction is the same as for the 5−bond base. Similarly, stacking three cells as in Figure 15c gives the factored form, (13) and once again we have the same prediction. It is probably safe to conjecture that this trend continues. The story is different if we extend the base in the horizontal direction.
The polynomial for the (1 × 2) (Figure 16a ) case was reported in [25] , with the result p c = 0.419614759... . For (1 × 3) (Figure 16b ), we find,
with solution 0.419650951... . The sequence for the remaining bases is shown in Table  2 . Clearly, these values are converging to a limit, which appears to be similar to the numerical value but not actually correct. In particular, the estimates for n = 5, 6, and 7 indicate that the first seven digits are 0.4196551, but Parviainen's result rules this out easily, as it seems extremely likely that the first five digits are in fact 0.41964. This indicates that the (1 × ∞) base does not provide the exact answer. We can also rule out the possibility that we only need a wider strip, say (2 × ∞). If this were exact, then so would be the case in which we deleted every horizontal and diagonal bond in the second row. Contracting the remaining vertical bonds in that row, we would necessarily find the same formula for (1 × ∞) that we already showed was incorrect. Therefore, for this lattice, the only way to get the correct threshold is to consider the (N × M) base in which both N and M go to infinity. As such, we turn to the (2 × 2), (3 × 2), and (2 × 3) cases. For (2 × 2), the polynomial is, 
giving p c = 0.4196453185..., differing from the numerical result by 3.6 × 10 −6 . 
(3, 12
The single-cell polynomial for the (3, 12 2 ) lattice has been reported in various places [25] , but I note it here,
Oddly enough, this polynomial can be written in factored form,
The second term in brackets is the one that has the root in [0, 1], p c = 0.74042331..., and therefore, for some reason, the prediction for this nine-bond base is given by a fifth order polynomial. The numerical value given by Parviainen is p num c = 0.74042195(80), whereas Ding et al. [21] give the more recent result 0.74042077 (2) . Turning to the (2 × 2) case (Figure 18) which does not factor, and predicts p c = 0.74042099..., a difference of 9.6 × 10 −7 from Parviainen's value, but within 2.2 × 10 −7 of Ding et al. This also compares favourably with the approximation given by Ziff and Gu, p c ≈ 0.74042081, based on a numerically fit universal condition. For the moment, this is as far as we can go with this lattice.
(4, 6, 12) lattice
The single unit cell polynomials for the (4, 6, 12) and (3 2 , 4, 3, 4) lattices were given in [26] . Because of the size of their bases, we can only extend these estimates to two unit cells. Two possible bases for the (4, 6, 12) Table 4 . The best polynomial estimates for the Archimedean lattices along with the numerical values. All numerics are from [20] except (3, 12 2 ), which is from [21] .
with root p c = 0.52483166..., differing from Parviainen's 0.52483258(53) by only 9.1 × 10 −7 .
Conclusions
I have presented the computation of generalized critical polynomials using a computer program to perform the deletion-contraction algorithm. The results clearly support the conjecture that these polynomials predict thresholds converging to the exact answer in the limit of an infinite base. Moreover, this seems to suggest that critical bond thresholds for most unsolved problems are not algebraic numbers, since no finite base can give the correct threshold unless the single-cell answer is exact. A summary of the best results for each lattice is in Table 4 . Their accuracy ranges from 4.6 × 10 for the (3 4 , 6) lattice, to the result for the (4, 8 2 ) lattice which is not ruled out by the numerical answer. Many paths for future work are available. One might hope that far greater accuracy is possible if a method can be found to compute the polynomials more efficiently than by using deletion-contraction and indeed this is a subject of current study. It should be noted that the generalized critical polynomials presented here are related to F.Y. Wu's homogeneity approximation [31] for the q−state Potts model [32] , which he has so far been able to apply to get a 6-bond kagome [33] polynomial and, in recent work with W. Guo [34] , a 6-bond (4, 8 2 ) polynomial. In particular, his method predicts (4) in the q → 1 limit. Recently, the deletion-contraction method was also generalized to the q−state Potts model [35] , which allows accurate determination of critical points for large bases and arbitrary q, including predictions in the unphysical anti-ferromagnetic region. Finally, polynomials can be defined in three dimensions with deletion-contraction in exactly the same way as in two, but it remains to be seen if they can give any information about the critical point.
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