Traditional machine learning based intelligent systems assist users by learning patterns in data and making recommendations. However, these systems are limited in that the user has little means of understanding the rationale behind the systems suggestions, communicating their own understanding of patterns, or correcting system behavior. In this project, we outline a model for intelligent software based on a human computer feedback loop. The Machine Learning (ML) systems recommendations are reviewed by the user, and in turn, this information shapes the systems decision making. Our model was applied to developing an HTML editor that integrates ML with user interaction to ascertain structural relationships between HTML document features and apply them for code completion. The editor utilizes the ID3 algorithm to build decision trees, sequences of rules for predicting code the user will type. The editor displays the decision trees rules in the Interactive Rules Interface System (IRIS), which allows developers to prioritize, modify, or delete them. These interactions alter the data processed by ID3, providing the developer some control over the autocomplete system. Validation indicates that, absent user interaction, the ML model is able to predict tags with 78.4 percent accuracy, attributes with 62.9 percent accuracy, and values with 12.8 percent accuracy. Based off of the results of the user study, user interaction with the rules interface corrects feature relationships missed or mistaken by the automated process, enhancing autocomplete accuracy and developer productivity.
Introduction
When editing a document, users generate constraints whenever they make a decision about how they wish it to look. A user editing their homepage might decide that all of the button elements in the main part of the document should be the visual property.
Information about a document's look and feel is often represented explicitly through styles, such as style features in word processors or features like cascading style sheets (CSS) in HTML documents. By making them explicit, users can ensure that documents are entirely consistent with the rules by combining an initial document with a set of styling rules to generate a final document [7, 8] . Beginning with systems such as Ivan Sutherland's Sketchpad, a variety of systems have enabled users to specify documents entirely through constraints, varying the constraints to generate new documents.
However, constraints are often unstable. Whenever the constraints change, the document may change in unexpected ways [9, 11] .
In our approach, the system first learns patterns from examples of document elements, building a decision tree to predict the elements, element attributes, and element values given their context. Using these patterns, the system is able to offer the users predictions, surfacing predicted elements, element values, and get patterns through autocomplete while retrieving inspection to see why a specific example is as it is.
Autocomplete is a feature that prompts users with suggested completions for text the user has begun writing, intelligently predicting the most likely or useful words, phrases, or strings with respect to the current context [2, 6] . Although originally developed to aid those with physical disabilities, autocomplete has been applied to a broad range of technologies, most significantly for search engine queries and mobile keyboard word prediction.
One emerging application of context-based autocomplete is code completion, which brings with it several unique benefits as well as challenges. Developers often face time constraints when working on software, as well as difficulty with remembering and applying commonalities across different portions of code [1, 3, 4] . Integrated development environments address these obstacles through the suggestion of code expressions, statements, parameters, or functions [14, 15] . However, code completion may be unhelpful or even counterproductive when predictions are flawed, an inconvenience made all the more likely by the intricate structural patterns present in source code [5, 10] . Thus, intelligent assessments of context and the developers intent are of great importance.
In this paper, we outline an autocomplete function which utilizes machine learning algorithms to identify patterns between significant features in the HTML document. The function is integrated into a development environment, which displays the prediction and the features taken into account to make the prediction as a rule. In addition, this environment allows to user to prioritize, edit, and delete rules, making this tool predict more suitable for the programming task taking place.
Methods
In order to prompt the user with code completion options, the system follows the following steps: It tokenizes the source code to get the prediction type, gets the Abstract Syntax Tree (AST) representation of the source code and uses it to extract the relevant information in a table that is later used to train the decision tree and make predictions.
In order to fill the autocomplete with code completion options, the first step is to know the type of prediction. Each time the user changes something in the source code, the first thing our system does is to tokenize the entire source code. The tokenizer classifies each element in the source code to get a better understanding of the current situation the user is at. Using this and the current position of the cursor, the system determines the type of prediction to be performed, if any. The three prediction types are tag name, attribute name and attribute value, also referred to as tag, attribute, and value respectively (Table 1) . By knowing the prediction type, the system knows the type of autocomplete options the user is expecting next. In order to get all the necessary information easily from the code and make a prediction, the system generates the Abstract Syntax Tree (AST) representation of the source code by parsing it [16] . The system also highlights the HTML element the user is currently working on and saves the information from that element.
Figure 1: Abstract Syntax Tree Example Visualization
Before using the decision tree to make a prediction for any prediction type, the system needs to first train the Decision tree using what we call a training set. The training set is an array in which each entry is an object with the relevant features and the target feature. For each prediction type there are different features to take into account:
• Tag prediction: Parent tag and parents first attribute/value pair. The target feature is the tag name.
• Attribute prediction: Parent tag, parents first attribute/value pair, and current tag name. The target feature is the attribute name.
• Value prediction: Parent tag, parents first attribute/value pair, current tag name ,and current attribute name. The target feature is the attribute value.
The system fills the training table in two ways. Either using the prioritized rules array or using the AST representation of the source code. We will explain the different between the two at a later section in the paper. If the system uses the AST representation, it recursively traverses the tree and adds an entry to the array each time with all the necessary features.
Figure 2: Tokenizing, Parsing, and Relationalization Interaction
Once all of the information is extracted for the current scenario, the information is added to a feature table, which will be utilized to create the decision tree. As discussed earlier, there are 3 different feature tables: one for each prediction scenario. Below are examples of the three different feature tables.
A Decision Tree is a tree-based graphical representation of decisions and outcomes for each decision. One of the most prominent Decision Tree algorithms is the ID3, or Iterative Dichotomiser 3 algorithm, invented by Robert Quinlan. The ID3 algorithm, typically used in machine learning and natural language processing projects, builds a decision tree from a fixed set of examples, and the resulting tree is used to classify future examples. Our project utilizes the ID3 Algorithm to create a decision tree given the abstract syntax tree discussed in the previous section.
Figure 3: Machine Learning Prediction System
We designed a demonstration for an editor using HTML that is broken up into 3 main parts. The first is an HTML Environment for the developer to code/use our intelligent autocomplete, the second is a box that shows the output of the programmer code, and the third is the user-interactive display that includes our decision tree and allows the programmer to change the decision tree based off of user preferences.
In addition to the conventional editor-display dichotomy, the right half of the editor includes a subsection that allows the user to see how a prediction in the autocomplete was made, and make amends to this rules to make future predictions.
This UI displays the current prediction at the top followed by a small main menu with three options for the user: Edit the current prediction, look at existing rules, and create a brand new rule. For the last two options, the user can select the type of rule(s) to edit.
Figure 4: Developer-Machine Learning Interaction through IRIS
Amend the current prediction: In this section the user is shown the features used to make a prediction and the top prediction made by the program. Besides going back to the main menu, the user has three options for the current prediction shown. The user can chose to delete this rule, meaning that in the future this prediction will not be shown for those specific features in the autocomplete. The user can also make the current rule a priority, meaning that this rule will be used to make a prediction in the future regardless of the changes made on the document the user is working on. Lastly, the user can also change the prediction that is to be shown for those features. When the user changes the value of a prediction, this rule is automatically prioritized as well.
Look at current rules: In this section two rule tables will be displayed for the specified target feature. The first tables shows all the rules that have been prioritized by the user, either by adding a new rule or by changing a rule. The second table shows all the rules that are derived from the existing HTML document. This table does not contains the rules from the document that contradict the prioritized ones. Due to the lack of uniformity on the document, some rules in the second table might contradict each other. These two tables can be seen as the training sets used to train the Decision Trees.
Add a brand new rule: Depending the specified prediction type, multiple textboxes will be displayed for the user to type the desired feature values and prediction for the new rule. If the rule entered by the user is invalid (some important features are not specified, the rule has already been blacklisted, or the rule contradict with any of the prioritized rules), the rule will not be added and a message will be shown to the user as a notice. Each rule added by the user is automatically prioritized.
Results/Discussion
We conducted two studies to evaluate our approach. We first applied our approach to a corpus of HTML documents to understand the performance of the model and recommendation algorithm. Second, we conducted a user study, where participants used our system to author an HTML document.
Recommendation Performance
The validation for our autocomplete contains several steps. First, we use a script to retrieve 100 websites and take the html source code. Next, we download each of these html files into a folder, from which we upload all 100 files into our editor. As each runs, the validation.js program tests each prediction with the correct value by storing the correct tag, attribute, or value, removing the correct tag, attribute, or value, testing what the program predicts, and checking how close the programs prediction is to the correct element characteristic. At the end of each epoch, or training time, four values of accuracy are returned. We will further discuss the meanings of each accuracy in the next section.
To retrieve results for our validation, we ran 100 websites and applied the experiment protocol expressed above. For each website, we ran tests on tag prediction, attribute prediction, and value prediction. Each of these 3 tests included 4 metrics: Percentage in which the first prediction is correct including cases for all predictions, percentage in which the first prediction is correct only including cases for which predictions can be made, percentage in which one of the predictions is correct including cases for all predictions, and percentage in which one of the predictions is correct only including cases for which predictions can be made. Once we obtained each of these percentages, we took the metric that represents the percentage in which the first prediction is correct only including cases for which predictions can be made, and graphed these for each of the three tests: tag, attribute, and value prediction. Below are the graphs for Tag, Attribute, and Value Prediction for the prediction made being in the Top 1, Top 3, and Top 5. Of the participants who interacted with IRIS, their interactions largely consisted of defining new patterns. One participant explained that adding their own patterns ahead of time helped with "sticking to a plan", while another observed that it "made the autocomplete predictions more useful" by transferring preconceived relationships from the user to the system. Additionally, these participants made extensive use of pattern upvoting/downvoting, enabling them to redirect the system's attention from overlearned relationships towards user-preferred ones. These participants' code documents reflected a consistent, well-structured use of relationships throughout, suggesting that for creative work, substantial user control over pattern learning was conducive to the development of highly-organized code.
Continuation
For the continuation task, IRIS helped participants to more quickly identify and reapply pre-existing code relationships compared to the control group. Participants using IRIS often relied on autocomplete recommendations to develop code immediately and later, briefly review the "Current Code Pattern" and highlighted usage examples to double check the recommendations' applicability. With greater insight into the basis for the autocomplete recommendations, IRIS participants developed stronger trust in the recommendations and relied on them more heavily over time. In contrast, several control group participants appeared skeptical of the recommendations, either ignoring them or spending substantial time hunting for relevant usage examples by which to verify them. Furthermore, a few IRIS participants used the pattern voting feature to provide instant feedback on the recommendations. One participant observed that "The autocomplete got even more accurate as I voted on the patterns", making document development "easier and easier". Overall, participants in the experimental group completed work on the webpage significantly faster (p = 0.03) than those in the control group, finishing after an average of 57.1 minutes versus 44.1 minutes respectively. IRIS helped participants with meeting continuation task requirements more often and in a manner more consistent with the preexisting code. A 21-point rubric was used for assessing the participants' code for the continuation task. Points were awarded on the basis of efficacy (successfully fulfilling specifications) as well as consistency (applying appropriate features or relationships). On average, the experimental group significantly outperformed (p < 0.01) the control group at producing quality code, attaining 17.0 points versus 11.4 points respectively. A substantial factor behind this improvement is the patterns list feature: IRIS participants depended on the feature for learning of existing relationships, locating them by highlighting usage examples, and reapplying them in new code. In particular, participants used the list feature to explore patterns for HTML values, enabling them to reproduce appropriate attribute-value pairs for a given element. Additionally, many participants browsed the HTML tag patterns list for its parent tag conditions, which aided them at reproducing appropriate parent-child structures. For instance, participants first became aware of the rule to nest self-contained <img> elements inside <figure>}parents by seeing this relationship expressed in the patterns list (as a new semantic element introduced in HTML5, the <figure> tag and its usage may not be widely understood).
Most participants followed up by highlighting code examples of this rule, and either recreating or copy-pasting relevant portions of code involving <figure> and <img>. On the other hand, control group participants often developed <img> elements without <figure> parents, and more generally, were not as aware of preexisting relationships in the code document.
Correction
Participants' code was scored using a highly-specific 27-point rubric, which awarded points for the addition, modification, or deletion of code to make it consistent with relationships used elsewhere in the document (e.g. Correct <p> tag on line 34 to <caption>). IRIS users earned Machine learning traditionally assumes that there is little noise in the data or, if there is noise, the noise is independent of the model [11, 12, 13] . Even in cases where a user is providing the labels based on instructions from the learner on what would be most insightful (active learning), the assumption is that the user is right. But in seeing patterns, as revealed from models and rules learned from the data, the user may change their view on what the correct data is in order to result in a simpler model. This relies on having a setting where the data is generated entirely by the user and there is no other external source of truth on what the correct data is.
Conclusion
We presented an approach of creating a user-interactive decision tree that has proven, in our user study, to be more effective than the standardized autocomplete commonly used by Software Engineers. Our process includes retrieving the html file, tokenizing the html file, creating the abstract syntax tree, and extracting certain features to preserve relationships and create the feature table. The feature table is then used as an input in the ID3 algorithm to produce the decision tree for the user. The created decision tree is then shown to the user as a set of revisable rules with options to add new rules or fix certain parts of each rule. Throughout this process of the user editing the guidelines for the autocomplete predictions, the users changes are reflected as the user continues to type more code, with the users specific preferences being shown before other predictions. This stylistic decision tree, therefore, helps the user program more comfortably and clarifies how each autocomplete decision is being made.
Aside from the benefit that our User-Interactive Decision Tree Autocomplete presents, the validation shows that the decisions made by our process almost always meets, if not exceeds, the accuracy, precision and recall compared to standardized autocompletes. After extensive testing on over 20 websites, we have recorded an average accuracy of 89% , which exceeds the current standard autocomplete accuracy of 75%.
In the future, we hope to look at other features for making predictions, including other attribute/value pairs for same element if any, grandparents information and decisions based off of number of attribute/value pairs.
We believe this work represents an important advance in creating powerful user-interactive models of decision trees which will be useful to developers worldwide for a variety of applications.
