Introduction
Many software development organizations are reporting great success with agile software development techniques. However, none of the major agile development methods explicitly incorporate usability engineering practices. The article index on the Agile Alliance web site illustrates the situation. There is no category for articles addressing usability, no articles that list usability in their title, and only one article in which usability appears in the summary. [1] There is some work that attempts the bridge the two disciplines. Larry Constantine has published an article and white paper relating his UsageCentered Design approach to agile development. [2] [3] Another white paper examines the role of usability testing as part of acceptance testing in Extreme Programming. [4] Experience reports have mentioned improved usability as an outcome or motivation. [5] However, for the most part, there has been little examination of potential convergence, and this represents a missed opportunity for the agile development community. [6] Usability is an important attribute for software. For corporate applications, improved usability can yield significant cost savings by improving the productivity of users. For software with good usability, less time is spent learning and using the software, support staff field fewer questions, and fewer errors are introduced into operational systems. For e-commerce applications, usability can be the difference between customers spending money or leaving a site. [7] The field of usability engineering encompasses a wide range of practices, many of which would be difficult to apply in an agile development environment. The practices of discount usability engineering reflect the principles and spirit of agile development. Jakob Nielsen coined the expression "discount usability engineering" to describe a collection of simple, low-cost techniques for designing and testing systems for improved usability. [8] Incorporating discount usability engineering techniques as part of an agile development methodology can improve the usability of software.
In response the Agile Development Conference's call for papers to challenge the agile community to reexamine its assumptions, stretch its thinking, or develop new approaches over the following year, I am throwing down my gauntlet. [9] I challenge the agile development community to find ways to incorporate and gain value from discount usability engineering practices.
Discount Usability Engineering
Discount usability engineering is an approach popularized by Jakob Nielsen. [7] [10] [11] [12] [13] While designing systems to be usable and assessing system usability can be an expensive endeavor, Nielsen argues that significant value can be gained by applying simple, low-cost techniques for design and testing.
While the term discount usability engineering is usually associated with Nielsen's work, others in the field have also described methods similar in spirit. Constantine has described variations of his Usage-Centered Design methodology that are simpler, faster and easier to use. [14] The goal of these approaches is not to find the absolute best, most usable design, but to make the usability of a system good enough to yield valuable user productivity improvements or additional customer transactions. In addition, the techniques do not require advanced usability engineering training and tools, but can be applied by software engineers with a minimal set of tools and training. Nielsen describes a number of such practices including scenarios, simplified thinking aloud, heuristic evaluation and card sorting. This is a representative, but not a comprehensive list of discount usability engineering practices.
Scenarios
Scenarios are simplified prototyping approaches for eliciting user feedback. It is a usability testing approach that distills the system to the minimal essential elements needed for useful feedback. Emergency Exit: It should be easy for users to leave an unwanted state of the system without navigating extended dialogues. The system should support undo and redo capabilities.
These guidelines can be applied both as the engineers are developing the system and during periodic reviews of the software,
Card Sorting
Different users do not see an application or an application domain the same way. This can lead to usability defects in a software system if these different viewpoints lead to a mismatch between system assumptions and users assumptions. [20] Card sorting is one technique for finding users' mental models of the information space of an application domain. [12] The gist of the technique is that each system feature or concept is written on an index card. Users are then asked to group the cards in piles that the user sees as similar and then to label each pile. The approach can be used to identify the major content categories of a web site, or may be used to organize system functions into a useful collection of menus.
Common Principles
There are a number of similarities between discount usability engineering and agile development in both spirit and tools. Nikula and Sajaniemi argue that the two are similar in that they both attempt to distill the minimal essential elements of their respective disciplines and focus on those keys. [ and practices of discount usability engineering map well to these principles.
Individuals and interactions
Understanding users and their relationship to the software and environment are at the heart of most usability engineering techniques. Discount usability engineering seeks this understanding with practices that are simple and low-ceremony, and avoid complex tools and processes. Instead of testing in an expensive usability testing lab facility, these techniques can often be conducted in a user's or developer's usual work environment.
The heuristic evaluation guidelines are similarly user-focused. [12] The heart of discount usability engineering is how to make individual user interactions with a software system more pleasant and effective.
Working software
Working software is very important for discount usability engineering, but its form and motivation differs from agile development in practice. In contrast, in agile software development, working software means that computers are able to verify the performance and capability of the software. For usability engineering working software means being able to understand the interface between the system and the users. Since users are much more flexible and adaptable, gaining useful usability feedback does not require working software executed on a computer. Prototypes implemented as paper mockups can yield useful usability information. [15] [18] These paper mockups are working simulations of the anticipated software.
Customer collaboration
Customer involvement is essential to building usable software. Customers can play a huge role in gaining access to users for implementing usability engineering practices, especially if the developers do not have a direct connection to a pool of candidate users. Customer cooperation is also important in gaining the flexibility to build the most usable software. Support from the customer is often needed to spend the resources to apply discount usability engineering techniques. Unnecessarily constraining requirements for particular user interface design elements in a contract may preclude options suggested by usability engineering. The discount usability engineering practices do not define a particular customer collaboration model, but customer collaboration is necessary for these practices to succeed.
Responding to change
To implement discount usability engineering does require planning. Planning is needed to identify users to participate and to coordinate with them to take part in the usability engineering activities. The results of discount usability engineering often reveal differences in assumptions between the developers and the users. For discount usability engineering, responding to change is about how the team adapts to these differences in assumptions identified through user feedback mechanisms. It is impossible to know ahead of time what these issues will be, or what changes will be required to address such issues, and so time and flexibility are both required to address them effectively. Discount usability engineering is not just about responding to change to make software more usable, but it is in fact a catalyst for change by making usability issues more visible throughout the development process.
Potential Usability Gaps in Agile Development Techniques
Despite this apparent alignment, usability is rarely mentioned explicitly in discussions of agile development. Constantine writes, "Unfortunately, user-interface design and usability are largely overlooked by the agile processes. With a couple of possible exceptions, users and user interfaces are all but ignored. Informants in the agile process community have confirmed what numerous colleagues and clients have been suggesting all along. XP and the other light methods are light on the user side of software. They seem to be at their best in applications that are not GUI-intensive." [6] There are many areas of interaction in agile development practices in which this lack of explicit usability consideration can lead to usability defects. However, each of these areas may can also be viewed as a starting point from which discount usability techniques could be integrated.
User Feedback
All agile development methods feature user feedback as a key element. XP, for example, calls for an on-site customer to be able to provide regular feedback to the development team. [19] This customer is typically an expert in the functional area the software is addressing. The customer often becomes an expert in the software being developed through regular work with the software development team. This is valuable, but it is difficult for this user to Can the structured interviewing techniques of discount usability testing improve the quality of the user feedback?
Are there ways to involve broader participation from the user community in providing usability feedback?
Acceptance Testing
Another common agile development practice is to define automated acceptance tests. Users play a significant role in this activity by helping understand the expected behavior of the software. These tests are used to verify when a particular portion of work is complete, and to confirm that later versions to do not break the feature. However, what if a customer wants to specify that a particular feature, component or system be usable? How would a usability requirement fit into an acceptance testing approach? While these acceptance tests define the external behavior of the software, it is very hard (if not impossible) to devise acceptance tests that reflect the human understanding that underlies the usability of the software. For all but the most basic heuristics, usability testing requires human participants. Understand usability from the perspective of novices means finding new participants for each round of testing.
It has been suggested that usability testing can be included as a separate part of acceptance testing. [4] This might work for software applications for small communities of users, all of whom are in regular contact with the development team. However, for cases in which there is a broader user community, there are several problems with this approach. If you were to conduct usability testing at the end of the development process, you run the risk of having insufficient time and resources to respond to the usability issues raised in the testing. If you do the usability acceptance tests early in the process, then you run the risk of introducing usability defects in later iterations, because there is no regression usability capability as there is for feature validation. If you were to attempt to carry out usability tests as frequently as feature acceptance tests, your budget would balloon out of control.
Is there a role for usability in agile development acceptance tests?
At what frequency should usability be reassessed?
Are new testing tools needed to include some aspect of usability testing in automated acceptance tests?
Is a new class of tests needed in agile development to address usability?
Style Guides
Style guides are frequently used in agile software development (as well as in software engineering in general) as vehicles for communicating "best practices." Typically, this takes the form of guides focused on the programming itself, and not the user interface. [24] Some organizations develop user interface style guides to establish a common look and feel across a wide range of applications. Apple has had a number of such guides, the most recent being their Aqua interface guidelines. [25] These kinds of user interface style guides reflect a good deal of effective usability knowledge, but they are very detailed for a particular user interface style. Most organizations do not already have such a well-defined guide, and it is unlikely that an agile development project would be expected to create such a guide as part of its system development. However, there should be room for heuristic-based usability guides that could be broadly applied across different agile development projects.
Can usability considerations be incorporated into style guides without weighing them down in unnecessary complexity and detail?
Would it be possible to create a usability guide for agile development that could be used not just by a team across projects, but broadly across the agile development community?
Patterns
Patterns are used as a part of many agile methods. Of course the most widely used and cited patterns focus on design decisions. [26] There are a handful of patterns that address user interface decisions to improve usability, the languages are not as well developed as they are for design, and are rarely, if ever mentioned in the agile development community. [27] While usability heuristics are useful, they are not applied by rote, and they can require interpretation. One typical heuristic that the software should avoid "modality." That is, the interface should avoid situations where it behaves one way in one mode and another way in a different mode. The motivation for this heuristic is that the more modes a user encounters, the more complex the user's model has to be to understand the system. However, another heuristic could suggest that the paths for novice and expert users could be different. Novices will require more information to help them understand and make decisions in the system. Experts need an interface that optimize how quickly and efficiently they can complete their tasks. This suggests that the system might need a novice and an expert mode. This example illustrates the competing forces that drive user interface design decisions.
Just as design patterns capture the tradeoffs of software design decisions, user interface patterns can help developers make better choices about tradeoffs that affect usability. [31] Is further development of user interface patterns needed to make them useful for agile developers?
Are the pattern languages for usability sufficiently developed and packaged to aid the decisions of agile developers?
How can these languages be best incorporated into the vocabulary of agile developers? There may be other approaches to addressing the challenge I have presented, but one method that I believe warrants particular consideration is Scrum. Scrum is focused on management instead of engineering practices. Scrum, and is very broad with respect to the kinds of work it organizes. Any work item can be described as a task to be placed in a product or sprint backlog. [36] XP has used in combination with Scrum to provide specific software engineering practices.
[37]. Similarly, discount usability engineering could provide the specific usability engineering practices for a Scrum-managed project. There are still many issues that would have to be addressed to make this combination effective, however, I believe the combination is feasible.
Conclusion
For many customers and domains, agile software development techniques have improved customer experiences.
However, these techniques have not directly or explicitly incorporated the knowledge of usability engineering, even though it is valuable for customers to have usable software and there are discount usability engineering techniques that are similar in spirit to the practices of agile software development.
The agile development community should take up the challenge of finding ways to adapt these methods. An examination of some common agile development practices suggests that while they have gaps regarding usability, there are also useful starting points for considering how to incorporate appropriate discount usability engineering methods. One overall strategy that should be feasible is to fashion a discount usability engineering approach for use with Scrum. By addressing these challenges the agile community can build better, more valuable software.
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