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Un sistema d’informació és un sistema dissenyat per a recollir,  emmagatzemar, processar i 
distribuir la informació sobre l’estat d’un domini concret [Oli07]. Tot sistema d’informació té tres 
funcions principals: funció de memòria, funció informativa i funció activa. La primera funció és 
l’encarregada de mantenir una representació sobre l’estat d’un domini. La funció informativa és 
l’encarregada de proveir informació sobre l’estat d’un domini. Finalment, la funció activa permet 
realitzar canvis sobre l’estat d’un domini.
Per  a  poder  ser  capaç  d’oferir  aquestes  tres funcions,  un sistema necessita  coneixement 
sobre el seu domini. Per exemple, per a complir la funció de memòria, el sistema d’informació 
ha de conèixer l’estat particular que ha de ser representat. 
En el camp dels sistemes d’informació, aquest coneixement sobre un domini concret és coneix 
amb el nom d’esquema conceptual. Tot esquema conceptual ha d’estar especificat utilitzant 
un llenguatge formal. El llenguatge més conegut i utilitzat per a fer-ho és el llenguatge Unified 
Modeling Language (UML) [UML07].
D’acord amb el principi del 100%, o de completesa, un esquema conceptual ha d’incloure tots 
els aspectes estàtics (o estructurals) i dinàmics (o de comportament) rellevants del domini que 
representa  [Oli07]. Els aspectes estàtics queden recollits a l’esquema estructural o  diagrama 
de classes1 mentre que els dinàmics són especificats utilitzant l’esquema de comportament. 
L’esquema de comportament conté, entre d’altres elements, les  operacions del sistema les 
quals representen els canvis vàlids o permesos del domini.  
1.1 Motivació i objectius
Com s’argumenta a [Oli07] no és possible desenvolupar un sistema d’informació sense haver 
definit,  prèviament, el seu esquema conceptual.  Per tant,  considerem aquesta tasca com a 
essencial dins del procés de desenvolupament de qualsevol sistema d’informació.
Per  a  grans  sistemes d’informació,  la  definició  d’aquest  esquema conceptual  és una tasca 
feixuga i de llarga duració on la probabilitat de cometre errors és directament proporcional a la 
complexitat i mida de l’esquema conceptual.
1 Un esquema estructural, en nomenclatura UML, s’anomena diagrama de classes. En aquest 
document, considerarem aquests dos termes com a sinònims.
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La possibilitat de poder utilitzar certs mètodes per a automatitzar, parcialment, aquesta tasca 
aporta grans beneficis a qualsevol desenvolupador de sistemes d’informació.
En aquest sentit, aquest treball presenta un mètode per a poder generar, automàticament, les 
operacions del sistema  a partir del seu diagrama de classes. Com veurem més endavant, 
l’esquema de comportament  que  formaran  aquestes  operacions  serà  simple  i  senzill  però, 
alhora, complirà certes propietats que permetran considerar-lo com a vàlid.
Aquest treball també té com a objectiu l’elaboració d’un prototipus que implementi el mètode 
proposat.
Per a poder concretar la resta d’objectius d’aquest treball  és necessari la definició de certs 
conceptes previs. Aquestes definicions es troben al següent capítol del document, per aquesta 
raó, els objectius concrets d’aquest treball queden definits, a posteriori, al capítol 3.
L’article Deriving Operation Contracts from UML Class Diagrams [CaG07] de Jordi Cabot i 
Cristina Gòmez (directora d’aquest treball), ha servit com a punt de partida i com a document 
base per l’elaboració d’aquesta tesi de màster.  De fet,  el nostre treball  amplia l’article amb 
noves aportacions que el complementen. En el capítol 9 es mostra quin és el conjunt concret 
d’aportacions del nostre treball respecte a aquest article.
1.2 Estructura del document
Aquest document s’estructurarà de la següent manera:
• Conceptes bàsics:
Capítol on definirem certs conceptes necessaris per a poder entendre el mètode que 
proposem. En particular, es donen definicions més concretes del que és un diagrama 
de classes i un esquema de comportament.
• Metodologia: 
Es presenta el mètode proposat i es descriuen quines propietats han de complir les 
operacions que pretenem generar.
• Descripció del mètode: 
Aquest punt inclou els capítols 4, 5 i  6 del document. Consisteix en una descripció 
detallada del mètode complementada amb exemples.
• Cas d’estudi: 
Aplicació pràctica del mètode a un cas d’estudi real. Es mostra una taula comparativa 
per a poder estimar els beneficis de la nostra aportació.
• Prototipus: 
Descripció de la implementació mètode. Recordem que aquest prototipus és un dels 
objectius d’aquest treball. 
• Estat de l’art: 
Estudi i comparació de treballs o articles relacionats amb el tema d’estudi d’aquesta 
tesi. En concret, es detallen les diferències entre ells i les aportacions del nostre treball 
respecte la resta.
• Conclusions i treball futur:
S’exposen les conclusions i es comenten possibles direccions en què es podria seguir 
treballant per a millorar el mètode que proposem.




En aquest  capítol  introduirem els conceptes bàsics necessaris per entendre l’explicació  del 
mètode que proposem. En concret, definirem els conceptes de diagrama de classes i esquema 
de comportament que hem vist a la introducció del document.
També es presenta un diagrama de classes que servirà com a exemple base per la resta del 
document.
2.1 Diagrama de classes
En el món dels sistemes d’informació, podem afirmar que tot domini s’organitza en una sèrie de 
conceptes i de relacions o associacions entre aquests conceptes. 
Un diagrama de classes UML ens permet representar els conceptes del domini mitjançant una 
sèrie d’elements que definim a continuació:
• Classes:  Les  classes  UML permeten  representar  els  conceptes  del  domini.  Cada 
concepte representarà una classe al diagrama. Anomenarem objectes a les instàncies 
d’una classe.
• Associacions:  Les associacions UML permeten representar les associacions entre 
conceptes presents al domini. Per tant les associacions establiran connexions entre 
les  diferents  classes  del  diagrama.  Anomenarem  links2 a  les  instàncies  d’una 
associació.
• Atributs:  Les classes poden tenir atributs que caracteritzen les seves propietats. Un 
atribut es podria considerar una associació binària on una de les classes participants 
es considera característica de l’altre [Oli07].
Restriccions d’integritat
Un diagrama de classes pot definir restriccions d’integritat, és a dir, invariants o condicions que 
s’han de complir sempre. Algunes d’aquestes restriccions es poden expressar  gràficament, 
2 Tot i que links es un terme anglès, l’utilitzarem per a no crear confusió al lector i per poder 
saber, exactament, quan ens referim a la instància o a la associació pròpiament.
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com per exemple, les restriccions de cardinalitat de les associacions. Altres requereixen d’un 
(sub)llenguatge específic per a poder ser definides. Normalment s’utilitza el llenguatge Object 
Constraint Language (OCL) [OCL07] per a definir aquestes restriccions.
Taxonomies de classes: superclasses i subclasses
En general,  el  conjunt  d’instàncies d’una classe concreta és independent al  de la resta de 
classes. En alguns casos, però, les instàncies d’una classe han de ser, necessàriament, també 
instàncies d’una altra classe del diagrama3. Direm que una classe Clp4 és superclasse d’una 
altra classe Clc5 si totes les instàncies de Clc són també instàncies de Clp. Això és equivalent a 
dir que Clc és subclasse de Clp.
En aquest sentit, direm que un objecte x de Cl és instància directa6 d’aquesta classe Cl si x no 
està classificat com a instància de cap de les seves subclasses. En cas contrari, direm que x és 
instància indirecta7 o, simplement, instància de Cl.
En un diagrama de classes UML és possible definir taxonomies de classes per a  representar 
una jerarquia de superclasses i subclasses. És possible restringir la forma en què els objectes 
han d’estar distribuïts o classificats en les classes d’una taxonomia. A UML les taxonomies 
s’anomenen  GeneralizationSet  els  quals  permeten  definir  restriccions  utilitzant  les  seves 
propietats isDisjoint i isCovering del metamodel d’UML [UML07].
 
Una taxonomia  disjoint  obliga a tots els objectes de la superclasse de la taxonomia a estar 
classificats  a,  com a  màxim,  una  de  les  seves  subclasses.  En  cas  contrari,  direm que  la 
taxonomia és overlapping.
Una taxonomia complete obliga a tots els objectes de la superclasse de la taxonomia a estar 
classificats,  com a  mínim,  a  una  de  les  seves  subclasses.  En  cas  contrari,  direm que  la 
taxonomia és incomplete.
Classes abstractes
A UML podem definir una classe com a abstracta per mitjà de la propietat  isAbstract de la 
classe Classifier del metamodel [UML07]. Una classe abstracta és aquella que no té instàncies 
directes, és a dir, tots els seus objectes estan classificats com a instàncies d’alguna de les 
seves subclasses. En un diagrama de classes UML les classes abstractes tenen el seu nom en 
lletra cursiva.  
Atributs derivats
Definim un atribut com a derivat quan el seu valor es pot obtenir com a resultat del càlcul d’una 
regla de derivació. Aquesta regla de derivació, normalment, està expressada en OCL. A UML 
s’utilitza la propietat  isDerived de classe  Property  del metamodel d’UML. En un diagrama de 
classes s’anteposa el símbol / al nom de l’atribut per a indicar que és atribut és derivat.
Atributs readonly
A UML és possible definir un atribut com només de lectura. Per a fer-ho s’utilitza la propietat 
isReadonly de la classe  Property del metamodel. El valor d’un atribut readonly d’un objecte no 
pot ser modificat un cop creat l’objecte.
3 Aquest fet també és aplicable per a associacions però, en aquest treball, no ho considerarem. 
 
4 L’abreviació Clp prové del terme anglès parent class.
 
5 Anàlogament al cas anterior, Clc prové del terme child class.
6 A OCL s’utilitza l’expressió x.oclIsTypeOf(Cl) per saber si x és instància directe de Cl.
7 A OCL s’utilitza l’expressió x.oclIsKindOf(Cl) per saber si x és instància indirecte de Cl.




Definim una associació com a derivada si és possible obtenir el seu conjunt d’instàncies o links 
a partir d’una regla de derivació. També en aquest cas, aquesta regla de derivació sol  ser 
expressada en OCL.
2.1.1 Exemple diagrama de classes
Diagrama de classes d’exemple
A continuació mostrem un diagrama de classes UML que inclou tots els conceptes que hem 
definit. Aquest diagrama ens servirà com a referència per la resta del document i, en concret, 
per  a  poder  il·lustrar  amb exemples  el  mètode  de  generació  automàtica  d’operacions  que 
proposem.
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1. Si existeix un carret de compra d’un client en el context d’una sessió aquest ha de pertànyer 
al client de la sessió.
context CustomerShoppingCart::sameCustomer(): Boolean
body: self.session.customer -> notEmpty() implies 
self.session.customer = self.customer
2. Les sessions s’identifiquen per l’atribut sessionID
context Session::sessionIDIsUnique(): Boolean
body: Session.allInstances() -> isUnique (sessionID)
L’anterior diagrama de classes representa el domini d’un comerç electrònic. Aquest diagrama 
s’ha extret de  [Tor07] i s’ha modificat per a incloure nous elements que resulten interessants 
per a il·lustrar aquest document. Per a més informació sobre el diagrama original el lector pot 
consultar el capítol 7.
Com es pot observar, el diagrama representa la part del domini encarregada de la compra de 
productes per  part  dels  clients  del  comerç.  En aquest  sentit,  veiem que una cistella  de la 
compra  (ShoppingCart) conté  un  o  més  elements  (ShoppingCartItem)  on  cada  element 
representa un producte (Product)  amb certes característiques (Attribute).  Tot producte té un 
únic codi de barres (BarCode).
Una cistella de la compra pot ser anònima (AnonymousShoppingCart)  o pot pertànyer a un 
client enregistrat del sistema (CustomerShoppingCart). En aquest darrer cas, podem classificar 
un carret de compra d’un client en diferents tipus segons els productes que conté: un carret 
tecnològic (TechnologicalShoppingCart),  un  carret  amb  productes  alimentaris 
(FoodStuffShoppingCart), un carret amb vestimenta o roba (ClothingShoppingCart) o un carret 
relacionat amb el món de la música (MusicalShoppingCart)9. Tot carret de compra d’un client ha 
de  pertànyer  a  alguna  d’aquestes  categories  i,  com  és  lògic,  un  mateix  carret  pot  estar 
classificat en més d’una categoria. Per exemple, un carret de la compra amb aliments i un 
reproductor de música mp3 seria, alhora, un carret tecnològic i alimentari.
Addicionalment,  el  sistema té  constància  de  les  sessions  web actives  (Session).  Aquestes 
poden pertànyer  a un client  enregistrat  (Customer) i  tenen un llenguatge (Language)  i  una 
moneda (Currency). 
Elements del diagrama
En aquest diagrama de classes podem observar tots els elements que hem definit a l’apartat 
2.1. 
Primerament,  veiem restriccions d’integritat  OCL sobre les classes  CustomerShoppingCart  i 
Session.
El  diagrama  conté  una  taxonomia  de  dos  nivells  per  la  superclasse  ShoppingCart. 
Considerarem  que  la  taxonomia  de  ShoppingCart  està  formada  per  les  classes 
AnonymousShoppingCart  i  CustomerShoppingCart  i  totes  les  subclasses  d’aquesta  última. 
Considerarem  que  la  taxonomia  de  CustomerShoppingCart  està  formada  per  les  classes 
TechnologicalShoppingCart,  FoodStuffShoppingCart,  ClothingShoppingCart  i  Musical 
ShoppingCart.
8 Només  definim  dues  restriccions  OCL  per  aquest  diagrama  d’exemple  tot  i  que  som 
conscients que podrien existir més. 
9 Com és lògic podrien existir  més categories de les exposades que,  en el  nostre cas,  no 
considerarem.
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Direm  que  AnonymousShoppingCart  i  CustomerShoppingCart  són  subclasses  directes  de 
ShoppingCart,  mentre  que  TechnologicalShoppingCart,  FoodStuffShoppingCart,  
ClothingShoppingCart i MusicalShoppingCart són subclasses indirectes de ShoppingCart.
Com a  exemple  veiem que  AnonymousShoppingCart  i  CustomerShoppingCart  són  classes 
germanes, és a dir, comparteixen la mateixa taxonomia, però cap és superclasse de l’altre. Les 
classes  AnonymousShoppingCart  i  TechnologicalShoppingCart  també  són  germanes,  en 
aquest cas, de forma indirecta.
Les classes ShoppingCart i CustomerShoppingCart són dos exemples de classes abstractes i, 
per tant, no existirà cap objecte que sigui instància directa d’elles. 
Finalment, veiem que els atributs  price  de  ShoppingCartItem  i  specialNetPrice, grossPrice i 
quantityOrdered  de  Product  són  atributs  derivats10.  Per  altra  banda,  l’atribut  sessionID  de 
Session és un atribut de lectura o readonly.
2.2 Base d’informació
Com hem vist a la introducció, un sistema d’informació, per a poder complir les seves funcions, 
ha de mantenir una representació de l’estat del domini. Aquesta representació és coneix amb el 
nom de base d’informació11. En altres paraules, la base d’informació és la representació del 
conjunt d’objectes i links que hi ha al domini.
En relació  al  diagrama de classes,  podríem dir  que la base d’informació  es considera una 
instanciació de les classes i associacions definides al diagrama. Per tant, la base d’informació 
d’un sistema haurà de complir les restriccions d’integritat definides al seu diagrama de classes. 
Definim una base d’informació o un estat del domini com a  consistent, quan es compleixen 
totes les restriccions del diagrama de classes. En cas contrari, direm que la base d’informació o 
estat del domini és inconsistent.
Aquesta base d’informació pot  ser  modificada,  d’acord amb la funció activa  de tot  sistema 
d'informació. Ara bé, la base d’informació només podrà ser modificada pels canvis definits com 
a vàlids o permesos de l’esquema de comportament. 
2.3 Esquema de comportament
Dins l’esquema conceptual, l’esquema de comportament és on es defineix la part dinàmica del 
sistema i on s’indiquen quins són els canvis vàlids que es poden produir en el domini. Aquests 
canvis vàlids són coneguts amb el nom d’operacions del sistema.
Una  operació del sistema està formada per un conjunt, no buit, de modificacions bàsiques 
sobre la base d’informació. L’efecte d’una operació és percebut, per l’usuari, com a un únic 
canvi  en  el  domini.  Aquestes  modificacions  bàsiques  reben  el  nom  d’esdeveniments 
estructurals.  Definim un esdeveniment estructural  com un  canvi  elemental en la població 
d’una classe, d’una associació o en el valor d’un atribut [Oli07]. 
Exemple d’operació
En el diagrama de classes d’exemple de l’apartat 2.1.1, la creació d’un nou client  Customer 
correspondria  a  un  esdeveniment  estructural;  per  altra  banda,  la  creació  d’un  nou  client  i 
10 Per  aquests  atributs  caldria  definir  les  seves  respectives regles de derivació.  Donat  que 
aquestes  utilitzen  classes  no  definides  al  diagrama  hem  decidit  no  incloure-les.  De  totes 
maneres, considerarem aquests atributs com a derivats d’aquí en endavant.
11 En aquest document utiltizarem els termes “base d’informació” i  “estat del domini” com a 
sinònims.
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l’assignació  de  valors  als  seus  atributs  podria  representar  una  operació  de  l’esquema  de 
comportament.
Tota operació ha de ser especificada formalment, abans de veure com especificar l’efecte de 
les operacions del sistema, definirem certes propietats que tot esquema de comportament ha 
de complir.
2.3.1 Completesa i correctesa
Tot esquema de comportament ha de ser complert i correcte.  Donat que l’esquema de 
comportament  està  format  per  operacions,  definirem aquestes  propietats  en  funció  de  les 
operacions del sistema.
Un conjunt d’operacions {op1, op2, ...., opn} és complert respecte a un diagrama de classes si, 
per cada esdeveniment estructural Stri d’aquest diagrama, existeix una operació opi que conté 
Stri. Un esquema de comportament és complert, respecte el seu diagrama de classes, si el 
conjunt de les seves operacions també ho és.
En  l’exemple,  si  l’esquema de  comportament  estigués  únicament  format  per  l’operació  de 
creació  de  clients  anterior,  estaríem incomplint  la  propietat  de  completesa  donat  que,  per 
exemple, l’esdeveniment estructural d’eliminació d’un client no estaria inclòs a cap operació.
Una operació  op és  correcte si existeix un estat inicial del domini  einicial consistent en el que 
l’execució de  op condueix a un nou estat del domini  efinal també consistent. Remarquem que 
aquesta condició de correctesa no obliga a què sempre que s’executi op, l’estat resultant efinal 
sigui consistent. Finalment, un esquema de comportament és correcte si totes les operacions 
que el formen també ho són.
En el nostre exemple, l'operació de creació de clients seria correcte si assignéssim valor a tots 
els atributs obligatoris de la classe Customer.
2.3.2 Usabilitat
El terme usabilitat d’un esquema de comportament es refereix a la facilitat d’ús d’aquest per 
part de l’usuari. Malauradament aquesta propietat no està tan estudiada ni considerada com les 
anteriors  i  resulta  difícil  de  mesurar.  Addicionalment,  la  usabilitat  d’un  esquema  de 
comportament és considera una propietat més feble o menys important que les dues anteriors.
Existeixen algunes correspondències entre les propietats de completesa, correctesa i usabilitat:
Si un esquema de comportament no és complert o no és correcte, segur que tampoc serà 
usable:  un  esquema  de  comportament  no  és  complert  quan  existeix  algun  esdeveniment 
estructural que no està a cap efecte de cap operació del sistema; per tant, si l’usuari desitgés 
executar aquest esdeveniment no podria utilitzar l’esquema de comportament per a fer-ho. Un 
esquema  de  comportament  no  és  correcte  quan  existeix  una  operació  que  sempre  que 
s’executa condueix a un estat inconsistent de la base d’informació; per tant l’usuari no podrà 
utilitzar mai aquesta operació.
D’altra  banda,  que un esquema de comportament  sigui  complert  i  correcte  no implica  que 
també sigui usable. Veiem un exemple: un possible esquema de comportament seria el format 
per una única operació  op que inclogués tots els esdeveniments estructurals i on l’execució 
d’op sempre resultés en un estat consistent. Aquest esquema de comportament compliria les 
propietats de correctesa i completesa, però seria poc usable per a l’usuari donat que només 
podria utilitzar una única operació per a modificar la base d’informació; addicionalment, aquesta 
operació realitzaria modificacions que l’usuari, probablement, no desitjaria fer.
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2.3.3 Especificant les operacions del sistema
Una operació del sistema té un efecte que cal definir formalment. Opcionalment, pot tenir un 
conjunt de paràmetres o valors d’entrada. Normalment, l’efecte de l’operació variarà en funció 
del valor d’aquests paràmetres. Una operació del sistema pot tenir restriccions o condicions que 
s’han de complir abans de la seva execució; aquestes condicions es coneixen amb el nom de 
precondicions. Tota operació s’assigna a una classe del diagrama, formalment, anomenem 
context de l’operació a aquesta classe.
A continuació s’expliquen detalladament les dues alternatives més comunes,  en el  món de 
l’especificació,  per  a  definir  l’efecte  d’una  operació.  És  una  pràctica  habitual  utilitzar  un 
contracte per a definir formalment l’efecte d’una operació. Aquest contracte variarà en funció de 
l’alternativa escollida.
Especificació imperativa
Com  hem  definit  prèviament,  una  operació  està  formada  per  un  o  més  esdeveniments 
estructurals, i  per tant,  el seu efecte es podria especificar com una expressió que avaluï a 
aquest conjunt d’esdeveniments estructurals  [Oli07]. Aquest tipus d’especificació és coneix 
amb  el  nom  d’imperativa  donat  que  s’indiquen,  explícitament,  el  conjunt  d’esdeveniments 
estructurals que formen l’operació.
Alhora de definir els esdeveniments estructurals que formen l’operació, cal tenir en compte les 
restriccions del diagrama de classes: l’analista ha de definir un conjunt d’esdeveniments que 
assegurin que, com a mínim, una execució de l’operació resultarà en un estat consistent. Sinó 
l’operació incompliria la propietat de correctesa.
El futur dissenyador/programador haurà d’implementar un codi per a l’operació que produeixi 
exactament  aquest  conjunt  d’esdeveniments  estructurals.  Per  tant,  el  programador  no  té 
llibertat  alhora  d’implementar  l’operació,  és  per  això  que  aquesta  alternativa  rep  el  nom 
d’imperativa. 





L’especificació  declarativa  de  l’efecte  d’una  operació  és  l’alternativa  més  utilitzada  pels 
analistes.  En aquest  cas,  es defineix  una  condició sobre l’estat  del  domini que s’ha de 
complir un cop executada l’operació. Aquesta condició es coneix amb el nom de postcondició 
[Oli07].
A diferència de l’anterior, aquesta alternativa no requereix definir explícitament quins són els 
esdeveniments estructurals corresponents a l’operació i, per tant, no cal tenir en compte les 
restriccions del diagrama de classes alhora de definir l'operació.
En l’especificació declarativa,  és responsabilitat  del dissenyador/programador del sistema la 
definició  del  conjunt  d’esdeveniments  estructurals  que  corresponguin  a  la  postcondició de 
l’operació. Alhora de definir aquest conjunt, caldrà considerar les restriccions del diagrama de 
classes.  Clarament,  això  suposa  un  avantatge  respecte  l’anterior  alternativa:  al  no  indicar 
explícitament  el  conjunt  d’esdeveniments  estructurals,  el  dissenyador/programador  té  més 
llibertat alhora d’implementar l’operació. 
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Malauradament,  aquesta  llibertat  pot  ocasionar  un  problema  conegut  amb el  nom de  The 
Frame Problem [Oli07]. El problema es podria resumir en el següent: donada una postcondició 
p  el  conjunt  d’esdeveniments  estructurals  que  la  garanteixen  no  és  únic.  Per  tant,  el 
dissenyador/programador podria definir un conjunt d’esdeveniments estructurals que garantís p 
però  que  no  fos  el  desitjat  per  l’analista.  Per  a  resoldre  aquest  problema,  s’obliga  al 
dissenyador/programador  a  definir  un  conjunt  mínim  d’esdeveniments  estructurals,  on 
l’absència d’un dels seus esdeveniments provocaria l’incompliment de p.




2.4  Garantint  les  restriccions d’integritat  a  l’esquema 
de comportament
Com hem vist, un diagrama de classes té restriccions d’integritat que la base d’informació o 
estat  del  domini  ha de complir.  També hem vist  que  l’esquema de comportament  defineix 
operacions del sistema les quals produeixen canvis en aquesta base d’informació.
L’execució  d’una operació pot  conduir  a un estat  del  domini  inconsistent.  Per  tant,  un cop 
executada una operació del sistema cal verificar si es compleixen les restriccions definides al 
diagrama de classes. Si en aquesta comprovació es detecta que es viola alguna restricció, cal 
desfer els canvis realitzats per l’operació; és a dir, tornar a l’estat consistent inicial  que hi havia 
abans  d’executar  l’operació.  Aquesta  és  l’alternativa  que  seguirem en  aquest  treball  per  a 
garantir la integritat del sistema i el compliment de les restriccions del diagrama.
Existeix una alternativa diferent a la que hem definit: podríem exigir que tota execució d’una 
operació hagués de conduir a un estat del domini consistent. Per a poder complir aquest fet, 
caldria  definir,  a  les  operacions,  noves  precondicions que  comprovessin,  a  priori, les 
restriccions  d’integritat  del  diagrama  de  classes.  Això  provocaria  redundància  entre  les 
precondicions i  el  diagrama de  classes:  la  mateixa  restricció  o  condició  necessària  estaria 
definida  en  dos  punts  de  l’especificació.  Com  es  demostra  a  [QuT06] una  especificació 
redundant afecta negativament al seu manteniment i a la seva capacitat de canvi.
Per  tant,  considerem  més  correcte  l’alternativa  que  hem  adoptat  degut  a  què  no  tenim 
redundància. En l’article citat es confirma aquesta afirmació amb un cas d’estudi.




En aquest capítol introduirem la metodologia que seguirem per a generar les operacions del 
sistema.  Primerament  definirem  els  tres  grans  punts  importants  del  mètode,  seguidament 
veurem quines propietats han de complir els diagrames de classes amb els que treballarem i, 
finalment, veurem quines propietats tindrà l’esquema de comportament que generarem.
3.1 Mètode
La  figura  il·lustra  els  grans  passos  o  processos  del  mètode  que  proposem.  Com  es  pot 
observar, l’entrada al nostre mètode és un diagrama de classes UML.
El primer gran pas consisteix en obtenir el conjunt concret d’esdeveniments estructurals del 
sistema (representat per aquest diagrama de classes d’entrada). Aquest pas ha de ser previ a 
la generació de les operacions: primer cal definir quins són els esdeveniments estructurals del 
sistema i, posteriorment, generar un conjunt d’operacions que els incloguin. El capítol 4 explica 
en detall com obtenir aquest primer pas.
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Com a resultat del primer pas, obtindrem un conjunt d’esdeveniments estructurals que serviran 
com  a  entrada  per  al  següent  punt:  generar  les  operacions  del  sistema  i  especificar-les 
imperativament. Aquest segon pas està detallat al capítol 5 d’aquest document.
 
L’especificació imperativa obtinguda al segon pas servirà per a poder generar l’especificació 
declarativa. És a dir, el darrer pas del mètode equival a traduir l’especificació imperativa de les 
operacions del segon pas a una especificació de tipus declarativa. Aquest últim pas correspon 
al capítol 6.
Com es pot observar a la figura, obtindrem dos esquemes de comportament com a resultat 
final. Tots dos compartiran les mateixes operacions, però en un estaran especificades de forma 
imperativa i en l’altre de forma declarativa.
Un  cop  definida  la  metodologia,  passem  a  definir  quines  propietats  han  de  complir  els 
diagrames de classes d’entrada i els esquemes de comportament que generarem.
3.2 Diagrames de classes que considerem
Donat  que  el  problema  de  la  generació  automàtica  d’operacions  és  complex,  hem decidit 
limitar el conjunt de possibles diagrames de classes a tractar. Com s’indica en el capítol de 
treball futur, quedaria pendent estendre aquest treball per a diagrames més complexos.
Considerarem que tot diagrama de classes pot contenir els elements o conceptes bàsics que 
hem definit  al  capítol  2:  classes,  classes  abstractes,  associacions,  associacions  derivades, 
atributs, atributs derivats, atributs readonly,  taxonomies de classes i restriccions d’integritat. 
Addicionalment aquests elements hauran de complir les següents restriccions:
• Associacions:
o Tota associació ha de ser binària.
o No contemplem l’ús de classes associatives.
o No  contemplem  associacions  on  ambdós  extrems  de  l’associació  tenen  la 
multiplicitat mínima igual a la màxima si en cap dels dos extrems és igual a 1.
o No contemplem associacions reflexives.
• Atributs:
o No contemplem l’ús de valors per defecte.
• Taxonomies de classes:
o Tota subclasse té una única superclasse directe.
o Una classe només pot ser superclasse d’una única taxonomia. 
o Tota taxonomia de tipus complete ha de tenir, com a mínim, dues subclasses.
o Tota classe abstracta ha de ser superclasse d’una taxonomia complete12.
És clar veure que el diagrama de classes d’exemple compleix totes aquestes restriccions. 
Si examinem aquestes restriccions veiem que no són molt restrictives, és a dir, la majoria de 
diagrames  de  classes  les  complirien  aplicant  certes  transformacions  prèvies:  existeixen 
12 En  el  món  de  l’especificació  és  consideren  equivalents  una  classe  abstracte  i  una 
superclasse  d’una  taxonomia  complete.  Remarquem  la  importància  d’aquesta  observació 
perquè, en varies ocasions del mètode, realitzarem un tractarem especial per a superclasses 
de taxonomies complete. 
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mètodes  per  transformar  qualsevol  associació  de  cardinalitat  superior  o  igual  a  tres  en 
associacions binàries; també es coneixen tècniques per convertir les classes associatives en 
una classe, associacions binàries i restriccions addicionals [Oli07]. 
3.3 Esquemes de comportament resultants
Com hem vist en l’explicació del mètode, s’obtenen dos esquemes de comportament: un amb 
operacions especificades de forma imperativa i l’altre de forma declarativa. No anteposem una 
forma  a  l’altre;  creiem  que  cadascuna  té  avantatges  i  inconvenients  i,  per  tant,  podem 
complementar l’una amb l’altre. En el capítol de  conclusions es detalla els  avantatges que 
suposa  per  l’analista,  dissenyador  i  pel  programador  tenir  l’especificació  imperativa  i  la 
declarativa, alhora, d’una mateixa operació del sistema. 
Recordem  que  en  l’especificació  imperativa  cal  indicar  explícitament  els  esdeveniments 
estructurals que formen l’operació. Per a fer-ho, utilitzarem els  esdeveniments estructurals 
que obtindrem com a resultat  del  primer pas del  mètode.  D’altra  banda, en l’especificació 
declarativa  cal  indicar  una  postcondició que,  donat  que  treballem  amb  UML,  estarà 
expressada en OCL. 
Lògicament, els esquemes de comportament resultants hauran de complir  les propietats de 
completesa i  correctesa.  Aquestes  propietats  quedaran  garantides  pel  propi  mètode  de 
generació.
Es pretén generar uns esquemes de comportament senzills, on les seves operacions són les 
més simples possibles. Aquestes operacions es podran combinar per a formar-ne d’altres de 
més complexes i que s’ajustin a les necessitats reals de l’usuari final. 
No generarem operacions amb semàntica, és a dir, operacions amb coneixement del domini. 
Aquest és un problema complex que s’allunyaria de l’objectiu d’aquest treball. Si es desitgés, 
l’analista podria afegir semàntica a les operacions un cop generades.
Finalment, realitzarem una assignació de les operacions a les classes del diagrama de classes. 
Tot i que és una tasca pròpia de l’etapa de disseny, creiem que clarifica la semàntica de cada 
operació.
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4. Generació d’esdeveniments 
estructurals
En aquest capítol explicarem en detall el primer pas del mètode. Com hem vist, aquest pas té 
com a entrada un diagrama de classes UML que ha de complir  certes restriccions. Com a 
sortida, obtindrem el conjunt d’esdeveniments estructurals d’aquest diagrama.
L’estructura  d’aquest  capítol  és  la  següent:  primerament  definirem  els  esdeveniments 
estructurals propis que utilitzarem, veurem unes plantilles que ens permetran generar el conjunt 
d’esdeveniments  del  diagrama  d’entrada  i,  finalment,  mostrarem  exemples  de  generació  i 
utilització d’esdeveniments del diagrama de classes d’exemple del capítol 2.
4.1 Esdeveniments estructurals
Recordem que un esdeveniment estructural és un canvi elemental en la població d’una classe, 
d’una associació o en el valor d’un atribut. Tota operació del sistema està formada per un o 
més esdeveniments estructurals. 
Definirem un conjunt d’esdeveniments estructurals  propis molt semblants a les UML Actions 
[UML07].13 Gràcies  a  la  simplicitat  dels  esdeveniments  que  proposem,  podrem  raonar 
còmodament sobre l’efecte que aquests produeixen a la base d’informació.
Definim esdeveniments per crear i esborrar objectes (insertObject/deleteObject), modificar el 
valor  dels  atributs  (updateAttribute),  especialitzar  i  generalitzar  objectes 
(specializeObject/generalizeObject) i per crear i esborrar links (insertLink/deleteLink). 
Som conscients que la definició d’un metamodel formal per aquests esdeveniments ajudaria a 
entendre el significat de cadascun. Donat que s’allunyaria dels objectius d’aquest treball, ens 
limitarem a  explicar  quin  és  el  conjunt  concret  d’esdeveniments  que  es  genera  per  a  un 
diagrama de classes.
13 És senzill d’establir una correspondència entre els nostres esdeveniments estructurals i els 
proposats per UML. Per a més detalls veure el capítol de treball futur.
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A continuació es defineixen unes plantilles per a poder generar automàticament aquest conjunt 
d’esdeveniments. Definirem una plantilla  per cada tipus d’esdeveniment.  Implícitament,  amb 
aquestes plantilles, expliquem al lector l’efecte que produeix cada esdeveniment estructural en 
la base d’informació.
Per a cada plantilla, definirem la semàntica de l’esdeveniment al que es refereix, una notació 
per a aquest esdeveniment, els  paràmetres o variables de l’esdeveniment, una condició de 
generació i unes precondicions i postcondicions.  
La condició de generació serà la que determinarà si un esdeveniment és generarà o no, és a 
dir, si l’esdeveniment formarà part del conjunt d’esdeveniments estructurals del diagrama. 
Les  precondicions/postcondicions  estableixen  el  patró  o  plantilla  de  les  futures 
precondicions/postcondicions que tindran els  esdeveniments generats.  Com és conegut  pel 
lector,  les precondicions indiquen restriccions que s’han de complir  abans de l’execució  de 
l’esdeveniment. Anàlogament, les postcondicions indiquen condicions que es compleixen un 
cop  s’ha  executat  l’esdeveniment.  Donat  que  treballem  amb  UML,  les  precondicions  i  les 
postcondicions generades estaran expressades en OCL14. 
4.1.1 InsertObject
Semàntica
Esdeveniment que crea un nou objecte x a la base d’informació i el classifica com a instància 
directa de la classe Cl. Si Cl té superclasses,  x també es classifica com a instància indirecta de 
cadascuna d’elles. 




x: Cl – Objecte a crear
Condició de generació
Generarem un esdeveniment iCl(x) per a tota classe Cl del diagrama que no sigui superclasse 




1. x és un nou objecte a la base d’informació
x.oclIsNew()
14 Cal  diferenciar  entre  les  precondicions/postcondicions  que  aquí  es  defineixen  i  les  que 
s’acabaran generant. Recordem que les primeres són una plantilla i per tant descriuen com 
serà  la  futura  precondició/postcondició  de  l’esdeveniment;  per  aquesta  raó  fem  ús 
d’informalismes com “...” per a definir les aquestes plantilles.
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Esdeveniment estructural que  elimina l’objecte  x de la base d’informació. S’esborren també 
tots els valors pels seus atributs. Per altra banda, no s’esborren els links en què x participa; per 




x: Cl – Objecte a eliminar
Condició de generació
Generarem un esdeveniment dCl(x) per a tota classe Cl del diagrama que no sigui superclasse 
d’una taxonomia de tipus complete.
Precondicions
1. x és instància directa de Cl
x.oclIsTypeOf(Cl)
2. x només és instància indirecta de les superclasses de Cl 15
not x.oclIsKindOf(Cl1) and ... and not x.oclIsKindOf(Cli) and ... 
and not x.oclIsKindOf(Cln) amb Cl1 ≠...≠ Cli ≠...≠ Cln ≠ Cl 
La precondició 2 ha d’incloure una expressió not x.oclIsKindOf(Cli)per a tota classe Cli 
que sigui germana de Cl. Existeixen excepcions que caldrà considerar:
• Si Cli és germana de Cl però és subclasse d’una taxonomia disjoint no s’inclourà donat 
que la pròpia restricció ja ens garanteix que x no és instància de Cli.
• Si  Cli és subclasse de  Cli’  i  ja existeix l’expressió  not x.oclIsKindOf(Cli’)a la 
precondició, un cop més, no caldrà incloure cap expressió per a  Cli donat que seria 
redundant. 
Més endavant en aquest  capítol,  es mostra un exemple de precondició d’un esdeveniment 
dCl(x) per a clarificar la precondició 2 d’aquest esdeveniment.
Postcondicions
1. x no existeix a la base d’informació
not x@pre.oclIsKindOf(OclAny)
15 Aquesta precondició és necessària per a poder raonar còmodament sobre l’efecte real que 
produeix l’eliminació d’un objecte. Com hem definit a 2.1 i degut a les taxonomies overlapping, 
un objecte pot ser instància directe de més d’una classe. Amb aquesta precondició assegurem 
que per a esborrar x amb l’esdeveniment dCl(x),  x no és instància directe de cap altre classe 
del diagrama.





Esdeveniment estructural que modifica el valor de l’atribut At de l’objecte x. El nou valor de At 




x: Cl - Objecte sobre el qual es vol realitzar la modificació
v:  Valor que s’assignarà a l’atribut.
Condició de generació








Esdeveniment  estructural  que  desclassifica l’objecte  x  com  a  instància  de  Clc.  A  més, 
s’esborren els valors de tots els atributs de Clc  de x. Per altra banda, no s’esborra cap link de x. 
El  lector  pot  deduir  que  si  x  no  estava  classificat  com  a  instància  directa  d’alguna  altra 
subclasse  Clc’ de  Clp,  aquest  esdeveniment  classifica  x  com instància  directe  Clp,  en  cas 




x: Clc – Objecte a generalitzar
Condició de generació
16 Per a clarificar la notació al lector, s’utilitza una notació gClasseOrigenClasseDesti(x).
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Generarem un esdeveniment  gClcClp(x)  per a tota subclasse  Clc cap a la seva superclasse 
directe Clp17.
Precondicions
1. x és instància directa de Clc
x.oclIsTypeOf(Clc)
Postcondicions




Esdeveniment estructural que classifica l’objecte x com a instància directa de Clc. La instància 
continua essent del tipus  Clp però de forma indirecte. La instància  x  no conté cap valor pels 
atributs de Clc ni tampoc participa en cap associació de Clc. 
Com el lector pot deduir, si x ja estava classificat com a instància directa d’alguna altra classe, 




x: Clp - Objecte a especialitzar
Condició de generació
Generarem un esdeveniment  sClpClc(x)  per a cada superclasse  Clp cap a cadascuna de les 
seves subclasses directes Clc.
Precondicions
1. x és instància de Clp (directe o indirectament).
x.oclIsKindOf(Clp)
Aquesta precondició contrasta amb la simètrica a l’esdeveniment generalizeObject (4.1.4). Per 
l’esdeveniment actual, exigir a x ser instància directa de Clp no ens permetria modificar el tipus 
d’objectes  que  estiguessin  classificats  com  a  instàncies  directes  de  mes  d’una  classe 
(taxonomies  overlapping).  En  capítols  posteriors,  el  lector  trobarà  exemples  d’utilització  de 
l’esdeveniment  specializeObject  que  ajudaran  a  clarificar  el  perquè  hem  relaxat aquesta 
precondició. 
Postcondicions
1. x és instància directa de Clc
17 Recordem que hem restringit que una subclasse només té una única superclasse directe.
18 Notació sClasseOrigenClasseDesti(x)






Esdeveniment estructural que crea un nou link a l’associació As. Aquest nou link associa els 
objectes x i y. Cal remarcar que, com hem restringit a 3.2, suposem que totes les associacions 
són binàries i sense classes associatives.
Notació
iAs(x, y) / iAs(x:Cl1, y:Cl2)19
Paràmetres d’entrada
x: Cl1 - Objecte a associar
y: Cl2 - Objecte a associar
Condició de generació
Generarem un esdeveniment iAs(x,y) per a tota associació As no derivada.
Precondicions
1. Els objectes x i y no estan ja relacionats en l’associació As.
x.rolCl220 -> excludes(y)
Postcondicions




Esdeveniment estructural que elimina el link que associa x i y a l’associació As. 
Notació
dAs(x, y) / dAs(x:Cl1, y:Cl2)
Paràmetres d’entrada
x: Cl1 - Objecte a desassociar
y: Cl2 - Objecte a desassociar
19 Utilitzarem indistintament  ambdues  notacions.  També considerarem com equivalents  els 
esdeveniments iAs(x:Cl1, y:Cl2) i iAs(y:Cl2, x:Cl1) donat que els dos indquien el mateix: es crea 
un nou link a l’associació As pels objectes x de Cl1 i y de Cl2.
20 rolCl2 representa el rol d’y a l’associació As




Generarem un esdeveniment dAs(x,y) per a tota associació As no derivada.
Precondicions
1. Els objectes x i y estan relacionats en l’associació As.
x.rolCl2 -> includes(y)
Postcondicions
1. Els objectes x i y no estan relacionats en l’associació As.
x.rolCl2 -> excludes(y)
4.2 Exemple de generació d’esdeveniments
Passem a veure alguns dels esdeveniments que obtindríem si apliquéssim aquest primer pas 
del  mètode al  nostre  diagrama de classes  de  2.1.1.  Per  cadascun  d’ells  mostrem la  seva 
signatura completa amb la seva notació, precondicions i  postcondicions. També es mostren 
exemples d’esdeveniments que no es generarien degut  a  l’incompliment  de la  condició  de 
generació que hem vist.













Degut a la condició de generació no es generaria, per exemple, cap esdeveniment insertObject 
per la classe ShoppingCart degut a què és superclasse d’una taxonomia complete.







pre: x.oclIsKindOf(TechnologicalShoppingCart ) and
     and not  x.oclIsKindOf(FoodStuffShoppingCart ) and
     and not  x.oclIsKindOf(ClothingShoppingCart )
post: not x@pre.oclIsKindOf(OclAny)
En aquest  esdeveniment  generat  el  lector  pot  veure un  exemple  de la  precondició  2  d’un 
esdeveniment dCl(x): s’inclou una expressió not x.oclIsKindOf(Cli) per a tota classe Cli germana 
a Cl. En aquest cas, la classe AnonymousShoppingCart compleix la primera excepció.
No generaríem ...
Degut a la condició de generació  no es generaria, per exemple, l’esdeveniment  deleteObject 









post: x.sessionID = v
No generaríem
Donat  que  l’atribut  price  a  ShoppingCartItem  és  derivat  no  es  generaria  l’esdeveniment 
updateAttribute per aquest atribut.
4.2.4 generalizeObject
gClothingShoppingCartCustomerShoppingCart(x)









post: not x.oclIsKindOf(CustomerShoppingCart )
No generaríem ....
El conjunt d’esdeveniments no inclouria, per exemple, un esdeveniment per a generalitzar un 











Donat que  Product  no té subclasses no existirà cap esdeveniment que especialitzi les seves 
instàncies.
4.2.6 insertLink




iShoppingCartShoppingCartItem (x:ShoppingCart, y:ShoppingCartItem )
pre: x.shoppingCartItem -> excludes(y)
post: x.shoppingCartItem -> includes(y)
iProductBarCode(x:Product, y:BarCode)
iProductBarCode (x:Product, y:BarCode)
pre: x.barCode -> excludes(y)
post: x.barCode -> includes(y)
No generaríem ...
Degut a què no existeix cap associació derivada al diagrama, es generaria un esdeveniment 




pre: x.currentLanguage -> includes(y)
post: x.currentLanguage -> excludes(y)
dProductBarCode(x:Product, y:BarCode)
dProductBarCode (x:Product, y:BarCode)
pre: x.barCode -> includes(y)
post: x.barCode -> excludes(y)
No generaríem ...
També en aquest  cas,  i  degut  a  què  no existeix  cap  associació  derivada  al  diagrama,  es 
generaria un esdeveniment dAs(x,y) per a tota associació.
21 Degut a que no existeix  un nom per l’associació entre  ShoppingCart  i  ShoppingCartItem 
utilitzem  els  nom  implícits  dels  seus  rols.  Considerarem  que  tant 
ShoppingCartShoppingCartItem com ShoppingCartItemShoppingCart són la mateixa associació 
(considerem irrellevant l’ordre dels rols).
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4.3 Exemple d’utilització dels esdeveniments 
A continuació  es mostren alguns exemples d’utilització  dels esdeveniments estructurals  pel 
diagrama de classes d’exemple. Amb aquests exemples justificarem la seva simplicitat i facilitat 
d’ús.
Suposem  que  es  desitja  eliminar  un  carret  de  la  compra  (ShoppingCart) x  de  la  base 
d’informació. Com hem vist, no existeix l’esdeveniment deleteObject per aquesta classe donat 
que  és  superclasse  d’una  taxonomia  complete.  D’altra  banda  sí  que  disposem  dels 
esdeveniments  dAnonymousShoppingCart(x),  dTechnologicalShoppingCart(x),  
dFoodStuffShoppingCart(x),  dClothingShoppingCart(x)  i  dMusicalShoppingCart(x).  A  l’apartat 
anterior hem vist la signatura complerta per aquest últim esdeveniment.  Per a esborrar un 
carret  de  la  compra  x  caldria  escollir  un  d’aquests  esdeveniments,  segons  el  tipus  de  x 
(precondició 1 d’aquest esdeveniment).
Suposem  que  x  és  instància  de  MusicalShoppingCart,  en  aquest  cas utilitzaríem 
l’esdeveniment dMusicalShoppingCart(x). Ara bé, hauríem d’assegurar-nos, prèviament, que x 
no és instància directa de cap classe germana de MusicalShoppingCart (precondició 2 d’aquest 
esdeveniment) . Per exemple, si  x  fos instància de  MusicalShoppingCart  i  de la seva classe 




En l’apartat anterior el lector por veure la signatura complerta d’aquests esdeveniments.
Com a alternativa als nostres esdeveniments, podríem haver definit uns esdeveniments més 
complexos que, per exemple, permetessin l’esborrat directe de carrets de compra desde la 
classe  ShoppingCart  .  Ara  bé,  aquests  esdeveniments,  a  diferència  dels  nostres,  no  ens 
permetrien raonar i saber, en tot moment, els canvis que es produeixen a la base d’informació 
(serien necessaris nous esdeveniments consultors per a saber en quina classe està classificat 
x, en aquest treball no els utilitzarem ni considerarem)
El  fet  de  tenir  uns  esdeveniments  simples  com  els  nostres  ajuden  a  què  l’esquema  de 
comportament  resultant  també  ho  sigui.  Creiem,  per  tant,  que  definir  esdeveniments 
estructurals complexes complicarien innecessàriament el procés de generació automàtica de 
les operacions del sistema. 
4.4 Resum esdeveniments generats
Per a clarificar quina és la sortida o resultat que obtenim amb aquest primer pas del mètode, 
veiem quin és el conjunt concret d’esdeveniments que generarem per a un diagrama de classes 
qualsevol. 
En essència aquest primer pas del mètode consisteix en aplicar les plantilles pel diagrama de 
classes  i  veure  si  es  compleix  la  condició  de  generació  de  l’esdeveniment.  Si  és  així, 
l’esdeveniment formarà part del conjunt d’esdeveniments del sistema.
Resumint  les  condicions  de  generació,  obtenim  que  el  conjunt  d’esdeveniments d’un 
diagrama de classes inclou:
• Un esdeveniment iCl(x) per a tota classe Cl que no sigui superclasse d’una taxonomia 
de tipus complete.
• Un esdeveniment dCl(x) per a tota classe Cl que no sigui superclasse d’una taxonomia 
de tipus complete.
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• Un esdeveniment uAtCl(x,v) per a tot atribut At no derivat.
• Un esdeveniment gClcClp(x) per a tota subclasse Clc cap a la seva superclasse Clp.
• Un esdeveniment sClpClc(x) des de tota superclasse Clp cap a cadascuna de les seves 
subclasses Clc.
• Un esdeveniment iAs(x,y) per a tota associació As no derivada.
• Un esdeveniment dAs(x,y) per a tota associació As no derivada.





En el  capítol  anterior hem vist,  en detall,  el  primer pas del  mètode que proposem. Com a 
resultat hem obtingut el conjunt concret d’esdeveniments estructurals del diagrama de classes 
UML d’entrada. Aquest conjunt ens serveix com a punt de partida per al següent pas: generar 
l’especificació imperativa de les operacions del sistema. Com a resultat d’aquest segon pas del 
mètode obtindrem un esquema de comportament correcte i complert, on les seves operacions 
estan especificades de forma imperativa.
El capítol s’estructura de la següent manera: primer veurem un esbós del conjunt d’operacions 
que volem generar que, posteriorment, caldrà refinar per a poder complir amb les propietats de 
correctesa  i  completesa  (aquest  refinament  es  farà  a  través  del  que  anomenarem 
dependències entre esdeveniments). El refinament d’aquest esbós originarà el conjunt definitiu 
d’operacions del sistema. D’acord amb l’apartat  2.3.3, caldrà especificar aquestes operacions 
en  contractes  d’operació  formals.  Finalment,  es  desmotrarà  que  aquest  conjunt  definitiu 
d’operacions forma un esquema de comportament correcte i complert.
5.1 Esbós d’operacions
El conjunt d’operacions del sistema depèn, clarament, del conjunt d’esdeveniments estructurals 
del seu diagrama de classes. Per exemple, no té sentit definir operacions per a generalitzar o 
especialitzar objectes si en aquest conjunt d’esdeveniments no tenim esdeveniments gClcClp(x) 
o sClpClc(x).  Per tant, queda justificada la necessitat d’obtenir, prèviament i seguint el primer 
pas del mètode, el conjunt d’esdeveniments del sistema22 per a poder especificar les seves 
operacions. 
L’objectiu d’aquest  segon pas és la generació de les operacions del  sistema especificades 
imperativament.  Recordem  que  en  l’especificació  imperativa  cal  indicar,  explícitament,  els 
esdeveniments estructurals que formen l'operació. Per a fer-ho, utilitzarem els esdeveniments 
que ja hem generat al primer pas.
22 Quan ens referim als esdeveniments “del sistema” ens estem referint als esdeveniments “del 
diagrama de classes del sistema”. Considerarem ambdues expressions com a sinònimes.
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Donat  que  aquest  segon  pas  del  mètode  és  complex,  primerament,  definirem  un  esbós 
preliminar de les operacions del  sistema.  De moment,  aquest  esbós ens servirà  com a 
introducció per explicar, posteriorment, el precís conjunt d’operacions que generarem. 
La idea bàsica és crear una operació en aquest esbós per a cada esdeveniment del conjunt 
d’esdeveniments  del  primer  pas.  Malauradament,  existeixen  excepcions  degut  a  possibles 
incompatibilitats entre les precondicions/postcondicions dels esdeveniments estructurals i les 
restriccions del  diagrama de classes.  Per  tant,  en el  cas d’existir  incompatibilitats  entre un 
esdeveniment ev i les restriccions del diagrama, no generarem cap operació per a ev.
 
Seguint aquesta metodologia, a cada operació de l’esbós li correspondrà un esdeveniment que 
anomenarem l’esdeveniment estructural principal o inicial de l’operació. Com hem vist, els 
esdeveniments poden tenir precondicions que s’han de complir  abans de la seva execució. 
Caldrà veure si, en aquest punt, podem garantir les precondicions d’aquests esdeveniments 
inicials o si, per contra, les haurem de garantir en algun altre punt del mètode. Cada operació 
d’aquest esbós estarà assignada a una classe del diagrama. Per cada operació es mostra un 
exemple on s’utilitzaran alguns dels esdeveniments que, com hem vist a 4.2, es generarien en 
aplicar el primer pas del mètode al diagrama d’exemple 2.1.1.
Recordem,  un  cop  més,  que  les  operacions  que  es  mostren  a  continuació  no  són  les 
definitives. Per a evitar confusions, el lector pot observar com no hem assignat un nom concret 
a aquestes operacions preliminars.
5.1.1 Operació per crear objectes
El  conjunt  d’esdeveniments  estructurals  del  sistema,  que  hem  generat  al  primer  pas  del 
mètode, inclou un esdeveniment  iCl(x) per a cada classe  Cl que no sigui superclasse d’una 
taxonomia de tipus complete (4.4). 
Per a cada esdeveniment iCl(x) crearem una operació de creació de nous objectes que inclourà 




Aquesta operació s’assignarà a la classe Cl. Donat que és una operació de creació, l’operació 
ha de ser una operació de classe i no d’instància.
Precondicions de l’esdeveniment inicial
En aquest cas, l’esdeveniment iCl(x) no té precondicions.
Comentaris addicionals
Per la pròpia definició d’aquesta operació, el lector pot deduir que no existiran operacions de 
creació per a superclasses de taxonomies  complete. Ara bé, si l’usuari desitgés crear nous 
objectes d’una superclasse de tipus complete hauria d’utilitzar les operacions de creació de les 
seves subclasses que sí que generarem.
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment iProduct(x).
Per aquesta raó, es generarà una operació a l’esbós opesbós per a crear nous productes. opesbós  
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estarà  assignada  a  la  classe  Product,  és  una  operació  de  classe  i  tindrà  l’esdeveniment 
iProduct(x) com a esdeveniment inicial.
5.1.2 Operació per esborrar objectes
El  conjunt  d’esdeveniments  estructurals  del  sistema,  que  hem  generat  al  primer  pas  del 
mètode,  inclou  un  esdeveniment  dCl(x)  per  a  cada  classe  Cl del  diagrama  que  no  sigui 
superclasse d’una taxonomia de tipus complete (4.4). 
Per  a  cada  esdeveniment  dCl(x) crearem una  operació  d’esborrat  d’objectes  que  inclourà 




Aquesta operació s’assignarà a la classe Cl. A diferència del cas anterior, aquesta operació és 
una operació d’instància23.
Precondicions de l’esdeveniment inicial
Per la pròpia assignació que hem fet de l’operació a la classe Cl garantim la precondició 1 de 
l’esdeveniment  dCl(x):  donat  que  aquesta  operació  està  assignada  a  Cl  només  objectes 
d’aquesta classe podran invocar-la.
Malauradament,  si  Cl  és  subclasse  (directe  o  indirectament)  d’una  taxonomia  de  tipus 
overlapping,  no  podem  garantir  la  precondició  2;  com  veurem  més  endavant,  aquesta 
precondició serà garantida en un altre punt del mètode.
 
Comentaris addicionals
Anàlogament a l’operació anterior, si l’usuari desitgés esborrar objectes d’una superclasse de 
tipus complete hauria d’utilitzar les operacions d’esborrat de les seves subclasses.
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment dMusicalShoppingCart(x).
Per  aquesta  raó,  l’esbós contindrà una operació  opesbós per  a esborrar  cistelles de compra 
musicals.  opesbós  estarà  assignada a la  classe  MusicalShoppingCart, i  tindrà  l’esdeveniment 
dMusicalShoppingCart(x) com únic esdeveniment.
D’aquest esdeveniment no podrem garantir la seva precondició 2:
pre: x.oclIsKindOf(TechnologicalShoppingCart) and 
          and not x.oclIsKindOf(FoodStuffShoppingCart) and
     and not x.oclIsKindOf(ClothingShoppingCart)
5.1.3 Operació per modificar atributs
El conjunt d’esdeveniments estructurals de tot sistema inclou un esdeveniment uAtCl(x,v) per a 
tot atribut At no derivat del diagrama de classes (4.4).
23 D’aquí en endavant, sinó s’indica el contrari suposarem que tota operació és d’instància.
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Crearem una operació de modificació del valor d’un atribut per a cada esdeveniment uAtCl(x,v) 
sempre i quan At no sigui readonly. Aquesta operació contindrà l’esdeveniment uAtCl(x,v) com 




Aquesta operació estarà assignada a la classe Cl a la que pertany l’atribut At.
Precondicions de l’esdeveniment inicial
L’esdeveniment uAtCl(x,v) no té precondicions
Comentaris addicionals
Tal  com  s’indica  a  [UML07],  els  atributs  definits  amb  la  propietat  readonly  no  poden  ser 
modificats un cop s’ha creat l’objecte de la classe que els conté i,  per tant,  proporcionar a 
l’usuari  una operació de modificació del valor de l’atribut,  un cop creat l’objecte, incompliria 
aquesta  propietat.  Per  tant,  existeix  una  incompatibilitat  entre  la  restricció  readonly  del 
diagrama i la postcondició de uAtCl(x,).
Amb  la  generació  d’aquestes  operacions  de  modificació  d’atributs  no  inclouríem  tots  els 
esdeveniments estructurals  uAtCl(x,v)  del sistema; en concret, no generem cap operació de 
modificació  quan  At   és  readonly  i,  per  tant,  pot  semblar  que incompliríem la  propietat  de 
completesa. Com veurem més endavant en aquest capítol (a l’apartat 5.10), els esdeveniments 
uAtCl(x,v) quan At és readonly quedaran inclosos en altres operacions.
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment uExpirySession(x,v).
Donat que expiry no és readonly, l’esbós contindrà una operació opesbós per a modificar el valor 
d’aquest  atribut.  opesbós  estarà  assignada  a  la  classe  Session, i  tindrà  l’esdeveniment 
uExpirySession(x,v) com únic esdeveniment.
D’altra  banda,  tot  i  que  l’esdeveniment  uSessionIDSession(x,v)  pertany  al  conjunt 
d’esdeveniments del sistema, no es generar cap operació per aquest esdeveniment donat que 
l’atribut sessionID és readonly.
5.1.4 Operació per generalitzar objectes
El conjunt d’esdeveniments estructurals del sistema inclou un esdeveniment  gClcClp(x) per a 
tota subclasse Clc cap a la seva superclasse Clp  (4.4). En aquest cas tampoc generarem una 
operació per cada esdeveniment gClcClp(x) del sistema. 
Només generarem una operació de generalització d’objectes pels esdeveniments gClcClp(x) on 
la subclasse Clc no sigui, alhora, superclasse una taxonomia de tipus complete. 
Esdeveniment inicial
gClcClp(x)




Aquesta operació estarà assignada com a operació de la subclasse Clc des de la qual volem 
generalitzar.
Precondicions de l’esdeveniment inicial
Per l’assignació que realitzem d’aquesta operació a la classe Clc podem garantir el compliment 
de la precondició de l’esdeveniment gClcClp(x).
Comentaris addicionals
La raó per la que no generem una operació de generalització per a tot esdeveniment gClcClp(x) 
és la precondició de l’esdeveniment. Aquesta precondició exigeix que l’objecte a generalitzar ha 
de ser instància directa de  Clc. En el cas que  Clc fos superclasse d’una taxonomia de tipus 
complete aquesta precondició no es compliria mai. En aquest cas, existeix una incompatibilitat 
entre la restricció complete del diagrama i la precondició de gClcClp(x), és per això que no es 
genera aquesta operació si Clc és superclasse d’una taxonomia complete.
A  l’apartat  5.10 s’explica  a  quina  operació  s’assignen  els  esdeveniments  gClcClp(x) per  a 
subclasses Clc que són, alhora, superclasses d’una taxonomia de tipus complete. 
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment gClothingShoppingCartCustomerShoppingCart(x).
Donat  que  ClothingShoppingCart  no  és  superclasse  d’una  taxonomia  complete, l’esbós 
contindrà una operació opesbós per a generalitzar cistelles de compra amb roba com a productes. 
opesbós  estarà  assignada  a  la  classe  ClothingShoppingCart, i  tindria  l’esdeveniment 
gClothingShoppingCartCustomerShoppingCart(x) com únic esdeveniment.
No  es  generarà  cap  operació  per  l’esdeveniment  gCustomerShoppingCartShoppingCart(x) 
donat que CustomerShoppingCart sí que és superclasse d’una taxonomia complete.
5.1.5 Operació per especialitzar objectes
El conjunt d’esdeveniments estructurals del sistema inclou un esdeveniment sClpClc(x) des de 
tota superclasse Clp a cadascuna de les seves subclasses Clc (4.4). 
En aquest cas no generarem una operació d’especialització per a esdeveniments sClpClc(x) on 




Aquesta operació estarà assignada com a operació de la superclasse Clp des de la qual volem 
especialitzar.
Precondicions de l’esdeveniment inicial
L’assignació  d’aquesta  operació  a  Clp garanteix  el  compliment  de  la  precondició  de 
l’esdeveniment sClpClc(x). 




En aquest cas, no generem una operació per a esdeveniments sClpClc(x) on Clp és superclasse 
d’una taxonomia  disjoint  i  complete  degut a la postcondició d’aquest esdeveniment: en una 
taxonomia  disjoint  i  complete x  segur que està classificada com a instància directa d’alguna 
subclasse Clc’ de Clp. Ara bé, la postcondició de l’esdeveniment exigeix que, després d’executar 
sClpClc(x), x sigui instància directa de Clc. Per tant, x seria, alhora, instància directa de Clc’ i Clc; 
això és incompatible amb la restricció disjoint de la taxonomia. 
A l’apartat 5.10 es detalla a quina operació queden assignats els esdeveniments gClcClp(x) per 
a subclasses Clc que són alhora superclasses d’una taxonomia de tipus complete. 
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment sCustomerShoppingCartFoodStuffShoppingCart(x).
Donat  que  CustomerShoppingCart  no  és  superclasse  d’una  taxonomia  disjoint  i  complete, 
l’esbós contindrà una operació opesbós per a especialitzar cistelles de compra de clients com a 
cistelles amb productes alimentaris (FoodStuffShoppingCart).  Aquesta operació  opesbós  estarà 
assignada  a  la  classe  CustomerShoppingCart, i  tindrà  l’esdeveniment 
sCustomerShoppingCartFoodStuffShoppingCart(x) com esdeveniment inicial o principal.
No  es  generarà  cap  operació  per  l’esdeveniment  sShoppingCartCustomerShoppingCart(x) 
donat que ShoppingCart sí que és superclasse d’una taxonomia disjoint i complete.
5.1.6 Operació per crear links
El conjunt d’esdeveniments estructurals del sistema inclou un esdeveniment iAs(x:C1, y:Cl2) per 
a tota associació As no derivada del diagrama de classes (4.4).
Generarem una operació de creació de nous links per a un esdeveniment iAs(x:Cl1, y:Cl2) si els 
dos extrems d’As no tenen la multiplicitat mínima igual a la màxima. Formalment, no generarem 




Assignarem aquesta operació a cadascuna de les classes que relaciona As, en aquest cas, Cl1 
i Cl2.
Precondicions de l’esdeveniment inicial
No podem  garantir  el  compliment  de  la  precondició  de  l’esdeveniment  iAs(x:Cl1,  y:Cl2)  en 
aquest punt. Per aquesta raó haurà de ser considerada en un futur.
Comentaris
24 min(Cl1,As) retorna la multiplicitat mínima de Cl1 a l’associació As. És a dir, el mínim nombre 
de links a As en els que un objecte de Cl1 ha de participar.
25 max(Cl1,As) retorna la multiplicitat màxima de Cl1 a l’associació As. És a dir, el nombre màxim 
de links a As en els que un objecte de Cl1 pot participar.
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En aquest cas no generem una operació pels esdeveniments iAs(x:Cl1, y:Cl2) d’associacions As 
amb  min(Cl1,As)=max(Cl1,As) AND min(Cl2,As)=max(Cl2,As).  En aquest  tipus d’associacions, 
tots els  objectes de  Cl1 i  Cl2 que participen a  As ja  han assolit  el  màxim nombre de links 
permesos  i,  per  tant,  la  postcondició  d’aquest  esdeveniment  seria  incompatible  amb  les 
restriccions de multiplicitats màximes dels extrems de l’associació As.
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment iShoppingCartShoppingCartItem (x:ShoppingCart, y:ShoppingCartItem).
Donat  que  la  multiplicitat  mínima de  ShoppingCart  a l’associació  és  diferent  a  la  màxima, 
l’esbós contindrà una operació opesbós per crear nous links entre aquestes dues classes. opesbós  
estarà assignada a cada classe de l’associació, és a dir, a ShoppingCart i a ShoppingCartItem i 
tindrà  l’esdeveniment iShoppingCartShoppingCartItem(x:ShoppingCart,  y:ShoppingCartItem) 
com a únic esdeveniment.
D’altra  banda,  no  es  generarà  cap  operació  per  a  iProductBarCode(x:Product,  y:BarCode) 
donat que ambdós extrems de l’associació tenen la multiplicitat mínima igual a la màxima.
5.1.7 Operació per esborrar links
El conjunt d’esdeveniments estructurals del sistema inclou un esdeveniment  dAs(x:C1, y:Cl2)  
per a tota associació As no derivada del diagrama de classes (4.4).
Anàlogament al cas anterior, generarem una operació de creació de nous links a l’associació 
As per a tot esdeveniment  dAs(x:Cl1, y:Cl2)  sempre i quan els dos extrems d’As no tinguin la 





Assignarem aquesta operació a cadascuna de les classes que relaciona As, en aquest cas, Cl1 
i Cl2.
Precondicions de l’esdeveniment inicial
No podem garantir  el  compliment  de la  precondició  de  l’esdeveniment  dAs(x:Cl1,  y:Cl2)  en 
aquest punt. Per aquesta raó haurà de ser considerada en un futur.
Comentaris
En aquest cas no generem una operació pels esdeveniments dAs(x:Cl1, y:Cl2) d’associacions 
As  amb  min(Cl1,As)=max(Cl1,As)  AND  min(Cl2,As)=max(Cl2,As).  En  aquest  tipus 
d’associacions, tots els objectes de Cl1 i Cl2 que participen a As tenen el mínim nombre de links 
permesos i,  per tant,  la postcondició de l’esdeveniment  dAs(x,y) seria incompatible amb les 
restriccions de multiplicitats mínimes dels extrems de l’associació As.
Exemple
Com hem vist  a  4.2,  el conjunt d’esdeveniments del diagrama de classes d’exemple inclou 
l’esdeveniment dSessionCurrentLanguage(x:Session, y:Language).
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Donat que la multiplicitat mínima de Language a l’associació és diferent a la màxima, l’esbós 
contindrà una operació opesbós per esborrar el link que associa x i y a l’associació. opesbós estarà 
assignada a cada classe de l’associació, és a dir, a ShoppingCart i a ShoppingCartItem i tindrà 
l’esdeveniment dSessionCurrentLanguage(x:Session, y:Language) com únic esdeveniment.
D’altra  banda,  no es generarà cap operació  per  a  dProductBarCode(x:Product,  y:BarCode) 
donat que ambdós extrems de l’associació tenen la multiplicitat mínima igual a la màxima.
5.2 Analitzant l’esbós d’operacions
Com a resultat de l’apartat anterior, hem definit un primer esbós de les operacions del sistema. 
Aquestes  operacions  contenen  un  esdeveniment  estructural  inicial  o  principal  i  estan 
assignades a una classe del diagrama.
Analitzem en  detall  un  dels  exemples  d’operacions  de  l’esbós  que  hem definit  a  l’apartat 
anterior pel diagrama de classes d’exemple del capítol 2.
Hem  vist  que  aquest  esbós  conté,  entre  d’altres,  una  operació  opesbós per  a  crear  nous 
productes.  opesbós   està assignada a la classe  Product  i  és una operació de classe.  El  seu 
esdeveniment inicial o principal és l’esdeveniment iProduct(x).
Ara bé, l’execució d’opesbós conduiria sempre a una base d’informació inconsistent: per la pròpia 
semàntica de l’esdeveniment  iProduct(x), x  no participa a cap associació ni té cap valor als 
seus atributs. Això suposaria que cada cop que s’executés opesbos s’incomplissin les restriccions 
de multiplicitat mínima obligatòria dels seus atributs i de l’associació amb BarCode.
Addicionalment, si generéssim tot l’esbós d’operacions, veuríem que hi ha certs esdeveniments 
que no quedarien inclosos en l’efecte de cap operació. En els exemples anteriors hem vist, 
entre d’altres, que per l’esdeveniment  uSessionIDSession(x,v)  no es generaria cap operació 
que l’inclogués com a esdeveniment inicial.
Per tant, l’esbós d’operacions que hem definit és, conscientment, incorrecte i incomplert. Cal 
ampliar la llista d’esdeveniments amb nous esdeveniments que permetin que opesbós condueixi, 
en  algun  cas,  a  un  estat  consistent  de  la  base  d’informació  (correctesa)  i  per  a  què  tot 
esdeveniment  del  conjunt  obtingut  al  primer pas quedi  inclòs en l’efecte  d’alguna operació 
(completesa).
Per ampliar les operacions i  tal i  com hem definit  a l’apartat 2.3.3, cal  tenir  en compte les 
restriccions d’integritat.  Si  no ho féssim podríem incomplir  la  primera de les propietats que 
estem  intentant  corregir:  la  correctesa.  El  següent  apartat  detalla  quines  restriccions  del 
diagrama cal considerar per complir aquesta propietat.
5.3 Restriccions a considerar
Per a complir la propietat de correcta, no hem de tenir en compte  totes les restriccions del 
diagrama de classes quan especifiquem l’efecte d’una operació op. Recordem op és correcte si 
existeix alguna execució que resulti en un estat consistent de la base d’informació. 
Per tant, alhora d’especificar imperativament una operació op només hem de tenir en compte 
aquelles restriccions de l’esquema que, sinó les consideréssim, provocarien que  op sempre 
resultés en un estat inconsistent; aquestes són: 
• Restriccions de multiplicitat mínima dels atributs.
• Restriccions de multiplicitat mínima dels extrems de les associacions.
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• Restricció de sincronia de tota associació. A UML aquesta restricció és implícita per a 
tota associació. Definim una associació com a síncrona si tots els seus links a temps t 
relacionen objectes existents a la base d’informació també a temps t. [Oli07] 
• Taxonomies  que  siguin,  alhora,  disjoint  i  complete.  És  a  dir,  taxonomies  de  tipus 
{disjoint, complete}.
Per  la  resta  de  restriccions  segur  que  existeix  un  estat  de  la  base  d’informació  o  una 
assignació correcta de valors als paràmetres d’op que permeten que la seva execució resulti en 
un estat consistent26.
5.4 Dependències
Com hem vist, un esdeveniment estructural pot requerir la presència d’altres esdeveniments: 
existeix una dependència entre esdeveniments. En l’exemple analitzat a  5.2, l’esdeveniment 
iProduct(x) requereix esdeveniment per a inicialitzar el valor dels seus atributs obligatoris i per a 
complir amb les restriccions de multiplicitat mínima de les seves associacions.
Com hem dit, cal refinar cada operació  op de l’esbós per tal d’incloure nous esdeveniments 
estructurals. Aquests nous esdeveniments seran necessaris, en uns casos, per a complir la 
propietat de correctesa i, en d’altres, per a complir la propietat de completesa.
Direm que un nou esdeveniment  evdep és necessari per a complir la correctesa si evita que 
l’execució d’op  condueixi  sempre a una base d’informació inconsistent.  Direm que  evdep és 
necessari per a complir la completesa si el fet de no incloure’l provocaria que evdep  no formés 
part de cap operació del sistema.
A continuació detallem, per a cada tipus d’esdeveniment, quins són els esdeveniments dels 
quals depèn. Per a cada dependència es justifica si és necessària per a complir la propietat de 
correctesa,  la  completesa  o  ambdues  propietats.  Donat  que  estem  incorporant  nous 
esdeveniments,  caldrà  tenir  en  compte  les  seves  precondicions  i  veure  quines  no  podem 
garantir en aquest punt per a tractar-les en un futur (tal i com passava amb les precondicions 
dels esdeveniments inicials de les operacions de l’esbós). Finalment, per cada esdeveniment 
es mostra un exemple relacionat amb el diagrama de classes del capítol 2.
S’han definit dependències complexes com la unió de més simples utilitzant operadors lògics 
AND i OR. Per exemple, un esdeveniment ev pot requerir l’existència dels esdeveniments ev1 i 
ev2  o, alternativament, l’existència de l’esdeveniment  ev3.  Cal remarcar que no hem definit 
totes les possibles alternatives o possibles dependències per a tots els esdeveniments,  en 
alguns casos, hem definit  les més comunes. El lector pot trobar més detalls d’aquest fet al 
capítol de treball futur.
 
Finalment, també s’utilitzen estructures de control de tipus condicional de l’estil  si {condició 
booleana} llavors {dependència}27.
5.4.1 Dependències per iCl(x)
Recordem que l’esdeveniment iCl(x) crea un nou objecte x i el classifica com a instància directa 
de Cl (4.1). 
Dependències
26 Aquesta afirmació es justifica en detall a  l’apartat 5.9.
27 No definim formalment aquestes estructures de control per la seva simplicitat. 
          Tesi Màster Computació per:
 Albert Coroleu
39
Les dependències d’un esdeveniment iCl(x) són:
1. Un esdeveniment uAtiCl(x,v) per cada atribut Ati no derivat i obligatori de Cl .  AND
2. Un esdeveniment uAtjClp(x,v) per cada atribut Atj no derivat i obligatori de Clp. Clp és tota 
superclasse directe o indirecte de Cl.  AND
3. Un nombre de min(Cl,Asi)28 esdeveniments iAsi(x, y)  per cada associació no derivada 
Asi on Cl tingui participació obligatòria.  AND  
4. Un nombre de  min(Clp,Asj) esdeveniments  iAsj(x, y)  per cada associació no derivada 
Asj on  Clp tingui  participació  obligatòria.  Clp representa  tota  superclasse  directe  o 
indirecte de Cl.
Justificació
Les dependències 1 i 2 existeixen per tal de complir ambdues propietats: en el cas que Ati o Atj 
tinguin multiplicitat mínima obligatòria la dependència serveix per a garantir la correctesa i en el 
cas que Ati o Atj siguin readonly per a garantir la completesa.
Les dependències 3 i 4 també serveixen per a garantir ambdues propietats: per a la correctesa 
és necessari complir amb la multiplicitat mínima de les associacions i per la completesa cal 
incloure  esdeveniment  iAs(x,y)  per  associacions  on  ambdós  extrems  tenen  la  multiplicitat 
mínima igual a la màxima.
Precondicions dels nous esdeveniments
En  aquest  cas,  podem  garantir  totes  les  precondicions dels  nous  esdeveniments:  en 
l’esdeveniment iAs(x,y) cal que x i y no estiguin ja relacionades en l’associació As; donat que x 
és un objecte nou i  per la pròpia semàntica de l’esdeveniment  iCl(x),  x  no participa a cap 
associació, per tant, sabem segur que x i y no estaven prèviament relacionades a As.
Recordem que l’esdeveniment uAtCl(x,v) no té precondicions.
Exemple






Amb aquest  exemple  veiem on  queda inclòs  l’esdeveniment  uSessionIDSession(x,v1) que, 
prèviament, no apareixia a cap operació.
5.4.2 Dependències per dCl(x)
L’esdeveniment dCl(x) esborra l’objecte x de la base d’informació del sistema. 
Dependències
Les dependències d’un esdeveniment dCl(x) són:
28 Recordem que aquesta expressió retornava la multiplicitat mínima d’Cl a Asi
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1. Un nombre de min(Cl, Asi) esdeveniments dAsi(x, y)  per cada associació no derivada 
Asi on Cl tingui participació obligatòria  AND
2. Un nombre de min(Clp, Asj) esdeveniments dAsj(x, y) per cada associació no derivada 
Asj on  Clp tingui  participació  obligatòria.  Clp representa  tota  superclasse  directe  o 
indirecte de Cl.
Justificació
Anàlogament a l’esdeveniment anterior, ambdues dependències són necessàries per a complir 
les  dues  propietats:  sinó  esborréssim  els  links  de  x després  d’eliminar  x  incompliríem  la 
restricció de sincronia de tota associació, per altra banda, cal incloure en alguna operació els 
esdeveniments  dAs(x,y)  per a associacions on ambdós extrems tenen la multiplicitat mínima 
igual a la màxima.
Donat  que  el  propi  esdeveniment  dCl(x)  s’encarrega  d’esborrar  el  valor  dels  atributs  de  x 
(4.2.2), no cal preocupar-se per les restriccions de cardinalitat mínima dels atributs.
Com el lector por observar, només esborrem min(Cl, Asi) links d’Asi, que és mínim nombre de 
links d’Asi en què x participa. Si esborréssim menys links segur que incompliríem la restricció 
de  sincronia  d’Asi (existirien  links  que  referenciarien  a  l’objecte  x  que  hem  esborrat) i  si 
esborréssim més links podríem estar esborrant d’inexistents. Aquest afer es comenta també a 
5.11 i al capítol de treball futur.
Precondicions dels nous esdeveniments
En  aquest  punt,  no  podem  garantir  la  precondició de  l’esdeveniment  dAs(x,  y)  de  les 
dependències 1 i 2:
• x i y han d’estar relacionades en l’associació As.
Com veurem més endavant, aquesta precondició serà garantida en un altre punt del procés de 
generació de les operacions del sistema.
Exemple
L’esdeveniment dMusicalShoppingCart(x) dependrà de:
• dCustomerShoppingCartCustomer(x, y1)
dShoppingCartShoppingCartItem(x, y2)
Addicionalment les precondicions que no podem garantir són:
• x.customer -> includes(y1)
x.shoppingCartItem -> inclues(y2)
5.4.3 Dependències per gClcClp(x)
L’esdeveniment gClcClp(x) desclassifica a x com a instància directa de Clc.
Dependències
Les dependències de gClcClp(x) són:
1. Un nombre de min(Cl, Asi) esdeveniments dAsi(x, y)  per cada associació no derivada 
Asi on Clc tingui participació obligatòria. AND
si Clp és superclasse d’una taxonomia disjoint i complete llavors
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2.a Un  esdeveniment  sClpClci(x)  amb  Clci≠Clc.  Clci representa  cadascuna  de  les 
subclasses de Clp.    OR
2.b Un esdeveniment gClpClpp(x) on Clpp és la superclasse de Clp, si en té.
sinó si Clp és superclasse d’una taxonomia overlapping i complete llavors
2.c Ø  OR
2.d Un esdeveniment gClpClpp(x) on Clpp és la superclasse de Clp, si en té.
Justificació
La dependència 1 d’aquest esdeveniment és similar a la de l’esdeveniment  dCl(x),  per això 
deixem al lector el raonament sobre la seva existència.
La segona dependència d’aquest esdeveniment no és trivial. Recordem que l’esdeveniment de 
gClcClp(x)  classifica la instància  x  com a instància directa de  Clp si  x  no estava classificada, 
prèviament, en cap altra subclasse Clc’ de Clp. 
A les dependències 2.a i 2.b, Clp és superclasse d’una taxonomia de tipus disjoint i  complete. 
Sabem que  x  només estava classificada a  Clc (sinó no es compliria el  disjoint) i, per tant, al 
generalitzar-la  amb  gClcClp(x), x  es  classifica  com  a  instància  directa  de  Clp.  Aquest  fet 
incompliria la restricció complete de la taxonomia; és per això que proposem dues alternatives 
per tal de deixar la base d’informació consistent: especialitzar a una altra subclasse de  Clp29 
(2.a) o generalitzar cap a la superclasse de Clp si aquesta existeix (2.b).  
Les dependències 2.a i 2.b només són necessàries si la taxonomia és disjoint i complete30. 
En el cas que  Clp sigui  superclasse d’una taxonomia  overlapping  i  complete  no caldria cap 
esdeveniment  addicional  per  a  complir  la  propietat  de  correctesa.  És  per  això  que  la 
dependència  2.d  existeix  per  a  complir  la  propietat  de  completesa.  Si  no  existís  aquesta 
dependència  l’esdeveniment  gClcClp(x)  per  a  subclasses  Clc que  són,  alhora,  superclasses 
d’una taxonomia overlapping i complete, no quedaria inclòs en cap operació del sistema.
Precondicions dels nous esdeveniments
Tampoc, en aquest cas, podem garantir la precondició de dAs(x,y) de la dependència 1:
• x i y han d’estar relacionades en l’associació As.
De la justificació de 2.a i 2.b es pot deduir que les  precondicions dels seus esdeveniments 
sClpClc(x) i gClpClpp(x), sí que es compleixen.
Degut a la restricció overlapping no podem garantir la precondició de gClpClpp(x) a 2.d. Aquesta 
precondició obliga que x sigui instància directa de Clp. Això és equivalent a dir que x no estava, 
prèviament, classificada com a instància de cap altra subclasse Clc’ de Clp tal que Clc’≠Clc.  Si 
això es complís l’esdeveniment gClcClp(x) classificaria a x com a instància directa de Clp i per 
tant, es complirà la precondició de l’esdeveniment gClpClpp(x) a 2.d. Per tant, la precondició a 
garantir és:
• x no és instància de cap altra subclasse Clc’ de Clp tal que Clc’≠Clc 
Aquestes dues precondicions, que no podem garantir, seran garantides en un altre punt del 
procés de generació de les operacions del sistema.
29 Recordem que per les restriccions definides a 3.2, sabem segur que, com a mínim, existirà 
una altre classe Clci de Clp amb Clci≠Clc
30 A 5.9 es justifica el perquè d’aquesta afirmació.




L’esdeveniment  gClothingShoppingCartCustomerShoppingCart(x)  generarà  varies  llistes  de 
dependències:
• Ø (llista buida)
• gCustomerShoppingCartShoppingCart(x)
Per a la segona llista caldrà garantir, en un futur, la precondició:
• not x.oclIsKindOf(TechnologicalShoppingCart) and
and not x.oclIsKindOf(FoodStuffShoppingCart) and
and not x.oclIsKindOf(MusicalShoppingCart)
Amb aquest  exemple  veiem on  queda  inclòs  gCustomerShoppingCartShoppingCart(x)  que, 
com havíem vist a 5.1.4, no s’assignava inicialment a cap operació.
5.4.4 Dependències per sClpClc(x)
L’esdeveniment sClpClc(x) classifica a x com a instància directa de Clc.
Dependències
Les dependències de sClpClc(x) són:
1 Un esdeveniment uAtiCl(x,v)  per cada atribut Ati no derivat i obligatori de Clc. AND
2 Un nombre de  min(Cl, Asi) esdeveniments  iAsi(x, y)  per cada associació no derivada 
Asi on Clc tingui participació obligatòria.  AND
si Clc és superclasse d’una taxonomia complete llavors
3 Un esdeveniment sClcClcci(x) on Clcci és cadascuna de les subclasses directes de Clc. 
Justificació
Les dependències d’aquest esdeveniment són molt semblants a les de iCl(x). Cal remarcar que 
en aquest cas, només haurem de considerar els atributs i associacions de Clc i no els de totes 
les seves superclasses. 
La justificació de les dependències 1 i 2 és molt similar a les exposades per l’esdeveniment 
iCl(x). Deixem per al lector el raonament sobre la necessitat d’aquestes dues dependències.
La  dependència  3  és  necessària  per  a  complir  la  propietat  de  correctesa.  L’esdeveniment 
sClpClc(x)  classifica  x  com a instància directa de  Clc,  si  Clc és superclasse d’una taxonomia 
complete, clarament, incompliríem aquesta restricció sinó existís la dependència 3.
Precondicions dels nous esdeveniments
Recordem, un cop més, que l’esdeveniment uAtCl(x,v) a 1 no té precondicions.
La pròpia definició de l’esdeveniment sClpClc(x) ja indica que x no conté cap valor pels atributs 
ni participa a cap associació de Clc, per tant la precondició de iAs(x,y) a la dependència 2 està 
garantida. 
D’altra banda, per la pròpia postcondició de  sClpClc(x) podem garantir que, un cop executat 
aquest  esdeveniment,  x  és  instància  directa  de  Clc.  Per  tant,  compleix  la  precondició de 
l’esdeveniment sClcClcc(x) de la dependència 3. 
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En aquest cas , podem garantir totes les precondicions dels nous esdeveniments.
Exemples










5.4.5 Dependències per iAs(x, y)
L’esdeveniment  iAs(x:Cl1, y:Cl2)  crea un nou link a As pels objectes x i  y. Denotem per  Cl1 la 
classe de l’objecte x i per Cl2 la classe de l’objecte y. 
El càlcul de dependències d’aquest esdeveniment s’ha de fer per  Cl1 i per  Cl2. A continuació 
expliquem el càlcul de dependències de l’esdeveniment iAs(x:Cl1, y:Cl2) per a Cl131.
Restriccions 
El càlcul de dependències per aquest esdeveniment no s’ha de realitzar si:
• min(Cl1,As) ≠ max(Cl1,As)  OR
• Existeix, prèviament a la llista d’esdeveniments, un esdeveniment insertObject iCl(x) o 
specializeObject sClpClc(x) sobre x.
Si min(Cl1, As)≠max(Cl1, As) el fet de crear un nou link amb l’esdeveniment iAs(x:Cl1, y:Cl2) no 
resultaria  mai  en  un  estat  inconsistent  si  x  participés  en  un  nombre  de  links inferior  a 
max(Cl1,As) i, per tant, no dependria de cap nou esdeveniment. 
Per altra banda, si a la llista d’esdeveniments que tenim computada fins al moment existeix un 
esdeveniment  iCl1(x) o sCl1pCl1(x),  tampoc computarem les dependències de l’esdeveniment 
iAs(x:Cl1,  y:Cl2);  si  ho  féssim,  i  com  tot  just  veurem,  el  càlcul  de  dependències  afegiria 
esdeveniments incorrectes a la llista.
Dependències
Les dependències de l’esdeveniment iAs(x:Cl1, y:Cl2) per a Cl1 són:
si min(Cl2,As) = max(Cl2,As) llavors
31 El raonament és idèntic per a Cl2, només cal substituir el terme Cl1 per Cl2. Deixem aquesta 
feina per al lector.
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1. Un esdeveniment  iCl1(x)32. Si  Cl1 és superclasse d’una taxonomia  complete  laquesta 
dependència s’ha de substituir per iCl1ci(x) on Cl1ci és cadascuna de les subclasses de 
Cl1 que no són, alhora, superclasses d’una taxonomia complete.
sinó
2. Un esdeveniment dAs(x:Cl1: z:Cl2) on z és un objecte existent de Cl2.33
Justificació
En  el  cas  de  la  dependència  1,  sabem  que  min(Cl1,As)=max(Cl1,As)  AND 
min(Cl2,As)=max(Cl2,As)34. Per tant l’esdeveniment iAs(x:Cl1, y:Cl2) no pot associar dos objectes 
x  i  y  existents  perquè,  clarament,  s’incomplirien les cardinalitats.  Per  tant,  per  a complir  la 
restricció de sincronia de tota associació, cal també crear aquests objectes  x  i  y a la base 
d’informació. 
A la  dependència  2  sabem que  min(Cl1,As)=max(Cl1,As)  AND min(Cl2,As)≠max(Cl2,As).  Per 
tant, l’execució de  iAs(x:C1, y:Cl2)  provoca que  x  participi en un nombre de links superior al 
permès. Donat que  min(Cl2,As)≠max(Cl2,As)  podem restaurar la correctesa esborrant un link 
existent de x a As amb l’esdeveniment dAs(x:Cl1, z:Cl2).
Precondicions dels nous esdeveniments
Recordem que l’esdeveniment iCl1(x) no té precondicions.
Per a l’esdeveniment dAs(x:Cl1, z:Cl2) de 2 no podem garantir:
• x i z han d’estar relacionades a As
Un cop més, aquesta precondició la garantirem més endavant en el mètode. 
Exemples
L’esdeveniment  iProductBarCode(x:Product,  y:BarCode)  té  les  següents  dependències 
(suposant que no hi ha cap esdeveniment previ a aquest a la llista de dependències):
• iProduct(x)
iBarCode(y)
5.4.6 Dependències per dAs(x, y)
L’esdeveniment dAs(x:Cl1, y:Cl2) esborra el link que els objectes x i y formen en l’associació As. 
Denotem per Cl1 la classe de l’objecte x i per Cl2 la classe de l’objecte y. 
El càlcul de dependències d’aquest esdeveniment és molt similar a iAs(x:Cl1, y:Cl2). També en 
aquest  cas,  cal  realitzar  el  càlcul  per  Cl1 i  per  Cl2.  A  continuació  expliquem  el  càlcul  de 
dependències de l’esdeveniment dAs(x:Cl1, y:Cl2) per a Cl1.35
32 Per al futur càlcul de dependències d’aquest esdeveniment iCl1(x) s’haurà de tenir en compte 
que ja s’ha realitzat un esdeveniment iAs(x:Cl1, y:Cl2).
33 En aquest  cas,  no s’han de calcular  les possibles dependències d’aquest  esdeveniment 
dAs(x:Cl1, z:Cl2).
34 Per la restricció de la dependència i per la condició del condicional.
35 El raonament és idèntic per a Cl2, només cal substituir el terme Cl1 per Cl2. Deixem aquesta 
feina per al lector. 




El càlcul de dependències per aquest esdeveniment no s’ha de realitzar si
• min(Cl1,As) ≠ max(Cl1,As)  OR
• Existeix,  prèviament  a  la  llista  d’esdeveniments,  un  esdeveniment  deleteObject  o 
generalizeObject sobre x.
Si  min(Cl1,As)≠max(Cl1,As)  el  fet  d’esborrar  un  link  amb  dAs(x:Cl1,  y:Cl2)  no incompliria  la 
multiplicitat mínima d’As si x participés a un nombre de links superior a min(Cl1,As) i, per tant, 
no dependria de cap nou esdeveniment.
Per altra banda, si a la llista d’esdeveniments que tenim computada fins al moment existeix un 
esdeveniment  dCl1(x)  o  gClcClp(x),  tampoc computarem les dependències de l’esdeveniment 
dAs(x:Cl1,  y:Cl2);  si  ho  féssim,  i  com  tot  just  veurem,  el  càlcul  de  dependències  afegiria 
esdeveniments incorrectes a la llista.
Dependències
Les dependències de l’esdeveniment dAs(x:Cl1, y:Cl2) per a Cl1 són:
si min(Cl2, As) = max(Cl2, As) llavors
1. Un esdeveniment  dCl1(x)36. Si  Cl1 és superclasse d’una taxonomia  complete  aquesta 
dependència s’ha de substituir per dCl1ci(x) on Cl1ci són cadascuna de les subclasses 
de Cl1 que no són, alhora, superclasses d’una taxonomia complete.   
sinó
2. Un esdeveniment iAs(x:Cl1, z:Cl2) on z és un objecte existent de Cl2.37
Justificació
En  el  cas  de  la  dependència  1,  sabem  que  min(Cl1,As)=max(Cl1,As)  AND 
min(Cl2,As)=max(Cl2,As)38. Per tant l’esdeveniment dAs(x:Cl1, y:Cl2) provoca que x no compleixi 
amb la multiplicitat mínima a As. Per a restablir la correctesa, eliminem l’objecte x amb dCl1(x). 
A la dependència 2 sabem:  min(Cl1,As)=max(Cl1,As) AND min(Cl2,As)≠max(Cl2,As). Per tant, 
l’esdeveniment  dAs(x:C1,  y:Cl2)  provoca  que  x  participi  en  un  nombre  de  links  inferior  al 
permès. Donat que min(Cl2,As)≠max(Cl2,As) podem restaurar la correctesa creant un nou link 
per a x a As amb l’esdeveniment dAs(x:Cl1, z:Cl2).
Precondicions dels nous esdeveniments
Per a l’esdeveniment  dCl1(x),  no podem garantir  la precondició 2 si  Cl1 és subclasse d’una 
taxonomia overlapping:
• x només pot ser instància indirecta de les superclasses de Cl1
36 Per al futur càlcul de dependències d’aquest esdeveniment dCl1(x) s’haurà de tenir en compte 
que ja s’ha realitzat un esdeveniment dAs(x:Cl1, y:Cl2). 
37 En aquest cas, no s’han de calcular les possibles dependències d’aquest nou esdeveniment 
iAs(x:Cl1, z:Cl2).
38 Per la restricció de la dependència i per la condició del condicional.
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Per a l’esdeveniment iAs(x:Cl1, z:Cl2) tampoc podem garantir:
• x i z no han d’estar ja relacionades a As
Aquestes precondicions les garantirem més endavant en el mètode.
Exemples
L’esdeveniment  dSessionCurrentLanguage(x:Session,  y:Language)  té  les  següents 
dependències (suposant que no hi ha cap esdeveniment previ a aquest a la llista):
• iSessionCurrentLanguage(x: Session, z:Language).
Per aquesta llista de dependències caldria garantir, en un futur, la precondició:
• x.currentLanguage -> excludes(z)
5.5 Càlcul de dependències
El càlcul de la llista de dependències per a un esdeveniment ev és un procés recursiu. Si  ev 
requereix  un  esdeveniment  ev’  també  cal  computar  les  dependències  d’ev’  i  així 
successivament. 
El càlcul de la llista de dependències l’iniciem amb una llista amb l’esdeveniment ev com a únic 
element.  El  procés  continua  aplicant,  recursivament,  les  regles  que  hem  definit  per  als 
esdeveniments presents a la llista i afegint els nous esdeveniments que anem trobant. El càlcul 
finalitza quan no ja no s’afegeixi cap nou esdeveniment a la llista resultant.
Com hem vist, existeixen dependències lligades amb l’operador lògic OR. En aquests casos 
s’obtenen  diferents  alternatives  i  per  tant  diferents  llistes  de  dependències.  Aquest  fet  es 
repeteix en la dependència 2.b de gClcClp(x) i en la dependència 3 de sClpClc(x) on s’ha de fer 
una llista diferent per a cada una de les subclasses que hi trobem. 
5.6 Conjunt definitiu d’operacions del sistema
Recordem  que  havíem  definit  un  esbós  d’operacions  del  sistema  que,  conscientment, 
incomplien  les  propietats  de  correctesa  i  completesa.  Aquestes  operacions  tenien  un  únic 
esdeveniment inicial o principal. 
Refinant  l’esbós obtindrem el  conjunt definitiu d’operacions del sistema.  Per a refinar-lo 
caldrà estendre les operacions amb els esdeveniments resultants del càlcul de dependències 
del seu esdeveniment inicial.



















modificació atributs Cl::updateAt ()
crear links
esborrar links
iAs(x:Cl1, y:Cl2) Cl1::insertLinkAs ()
Cl2::insertLinkAs ()
sClpClc(x)
dAs(x:Cl1, y:Cl2) Cl1::deleteLinkAs ()
Cl2::deleteLinkAs ()
= Càlcul de dependències
Com  es  pot  observar,  les  operacions  definitives  tenen  un  nom  concret  i  una  signatura 
complerta. Aquest fet ajudarà al lector a diferenciar quan ens estem referim a l’operació de 
l’esbós o a l'operació definitiva.
Les operacions definitives estaran assignades a les mateixes classes que les operacions de 
l’esbós. 
 
Com mostra la figura, el refinament de certes operacions pot resultar en més d’una operació 
definitiva. Aquest és el cas de les operacions de generalització i especialització de l’esbós. Això 
és  degut  a  les  diferents  alternatives  que proporciona el  càlcul  de dependències dels  seus 
esdeveniments inicials. També succeirà que una mateixa llista de dependències pot acabar 
generant una operació o una altra en funció de les restriccions del diagrama de classes. 
Com el lector pot intuir, si una operació de l’esbós no es genera (a 5.1 hem vist diferents casos) 
tampoc es generarà cap de les operacions definitives que li corresponen.
Cal comentar que pels casos de les operacions de generalització i especialització de l’esbós, 
no implica que, amb el seu refinament, sempre s’acabin generant totes les seves operacions 
definitives corresponents. Per exemple, el refinament de l’operació d’especialització no sempre 
generarà les dues operacions addType i specializeTo. Caldrà seguir el tractament que s’explica 
a continuació per a saber, exactament, quin és el concret conjunt d’operacions que es generen 
per a un diagrama de classes qualsevol.
Passem a  explicar  en  detall  cadascuna  de  les  operacions  finals  del  sistema.  Per  a  cada 
operació definitiva expliquem el seu origen o com obtenir-la i la seva semàntica. Addicionalment 
mostrarem exemples d’operacions definitives que resultaran del refinament de les operacions 
de  l’esbós  que  hem obtingut  pel  diagrama d’exemple  2.1.1.  El  lector  pot  revisar  aquestes 
operacions a 5.1.
Sinó indiquem el contrari, suposarem que totes les operacions son operacions d’instància i de 
visibilitat  pública [UML07].





A l’esbós prèviament definit, teníem una operació de creació d’objectes amb l’esdeveniment 
iCl(x)  com  a  esdeveniment  inicial.  Refinant-la  i  aplicant  les  dependències  d’aquest 
esdeveniment obtindrem l’operació Cl::createCl.
Semàntica
Com el seu nom indica l’operació  Cl::createCl  servirà  per a crear nous objectes a la base 
d’informació de la classe Cl.
A l'igual que l’operació original, l’operació Cl::createCl serà una operació de classe, aquest fet 
ho indicarem amb la propietat isStatic de la classe Operation del metamodel d’UML [UML07]].
Assignació
Amb la notació Cl:: ja indiquem que el context o classe a la que s’assignarà aquesta operació 
serà Cl.
Exemple 
Refinant l'operació de creació de nous productes obtenim l'operació Product::createProduct. 
La figura següent mostra els esdeveniments d’aquesta operació en forma d’arbre per a clarificar 
el càlcul de dependències resultant39. Al final es mostren quines de les precondicions d’aquests 
esdeveniments no s’han pogut garantir  (també s’inclou les precondicions de l’esdeveniment 
inicial que no podíem garantir).
Product::createProduct
Esdeveniments : iProduct(p)
                  uStatusProduct (p,v1)
                  uNetPriceProduct (p,v2)
                  uQuantityOnHandProduct (p,v3)
                  uWeightProduct (p,v4)
                  uAddedProduct (p,v5)
                  iProductBarCode (p,b)
                     iBarCode (b)
                        uBeginCharacterBarCode (b,v6)
                        uDataBarCode (b,v7)
                        uChecksumBarCode (b,v8)
                        uEndCharacterBarCode (b,v9)
pre: -
Donat que els esdeveniments d’una operació s’executen com a un bloc, és a dir, tots alhora, és 
irrellevant el seu ordre. Per això, tot i que és estrany, l’esdeveniment iProductBarCode(p,b) crea 
un nou link per a p i b tot i que b és crea en el següent esdeveniment iBarCode(b).
39 Per tots aquests exemples s’han substituït els noms de les variables per a que fossin més 
intuïtius pel lector. Per aquest motiu s’utilitza iProduct(p) i no iProduct(x).





Anàlogament  al  cas  anterior,  refinant  l’operació  d’esborrat  d’objectes  i  calculant  les 
dependències pel seu esdeveniment dCl(x), obtenim l’operació Cl::deleteCl. 
Semàntica
L’operació Cl::deleteCl permetrà esborrar objectes de Cl de la base d’informació. 
Assignació
Aquesta operació estarà assignada a la classe Cl.
Exemple
Refinant  l'operació  d’esborrat  de  cistelles  de  compra  de  tipus  musical,  obtenim  l'operació 
definitiva MusicalShoppingCart::deleteMusicalShoppingCart.
La  següent  figura  mostra  els  esdeveniments  que  formaran  l’operació  i  les  precondicions 
d’aquests que no s’han pogut garantir:
MusicalShoppingCart ::deleteMusicalShoppingCart
Esdeveniments : dMusicalShoppingCart (m)1
                  dCustomerShoppingCartCustomer (m,c)2
                  dShoppingCartShoppingCartItem (m,i)3
     iShoppingCartShoppingCartItem (sc,i)4
pre1: not m.oclIsKindOf(TechnologicalShoppingCart ) and
not m.oclIsKindOf(FoodStuffShoppingCart ) and
not m.oclIsKindOf(ClothingShoppingCart )
pre2: m.customer -> includes(c)
pre3: m.shoppingCartItem -> includes(i)
pre4: sc.shoppingCartItem -> excludes(i)
5.6.3 Operació updateAttr
Origen
Donat que l’esdeveniment uAtCl(x,v) no té dependències, l’operació de modificació del valor de 
l’atribut de l’esbós correspondrà, exactament, a l’operació Cl::updateAttr.
Semàntica
L’operació Cl::updateAttr permetrà modificar el valor de l’atribut Attr de la classe Cl.
Assignació
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Aquesta operació estarà assignada a la classe Cl.
Exemple
Refinant l'operació de modificació del valor de l’atribut  expiry  de  Session  obtenim l’operació 
Session::updateExpiry.  Donat  que  l’esdeveniment  que  conté  és de tipus  uAtCl(x,v)  no té 
dependències ni precondicions:
Session::updateExpiry
Esdeveniments : uExpirySession (s, v)
pre: -
5.6.4 Operació generalizeTo i deleteType
Origen
Per tal de refinar l’operació de generalització, cal computar les dependències de l’esdeveniment 
inicial gClcClp(x). Com a resultat i tal com hem vist a l’apartat 5.5, podem  arribar a obtenir més 
d’una llista de dependències degut a l’operador lògic OR i a la dependència 2.a.
Per la dependència 2, sabem que un esdeveniment  gClcClp(x)  pot dependre d’esdeveniments 
sClpClci’(x)  o  gClpClpp(x).  Per  tant,  cadascuna d’aquestes llistes resultants  contindran,  entre 
d’altres, esdeveniments que generalitzaran i especialitzaran l’objecte x.  
Veiem quin tractament cal fer per una d’aquestes llistes resultants per tal d’obtenir una operació 
definitiva. Anomenarem list a aquesta llista resultant.
 
En aquest apartat veurem quines operacions es generen quan list  no conté cap esdeveniment 
que especialitza a x. La següent operació tracta el cas que aquí descartem.
En aquest  cas  i  donat  que  no hi  ha  cap  especialització  sobre  x  a  list,  sabem que  l’últim 
esdeveniment que generalitza o especialitza a  x  és un esdeveniment de generalització que 
denotarem amb gClp’Clpp’(x). En el cas en què  list només contingui un únic esdeveniment de 
generalització sobre x, el raonament exposat és igualment vàlid amb  Clp’=Clc i Clpp’=Clp.









gClcClp(x)   = 
gClp’Clpp’(x)  = 
1er esdeveniment
Darrer  que generalitza x
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En funció  de com sigui  la  taxonomia que formen les classes  Clp’  i  Clpp’,  list generarà una 
operació entre les següents:
• Clc::generalizeToClpp’ si la taxonomia de Clp’ i Clpp’ és disjoint. 
• Clc::deleteTypeClp’ si la taxonomia de Clp’ i Clpp’ és overlapping.
Semàntica
Les  operacions  generalizeTo  i  deleteType  tenen,  exactament,  la  mateixa  llista 
d’esdeveniments. Degut a la restricció de la taxonomia de les classes  Clp’  i  Clpp’  l’efecte que 
produeix cadascuna d’elles sobre la base d’informació és diferent. És per això, que hem decidit 
generar una operació o una altra en funció del tipus de taxonomia. 
Intuïtivament, l’operació Clc::generalizeToClpp’ declassificarà l’objecte com a instància de Clc i el 
classificarà com a instància directa de Clpp’. 
D’altra  banda  l’operació  Clc::deleteTypeClp’  desclassificarà  l’objecte  com  a  instància  de  la 
classe  Clp’.  Si  l’objecte  estava  classificat  com  a  instància  d’alguna  altra  classe,  un  cop 
executada l’operació, continua essent instància d’aquella classe
Assignació
Com és lògic,  i  a  l'igual  que l’esbós,  el  context  d’aquestes operacions és la  subclasse  Clc 
d’origen. 
Exemple
Passem a veure el  refinament de l’operació de generalització  que permetia generalitzar  un 
carret de la compra amb roba com a productes. 
Primer  de  tot  cal  realitzar  el  càlcul  de  dependències  per  l’esdeveniment  inicial 
gClothingShoppingCartCustomerShoppingCart(x).







Per tant la primera d’aquestes llistes de dependències generarà l’operació:
ClothingShoppingCart ::deleteTypeClothingShoppingCart
Esdeveniments : gClothingShoppingCartCustomerShoppingCart (sc)
pre: -
La segona llista, donat que hi ha l’esdeveniment sShoppingCartAnonymouShoppingCart(sc), la 
tractarem en la següent operació.
40 Hem substituït el nom de la variable x per un de més intuïtiu.





Seguim refinant l’operació de generalització de l’esbós. Com hem vist l’esdeveniment gClcClp(x) 
serà l’esdeveniment inicial, on  Clc representa la subclasse d’origen i  Clp la seva superclasse 
directe.  Passem  a  veure  el  cas  on,  en  computar  les  dependències  per  l’esdeveniment 
gClcClp(x),  la  llista  de  dependències  list conté  un  o  més esdeveniments  que  especialitzen 
l’objecte x.
Com  es  pot  deduir  de  les  dependències  de  l’esdeveniment  gClcClp(x),  si  existeix  un 
esdeveniment que especialitza l’objecte x implica que en algun punt del càlcul de dependències 
s’ha generalitzat a una superclasse d’una taxonomia de tipus disjoint i complete.
També podem deduir que l’últim esdeveniment que generalitza o especialitza a x de list, és un 
esdeveniment que especialitza a  x  que denotarem per  sClp’Clc’(x) 41. En el cas que només hi 
hagi un esdeveniment d’especialització a list, es compliria que Clp=Clp’ i que Clc’ seria subclasse 
directa de Clp; el raonament exposat és igualment vàlid per aquest cas. 









gClcClp(x)   = 
sClp’Clc’(x)  = 
1er esdeveniment







Si  al  computar  les  dependències  de  gClcClp(x),  list conté  un  o  més  esdeveniments  que 
especialitzen x,  generarem la següent operació:
• Clc::changeTypeToClc’  
Pel raonament exposat podem deduir que Clc i Clc’ són classes germanes.
Semàntica
Com el seu nom indica, aquesta operació desclassificarà l’objecte com a instància de Clc i el 
classificarà com a instància directa de Clc’. 
Assignació
Com és lògic, i a l'igual que l’esbós, el context d’aquesta operació és la subclasse Clc d’origen. 
Exemple
41 Aquesta afirmació es vàlida perquè les dependències d’un esdeveniment d’especialització no 
inclouen esdeveniments de generalització de x.
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Seguint la refinació de l'operació de generalització per a cistelles de compra amb productes de 
roba, cal veure quina operació genera la segona de les llistes de dependències resultants del 
càlcul per a gClothingShoppingCartCustomerShoppingCart(x). La llista concreta està definida a 
l’exemple de l’operació anterior.
Aquesta llista generarà la següent operació definitiva:
ClothingShoppingCart ::changeTypeToAnonymousShoppingCart
Esdeveniments : gClothingShoppingCartCustomerShoppingCart (sc)
                  gCustomerShoppingCartShoppingCart (sc)1
             dCustomerShoppingCartCustomer (sc,c)2
                     sShoppingCartAnonymousShoppingCart (sc)
                        iAnonymousShoppingCartSession (sc, s)3
pre1: not sc.oclIsKindOf(TechnologicalShoppingCart ) and
not sc.oclIsKindOf(FoodStuffShoppingCart ) and
not sc.oclIsKindOf(MusicalShoppingCart )
pre2: sc.customer -> includes(c)
pre3: sc.session -> excludes(s)
5.6.6 Operació specializeTo i addType
Origen
La següent operació de l’esbós a refinar és l’operació d’especialització. Aquest refinament és 
molt semblant al que hem realitzat per l’operació de generalització. En aquest cas, cal computar 
les dependències de l’esdeveniment sClpClc(x) i, anàlogament al cas anterior, aquest càlcul pot 
resultar en diferents llistes de dependències.
Per tant, l’esdeveniment inicial és sClpClc(x) on Clp representa la classe d’origen i Clc una de les 
seves subclasses directes.
Observant  les  dependències  de  l’esdeveniment  sClpClc(x),  veiem  que  cada  llista  de 
dependències resultant estarà formada, entre d’altres, per esdeveniments d’especialització de x 
i segur que no contindran cap esdeveniment que generalitzi x. 
Denotem per  sClp’Clc’(x)  l’últim esdeveniment de la llista que especialitza a  x.  En el cas on 
només hi hagi un esdeveniment que especialitzi a  x, tant el primer com l’últim esdeveniment 
que especialitzen a x són el mateix, i per tant, el raonament és igualment vàlid amb Clp’=Clp i 
Clc’=Clc. 










sClpClc(x)   = 
sClp’Clc’(x)   = 
1er esdeveniment
Darrer  que especialitza x




En aquest cas, a diferència del refinament de l’operació de generalització, la taxonomia que 
determinarà l’operació a generar serà la que formen Clp i Clc. Les possibles operacions són:
• Clp::specializeToClc’ si la taxonomia és de tipus disjoint42. 
• Clp::addTypeClc’ si la taxonomia és de tipus overlapping. 
Semàntica
Les operacions specializeTo  i  addType, tal i com passava amb les operacions generalizeTo  i 
deleteType,  comparteixen  la  mateixa  llista  de  dependències,  però  cadascuna  té  un  efecte 
diferent degut a la restricció de la taxonomia. 
En l’operació Clp::specializeToClc’ l’objecte es desclassificarà com a instància directa de Clp i es 
classificarà com a instància directa de Clc’. 
Per contra, en l’operació  Clp::addTypeClc’  l’objecte de  Clp quedarà classificat com a instància 
directa de Clc’ i com a instància de les classes que prèviament ja ho era.
Assignació
Ambdues operacions estaran assignades a la superclasse Clp.
Exemple
Per  a  refinar  l’operació  que  permetia  especialitzar  cistelles  de  compra  com a  cistelles  de 
compra  de  tipus  alimentari,  cal  computar  les  dependències  de  l’esdeveniment  inicial 
sCustomerShoppingCartFoodStuffShoppingCart(x).  Aquest  càlcul  no  inclou  nous 
esdeveniments. Per aquest motiu l’operació definitiva que es genera es:
CustomerShoppingCart ::addTypeFoodStuffShoppingCart
Esdeveniments : sCustomerShoppingCartFoodStuffShoppingCart (sc)
pre: -
42 Donat que l’operació de l’esbós només es genera per superclasses Clp que no siguin disjoint i 
complete podem deduir que aquesta taxonomia segur que serà incomplete.





A l’esbós prèviament definit, teníem una operació de creació de nous links amb l’esdeveniment 
iAs(x:Cl1, y:Cl2)  com a esdeveniment inicial.  Refinant-la i aplicant les dependències d’aquest 
esdeveniment obtindrem les operacions Cl1::insertLinkAs i Cl2::insertLinkAs.
Semàntica
Aquesta operació permet crear un nou link a l’associació As pels objectes x i y.
Assignació
Assignarem aquesta operació a les dues classes que As relaciona. És a dir, a Cl1 i Cl2.
Exemple
Refinant l’operació de l’esbós que permetia crear nous links a l’associació entre ShoppingCart i 
ShoppingCartItem obtenim les següents operacions:
ShoppingCart ::insertLinkShoppingCartItem
Esdeveniments : iShoppingCartShoppingCartItem (sc, i)1
                  dShoppingCartShoppingCartItem (sc1, i)2
pre1: sc.shoppingCartItem -> excludes(i)
pre2: sc1.shoppingCartItem -> includes(i)
ShoppingCartItem ::insertLinkShoppingCart
Esdeveniments : iShoppingCartItemShoppingCart (i, sc)1
                  dShoppingCartItemShoppingCart (i, sc1)2
pre1: i.shoppingCart -> excludes(sc)
pre2: i.shoppingCart -> includes(sc1)
Remarquem  que  aquestes  dues  operacions  són  idèntiques:  recordem  que  l’associació 
ShoppingCartShoppingCartItem és la mateixa que ShoppingCartItemShoppingCart.
5.6.8 Operació deleteLink
Origen
A l’esbós  prèviament  definit,  teníem  una  operació  d’esborrat  de  links  amb  l’esdeveniment 
dAs(x:Cl1, y:Cl2)  com a esdeveniment inicial.  Refinant-la i aplicant les dependències d’aquest 
esdeveniment obtindrem les operacions Cl1::deleteLinkAs i Cl2::deleteLinkAs.
Semàntica
Aquesta operació esborra el link que els objectes x i y formen a l’associació As.




Assignarem aquesta operació a les dues classes que As relaciona. És a dir, a Cl1 i Cl2.
Exemple
Refinant l’operació de l’esbós que permetia esborrar links a l’associació entre Session i 
Language, obtenim les següents operacions:
Session::deleteLinkCurrentLanguage
Esdeveniments : dSessionCurrentLanguage (s, l)1
                  iSessionCurrentLanguage (s, l1)2
pre1: s.currentLanguage -> includes(l)
pre2: s.currentLanguage -> exludes(l1)
Language::deleteLinkSession
Esdeveniments : dCurrentLanguageSession (l, s)1
                  iCurrentLanguageSession (l1, s)2
pre1: l.session -> includes(s)
pre2: l1.session -> exludes(s)
També en aquest cas, ambdues operacions produeixen el mateix efecte a la base d’informació.
5.7 El contracte imperatiu
En aquest punt del document hem descrit com obtenir les operacions definitives del sistema. 
Abans de continuar amb el següent punt del mètode fem un resum dels passos que hem seguit:
1. Seguint les plantilles del capítol 4 obtenim el conjunt d’esdeveniments del diagrama 
de classes d’entrada.
2. Amb aquest conjunt, construïm un  esbós de les  operacions del sistema. Aquestes 
operacions tenen un únic esdeveniment i, conscientment, incompleixen les propietats 
de correctesa i completesa.
3. Per a obtenir el conjunt definitiu d’operacions, refinem cadascuna de les operacions 
de l’esbós computant les dependències pels seus esdeveniments inicials.
4. En aquest punt, tenim les operacions definitives del sistema on cadascuna té una llista 
d’esdeveniments i un conjunt de  precondicions que cal garantir. L’apartat anterior 
mostra algunes operacions definitives per l’exemple d’aquest document.
Com el lector por observar, aquestes operacions definitives no estan especificades utilitzant el 
contracte imperatiu definit a  2.3.3. Aquest apartat conclou el segon pas del mètode explicant 
com generar aquests contractes.
Recordem que un contracte imperatiu seguia el següent patró:
context context::nomOperació(llistaParàmetres)





5.7.1 Definició del context
Com hem vist cada operació té un context o classe a la que pertany. En el contracte d’una 
operació, indicarem el seu context amb la paraula reservada OCL context seguida del nom 
de la classe a la que hem assignat l’operació.
5.7.2 Definició del body
Al body o cos de l’operació és on indicarem, explícitament, els esdeveniments estructurals que 
constitueixen l’operació. Recordem que aquests esdeveniments s’obtenien com a resultat del 
càlcul de dependències dels esdeveniments inicials de les operacions de l’esbós.
5.7.3 Definició de precondicions
Les  operacions  definitives  que  hem  generat  tenen  un  conjunt  de  precondicions  que 
corresponen a les  precondicions dels  esdeveniments que no hem pogut  garantir  fins  al 
moment. També hem vist que aquestes precondicions estan formalment expressades en OCL. 
Per  tant,  aquestes precondicions esdevindran precondicions del  contracte  definitiu  de cada 
operació.
Addicionalment haurem d’afegir altres precondicions a certes classes degut a què, com hem 
definit,  totes  les  operacions  que  generem són  públiques.  Per  aquesta  raó  les  subclasses 
hereten  les  operacions  de  les  seves  superclasses.  Això  pot  provocar  que  l’usuari  utilitzi 
operacions que no hauria d’utilitzar. Veiem un exemple43:
L’anterior  figura mostra un diagrama de classes molt  simple on es detallen algunes de les 




43 Donat que no hi ha cap cas, al diagrama d’exemple, per a il·lustrar el cas que ens interessa 
utilitzarem un diagrama de classes molt simple i genèric.








                  dBC (b, c)
pre: -
L’operació  A::deleteA  és  pública  on,  com  havíem  vist  a  5.6.2,  la  precondició  1  de 
l’esdeveniment dA(a) quedava garantida per la pròpia assignació d’aquesta operació a la classe 
A.  Ara bé, donat que aquesta operació és pública, podria ser invocada per un objecte  b la 
classe  B.  Això  incompliria  la  precondició  que  havíem  suposat  garantida,  donat  que  b  és 
instància directa de B i no de A.
A continuació s’explica com solucionar aquest problema: donat que A té subclasses cal definir 
una precondició addicional a l’operació A::deleteA que obligui a l’objecte que crida l’operació ha 
de  ser  instància  directa  de  A.  Això  correspondria  a  la  següent  expressió  OCL: 
a.oclIsTypeOf(A).
Per tant, cal afegir precondicions a algunes operacions de les superclasses del diagrama. 







Per la resta d’operacions, no cal afegir aquesta precondició donat que, en aquests casos, les 
precondicions del seu esdeveniment inicial sí que queden realment garantides per l’assignació 
que  hem  definit.  En  l’exemple  anterior,  a  l’operació  A::updateName  no  cal  afegir  cap 
precondició addicional. Addicionalment, gràcies a l’herència d’operacions, no cal tornar a definir 
aquesta operació updateName a la classe B. 
5.7.4 Definició de paràmetres
Els paràmetres de l’operació vindran determinats per la llista d’esdeveniments estructurals que 
formen cada operació. 
Tota operació d’instància té un paràmetre implícit que representa l’objecte sobre el que estem 
invocant  l’operació.  A  OCL  s’utilitza  la  paraula  reservada  self per  a  referir-se  a  aquest 
paràmetre. [OCL07]
44 Deixem per al lector la justificació de la necessitat d’aquesta precondició per a cadascuna 
d’aquestes operacions.
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Com hem vist, tot esdeveniment estructural té variables. La idea bàsica és que donada una 
llista d’esdeveniments que representa una operació, cada variable de tot esdeveniment de la 
llista ha de ser, també, paràmetre de l’operació. S’exceptuen els següents casos:
1 La variable  x dels esdeveniments  iCl(x)  mai ha d’aparèixer com a paràmetre de 
l’operació. Recordem que aquesta variable representa l’objecte a crear i per tant, es 
crea durant l’execució de l’operació.
2 Si una variable d’un esdeveniment apareix, també, com a variable d’un esdeveniment 
iCl(x) no s’ha de generar un paràmetre per aquesta variable per la mateixa raó que a 
l’excepció anterior.
3 Utilitzarem el paràmetre implícit  self com a substitut d’un dels paràmetres de mateix 
tipus  que  la  classe  del  context  de  l’operació.  Caldrà  substituir a  la  llista 
d’esdeveniments i  a  les  precondicions totes  les  aparicions  de la  variable  per  la 
paraula self.
4 Si una variable ja té un paràmetre associat (sigui explícit o el paràmetre implícit self)  i, 
per  tant,  ha aparegut  en  algun  esdeveniment  anterior,  no  s’ha  de  generar  un  nou 
paràmetre per aquesta variable.
Per a clarificar la generació de paràmetres passem a veure, per cada esdeveniment, en quins 
casos es generarà un paràmetre a l’operació que els conté. Per a fer-ho tindrem en comptes les 
dependències i les excepcions que acabem de definir.
Per l’excepció 1,  els esdeveniments  iCl(x)  no generaran mai paràmetre.  Els esdeveniments 
dCl(x)  generaran un paràmetre per l’objecte  x, sempre i quan aquest paràmetre no es pugui 
substituir pel paràmetre implícit self. Observant les dependències, es pot deduir que la variable 
x  dels esdeveniments  sClpClc(x)  i  gClcClp(x)  sempre es podrà substituir pel paràmetre implícit 
self. En els esdeveniments uAtCl(x,v) la variable v representa el valor a assignar a l’atribut i, per 
tant, sempre generarà un paràmetre a l’operació45; per contra la variable  x  mai generarà un 
paràmetre  donat  que  o  bé  es  podrà  substituir  pel  paràmetre  implícit  self  o  bé  complirà 
l’excepció 2. Finalment, les variables  x  i  y  dels esdeveniments  iAs(x,y)  i  dAs(x,y), generaran 
paràmetres a l’operació sempre i quan no compleixin cap de les excepcions que hem definit.
5.8 Exemples 
A continuació es mostren els contractes definitius per les operacions que havíem generat a 5.6. 
Aquests serien alguns dels contractes que obtindríem com a resultat  final  d’aplicar el segon 
pas del mètode al diagrama d’exemple del capítol 2 (2.1.1).
Product::createProduct
45 El paràmetre per a v haurà de tenir la mateixa cardinalitat que l’atribut At de Cl.
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context Product ::createProduct(pStatus:ProductStatus ,
                               pNetPrice :Money,
                               pQuantityOnHand :Integer,
                               pWeight :Decimal
                               pAdded :DateTime,
                               pBeginCharacter :String,
                               pData :String,
                               pChecksum :String
                               pEndCharacter :String)
pre: -
body: iProduct(p)
         uStatusProduct (p,pStatus)
         uNetPriceProduct (p,pNetPrice)
         uQuantityOnHandProduct (p,pQuantityOnHand )
         uWeightProduct (p,pWeight)
         uAddedProduct (p,pAdded)
         iProductBarCode (p,b)
            iBarCode (b)
               uBeginCharacterBarCode (b,pBeginCharacter )
               uDataBarCode (b,pData)
               uChecksumBarCode (b,pChecksum)
               uEndCharacterBarCode (b,pEndCharacter)
Els  noms dels  paràmetres  d’atributs  tenen  la  lletra  “p”  al  davant  per  tal  d’indicar  que  són 
paràmetres46. 
MusicalShoppingCart::deleteMusicalShoppingCart
context MusicalShoppingCart ::deleteMusicalShoppingCart (c:Customer,
                                                       i :ShoppingCartItem ,
                                                       sc :ShoppingCart)
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
and not self.oclIsKindOf(FoodStuffShoppingCart ) and
and not self.oclIsKindOf(ClothingShoppingCart ) and
and self.customer -> includes(c) and
and self.shoppingCartItem -> includes(i) and
and sc.shoppingCartItem -> excludes(i)
body: dMusicalShoppingCart (self)
         dCustomerShoppingCartCustomer (self,c)
            dShoppingCartShoppingCartItem (self,i)
       iShoppingCartShoppingCartItem (sc,i)
Session::updateExpiry
46 Aclarim aquest fet per tal de no crear confusió amb el nom del nou producte creat que també 
l’hem anomenat p.





body: uExpirySession (self, pExpiry)
ClothingShoppingCart::deleteTypeClothingShoppingCart




context ClothingShoppingCart ::changeTypeToAnonymousShoppingCart (c:Customer, 
                                                                s :Session)
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
and not self.oclIsKindOf(FoodStuffShoppingCart ) and
and not self.oclIsKindOf(MusicalShoppingCart ) and
     and self.customer -> includes(c) and
     and self.session -> excludes(s)
body: gClothingShoppingCartCustomerShoppingCart (self)
         gCustomerShoppingCartShoppingCart (self)
    dCustomerShoppingCartCustomer (self,c)
            sShoppingCartAnonymousShoppingCart (self)
               iAnonymousShoppingCartSession (self, s)
CustomerShoppingCart::addTypeFoodStuffShoppingCart
context CustomerShoppingCart ::addTypeFoodStuffShoppingCart ()
pre: -
body: sCustomerShoppingCartFoodStuffShoppingCart (self)   
ShopppingCart::insertLinkShoppingCartItem
context ShoppingCart ::insertLinkShoppingCartItem (i:ShoppingCartItem
sc1:ShoppingCart)
pre: self.shoppingCartItem -> excludes(i) and
     and sc1.shoppingCartItem -> includes(i)
body: iShoppingCartShoppingCartItem (self, i)
         dShoppingCartShoppingCartItem (sc1, i)      
ShoppingCartItem::insertLinkShoppingCart
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context ShoppingCartItem ::insertLinkShoppingCart (sc:ShoppingCart,
                                                 sc 1:ShoppingCart)
pre: self.shoppingCart -> excludes(sc) and
and self.shoppingCart -> includes(sc1)
body: iShoppingCartItemShoppingCart (self, sc)
         dShoppingCartItemShoppingCart (self, sc1)
Session::deleteLinkCurrentLanguage
context Session ::deleteLinkCurrentLanguage (l:Language,
                                           l 1:Language)
pre: self.currentLanguage -> includes(l) and
     and self.currentLanguage -> exludes(l1)
body: dSessionCurrentLanguage (self, l)
         iSessionCurrentLanguage (self, l1)             
Language::deleteLinkSession
context Language ::deleteLinkSession (s:Session,
                                    l 1:Language)
pre: self.session -> includes(s) and
     and l1.session -> exludes(s)
body: dCurrentLanguageSession (self, s)
         iCurrentLanguageSession (l1, s)            
5.9 Correctesa
Per concloure amb l’explicació  del  segon pas del  mètode cal  demostrar  que l’esquema de 
comportament  imperatiu  format  per  les  operacions  que  hem  generat  compleix  les  tres 
propietats que hem definit a 2.3. Aquestes demostracions seran informals però suficients pels 
objectius d’aquest treball.
En relació a la correctesa  d’un esquema de comportament, cal veure si tota operació generada 
opgen d’aquest esquema és correcte. Recordem que opgen  és correcte si existeix una execució 
d’aquesta operació que resulti en una base d’informació consistent. Com hem vist a 5.3, gràcies 
a les dependències sabem que aquesta execució existirà segur. Per definir les dependències 
hem vist que no calia considerar totes les restriccions del diagrama classes; per tant, cal veure 
si realment no considerant la resta de restriccions podríem incomplir la propietat de correctesa. 
A continuació s’explica, per la resta de restriccions, el motiu pel qual no cal considerar-les.
Les restriccions de multiplicitat  màxima d’una associació  mai  es violaran  si  opgen s’executa 
sobre una base d’informació buida. Per exemple, les multiplicitats màximes d’1 en l’associació 
entre les classes Session i Customer no es violaran mai quan, al crear un nou link, associem un 
client i una sessió que, prèviament, no participin a cap link en aquesta associació.
Les restriccions OCL sobre el valor dels atributs d’una classe no es violaran quan op s’executi 
amb valors vàlids als seus paràmetres.  Per exemple,  la  restricció OCL sobre la unicitat de 
l’atribut  sessionID  no es violarà  mai quan,  al  crear  una nova sessió,  assignem un valor  al 
paràmetre per a sessionID que no estigui ja assignat a cap sessió de la base d’informació.
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Les restriccions  de taxonomies  que  no  siguin  disjoint  i  complete  no cal  considerar-les  per 
assegurar la correctesa de les operacions. Veiem el perquè:
• Una taxonomia  overlapping  i  incomplete  suposa l’absència de restricció, és a dir, no 
suposa cap restricció per als objectes que hi participen: tot objecte de la superclasse 
podrà o no, estar classificat en una subclasse; addicionalment podrà estar classificat en 
més d’una subclasse.
• En  una  taxonomia  overlapping  i  complete  les  operacions  que  especialitzen  i 
generalitzen  als  objectes  són:  addType  i  deleteType.  Les  operacions  addType  no 
violaran mai cap restricció donat que un objecte de la superclasse pot estar classificat 
en  varies  subclasses  (overlapping).  Les  operacions  deleteType  només  violaran  la 
restricció  complete quan s’invoquin sobre objectes que només estiguin classificats en 
una única subclasse, per tant, en la resta de casos l’operació no viola cap restricció.
• En una taxonomia disjoint i  incomplete les operacions que especialitzen i generalitzen 
als objectes són:  specializeTo i  generalizeTo. La primera operació no violarà mai la 
restricció  disjoint  perquè,  gracies  a  què  afegirem  la  precondició  que  obliga  a  què 
l’objecte sobre el que s’invoca ha de ser del tipus de la superclasse (5.7.3), sabem que 
l’objecte a especialitzar no estava classificat en cap subclasse. L’operació generalizeTo 
tampoc violarà  mai  cap  restricció  donat  que,  gràcies  a  la  restricció  incomplete,  un 
objecte pot no estar classificat en cap subclasse. 
5.10 Completesa
Un conjunt d’operacions és complert respecte un diagrama de classes, si tot esdeveniment del 
conjunt  d’esdeveniments  estructurals  d’aquest  diagrama  està  inclòs  en  l’efecte  d’alguna 
operació. Al capítol 4 hem vist  quin és concretament aquest conjunt per a un diagrama de 
classes qualsevol (4.4). 
Com hem vist en aquest capítol, per la pròpia generació que fem de les operacions del sistema 
(5.1), la majoria d’aquests esdeveniments acaben generant una operació que els inclou com a 
esdeveniment inicial  o principal.  Cal veure, quins esdeveniments no estan assignats com a 
esdeveniments inicials de cap operació del  sistema i  justificar que existeix  alguna operació 
generada que els inclou.
Com ja  hem vist,  existien  certes  dependències  necessàries  per  a  complir  la  propietat  de 
completesa.  Aquestes  dependències  seran  les  que  provocaran  que  tot  esdeveniment  del 
diagrama quedi inclòs en alguna operació.
uAtCl(x,v) de tot atribut At readonly.
Els esdeveniments  uAtCl(x,v)  per atributs  readonly  no estan inclosos com a esdeveniments 
inicials en cap operació updateAttribute, però quedaran inclosos en l’efecte de les operacions 
create, specializeTo i addType degut a les dependències dels esdeveniments iCl(x) i sClpClc(x).  
gClcClp(x) quan Clc és superclasse d’una taxonomia de tipus complete.
Denotem per Clcc a la primera subclasse en la taxonomia de Clp que no és, alhora, superclasse 
d’una taxonomia de tipus complete. 













És fàcil de deduir, que Clcc és subclasse (directe o indirecta) de Clc.  Sabem que Clcc existeix 
segur perquè tota taxonomia de classes és finita. Per tant o bé Clcc és una subclasse intermèdia 
que és alhora superclasse d’una taxonomia  incomplete   o bé  Clcc és una fulla/extrem de la 
taxonomia (la figura mostra aquest segon cas). 
En ambdós casos, sabem que caldrà crear una operació a l’esbós de generalització d’objectes 
des de Clcc a Clcp amb l’esdeveniment gClccClcp(x) com a esdeveniment inicial. Per a refinar-la 
cal  realitzar el càlcul de dependències d’aquest esdeveniment: donat que tota la taxonomia 
restant  fins  a  Clp és  complete,   per  les  dependències  2.b  i  2.d   de  l’esdeveniment  de 
generalització, s’afegiran esdeveniments que generalitzaran  x  fins a  Clp,  on justament l’últim 
serà gClcClp(x).
sClpClc(x) quan Clp és superclasse d’una taxonomia de tipus disjoint i complete.
El raonament a seguir és similar a l’anterior. Denotem per  Clcc a la primera subclasse en la 













Pel raonament anterior, sabem que Clcc existeix segur i que refinant l'operació per generalitzar 
objectes que conté l’esdeveniment gClccClcp(x) com a esdeveniment inicial, arribem a una llista 
on s’inclou l’esdeveniment  gClc’Clp(x). Seguint amb el procés, cal computar les dependències 
d’aquest  últim esdeveniment.  Per la dependència 2.a,  sabem que s’inclourà l’esdeveniment 
sClpClc(x).
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iAs(x:Cl1,y:Cl2)  amb    min(Cl1,As)=max(Cl1,As) AND min(Cl2,As)=max(Cl2,As) 
Aquests esdeveniments iAs(x:Cl1,y:Cl2) no estan inclosos com a esdeveniments inicials de cap 
operació insertLink però, per les dependències dels esdeveniments iCl1(x), iCl2(x), sCl1pCl1(x) i 
sCl2pCl2(x),  sabem que quedaran inclosos en les operacions  createCl1, createCl2, addTypeCl1, 
addTypeCl2, specializeToCl1 o specializeToCl2.
dAs(x:Cl1,y:Cl2) amb    min(Cl1,As)=max(Cl1,As) AND min(Cl2,As)=max(Cl2,As)
Aquests esdeveniments dAs(x:Cl1,y:Cl2) no estan inclosos com a esdeveniments inicials de cap 
operació deleteLink però, per les dependències dels esdeveniments dCl1(x), dCl2(x), gCl1pCl1(x) 
i  gCl2pCl2(x),  sabem  que  quedaran  inclosos  en  les  operacions  deleteCl1,  deleteCl2,  
deleteTypeCl1, deleteTypeCl2,  generalizeToCl1, generalizeToCl2,  Cl1:.changeTypeTo,  o 
Cl2::changeTypeTo.
5.11 Usabilitat
Un cop demostrat que les operacions que generem són correctes i  completes, cal veure si 
l’esquema de comportament que aquestes formen, és usable per a l’usuari final. Recordem que 
l’usabilitat és una propietat difícil de mesurar; així que ens limitarem a donar una idea intuïtiva.
Aplicant el mètode de generació que proposem i degut a les dependències, obtenim operacions 
simples on cadascuna conté un conjunt d’esdeveniments estructurals. Aquests conjunts són 
mínims, és a dir, si en algun d’aquests conjunts hi faltés algun esdeveniment ev l'operació seria 
incorrecte o l’esquema de comportament resultant seria incomplert. Per tant,  les operacions 
que generem realitzen les modificacions més simples i  mínimes permeses pel diagrama de 
classes d’entrada. Clarament, això afavoreix l’usabilitat de l’esquema de comportament per part 
de  l’usuari:  l’usuari  pot  realitzar  grans  modificacions  a  la  base  d’informació  cridant, 
consecutivament, les operacions que li proporcionem i així controlar en tot moment els canvis a 
la base d’informació.
Un altre aspecte que fa que l’esquema sigui altament usable per l’usuari és el fet que alguns 
esdeveniments  estan  en  inclosos  en  l’efecte  de  més  d’una  operació.  Recordem  que,  per 
complir  la  propietat  de completesa,  només cal  que  tot  esdeveniment  estigui  inclòs  en  una 
operació.  La generació que proposem, a demés de complir  aquesta propietat,  dona l’opció 
d’escollir  a  l’usuari  entre  varies  operacions  per  tal  d’executar  un  mateix  esdeveniment 
estructural.  En els exemples que hem vist  fins al  moment,  hem vist  que es generaria  una 
operació  Session::updateExpiry  per a modificar el valor d’aquest atribut. Aquesta operació té 
com a únic esdeveniment uExpirySession(x,v). És fàcil de veure, que també es generaria una 
operació Session::createSession que, entre d’altres, també inclouria aquest esdeveniment. Per 
tant, proporcionem a l’usuari dues operacions per a poder modificar el valor d’aquest atribut; si 
per exemple, no generéssim Session::updateExpiry  l’usuari es veuria forçat a esborrat i crear 
de nou un objecte Session cada cop que volgués canviar el valor de l’atribut expiry.
Un altre detall que també facilita l’usabilitat de l’esquema de comportament és el fet de generar 
operacions  per  a  crear  links  i  esborrar  links  d’una  associació  en  les  dues  classes  que  hi 
participen.  Pel  nostre  diagrama  de  classes  hem  vist  un  clar  exemple  a: 
ShoppingCart::insertLinkShoppingCartItem i ShoppingCartItem::insertLinkShoppingCart.
Anteriorment  ja  hem  comentat  un  aspecte  que  influeix  negativament  en  la  usabilitat  de 
l’esquema  i  de  les  operacions  generades.  Com  hem  vist  a  5.4,  les  dependències  dels 
esdeveniments dCl(x) i gClcClp(x) només esborren el mínim nombre de links de les associacions 
(dependències  1,2  i  1  respectivament).  Per  tant,  les  operacions  que  continguin  aquests 
esdeveniments (delete i  generalizeTo, deleteType o changeTypeTo) no podran ser utilitzades, 
directament, per l’usuari si  x participa en un nombre de links superior al mínim (si l’usuari les 
executés haurien links a associacions que farien referència a objectes inexistents a la base 
d’informació,  per tant,  violarien la restricció de sincronia de tota associació). Primer de tot, 
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l’usuari hauria d’esborrar links existents de x fins a què x només participés en un nombre de 
links igual al mínim; posteriorment, sí que podria cridar a aquestes operacions per a esborrar o 
generalitzar a x. Al capítol de treball futur s’explica una solució alternativa a aquest afer.
 





Com a  resultat  d’aplicar  el  segon  pas  del  mètode  proposat  hem obtingut  un esquema de 
comportament correcte, complert i usable on totes les operacions estan especificades de forma 
imperativa utilitzant contractes d’operació.
En aquest capítol conclourem el procés de generació explicant, en detall, el tercer i darrer pas. 
Com a punt d’entrada utilitzarem l’esquema de comportament imperatiu del segon pas i com a 
sortida obtindrem un esquema de comportament declaratiu. En essència, aquest darrer pas és 
una traducció dels contractes imperatius, que ja tenim, a contractes declaratius. 
El capítol s’estructura de la següent manera: primerament veurem com obtenir els contractes 
declaratius de les operacions del sistema (veurem que, en alguns casos, no cal traduir tot el 
contracte  imperatiu).  Mostrarem exemples  de contractes  declaratius  per  les  operacions  del 
diagrama d’exemple.  Finalment justificarem el  compliment de les propietats de completesa, 
correctesa i usabilitat d’aquest nou esquema de comportament declaratiu.
6.1 El contracte declaratiu
En  l’especificació  declarativa  d’una  operació  no  s’indiquen,  explícitament,  els  seus 
esdeveniments estructurals sinó que cal expressar una condició sobre la base d’informació que 
s’ha  de  complir  un  cop  executada  l’operació  (2.3.3).  Seguint  la  metodologia  del  capítol  3 
utilitzarem el llenguatge OCL per tal d’expressar aquesta condició.
També en aquest cas, cal indicar el context, els paràmetres i precondicions de l’operació. A 
diferència de l’imperatiu, en comptes de definir el body definirem la postcondició de l’operació. 
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6.2 Contractes declaratius directes
L’obtenció del  contracte declaratiu d’algunes operacions no requereix utilitzar  la totalitat  del 
contracte imperatiu. Per algunes operacions només caldrà traduir el primer esdeveniment del 
contracte (el que havíem definit com a inicial o principal). El raonament d’aquest fet s’explica al 
futur apartat 6.5.1.
Hem anomenat  contractes directes  als contractes declaratius que obtenim utilitzant aquest 
mètode. A continuació veiem quines operacions tenen un contracte declaratiu directe i com és 
cadascun d’ells.
L’apartat  6.4 mostrarà amb exemples alguns contractes declaratius directes pel diagrama de 
classes d’exemple 2.1.1.
Cl::deleteCl
L’operació  Cl::deleteCl  permet esborrar objectes de la classe  Cl.  El contracte declaratiu per 
aquesta operació seguirà el patró:
context Cl::deleteCl()
pre: self.oclIsTypeOf(Cl)1 and
     and not self.oclIsKindOf(Cl1) and …
     and not self.oclIsKindOf(Cln)2
post: not self@pre.oclIsKindOf(OclAny)
El  context  d’aquesta  operació  és,  lògicament,  la  classe  Cl.  La  postcondició  únicament  ha 
d’indicar que l’objecte sobre el que s’invoca l’operació ja no forma part de la base d’informació.
Només hi hauran precondicions si són necessàries: recordem que la precondició 1 només és 
necessària si  Cl  té subclasses i  la  precondició  2  era necessària  si  Cl  era subclasse d’una 
taxonomia overlapping.47 
Cl1::insertLinkAs
L’operació  Cl1::insertLinkAs  permet crear un nou link a l’associació  As. Denotem per  Cl2 a la 
classe de l’altre extrem de l’associació As. En aquest cas, el contracte declaratiu només cal que 
especifiqui  que  s’ha  creat  un  nou  link  a  As  que  relaciona  l’objecte  sobre  el  que  s’invoca 
l'operació (self) i un objecte de Cl2 que es passarà com a paràmetre explícit:
context Cl 1::insertLinkAs (y:Cl2)
pre: self.rolCl2 -> excludes(y)
post: self.rolCl2 -> includes(y)
Tot i que podria semblar el contrari, la precondició d’aquesta operació és necessària. La raó 
s’argumenta a 6.5.3.
Cl1::deleteLinkAs
47 Aquest contracte declaratiu per a esborrar objectes podria semblar massa específic: hom 
podria pensar que les precondicions d’aquest contracte no són necessàries o, com a mínim, 
opcionals. Com veurem a 6.5.3 creiem que, pel nostre treball, han de ser-hi presents.
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El contracte declaratiu per aquesta operació és anàleg a l'anterior. Per aquesta raó indiquem 
únicament la plantilla que cal seguir:
context Cl 1::deleteLinkAs (y:Cl2)
pre: self.rolCl2 -> includes(y)
post: self.rolCl2 -> excludes(y)
Un cop més, la justificació de l’existència d’aquesta precondició és detalla a 6.5.3.
6.3 Contractes declaratius indirectes o traduïts
Com hem dit, per a obtenir els contractes declaratius de la resta d’operacions utilitzarem la 
totalitat  dels contractes imperatius que hem obtingut  amb el  pas anterior.  A continuació es 
mostra  un  dibuix  explicatiu  on  s’indica  la  traducció que  caldrà  fer  de  cada  element  del 


















En alguns casos veiem que la correspondència és directe (context i nomOperació), en d’altres 
cal realitzar una traducció (post) i en d’altres cal realitzar un filtrat (llistaParàmetres i pre). 
6.3.1 Definició context
El contracte declaratiu té el mateix  context  o classe que el contracte imperatiu. Per tant, la 
definició d’aquest element és directe.
6.3.2 Definició nom de l’operació
També en aquest cas, el nom de l’operació pel contracte declaratiu serà el mateix que el de 
l’operació imperativa. La definició d’aquest element també és directe.
6.3.3 Definició postcondició
La postcondició del contracte serà la traducció a OCL de la llista d’esdeveniments estructurals 
obtinguts al contracte imperatiu. Definirem un mètode que traduirà una llista d’esdeveniments 
qualsevol a una postcondició OCL. 
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Abans de veure quin és aquest mètode de traducció cal tenir en compte unes consideracions 
inicials.
Consideracions inicials
Abans de poder aplicar el mètode de traducció que explicarem més endavant, cal realitzar un 
preprocés per algunes de les operacions que generalitzen o especialitzen instàncies, aquestes 
operacions són: generalizeTo, deleteType, changeTypeTo, specializeTo, addType.
Com el seus noms indiquen, aquestes operacions generalitzen o especialitzen l’objecte sobre el 
que  s’invoca  l’operació  (self),  i  per  tant,  modifiquen  el  seu  tipus.  El  contracte  declaratiu 
d’aquestes operacions ha d’especificar, en la seva postcondició, quin és el tipus resultant de 
l’objecte self. Normalment la primera expressió d’aquesta postcondició és la que indica quin és 
aquest tipus resultant. Veiem per cadascuna d’aquestes operacions quina és aquesta primera 
expressió OCL que cal especificar. 
• Clc::generalizeToClpp’: 
Recordem que aquesta operació desclassifica l’objecte self com a instància de Clc i el 
classifica com a instància directa de  Clpp’. Sabem que  Clpp’ és superclasse (directe o 
indirecte) de Clc i, per tant, indicant que self és instància directa de Clpp’ també indiquem 
que queda desclassificat de Clc. En OCL correspondria a l’expressió:
self.oclIsTypeOf(Clpp’)
• Clc::deleteTypeClp’:
L’operació  deleteType desclassifica l’objecte  self com a instància de la classe Clp’. Si 
self estava  classificat  com  a  instància  d’alguna  altra  classe,  un  cop  executada 
l’operació,  self  continua essent instància d’aquella classe. És per això que l’expressió 
OCL per aquesta operació es:
not self.oclIsKindOf(Clp’)
• Clc::changeTypeToClc’: 
Aquesta operació desclassifica l’objecte self com a instància de Clc i el classifica  com a 
instància directa de Clc’. Com hem vist, aquesta operació es generarà degut a què en 
algun punt de la llista d’esdeveniments del contracte imperatiu es generalitza a una 
superclasse  d’una  taxonomia  disjoint  i  complete.  També  sabem  que  Clc i  Clc’  son 
classes  germanes,  és  a  dir,  estan  a  una  mateixa  taxonomia,  però  cap  d’elles  és 
superclasse de l’altre.
A l'expressió OCL només és necessari  indicar que  self  és instància directa de  Clc’:  
donat que són classes germanes i gràcies a la restricció disjoint de la taxonomia, estem 
indicant, implícitament, que l’objecte no és instància de Clc .
self.oclIsTypeOf(Clc’)
• Clp::specializeToClc’
L’operació  specializeTo  desclassifica l’objecte  self com a instància directa de  Clp i  el 
classifica  com  a  instància  directa  de  Clc’.  En  aquest  cas,  sabem que  Clc’  és  una 
subclasse (directe o indirecte) de Clp. Per tant, l’expressió per aquesta operació és:
self.oclIsTypeOf(Clc’)




Aquesta operació classifica l’objecte self com a instància directa de Clc’. Anàlogament 
al cas de l’operació deleteType, si self estava classificat com a instància d’alguna altra 
classe, un cop executada aquesta operació,  self  continua essent instància d’aquella 
classe.  En aquest cas l’expressió OCL és:
self.oclIsTypeOf(Clc’)
Cadascuna de les expressions definides apareixerà com a primera expressió del contracte de 
l’operació a la que corresponen. 
Traducció d’una llista d’esdeveniments a una postcondició
Un cop realitzat aquest preprocés per les operacions esmentades, ja podem explicar el mètode 
de traducció d’una llista d’esdeveniments a una postcondició OCL.  
Recordem que, alhora d’especificar una operació declarativament, no hem de tenir en compte 
les restriccions del diagrama de classes sinó que aquestes hauran de ser considerades pel 
futur dissenyador/programador que implementi el contracte que proposem. Això contrasta amb 
l’especificació  imperativa  on  havíem  d’incloure  certs  esdeveniments  en  funció  de  les 
restriccions del diagrama (aplicant les dependències), és per això que  no tot esdeveniment 
estructural del  contracte  imperatiu  es  traduirà  a  una  expressió  OCL del  contracte 
declaratiu. El perquè d’aquest fet s’explica més endavant en aquest capítol (6.5.2) .
Passem a veure quins esdeveniments del contracte imperatiu generen una expressió OCL per 
al contracte declaratiu.
• iCl(x)
Aquest esdeveniment es traduirà a una expressió OCL que indiqui que l’objecte  x  és 
nou a la base d’informació. Donat que les dependències de iCl(x)  mai conduiran a un 
esdeveniment que modifiqui el tipus de x, sabem que x és instància directa de Cl.
x.oclIsNew() and x.oclIsTypeOf(Cl)
• uAtCl(x, v)
La traducció d’aquest esdeveniment a OCL és trivial: cal indicar que el valor de l’atribut 
At de x és v.
x.At=v
• iAs(x:Cl1, y:Cl2)
Aquest esdeveniment es traduirà a una expressió OCL que indiqui que l’objecte  x i  y 
estan relacionats a l’associació As:
x.rolCl2 -> includes(y)
On rolCl2 se substituirà pel rol d’y a l’associació As.48
6.3.4 Definició precondició
48 En el cas que no hi hagi un rol definit explícitament, s’utilitzarà el rol implícit, és a dir, el nom 
de la classe Cl2 amb la primera lletra en minúscules.
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Passem a veure com obtenir la precondició dels contractes declaratius a partir de la que ja 
tenim en els contractes imperatius. En aquest cas. i donat que tant en l'imperatiu com en el 
declaratiu les precondicions s’expressen en OCL. no caldrà realitzar una traducció.
Recordem que la precondició del contracte imperatiu contenia expressions OCL que garantien 
les precondicions dels esdeveniments estructurals que formaven l’operació. Per a obtenir la 
precondició  declarativa  únicament  caldrà  filtrar  aquestes expressions per  tal  de no incloure 
expressions que garanteixin precondicions d’esdeveniments que no hem traduït.
6.3.5 Definició paràmetres
La llista de paràmetres del contracte declaratiu serà un filtrat dels paràmetres del contracte 
imperatiu. També en aquest cas, no hem d’incloure paràmetres que facin referència a objectes 
que no apareixen a la postcondició i que, per tant, no han estat traduïts.
6.4 Exemples
Un  cop  descrit  aquest  tercer  i  últim  pas  del  mètode  que  proposem  passem  a  veure  els 
contractes declaratius per les operacions que hem generat del diagrama d’exemple.
Product::createProduct
context Product ::createProduct(pStatus:ProductStatus ,
                               pNetPrice :Money,
                               pQuantityOnHand :Integer,
                               pWeight :Decimal
                               pAdded :DateTime,
                               pBeginCharacter :String,
                               pData :String,
                               pChecksum :String
                               pEndCharacter :String)
pre: -
post: p.oclIsNew() and p.oclIsTypeOf(Product) and
and p.status = pStatus and
and p.netPrice = pNetPrice and
and p.quantityOnHand = pQuantityOnHand and
and p.weight = pWeight and
and p.added = pAdded and
and p.barCode -> includes(b) and
and b.oclIsNew() and b.oclIsTypeOf(BarCode) and
and b.beginCharacter = pBeginCharacter and
and b.data = pData and
and b.checsum = pChecksum and
and b.endCharacter = pEndCharacter        
  
Aquest  contracte  l’obtenim  traduint  la  versió  imperativa  d’aquesta  operació.  Hem  cregut 
convenient  mantenir  el  mateix  ordre  que  hi  havia  en  els  esdeveniments.  Donat  que  la 
postcondició  és  una  condició  booleana,  és  indiferent  l’ordre  en  què  apareguin  les  seves 
expressions.
MusicalShoppingCart::deleteMusicalShoppingCart
          Tesi Màster Computació per:
 Albert Coroleu
73
context MusicalShoppingCart ::deleteMusicalShoppingCart ()
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
     and not self.oclIsKindOf(FoodStuffShoppingCart ) and
     and not self.oclIsKindOf(ClothingShoppingCart )
post: not self@pre.oclIsKindOf(OclAny)
A diferència de l’operació anterior,  aquest contracte és directe, és a dir,  no hem utilitzat  el 
contracte imperatiu per a obtenir-lo. La precondició que havíem marcat com a 1 a 6.2 no forma 




post: self.expiry = pExpiry
Aquest contracte s’obté aplicant la traducció definida a la seva versió imperativa.
ClothingShoppingCart::deleteTypeClothingShoppingCart
context ClothingShoppingCart ::deleteTypeClothingShoppingCart ()
pre: -
post: not self.oclIsKindOf(ClothingShoppingCart )
Per aquest contracte hem aplicat el preprocés definit a 6.3.3. Aquest preprocés ha originat la 
primera i única expressió de la postcondició. Un cop aplicat el preprocés hem traduït la llista 
d’esdeveniments completa, tot i que aquesta traducció no ha originat cap nova expressió a la 
postcondició.
ClothingShoppingCart::changeTypeToAnonymousShoppingCart
context ClothingShoppingCart ::changeTypeToAnonymousShoppingCart (s:Session)
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
and not self.oclIsKindOf(FoodStuffShoppingCart ) and
and not self.oclIsKindOf(MusicalShoppingCart ) and
     and self.session -> excludes(s)
post: self.oclIsTypeOf (AnonymousShoppingCart ) and
      and self.session -> includes(s)
També en  aquest  cas  cal  aplicar  el  preprocés  abans  de  traduir  la  llista  d’esdeveniments. 
L’esdeveniment que esborrava el link entre el carret de la compra i el client no ha generat cap 
postcondició i, per tant,  no apareix la seva precondició ni el seu paràmetre que a la versió 
imperativa sí que hi eren.
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Com el lector pot haver observat, mantenim la precondició del primer esdeveniment tot i que no 
pot  semblar  opcional  o  innecessària.  En  el  següent  apartat  (6.5.3)  donem una  justificació 
d’aquest fet.
CustomerShoppingCart::addTypeFoodStuffShoppingCart
context CustomerShoppingCart ::addTypeFoodStuffShoppingCart ()
pre: -
post: self.oclIsTypeOf (FoodStuffShoppingCart )
Un cop  més hem aplicat  el  preprocés  per  aquesta  operació,  com a  resultat  s’ha  afegit  la 
primera i  única expressió de la postcondició.  La posterior  traducció d’esdeveniments no ha 
generat cap expressió addicional.
ShoppingCart::insertLinkShoppingCartItem
context ShoppingCart ::insertLinkShoppingCartItem (i:ShoppingCartItem )
pre: self.shoppingCartItem -> excludes(i)
post: self.shoppingCartItem -> includes (i)
La generació del contracte declaratiu per aquesta operació és directe, és a dir, no hem utilitzat 
la  versió  imperativa  per  a  crear-lo.  Recordem que  a  6.5.3 donarem una  justificació  de  la 
necessitat de la precondició d’aquesta operació.
ShoppingCartItem::insertLinkShoppingCart
context ShoppingCartItem ::insertLinkShoppingCart (sc:ShoppingCart)
pre: self.shoppingCart -> excludes(sc)
post: self.shoppingCart -> includes(sc)
La generació del contracte declaratiu per aquesta operació és directe, és a dir, no hem utilitzat 
la  versió  imperativa  per  a  crear-lo.  Recordem que  a  6.5.3 donarem una  justificació  de  la 
necessitat de la precondició d’aquesta operació.
Session::deleteLinkCurrentLanguage
context Session ::deleteLinkCurrentLanguage (l:Language)
pre: self.currentLanguage -> includes(l)
post: self.currentLanguage -> excludes(l)
La generació del contracte declaratiu per aquesta operació és directe, és a dir, no hem utilitzat 
la  versió  imperativa  per  a  crear-lo.  Recordem que  a  6.5.3 donarem una  justificació  de  la 
necessitat de la precondició d’aquesta operació.




context Language ::deleteLinkSession (s:Session)
pre: self.session -> includes(s)
post: self.session -> excludes(s)
La generació del contracte declaratiu per aquesta operació és directe, és a dir, no hem utilitzat 
la  versió  imperativa  per  a  crear-lo.  Recordem que  a  6.5.3 donarem una  justificació  de  la 
necessitat de la precondició d’aquesta operació.
6.5 Justificació mètode de traducció
En aquest apartat aclarim certs detalls del mètode de traducció d’aquest tercer i últim pas del 
mètode. En concret argumentarem l’existència dels contractes que hem definit com a directes, 
el perquè hi ha certs esdeveniments que no generen cap expressió OCL a les postcondicions i 
la  necessitat  de certes precondicions que podrien semblar,  a primer cop d’ull,  opcionals  o 
innecessàries.
6.5.1 Contractes directes
Com hem vist, hi ha certes operacions que no traduïm, és a dir, que generem el seu contracte 
declaratiu  directament  sense  utilitzar  la  totalitat  del  contracte  l’imperatiu.  És  el  cas  de  les 
operacions: delete, insertLink i deleteLink.
Recordem que les operacions imperatives tenien un esdeveniment inicial o principal. Aquest 
esdeveniment és, en essència, l’efecte que es desitja produir a la base d’informació. Ara bé, 
hem vist que eren necessaris esdeveniments addicionals per a poder complir amb la propietat 
de  correctesa  i  completesa  (aquests  esdeveniments  eren  el  resultat  d’aplicar  el  càlcul 
dependències a l’esdeveniment inicial de l’operació). En aquest sentit un contracte imperatiu 
especifica l’efecte que realment es produeix a la base d’informació. Remarquem la diferencia 
entre l’efecte desitjat i l’efecte que realment es produeix.
Per contra, en l’especificació declarativa cal especificar l’efecte que es dessitja produir  a la 
base d’informació, és a dir, el corresponent a l’esdeveniment inicial. 
El lector pot observar com els contractes declaratius directes corresponen  exactament a la 
traducció OCL de l’esdeveniment inicial dels seus contractes imperatius.  
6.5.2 Traducció a OCL
Pel raonament que tot just hem fet, es podria deduir que per a obtenir els contractes declaratius 
només és necessari traduir a OCL l’esdeveniment inicial del contracte imperatiu. En realitat, la 
decisió sobre si traduir o no un esdeveniment a OCL és subjectiva i pròpia d’aquest treball. 
El fet de traduir  tot  esdeveniment resultaria en un contracte declaratiu massa imperatiu, és a 
dir, on el futur dissenyador/programador no tindria la llibertat característica d’aquest tipus de 
contractes alhora d’implementar les operacions. 
El  cas  contrari,  correspondria  a  traduir  únicament  l’esdeveniment  inicial dels  contractes 
imperatius;  si  això ho féssim per a totes les operacions estaríem donant  massa llibertat  al 
dissenyador/programador  alhora  d’implementar  l'operació  i,  molt  probablement,  aquesta 
implementació no seria la que desitgem. També és clar que hi ha certs esdeveniments que cal 
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traduir  per  a  obtenir  informació  necessària  de  l’usuari  final.  Per  exemple,  en  el  contracte 
declaratiu  Product::createProduct  és  necessari  traduir,  a  demés  de  l’esdeveniment  inicial 
iProduct(p), els esdeveniments de modificació de valor dels atributs d’aquest nou objecte. Si no 
ho  féssim  i  només  traduíssim  el  primer  esdeveniment,  no  es  generarien  paràmetres  pels 
atributs i  per tant,  alhora de crear un producte,  no sabríem quins valors  assignar als seus 
atributs.
Per aquests motius podem dir que la decisió sobre si traduir o no un esdeveniment és pròpia 
d’aquest treball.  Traduïm un esdeveniment o bé perquè és un esdeveniment inicial o bé perquè 
la seva traducció origina un paràmetre necessari que l’usuari haurà d’assignar abans de cridar 
a l’operació. El concret conjunt d’esdeveniment que sí que generen una expressió OCL l’hem 
definit a 6.3.3. A continuació justifiquem el perquè no traduïm la resta d’esdeveniments:
sClpClc(x) i gClcClp(x)
Per a tota llista d’esdeveniments de les operacions obtingudes al segon pas del mètode, tots 
els esdeveniments sClpClc(x) i gClcClp(x) s’aplicaran sobre l’objecte que s’invoca l’operació, és a 
dir, sobre self.49  Per tant, aquests esdeveniments ja han estat tractats al preprocés que hem 
definit per les operacions :  generalizeTo, deleteType, changeTypeTo, specializeTo i addType. 
(6.3.3)
dAs(x:Cl1, y:Cl2)
Els esdeveniments dAs(x:Cl1, y:Cl2) que són l’esdeveniment inicial d’una operació deleteLink es 
tracten en els contractes directes 6.5.1.
Per la resta d’esdeveniment dAs(x:Cl1, y:Cl2), sabem que no són esdeveniments inicials de cap 
operació  i  que,  per  tant,  són  esdeveniments  que  han  estat  inclosos  en  el  càlcul  de 
dependències. Aquests esdeveniments dAs(x, y)  poden haver estat afegits a la llista degut al 
càlcul de dependències d’esdeveniments dCl(x), gClcClp(x) o iAs(x,y). 
Per  l’últim  cas,  és  fàcil  de  deduir  que  aquest  esdeveniment  iAs(x,y)  serà  segur  un 
esdeveniment inicial d’una operació insertLink. A 6.5.1 ja hem tractat aquest esdeveniment.
Pels dos altres casos, sabem que l’esdeveniment dAs(x,y) és necessari per a esborrar tots els 
links en què x participava (i així mantenir complir la propietat de correctesa). Donat que el futur 
dissenyador/programador  pot  consultar  quins  són  aquests  links  creiem  que  és  innecesàri 
demanar aquesta informació a l’usuari. Per tant, no traduirem aquest esdeveniment per tal de 
no crear paràmetres prescindibles a les operacions.
dCl(x)
Els esdeveniments dCl(x) que són l’esdeveniment inicial d’una operació deleteCl es tracten en 
els contractes directes 6.5.1.
La resta d’esdeveniments dCl1(x)50 sabem que han estat inclosos en el càlcul de dependències 
d’esdeveniments dAs(x:Cl1, y:Cl2). Per la condició de generació de l’operació deleteLink i per la 
pròpia dependència51, sabem que aquest esdeveniment  dAs(x:Cl1, y:Cl2)  no és esdeveniment 
inicial. 
49 El lector pot deduir que això és degut a la forma que tenen les dependències
50 Hem  canviat  la  notació  de  l’esdeveniment  dCl(x)  a  dCl1(x)  per  a  poder  entendre  millor 
l’explicació.
51 L’operació  deleteLink  només  es  genera  si  min(Cl1,As)≠max(Cl1,As)  OR 
min(Cl2,As)≠max(Cl2,As). Per altre banda, un esdeveniment dAs(x,y) depen d’un esdeveniment 
dCl1(x) si i només si min(Cl1,As)=max(Cl1,As) AND min(Cl2,As)=max(Cl2,As). 
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Com tot just hem vist, aquests esdeveniments dAs(x:Cl1, y:Cl2) es tradueixen, per tant, tampoc 
té sentit traduir les seves dependències, en particular, els esdeveniments dCl1(x).
6.5.3 Conservació de la precondició
Finalment cal comentar per què certs contractes declaratius tenen precondicions que, a primer 
cop  d’ull,  podrien  semblar  innecessàries.  En  el  contracte  declaratiu  de  l’operació 
ClothingShoppingCart::changeTypetoAnonymousSHoppingCart hem vist un exemple:
context ClothingShoppingCart ::changeTypeToAnonymousShoppingCart (s:Session)
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
and not self.oclIsKindOf(FoodStuffShoppingCart ) and
and not self.oclIsKindOf(MusicalShoppingCart ) and
     and self.session -> excludes(s)
post: self.oclIsTypeOf (AnonymousShoppingCart ) and
      and self.session -> includes(s)
Recordem  que  un  dels  objectius  d’aquest  treball  era  obtenir,  per  cada  operació,  la  seva 
especificació imperativa i la declarativa (capítol 3). Clarament,  el contracte imperatiu d’una 
operació ha de correspondre a una possible implementació del contracte declaratiu. Ara 
bé, si eliminéssim aquestes precondicions això podria no complir-se.
Per l’exemple veiem que, si no existís la part de la precondició que obliga a què  self  només 
sigui  instància  directa  de  ClothingShoppingCart  i  de  cap  de  les  seves  classes  germanes, 
l’usuari  podria  invocar  aquesta  operació  per  a  un  objecte  que  estigués  classificat  com  a 
instància directa de ClothingShoppingCart i de FoodStuffShoppingCart, per exemple. En aquest 
cas el contracte imperatiu següent no correspondria a una implementació del declaratiu, donat 
que s’hauria de generalitzar self des de ClothingShoppingCart i des de FoodStuffShoppingCart 
i no només desde aquesta última com proposa el contracte imperatiu.
context ClothingShoppingCart ::changeTypeToAnonymousShoppingCart (c:Customer, 
                                                                s :Session)
pre: not self.oclIsKindOf(TechnologicalShoppingCart ) and
and not self.oclIsKindOf(FoodStuffShoppingCart ) and
and not self.oclIsKindOf(MusicalShoppingCart ) and
     and self.customer -> includes(c) and
     and self.session -> excludes(s)
body: gClothingShoppingCartCustomerShoppingCart (self)
         gCustomerShoppingCartShoppingCart (self)
    dCustomerShoppingCartCustomer (self,c)
            sShoppingCartAnonymousShoppingCart (self)
               iAnonymousShoppingCartSession (self, s)
Per  aquesta  raó,  i  per  a  poder  assegurar  que  els  contractes  imperatius  són  possibles 
implementacions dels declaratius hem de mantenir aquestes precondicions.
6.6 Correctesa, completesa i usabilitat
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Finalment,  per  acabar  aquest  darrer  pas  del  mètode,  cal  verificar  que  l’esquema  de 
comportament declaratiu resultant també compleix les propietats de correctesa, completesa i 
usabilitat. Donat que l’esquema de comportament imperatiu del segon pas complia aquestes 
propietats  i  que  l’esquema  declaratiu  és  una  traducció  de  l'imperatiu,  podem  deduir  que 
aquestes  propietats  també  es  compleixen  per  l’esquema  declaratiu.  De  totes  maneres, 
existeixen alguns matisos per les propietats de correctesa i usabilitat que tot seguit comentem.
Per la  pròpia definició que hem donat d’un contracte  declaratiu,  veiem que la  propietat  de 
correctesa es complirà  per  a  tota  operació:  el  futur  dissenyador/programador del  contracte 
haurà d’implementar un codi que compleixi la postcondició del contracte  i les restriccions del 
diagrama. És a dir,  l’execució d’aquestes operacions declaratives conduiran,  sempre,   a un 
estat consistent de la base d’informació i, per tant, compliran la propietat de correctesa. Per 
tant, tot i que ambdós esquemes resultants del mètode compleixen la propietat de correctesa, 
en l’esquema imperatiu del segon pas les execucions de les seves operacions podien conduir a 
estats inconsistents de la base d’informació mentre que en l’esquema declaratiu d’aquest darrer 
sempre condueixen a estats consistents.
Respecte  a l’usabilitat  d’aquest  esquema de comportament declaratiu cal  comentar que ha 
millorat respecte l’anterior: el fet de no traduir tot esdeveniment del contracte imperatiu a una 
expressió  OCL  pel  declaratiu  permet  a  l’usuari  poder  utilitzar,  en  més ocasions,  el  nostre 
esquema de comportament generat. Com havíem vist a 5.11, alhora d’esborrar o generalitzar 
un objecte esborràvem amb  dAs(x,y), només, el mínim nombre de  links de les associacions. 
Això suposava un inconvenient per a l’usuari donat que no podria utilitzar aquesta operació pels 
casos  en  els  que  nombre  de  links fos  superior  a  aquest  mínim.  Gràcies  a  què  els 
esdeveniments  dAs(x,y) no  originen  cap  expressió  OCL  al  contracte  declaratiu,  aquest 
inconvenient queda solucionat en els contractes declaratius. És per això que considerem que 
l’esquema de comportament declaratiu resultant del tercer pas del mètode és més usable que 
l’esquema de comportament imperatiu del segon pas.




En aquest capítol veurem l’aplicació pràctica del mètode que proposem a un cas d’estudi real. 
El document  [Tor07] ens servirà com a base per a aquest capítol. Aquest document és una 
especificació complerta de l’esquema conceptual d’un producte real relacionat amb el comerç 
electrònic.
Primerament  introduirem  el  cas  d’estudi  explicant  el  domini  que  representa  i  detallant  el 
diagrama de classes. Seguidament veurem l’aplicació de cadascun dels passos del mètode a 
aquest  diagrama de classes.  Al  final  del  capítol  es  mostren  taules  comparatives  entre  les 
operacions  generades  amb  el  nostre  mètode  i  les  operacions  reals  especificades  per  un 
analista.
7.1 
El  sistema  osCommerce  [OSC07] és  una  solució  Open  Source,  disponible  gratuïtament  a 
través de la GNU General Públic License.
El seu objectiu és subministrar una solució base per a un portal  d’e-comerç personalitzat  i 
adaptat a les exigències i característiques pròpies de cada negoci i de la zona geogràfica on 
desenvolupa la seva activitat.
El sistema osCommerce està format per dues parts amb objectius diferents: el portal de comerç 
electrònic o botiga virtual i la seva administració. La botiga virtual permet mostrar als visitants 
els productes o serveis  oferts.  Aquests poden ser afegits a un cistell  virtual  de la compra, 
propietat de cada usuari que inicia una sessió al sistema.
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7.2 Diagrama de classes
El diagrama de classes del sistema l’osCommerce és molt complex: el nombre de classes és 
massa  elevat  per  a  utilitzar-lo  com a  cas  d’estudi.  És  per  això  que  hem decidit  agafar  el 
subconjunt  de classes  que representa  la  part  del  domini  relacionada  amb la  cistella  de la 




Com  es  pot  observar,  una  cistella  de  compra  (ShoppingCart)  pot  ser  anònima 
(AnonymousShoppingCart) o pertànyer a un client (CustomerShoppingCart). En ambdós casos 
té associada una sessió web (Session). Tota sessió té un llenguatge (Language) i una moneda 
(Currency)  i  pot pertànyer  a un client  registrat  al sistema  (Customer).  Per altra banda, una 
cistella  de compra està formada per  varis  elements  (ShoppingCartItem)  on cadascun d’ells 
representa un producte (Product) de certes característiques o atributs (Attribute).
Finalment,  cal  comentar  que el  diagrama de classes que hem definit  no és exactament el 
mateix que el diagrama real de  [Tor07]. Degut a les restriccions que hem definit a  3.2 hem 
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adaptat el diagrama original. Observant el diagrama original veiem que els canvis que hem 
realitzat són: 
• Eliminació  dels  estereotips  <<constant>>  i  <<permanent>>  d’atributs  i  extrems 
d’associacions.
• Eliminació  de la  restricció  ordered  de l’extrem de l’associació  entre  ShoppingCart  i 
ShoppingCartItem.
• Eliminació  de  la  restricció  redefines  de  l’extrem  de  l’associació  entre  Session  i 
AnonymousShoppingCart. 
• Eliminació de l'associació entre  Session  i  ShoppingCart. Aquesta associació ha estat 
desplaçada a la classe CustomerShoppingCart. Aquest canvi és degut a la modificació 
del punt anterior: sinó ho féssim crearíem ambigüitat amb els noms dels extrems de les 
associacions a AnonymousShoppingCart i el diagrama de classes no seria equivalent 
degut a què AnonymouShoppingCart tindria dues associacions amb Session i no una, 
com a l’original.
L’eliminació  de  les  restriccions  <<constant>>  dels  atributs  added  de  Customer,  
ShoppingCartItem i Product suposaria el replantejament de la derivabilitat d’aquests. Pel nostre 
cas d’estudi considerarem que aquests atributs continuen sent derivats (recordem que en 
el  diagrama  d’exemple  no  ho  eren).  És  important  que  el  lector  no  confongui  el  diagrama 
d’exemple  2.1.1, amb el que hem estat treballant fins ara, amb el diagrama del cas d’estudi, 
que considerarem d’aquí en endavant. 
 
7.3 Generació d’esdeveniments estructurals
Un cop definit el diagrama de classes que utilitzarem com a entrada, passem a veure, un per 
un, l’aplicació de cada pas del mètode que proposem. 
El primer pas consisteix en generar el conjunt d’esdeveniments estructurals pel diagrama de 
classes d’entrada.  Així  doncs i  seguint  les regles de generació de  4.4,  el  resultat  d’aquest 
primer pas pel diagrama de classes de l’osCommerce és:
Generació 
InsertObject iLanguage(x), iCurrency(x), iShoppingCartItem(x), iAttribute(x), iProduct(x), iSession(x), 
 iCl(x) iAnonymousShoppingCart(x), iCustomerShoppingCart(x), iCustomer(x)
DeleteObject dLanguage(x), dCurrency(x), dShoppingCartItem(x), dAttribute(x), dProduct(x), dSession(x),
dCl(x) dAnonymousShoppingCart(x), dCustomerShoppingCart(x), dCustomer(x)




uTitleCurrency(x, v), uCodeCurrency(x, v), uSymbolLeftCurrency(x, v), uSymbolRightCurrency(x, v), 




uSessionIDSession(x, v), uExpirySession(x, v), uIpAddressSession(x, v), uTimeEntySession(x, v), 






uGenderCustomer(x, v), uFirstNameCustomer(x, v), uLastNameCustomer(x, v), uDateOfBirthCustomer(x, v), 
uEMailAddressCustomer(x, v), uPhoneCustomer(x, v), uFaxCustomer(x, v), uNewsletterCustomer(x, v), 
uPasswordCustomer(x, v), uLastModifiedCustomer(x, v), uLastLogonCustomer(x, v), 
uNumberOfLogonsCustomer(x, v), uGlobalNotificationsCustomer(x, v), uStatusCustomer(x, v) 




uStatusProduct(x, v), uAvailableProduct(x, v), uNetPriceProduct(x, v), uQuantityOnHandProduct(x, v), 
uModelProduct(x, v), uImagePathProduct(x, v), uWeightProduct(x, v)









InsertLink iCurrentLanguageSession(x,y), iCurrentCurrencySession(x,y), iShoppingCartShoppingCartItem(x,y), iShoppingCartItemAttribute(x,y), 
iAs(x, y) iShoppingCartItemProduct(x,y), iSessionAnonymousShoppingCart(x,y), iSessionCustomerShoppingCart(x,y), iSessionCustomer(x,y)
DeleteLink dCurrentLanguageSession(x,y), dCurrentCurrencySession(x,y), dShoppingCartShoppingCartItem(x,y), dShoppingCartItemAttribute(x,y),
dAs(x, y) dShoppingCartItemProduct(x,y), dSessionAnonymousShoppingCart(x,y), dSessionCustomerShoppingCart(x,y), dSessionCustomer(x,y)
7.4 Generació contractes imperatius
El segon pas del mètode tenia com a objectiu la generació d’un esquema de comportament 
especificat de forma imperativa. En el nostre cas d’estudi, l’esquema resultant és massa extens 
com per incloure’l sencer en aquest document. És per això que primerament veurem el conjunt 
d’operacions  que  genera  aquest  segon  pas  i,  posteriorment,  veurem els  contractes  de  les 
operacions més significatives de l’esquema.
Recordem que per a obtenir aquest conjunt d’operacions definitives cal, primerament, generar 
l’esbós d’operacions del sistema i refinar les seves operacions calculant les dependències pels 
seus esdeveniments inicials. Deixem per al lector aquest pas intermedi i mostrem directament 
les operacions definitives que s’obtindrien com a resultat d’aquest segon pas. 
7.4.1 Operacions generades
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Aquest  es el  conjunt  d’operacions que es genera al  segon pas del  mètode pel  nostre  cas 
d’estudi. Com es pot observar, no hem inclòs la signatura completa de cada operació per no 
sobrecarregar el diagrama. 
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7.4.2 Contractes imperatius generats
A continuació mostrarem els contractes imperatius que es generen en aquest pas del mètode. 
Mostrarem  un  exemple  de  contracte  imperatiu  per  a  cada  tipus  d’operació.  A  partir  dels 









   uStatusProduct(p, pStatus)  
   uNetPriceProduct(p, pNetPrice)  
   uQuantityOnHandProduct(p, pQuantityOnHand)
   uWeightProduct(p, pWeight)
Com es pot observar aquest contracte no inclou paràmetres per a atributs derivats o opcionals 
(multiplicitat mínima igual a 0).  Aquest contracte serà molt  similar per la resta d’operacions 
create que generem. Recordem que aquesta operació és de classe o static. 
Session::deleteSession






   dCurrentLanguageSession(self,l)
   dCurrentCurrencySession(self,c)
A l’esborrar un objecte de tipus  Session  cal esborrar els links en els que l’objecte participa i 
l’objecte  pròpiament.  El  lector  por  observar  com només eliminem links en associacions on 
Session té participació obligatòria. 
Les precondicions del contracte serveixen per garantir les precondicions dels esdeveniments 






El contracte de totes les operacions de modificació d’atributs és molt simple. Només destaquem 
que, tot i que l’atribut  image a Language és opcional, l'operació generada obliga a indicar un 
valor per al paràmetre pImage. No tindria sentit generar una operació on pImage fos opcional.
CustomerShoppingCart::changeTypeToAnonymousShoppingCart










   dCustomerCustomerShoppingCart(self,c)
   sShoppingCartAnonymousShoppingCart(self)
      iAnonymousShoppingCartSession(self,s)
Aquesta operació permet canviar de tipus una cistella de compra. En aquest cas veiem com 
canviar  d’una  cistella  d’un  client  (CustomerShoppingCart)  a  una  d’anònima 
(AnonymousShoppingCart). Observem com al generalitzar l’objecte self només esborrem links 
per  l’associació  CustomerCustomerShoppingCart (no  és  necessari  fer-ho per  a  l’associació 
SessionCustomerShoppingCart degut a què la seva multiplicitat mínima és igual a 0).
Aquest  contracte  és  molt  similar  al  de  l’operació 
AnonymousShoppingCart::changeTypeToCustomerShoppingCart que no detallarem.
ShoppingCart::insertLinkShoppingCartItem
context ShoppingCart::insertLinkShoppingCartItem(sci:ShoppingCartItem,






   dShoppingCartShoppingCartItem(sc,sci)
Aquest  contracte  permet  crear  i  inserir  nous  links  a  l’associació  que  formen  les  classes 
ShoppingCart i  ShoppintCartItem. Com es pot observar, es genera una operació d’inserció de 
links d’aquesta associació a les dues classes ShoppingCart i ShoppingCartItem. En aquest cas 
detallem la generada a la classe ShoppingCart.
Session::deleteLinkCurrentCurrency






   iCurrentCurrenCySession(self,c2)
Aquest contracte permet esborrar links existents a l'associació que formen les classes Session i 
Currency. Donat que existeix un rol per a  Currency, s’utilitza per al nom de l’operació i per a 
navegar per l’associació. 
7.5 Generació contractes declaratius
El darrer i últim pas del mètode té com a objectiu l’obtenció d’un esquema de comportament 
especificat declarativament. En essència és una traducció de les operacions que hem obtingut 
al pas anterior.  Així  doncs passem a veure alguns exemples de contractes declaratius que 
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s’obtindrien  al  aplicar  aquest  pas  al  diagrama  de  classes  d’entrada52.  Per  a  poder  veure 
exemples  concrets  de  traducció  mostrarem  els  mateixos  contractes  que  hem  detallat  per 
l’esquema imperatiu però, ara, especificats declarativament.














A l'igual que en el contracte imperatiu, aquest contracte tampoc inclou paràmetres per a atributs 
derivats o opcionals (multiplicitat mínima igual a 0). Aquest contracte serà molt similar per la 






El contracte declaratiu per a totes les operacions delete és molt similar a l'anterior. A diferència 
del contracte imperatiu, aquest contracte no accepta paràmetres; això és degut a l'avantatge 
que tenen els contractes declaratius respectes als imperatius: en un contracte declaratiu no 
hem de preocupar-nos de les restriccions del diagrama de classes, en aquest cas en concret, 











52 El conjunt concret d’operacions que formen l’esquema de comportament declaratiu és idèntic 
al del pas anterior que hem detallat a 7.4.1, per aquest motiu no el repetirem en aquest apartat. 




















Un cop vist el resultat d’aplicar el mètode proposat pel diagrama de classes del cas d’estudi, és 
interessant  comparar  els  esquemes  de  comportament  que  automàticament  generem  amb 
l’esquema  de  comportament  real  del  cas  d’estudi.  Aquesta  comparació  ens  indicarà  els 
beneficis reals de la nostra aportació. Recordem que l’esquema de comportament real ha estat 
definit manualment per un analista.
L’esquema de comportament real està definit utilitzant esdeveniments de domini53 [Oli07].  A 
efectes pràctics, considerarem que un esdeveniment de domini és equivalent al que nosaltres 
hem definit com a operació del sistema, exceptuant el fet que l’execució d’un esdeveniment de 
domini  ha de conduir  sempre  a un estat  consistent  de la base d’informació (recordem que 
l'execució de les nostres operacions poden conduir, en certs casos, a estats inconsistents). Per 
a aconseguir aquest objectiu, els esdeveniments de domini de l’esquema de comportament real 
defineixen una sèrie de  restriccions inicials o precondicions que cal complir abans de la seva 
execució: si alguna no es compleix, l’esdeveniment no s’executa. Per tant i tal com hem vist a 
2.4, l’esquema de comportament real està especificat seguint la tendència o proposta contrària 
a la que hem escollit  nosaltres en relació al compliment de les restriccions del diagrama de 
classes. Per aquesta raó, alhora de comparar els nostres esquemes de comportament amb 
l’esquema real  no tindrem en  compte  aquestes  restriccions inicials  dels  esdeveniments de 
domini.
A  continuació  detallem  els  esdeveniments  de  domini  de  l’esquema  de  comportament  real 
corresponents a les classes del diagrama del cas d’estudi. 
 
• ShoppingCart:  AddProductToShoppingCart, UpdateShoppingCart.
• ShoppingCartItem: ChangeQuantity, RemoveProduct.
• Currency: NewCurrency, DeleteCurrency, EditCurrency, CurrencyStatusChange, 
UpdateCurrencyValueChange.
53 No confondre amb el que nosaltres hem definit com a esdeveniments estructurals. Només en 
aquest capítol, el terme “esdeveniment” es referirà a “esdeveniment de domini”.
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• Customer: NewCustomer, DeleteCustomer, EditCustomer, CustomerStatusChange, 
PasswordChange, LogIn. 
• Language: NewLanguage, DeleteLanguage, EditLanguage.
• Product: NewProduct, DeleteProduct, EditProduct, ProductStatusChange.
• Session: NewSession, DeleteSession, LogOut, SetCurrentCurrency, 
SetCurrentLanguage.
Per a comparar els esquemes de comportament cal veure, per cada esdeveniment de domini 
de l’esquema de comportament real, si existeix alguna operació d’entre les que generem que 
sigui equivalent. 
A continuació  es mostren les taules d’equivalència  entre  esdeveniments reals  i  operacions 
generades amb el nostre mètode.En alguns casos, aquesta equivalència serà total, és a dir, 
l’efecte  que  produeix  a  la  base  d’informació  l’execució  d’un  esdeveniment  de  domini  és 
exactament el mateix que el que produeix una de les nostres operacions generades. En d’altres 
casos serà parcial, és a dir, l’operació que generem produeix, parcialment, el mateix efecte que 
l’esdeveniment de domini real.  I,  finalment, existeixen alguns esdeveniments de domini pels 
que no hem generat cap operació equivalent.
7.6.1 Equivalències totals








updateTitle + updateCode + updateSymbolLeft + updateSymbolRight +






updateGender + updateFirstName + updateLastName + updateDateOfBirth + 
 + updateEMailAddress + updatePhone + updateFax + updateNewsletter + 
 + updatePassword + updateGlobalNotifications + updateLastModified
CustomerStatusChange updateStatus
PasswordChange updatePassword














Els  esdeveniments  de  domini  marcat  amb  *  són  esdeveniments  que  defineix  i  utilitza 
l’esdeveniment  UpdateShoppingCart  de  ShoppingCart  per  a  poder  especificar  el  seu  propi 
efecte. 
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En alguns casos, com per exemple en l’esdeveniment EditCurrency, l'equivalència no és 1 a 1; 
en aquests casos per a produir el mateix efecte que l’esdeveniment haurem d’invocar a més 
d’una operació de les generades. Tot i  això, podem considerar que són equivalents perquè 
l’efecte final o resultant és el mateix.
7.6.2 Equivalències parcials
Esdeveniment Domini Real Operació generada
ShoppingCart AddProductToShoppingCart






updateStatus + updateAvailable + updateNetPrice + updateQuantityOnHand +
 + updateModel + updateImagePath + updateWeight
Per aquests casos veiem com no generem la totalitat de l’esdeveniment de domini. Això és 
degut  a  què  aquests  esdeveniments  utilitzen  estructures  de  control  o  tenen  una  càrrega 
semàntica que, com hem vist a la descripció del mètode del capítol 3, el nostre mètode no pot 
generar.
7.6.3 Sense equivalència
Esdeveniment Domini Real Operació generada
ShoppingCart UpdateShoppingCart  
L’esdeveniment  UpdateShoppingCart  és  molt  complex.  No  generem  cap  operació  que 
s’assembli a aquest esdeveniment.
7.7 Conclusions de l’estudi comparatiu
Del total de 27 esdeveniments de domini de l’esquema de comportament, el nostre mètode en 
genera 22 d’equivalents. Dels 5 restants, veiem que 4 d’ells els generem parcialment i, per tant, 
caldria l’intervenció de l’analista per ampliar aquestes operacions i així aconseguir el mateix 
efecte que l’esdeveniment de domini original. L’esdeveniment restant no es genera, és a dir, 
caldria que l’analista l’especifiqués des de zero. 
Per tant, veiem que amb el nostre mètode generem un percentatge molt elevat (81,5%) dels 
esdeveniments de l’esquema de comportament real. Addicionalment, generem parcialment un 
altre 14,8% dels esdeveniments. 
Finalment, el nostre mètode és més complert en altres sentits. El nostre mètode proporciona un 
esquema  de  comportament  especificat  de  forma  imperativa  i  declarativa,  en  el  cas  de 
l’esquema de  comportament  real  del  cas  d’estudi  només  està  especificat  declarativament. 
Addicionalment, el nostre esquema de comportament inclou més operacions que l’esquema de 
comportament  real.  Tot  i  que aquestes operacions pot  ser  que  no s’arribin  a  utilitzar  mai, 
l’analista pot utilitzar-les per a adonar-se'n de possibles mancances a la seva especificació o 
per a incloure noves operacions que no havia considerat fins al moment.




Un dels objectius d’aquest treball era la creació d’un prototipus que implementés el mètode de 
generació automàtica d’operacions del sistema que proposem en aquest document. 
En aquesta secció descriurem el prototipus,  veurem algun detall  de la seva especificació i, 
finalment, mostrarem les seves funcionalitats amb captures de pantalla reals.
8.1 EinaGMC
El prototipus està implementat utilitzant,  com a capa base o suport,  un projecte ja existent 
anomenat EinaGMC [GMC07].
L’EinaGMC està desenvolupat pel Grup de Modelització Conceptual (GMC) de la Universitat 
Politècnica  de  Catalunya  (UPC)  i  de  l’Universitat  Oberta  de  Catalunya  (UOC).  L’objectiu 
principal d’aquest projecte és proveir un entorn on poder treballar amb esquemes conceptuals 
utilizant UML i OCL. 
El nucli de l’EinaGMC és una llibreria que ajuda a treballar amb esquemes conceptuals utilizant 
Java  com  a  llenguatge  de  programació.  En  concret,  proveeix  un  conjunt  de  classes  que 
implementen les metaclasses dels metamodels d’UML 2.0 i OCL 2.0. Per aquesta raó, utilitzant 
el  nucli  de l’EinaGMC  és possible instanciar esquemes conceptuals com a un conjunt 
d’objectes Java els quals poden ser accedits i modificats.
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En concert la versió 1.0 de l’EinaGMC està formada per:
On cadascuna de les caixes  superiors  representa  extensions de funcionalitats  pel  nucli  de 
l’eina. En concret el nostre prototipus utilitza el nucli i l’extensió XMIConversor.
8.1.1 XMIConversor
L’XMIConversor és una extensió del nucli de l’EinaGMC que permet la conversió de fitxers XMI 
creats  amb  l’eina  Poseidon  a  fitxers  XMI  vàlids  per  a  poder  ser  importats  pel  nucli  de 
l’EinaGMC.  La  versió  actual  d’aquest  conversor  permet  convertir  només  un  subconjunt 
d’elements UML i OCL d’un esquema conceptual. Per a més detalls consultar [Pla07].  
exportXMI XMI XMIConversor XMI
8.2 Integració prototipus amb EinaGMC
L’EinaGMC ofereix les seves funcionalitats encapsulades en forma de llibreria, utilitzable en 
altres projectes que requereixen les funcionalitats que aquesta ofereix com és el nostre cas. 
Així doncs utilitzarem aquesta llibreria com a base per a poder treballar amb el metamodel 
d’UML54. 
També utilitzarem l’extensió XMIConversor per a què l’usuari pugui generar operacions per a 
diagrames de classes en format XMI creats amb Poseidon.
És possible estendre les funcionalitats del nucli de l’eina creant noves façanes o estenent les 
existents.  Seguint  aquesta  idea  el  nostre  prototipus  té  dues  classes  façana 
(DependenciesFacade  i  GenerationFacade)  que  estenen  de  la  façana  principal  del  nucli 
UserFacade.
54 En el nostre cas, no utilitzarem la part  de l’eina que permet treballar amb el  metamodel 
d’OCL. Les precondicions, postcondicions i expressions del cos de les operacions que generem 
no estan instanciades al metamodel d’OCL.
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La façana  DependenciesFacade  proporciona operacions complexes de consulta i modificació 
sobre el metamodel. La façana GenerationFacade proporciona les operacions necessàries per 
a fer la generació, pròpiament, de les operacions imperatives i declaratives del sistema.
8.3 Comentaris sobre l’especificació
Tot  i  que  no  s’ha  realitzat  una  especificació  formal  i  complerta  per  aquest  prototipus,  és 
interessant  veure l’estructura de classes que s’ha definit  per a representar el  conjunt  propi 
d’esdeveniments estructurals que hem definit al capítol 4. 
El conjunt d’esdeveniments estructurals està representat per la taxonomia de classes que es 
mostra a continuació:
Les classes InstanceSpecification, UmlClass, Association i Property són classes del metamodel 
d’UML presents al nucli de l’EinaGMC.
Com s’observa, hem definit una superclasse abstracte  StrEv  que serà la superclasse de tot 
esdeveniment  estructural.  Un  StrEv  pot  ser  un  esdeveniment  que  modifiqui  una  classe 
ClassStrEv o una associació AssocStrEv. En el primer cas, els esdeveniments que hem denotat 
per  iCl(x) estan representats per la classe  InsClassStrEv,  els  dCl(x)  per  DelClassStrEv  i  els 
uAtCl(x,v)  per  UpdAttrStrEv. Els esdeveniments de generalització i especialització d’objectes 
són  GenStrEv  i  SpeStrEv  respectivament,  i  són  subclasses  de  ClassStrEv.  Finalment,  els 
esdeveniments  que  modiquen  una  associació  estan  representats  per  les  classes 
InsAssocStrEv i DelAssocStrEv i corresponen als esdeveniments que hem definit amb iAs(x,y) i 
dAs(x,y).
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Aquest diagrama de classes podria servir com a base per a crear el metamodel complert pels 
esdeveniments  estructurals  propis  del  capítol  4.  Com  hem  comentat,  la  creació  d’aquest 
metamodel s’allunyaria dels objectius del treball.
8.4 Funcionalitats i captures de pantalla
La següent figura mostra la distribució de la pantalla principal del prototipus. Utilitzarem els 






A continuació expliquem cadascuna de les funcionalitats del prototipus. Es descriuran en l’ordre 
que l’usuari hauria de seguir quan utilitzi el prototipus.
8.4.1 Obrir o importar un fitxer XMI
La primera funcionalitat del prototipus és la càrrega de fitxers XMI els quals representen un 
diagrama de classes. Per a fer-ho l’usuari té dues opcions:
• Obrir un fitxer XMI vàlid pel nucli
• Importar  un fitxer  XMI  de  tipus  Poseidon  i  utilitzar  l’extensió  XMIConversor  per  a 
transformar-lo en un fitxer XMI vàlid pel nucli.
Ambdues funcionalitats es troben dins del menú File de la barra de menús. L’usuari pot escollir 
el fitxer XMI a obrir o a importar utilitzant un explorador de fitxers:
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8.4.2 Mostrar informació 
Schema Information
Un cop escollit el fitxer XMI es realitza la instanciació del diagrama en les classes Java del nucli 
de l’EinaGMC. Aquesta instanciació pot durar alguns minuts si el diagrama de classes del fitxer 
XMI conté molts elements.
Un cop instanciat,  el  sistema mostra informació útil  sobre el  diagrama de classes importat. 
Aquesta informació es mostra en la pestanya Schema Information del panell informatiu:
Application Log
En tot moment l’usuari pot consultar informació relacionada amb el funcionament del prototipus. 
Aquesta informació es troba a la pestanya Application Log del panell informatiu:
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8.4.3 Editar el diagrama instanciat
És possible modificar el diagrama instanciat per tal d’afegir restriccions addicionals. Per a fer-ho 
s’utilitza el menú Edit de la barra de menús. Les possibles modificacions a fer són:
• Add GeneralizationSet: Crear taxonomies amb restriccions
• Mark an attribute as derived: Marcar un atribut com a derivat
AddGeneralizationSet
Aquesta funcionalitat permet crear taxonomies i definir restriccions sobre les seves propietats 
de disjointness i covering55. 
L’anterior figura mostra una captura de pantalla de la finestra que permet crear una taxonomia 
amb restriccions. L’usuari ha de seleccionar la superclasse de la taxonomia i les restriccions 
desitjades.
Mark an attribute as derived
Aquesta funcionalitat permet marcar un atribut com a derivat56. 
8.4.4 Generació automàtica d’operacions
Un cop instanciat un diagrama de classes utilitzant la funcionalitat  8.4.1, l’aplicació habilita el 
panell de selecció:
55 Aquesta  funcionalitat  és  necessària  degut  a  que  l’eina  Poseidon  no  permet  modelar 
taxonomies amb restriccions. Sinó existís no podríem utilitzar tota la potència del mètode de 
generació d’operacions que proposem.
56 Aquesta  funcionalitat  és  necessària  degut  a  que,  com  s’indica  a  [Pla07],  l’extensió 
XMIConversor no importa la propietat isDerived dels atributs dels fitxers XMI Poseidon. 
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La funcionalitat més important del prototipus és la generació automàtica de les operacions del 
sistema.  Per  a  fer-ho l’usuari  ha de seleccionar  una classe del  diagrama i  utilitzar  el  botó 
Generate Operations per a generar totes les operacions d’aquella classe. El resultat apareix en 














57 Donat que es un prototipus s’utilitzen números pels noms de les variables. Un exemple és 
l’expressió 0.oclIsNew() en comptes de p.oclIsNew(). Els noms del paràmetres acaben amb un 
número per a indicar a quin objecte fan referència.










8.5 Consideracions sobre el prototipus
Finalment cal comentar que aquesta implementació no és una versió final. Com el seu nom 
indica, és un petit prototipus que s’ha implementat per demostrar la viabilitat del mètode que 
proposem i per aportar una part pràctica a aquest treball.
Per aquesta raó, el prototipus pot no funcionar com s’espera per a certs casos o diagrames de 
classes complexos. Això és degut a què no s’ha testejat en profunditat el programa per a grans 
diagrames de classes. De totes maneres, el nostre objectiu no era aportar un software final sinó 
demostrar que el mètode que proposem és viable de ser implementat per algun treball futur que 
pugui dedicar més temps al seu desenvolupament. Per a més detalls consultar el capítol de 
treball futur.
Finalment el prototipus es pot descarregar des de la següent URL:
• http://www-est.fib.upc.es/~e7720048/CoroleuA-MasterThesis.zip
Aquest fitxer comprimit conté un fitxer  .jar corresponent al prototip (s’ha d’executar amb una 
Java Virtual Machine 1.6 [Sun1.6]) i una carpeta models que conté el fitxer XMI que representa 
el diagrama del cas d’estudi. 
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9. Estat de l’art
El tema de la generació automàtica de les operacions del sistema és un tema d’interès general 
en el món de la modelització conceptual i en el món de les bases de dades58. Per aquesta raó 
també ha esdevingut objecte d’estudi en altres treballs.
A [LaP01]
 es planteja el problema de generar operacions, anomenades user operations, que preservin la 
integritat del sistema, és a dir, que sempre condueixin a estats consistents Per a fer-ho generen 
unes operacions més simples,  anomenades  generated operations,  a partir  del diagrama de 
classes.  Aquestes  operacions  inclouen  precondicions  per  a  intentar  preservar  la  integritat, 
malauradament  no  es  consideren  totes  les  restriccions  del  diagrama  com  per  exemple 
multiplicitats mínimes o restriccions de taxonomia; addicionalment, no s’ofereix cap mètode de 
generació automàtica de les user operations a partir de les generated operations, aquest tasca 
s’hauria de fer manualment per part del dissenyador del sistema.
L’article  [CSOR94] exposa  un  mètode  per  a  generar  un  conjunt  d’operacions  bàsiques, 
anomenades structural events59,  per a les classes i atributs del sistema. Com a innovació, la 
generació  d’aquestes  operacions  bàsiques  té  en  consideració  restriccions  sobre  el 
comportament  dinàmic  de  les  classes  i  atributs.  Per  exemple,  gràcies  a  la  potència  del 
llenguatge d’especificació ROSES, és possible definir una classe com a permanent, és a dir, 
una  classe  on  les  seves  instàncies  existeixen  per  sempre  un  cop  creades;   la  generació 
d’operacions és conscient d’aquesta restricció i no s’inclou una operació per a esborrar objectes 
d’aquesta  classe.  Per  altra  banda,  l’article  no  contempla  l’ús  de  taxonomies  de  classes  ni 
genera  structural  events  per modificar  associacions.  Com ja  hem indicat,  aquest  article  no 
utilitza UML per a definir el diagrama de classes.
En el món de les bases de dades, [DKE92] deriva un conjunt d’operacions bàsiques (anàlogues 
als nostres esdeveniments estructurals) a partir d’un diagrama ER. Aquestes operacions es 
poden combinar per a formar-ne de més complexes anomenades transaccions. En aquest cas 
tampoc es consideren les restriccions de multiplicitat en associacions ni es contempla l’ús de 
taxonomies.
58 En  el  camp  de  les  bases  de  dades  les  operacions  del  sistema  també  s’anomenen 
transaccions.
59 No confondre aquest  terme amb el  terme  esdeveniment  estructural que hem utilitzat  en 
aquest document. Un structural event equival al que nosaltres hem definit com a operació del 
sistema.
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La idea de les dependències entre esdeveniments estructurals no és nova. Aquest problema 
s’ha tractat  en el  camp de les bases de dades com a part  d’un problema més general  de 
preservació de la integritat del sistema. 
En aquest sentit, l’article [PaO95] proposa un mètode per a estendre, amb nous esdeveniments, 
les transaccions definides per l’usuari per tal d’assegurar la integritat de les dades. Una gran 
aportació de l’article és el manteniment de la integritat de conceptes derivats: recordem que en 
el nostre treball, i com és habitual en l’etapa d’anàlisi d’un sistema, hem considerat que els 
conceptes derivats són mantinguts pel propi sistema i, per tant, no hem de preocupar-nos per la 
seva integritat. Per contra, l’article utilitza un conjunt d’esdeveniments més simple que el nostre: 
s’utilitza  lògica de primer ordre on només és possible  la  inserció  de nous fets  o l’esborrat 
d’existents.  Addicionalment,  el  mètode  descrit  requereix  traduir  el  diagrama  de  classes  o 
esquema estructural  a lògica,  clarament,  aquesta pràctica és inviable per a grans sistemes 
d’informació.
A diferència dels anteriors, l’article [RoV00] sí que considera les restriccions de cardinalitat de 
les associacions. L’article presenta un mètode per a inserir, preservant la integritat, nous links 
en associacions.  Malauradament,  no explica  com preservar  la  integritat  en altres elements 
bàsics com són les classes o atributs del sistema.
A continuació es mostra una taula comparativa entre els articles comentats. La darrera columna 
representa el mètode proposat en aquest treball.
[LaP01] [CSOR94] [DKE92] [PaO95] [RoV00]
Mètode 
proposat















Finalment,  i  tal  i  com hem comentat  a la  introducció,  el  nostre treball  presentat  en aquest 
document està, parcialment, basat en l’article [CaG07]. Aquest article és una versió preliminar 
del mètode que, en aquest treball, hem completat i, en alguns casos, millorat. En concret, les 
principals  aportacions  o  diferències  del  nostre  treball  respecte  a  l’article  són  (aquestes 
s’indiquen seguint l’índex d’aquest treball):
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1. En essència els objectius dels dos documents són diferents. L’article té com a objectiu 
la generació de l’especificació declarativa  de les operacions,  mentre que en aquest 
treball  es  descriu  un  mètode  per  a  generar  ambdós  tipus  d’especificacions:  la 
declarativa i la imperativa. (Capítol 3).
2. El nostre treball aporta una definició formal, amb precondicions i postcondicions, del 
conjunt d’esdeveniments estructurals del sistema. Aquesta definició es troba en al 
capítol 4. L’article no defineix formalment aquest esdeveniments.
3. En relació a la generació d’operacions, l’article proposa generar una operació per a tot 
esdeveniment del sistema. Això suposa la generació d’operacions incorrectes per a 
diagrames amb taxonomies overlapping o taxonomies complexes de més d’un nivell de 
jerarquia.  El  nostre  treball  ha  millorat  aquesta  mancança  utilitzant  una  assignació 
d’esdeveniments estructurals a operacions diferent on no tot esdeveniment esdevé 
una operació del sistema. Aquesta assignació està descrita a l’apartat 5.1.
4. Degut al punt 2, les  dependències entre esdeveniments definides a l’article  han 
estat revisades i, en alguns casos, corregides:
a. S’ha afegit la restricció de sincronia de tota associació al conjunt de restriccions 
a considerar en el càlcul de dependències (5.3)
b. S’ha eliminat la última dependència present a l’article per l’esdeveniment iCl(x) 
degut a que no era necessària. (5.4.1)
c. S’han  corregit  les  dependencies  dels  esdeveniments  gClcClp(x)  (5.4.3) i 
sClpClc(x)  (5.4.4) per  a  incloure  noves  alternatives  no  considerades: 
dependències 2.c, 2.d i 3 respectivament.
d. S’han corregit les dependències dels esdeveniments iAs(x, y) (5.4.5) i dAs(x, y) 
(5.4.6) per a incloure certes restriccions en el càlcul de dependències que eren 
necessàries pel càlcul correcte de dependències.
e. L’article no justifica l’existència de cada dependència ni tampoc el compliment 
de les precondicions dels nous esdeveniments.
5. Un cop obtingudes les dependències l’article no detalla com continuar el procés per a 
obtenir les operacions definitives del sistema. Com ja hem dit,  l’article no té com a 
objectiu obtenir la especificació imperativa de les operacions. Per aquest motiu afirmem 
que el procés detallat per a obtenir  ambdues especificacions de les operacions del 
sistema és original  d’aquest  treball.  Això  correspondria  a  la  resta  del  capítol  5 i  al 
capítol 6.
6. En relació a les propietats d’un esquema de comportament, la demostració sobre el 
compliment  de  les  propietats  de  correctesa  i  completesa  dels  esquemes  de 
comportament  resultants  a  5.9, 5.10 i  6.6 és  diferent  a  l’exposada  en  l’article. 
Addicionalment,  la  usabilitat  d’un  esquema  de  comportament  (2.3.2)  és  propietat 
definida només en aquest treball.
7. Finalment, el nostre treball aporta el prototipus del capítol 8.




Tot  sistema  d’informació  necessita  coneixement  sobre  el  domini  que  representa.  Aquest 
coneixement està representat a l’esquema conceptual, dins de l’especificació del sistema. El 
diagrama  de  classes  és  la  part  de  l’esquema  conceptual  on  estan  representats  tots  els 
aspectes  estàtics  o  estructurals  del  domini.  Per  altra  banda,  l’esquema  de  comportament 
especifica els aspectes dinàmics o, com el seu nom indica, de comportament. Tot esquema de 
comportament ha de ser complert i correcte.
La  definició  de  l’esquema  conceptual  del  sistema  és  una  tasca  imprescindible  alhora  de 
desenvolupar  un  sistema d’informació.  Degut  a  la  complexitat  del  domini  a  representar,  la 
definició d’aquest esquema conceptual pot resultar una tasca de llarga duració i propensa a 
contenir errors.
En aquest treball hem presentat un mètode per a generar, automàticament, part de l’esquema 
de comportament d’un sistema a partir del seu diagrama de classes. En concret, generem el 
que es coneix amb el nom d’operacions del sistema. Dins l’esquema de comportament, les 
operacions del sistema representen els canvis vàlids del domini.
Les  operacions  del  sistema  es  poden  especificar  de  dues  maneres:  imperativa  o 
declarativament. El mètode descriu com obtenir ambdós tipus d’especificacions.
 
Per  l’especificació  imperativa  hem  utilitzat  un  conjunt  d’esdeveniments  estructurals  propis, 
prèviament formalitzats a 4.1, i unes regles per a calcular dependències entre esdeveniments. 
L’existència d’aquestes regles o dependències garanteix el compliment de les propietats de 
completesa  i  correctesa  per  part  l’esquema  de  comportament  resultant.  En  l’especificació 
declarativa hem utilitzat el llenguatge OCL per a especificar formalment les operacions. Donat 
que hem utilitzat l’especificació imperativa com a base, l’esquema de comportament declaratiu 
també és complert i correcte.
El  fet  de generar,  de forma automàtica,  part  de l’especificació del  sistema suposa un gran 
estalvi de temps per a l’analista i també una garantia de què aquesta especificació generada 
és  correcte.  Com hem demostrat  amb un  cas  d’estudi,  en  alguns  casos,  podem arribar  a 
generar més del 80% de les operacions del sistema. Addicionalment, l’analista podria utilitzar 
les operacions generades com a base per a especificar la resta d’operacions (20%) que el 
mètode no és capaç de generar directament.
Com ha resultat  del  mètode,  s’obtenen dos esquemes de comportament amb les mateixes 
operacions  especificades,  en  un  esquema,  de  forma  imperativa  i,  en  l’altre,  de  forma 
declarativa.  El  fet  de  disposar  d’ambdós  esquemes  suposa  també  beneficis  pel  futur 
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dissenyador del  sistema.  Recordem  que  és  responsabilitat  del  dissenyador/programador 
transformar  les  especificacions  declaratives  en  especificacions  imperatives  per  a, 
posteriorment, poder implementar les operacions del sistema. Com a resultat del nostre mètode 
hem obtingut ambdues especificacions, per tant, el dissenyador no haurà d’invertir temps en 
aquesta tasca. Addicionalment, disposar d’ambdós esquemes de comportament soluciona la 
possible ambigüitat present en certs contractes declaratius [Cab06] i facilita la comprensió de 
l’especificació del sistema.
Com a aportació pràctica, s’ha construït un prototipus que implementa el mètode descrit. Amb 
aquesta  implementació  es  demostra  la  viabilitat  del  mètode  proposat.  Finalment,  s’han 
presentat  exemples  de  generació  d’operacions  realitzades  amb  aquest  prototipus  pel  cas 
d’estudi [Tor07].




El treball presentat pot continuar en diverses direccions que a continuació expliquem. 
Primerament es podria ampliar el mètode per a poder treballar amb diagrames de classes més 
complexos on,  per exemple,  s’incloguessin taxonomies d’associacions o per poder treballar 
amb associacions n-àries amb n>2, i així no haver de transformar-les en associacions binàries. 
També seria interessant treballar amb restriccions temporals com les definides a [PaO07]. 
Seria  positiu  utilitzar  les  UML  Actions  [UML07] per  a  definir  els  contractes  imperatius  en 
comptes  dels  esdeveniments  propis  del  capítol  4.  Aquest  fet  estandarditzaria  el  mètode  i 
permetria  definir  contractes  imperatius  més  complexos,  gràcies  a  la  possibilitat  d’utilitzar 
esdeveniments  consultors.  Si  s’utilitzessin  aquests  esdeveniments  consultors  conjuntament 
amb estructures de control, l’esquema de comportament imperatiu resultant seria més usable 
que l’actual: per exemple, podríem modificar les dependències de l’esdeveniment dCl(x) per a 
què esborrés  el  nombre de links  en què,  realment,  x  participa i  no només el  mínim,  com 
actualment.
En relació als nostres esdeveniments seria interessant la creació d’un metamodel formal per a 
definir-los amb més precisió de la presentada en aquest treball.
Les dependències definides a 5.4 es podrien ampliar per a definir més casos o alternatives a 
les que actualment considerem. Com s’ha vist, en molts casos existeixen diferents alternatives 
o esdeveniments que es podrien escollir per a garantir la correctesa; en alguns d’ells sí que 
hem definit totes aquestes alternatives utilitzant l’operador lògic OR, però en d’altres no. Per 
exemple,  una  alternativa  a  la  dependència  1  de  l’esdeveniment  iAs(x:Cl1,  y:Cl2)  seria 
especialitzar  x  des  de  la  superclasse  de  Cl1,  si  existeix, a  Cl1; això  correspondria  a 
l’esdeveniment sCl1pCl1(x) on Cl1p representa la superclasse de Cl1. 
Finalment,  seria  interessant  construir  una  versió  final  del  prototipus  que  hem  dissenyat  i 
incloure-la com a extensió de l’EinaGMC.
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