We show that the average number of swaps required to construct a heap on n keys by Williams' method of repeated insertion is (ω + o(1))n, where the constant ω is about 1.3. Further, with high probability the number of swaps is close to this quantity. These results build on earlier work of Bollobás and Simon, and of Frieze.
Introduction
An array A [1] , . . . , A[n] is a (min) heap if A[⌊i/2⌋] ≤ A[i], for i = 2, . . . , n. The heap is a much used and much studied data structure (for example, see Knuth [K] ).
Williams' method for constructing a heap involves repeatedly inserting a key at the bottom of the heap and 'bubbling' it up. This method requires Θ(n log n) time in the worst case. Let W n denote the number of 'swaps' (or 'promotions') performed in the building of a heap with n keys (see Appendix 1 for a precise definition).
We make the usual assumption that each initial permutation of the keys is equally likely. It is shown by Bollobás and Simon [BS] and Frieze [F] that for perfect heaps (that is, for n equal to 2 k − 1) the expected number E [W n where φ = j≥1 1/(1 + 2 j ) ≈ 0.7645. It is also shown in [F] that for any ε > 0 there is a constant δ > 0 such that Prob{W n /n > (1 + φ + ε)n} < exp(−δn 1/10 ). (1.2) At the recent Bellairs Research Workshop on Combinatorics (1988) Frieze asked whether better bounds could be found for E [W n ], and a slight improvement in the lower bound was obtained by Devroye [De] . We show the following result. Parts (a) and (b) strengthen (1.1), and part (c) strengthens (1.2) . Extrapolation of numerical results suggests that ω ≈ 1.283.
In order to compare Williams' repeated insertion method with other methods of heap construction, let us restate parts (a) and (b) in terms of the number C n of key comparisons. Call a key a 'new minimum' if it is smaller than all previous keys. Note that C n = W n + n − M n , where M n is the number of 'new minima', and E[M n ] = 1 + 1/2 + . . . + 1/n ≈ ln(n).
(Throughout the paper we use ln(n) for the log base e and lg(n) for the log base 2.) Hence we have E [C n ]/n → 1 + ω, where 2.2778 < 1 + ω < 2.2994.
(1.4)
Floyd's method of heap building (see Floyd [F] or Knuth [K] ) involves repeatedly merging small heaps to form bigger heaps. This method requires (2 + o(1))n comparisons in the worst case to build a heap with n keys, which is less than Williams' method takes on average. The average-case behaviour of Floyd's method, and variants, has been well studied. Knuth [K] (see also Doberkat [Do] ) shows that the expected number of comparisons for the basic method is about 1.88n. Carlsson [C] and independently McDiarmid and Reed [MR] show that by changing the 'trickledown' method this expected number drops to about 1.65n. Further, it is shown in [MR] that if all comparisons are remembered, then the two numbers drop to about 1.79n and 1.52n respectively, and for each variant there is strong concentration around the mean. For further discussion on heaps, and for the heap-building method with the best known worst-case number of comparisons (namely 1.625n), see [GM] . This paper is organized as follows. In the next section we develop some qualitative results useful for investigating the expected number of swaps E [W n ] and show that the Williams' heap building constant ω exists (part (a) of the theorem). The key observation of this section, Observation 2.1, is the cornerstone of our analysis. In section 3 we present a polynomial time algorithm to compute E[W n ] and related quantities, and in section 4 we use various computed quantities to establish bounds on ω (part (b) of the theorem). Section 5 is devoted to proving part (c) of the theorem. Section 6 contains a brief discussion concerning repeated insertion into equiprobable heaps, as a possible approximate analysis of Williams' method (which does not yield equiprobable heaps). Finally, in section 7 we present a few concluding remarks.
Qualitative results for expected times
In this section we show that the Williams' heap building constant ω does indeed exist (part (a) of Theorem 1.3), and give some results which will be used later to establish bounds on ω. We shall build on the work of Bollobás and Simon [BS] and Frieze [F] , although our treatment here is self-contained.
We wish to investigate the behaviour of Williams' algorithm when it builds a heap on n random keys A [1] , . . . , A[n] where each of the n! linear orders on these n keys is equally likely. There are (at least) two natural ways to model the input distribution for the purposes of average case analysis. One is to assume that the set of keys is {1, . . . , n} and that each of the n! possible input permutations is equally likely. Another is to assume that the keys are n independent random variables, each uniformly distributed on the interval [0, 1] . Since the only operations performed on keys are comparisons, both models are valid. The former model is used by Bollobás and Simon [BS] ; Frieze [F] found that some arguments are shorter if the latter model is used. This is the case here as well, and so we use the 'independent uniform' model. Thus, following [F] we suppose that our array A [1] , . . . , A[n] is the initial segment of an infinite array, and assume that the initial contents form a sequence of independent random variables each uniformly distributed on [0, 1] . The array A corresponds to a binary tree T where node 1 is the root, node i has children 2i and 2i + 1, and the contents of node i is A [i] . The level L k consists of all nodes t with 2 k ≤ t < 2 k+1 .
The following is our key observation. 
Observation 2.1 Suppose that property m holds, and that key m + 1 is bubbled up in each array. Then property (m + 1) holds, and if a tree link is traversed with array B then this also happens with array A. 
Now we need some notation (rather a lot!). Our interest is in the number X(t) of swaps when node t is bubbled up. For each node t in level L k (k > 0) let IP (t) = {⌊t/2 j ⌋ : j = 1, . . . , k} be the set of nodes on the insertion path from node t to the root. Thus X(t) is the number of nodes i in IP (t) such that A[t] < A[i] when t is about to be bubbled up.
It is convenient to introduce an upper bound for X(t). Let Y (t) be the number of nodes i in IP (t) such that A[t] < A[i] at the stage when we are about to start bubbling up (the first node on) level L k . Thus X(t) ≤ Y (t).
Both Bollobás and Simon [BS] and Frieze [F] work with Y (t) rather than X(t).
Let X k = t∈L k X(t) be the total number of swaps when all the nodes in level L k are bubbled up, and let x k = 2 −k E[X k ] be the corresponding average expected value. Similarly, let
Next consider the values A[t] at the time when we have just bubbled up (the last node on) level L k . Let A j,k denote the sum of these values over all nodes t in L j , and let a j,k = 2 −j E[A j,k ] be their average expected value.
where A[j] is the contents of node j just before bubbling up the first node on level L k .
which gives part (a).
(b) Remove the conditioning in part (a) to obtain
where V t is the minimum value of the initial contents
Proof (a) If we cut the tree above L j before bubbling up L k then B j,k would be no larger, since any movement across the cut would decrease the sum of the values in the top levels. Thus
where A[t] is the contents of node t when we are about to bubble up L k .
(b) By part (a),
Proof By Lemmas 2.3(b) and 2.4(b),
The preceding lemma is essentially the upper bound of [BS] , [F] in (1.1).
Proof When bubbling up the nodes in L k , the expected number of swaps along the two links incident with the root is
The expected number of swaps along all other links is at least 2E[
+ ln 2, and the lemma follows.
2
. . increase (strictly). But by Lemma 2.5 they are bounded above by (1 + φ), so there exists a constant ω such that x k → ω as k → ∞.
Define S k = k j=0 X j to be the total number of swaps for the levels up to k, and let s k = E[S k ]/(2 k+1 − 1). Note that s 0 = 0 and for k ≥ 1,
It follows that s k < x k for k ≥ 1, that the s k increase (strictly) with k, and that s k → ω as k → ∞. So far we have shown that part (a) of Theorem 1.3 holds for perfect heaps. Now let
Proof Let 0 < ε < ω. Choose k 0 such that ω − ε < s k 0 (< ω) and thus also ω − ε < x k 0 < ω. Let k = ⌊log 2 (n + 1)⌋ − 1, so that L k is the last complete level. Let n be sufficiently large that k ≥ k 0 . We shall show that
which will establish the lemma. If n = 2 k+1 −1 then E[W n ] = ns k and we are done, since ω −ε < s k < ω. So we may assume that n ≥ 2 k+1 . Consider the leaves in level L k+1 and their ancestors in level
k 0 x k 0 , and so
We obtain an upper bound on
We have now completed part (a) of the proof of Theorem 1.3. We next present results that will be needed to prove the rest of the theorem.
Lemma 2.8 For each fixed j ≥ 0, a k−j,k increases to a limit α j as k → ∞, where
and it follows easily that j≥0 2 −j α j = 1. 2
From Lemma 2.3(b) and the above lemma the y k increase (strictly) with k. But we saw in Lemma (2.5) that they are bounded above. Hence y k tends to the limit α = j≥0 α j as k → ∞. Indeed, we may argue as in Lemma 2.6 that
and so y k ≥ y k−1 + 2 −k .
Finally, in this section we consider 'blocking'. Let s and t be nodes in L k with s < t, and let v be their nearest common ancestor. When node s is bubbled up, the number of nodes i on the insertion path IP (t) with 
We wish to compare Z k with the corresponding quantity, which we call Z ′ k , obtained by cutting the tree above level L k−j . By Lemma 2.2(b), if s blocks t in the cut tree then this also happens in the original tree. Hence always
We can in fact prove that the z k increase strictly, in the spirit of Lemma 2.6 (though this yields only a small improvement in our estimates).
Proof Denote the left half of the nodes in L k by L and the right half by
Prob{Z(s, t) = 1 for some s ∈ L}.
Fix a node t in R. Then Prob{Z(s, t) = 1 for some s ∈ L} To that end, we introduce some notation. The rank of a number x in a set of numbers is its placement in the ordered set; thus the smallest number has rank 1, the next smallest rank 2, etc. Let A n [i] be the rank of A[i] among A[1, . . . , n] after exactly n keys have been inserted. For 1 ≤ i, j ≤ n, define P (n, i, j) as Prob{A n [i] = j}, i.e. the probability that after exactly n keys have been inserted, the key currently in node i is the j th smallest of the n keys. For example, P (n, 1, 1) = 1 for n ≥ 1, since A[1, . . . , n] forms a heap. Finally, define I(n) as the expected number of swaps to insert the n th key, that is
The main result of this section is that given P (n − 1 · ·) it is possible to compute both P (n · ·) and I(n).
We first show how to compute I(n) from P (n − 1 · ·). Recall that the insertion path IP (t) from node t is the set of nodes {⌊t/2 j ⌋ : j = 1, . . . , ⌊lg t⌋}.
Define the extended insertion path IP + (t) as IP (t) ∪ {t}. Let R(n) denote the (initial) rank of the n th key among the first n keys. Observe that during the insertion of some key with R(n) = k, a swap takes place at node i of the insertion path if and only if k ≤ A n−1 [i] . Assuming that A n−1 [i] = j, a swap will occur at node i if and only if R(n) ≤ j. Thus
We now show how to compute P (n · ·) from P (n − 1 · ·). We organize the terms that contribute to P (n · ·) according to the n th key inserted. Define
Note that if R(n) = k, then the ranks of all keys that had rank k or greater before insertion are incremented by one. Thus, for a node i not on
if k > j and so
Here and for the rest of this section, array indices are understood to be integers; any fraction x/y used an array index is actually ⌊x/y⌋. Define E(n, i, k) as the probability a key with R(n) = k ends at node i when inserted. Obviously, E(n, i, k) = 0 if node i is not on IP + (n). If i is on IP + (n), then the key stops at node i if and only if A n−1 [i/2] < k and 
Thus for a node i on IP + (n),
and so n·P (n, i, j) = (j −1)P (n−1, i/2, j −1) + (n−j)P (n−1, i, j) + E(n, i, j) .
We use the above recurrences to compute E[W n ]. For each node i not on IP + (n), the n values P (n, i, ·) can be computed in O(n) time (arithmetic operations); for i on IP + (n), these values can also be computed in O(n) time, by saving the value of E(n, i, k − 1) for the computation of E(n, i, k). Thus E[W n ] can be computed in O(n 3 ) time, using O(n 2 ) space. Finally, by storing the probability arrays P (n, i, ·) only for nodes i on IP + (n), it is possible to compute E[W n ] in only O(n lg n) space but O(n 3 lg n) time.
To conclude the section, we point out that just as there is a recurrence relation involving the values P (n · ·), so there are recurrence relations involving weighted sums of P (n · ·). Since only the value jP (n, i, j) is needed in computing I(n), it is natural to ask if jP (n, i, j) can be computed from jP (n − 1, i, j) and jP (n − 1, i/2, j) directly. Define S(n, i, t) as n j=1 j t P (n, i, j). Straightforward algebraic manipulation, and a little perseverence, yield the following results.
For a node i not on IP + (n),
and for a node i on IP + (n), n · S(n, i, t) = (t − 1)S(n − 1, i/2, t − 1)
if i = n (n + 1 − t)S(n − 1, i/2, t) − t · S(n − 1, i, t + 1) if i < n .
Bounds for Williams' heaps construction constant ω
In this section we establish the bounds on ω given in Theorem 1.3(b). A lower bound for ω comes directly from Lemma 2.6. For any k,
The value k = 11 gives the stated bound.
We obtain the upper bound for ω = α − β by giving an upper bound for α and a lower bound for β. The lower bound for β is easy. From Lemma 2.3(b) and the values a j,10 in Appendix 2, y 11 = 10 j=0 a j,10 = 1.60 10 73 11 68 .
But by Lemma 2.9 β ≥ z 11 + 2 −11 (1/6) = y 11 − x 11 + 2 −11 (1/6) = 0.32 36 51 64 70 .
Establishing an upper bound for α requires several steps. Begin with observing that by Lemma 2.3(b)
We shall use two different upper bounds for the terms E[B k−1−j,k−1 ] for j ≥ 1. By Lemma 2.4 we have
Also, however, we have
But by Lemma 2.8, a k−1−i,k−1 ≥ a 11−i,11 once k ≥ 12. Hence, for 1 ≤ j ≤ 12
These bounds are displayed in Appendix 2. We use the latter bound for the last few levels from the bottom and the former bound for the remaining levels. Thus we have We now have an upper bound on α and a lower bound on β and thus obtain ω = α − β ≤ 1.29 94 72 43 96 .
Finally, some comments on the accuracy of our bounds. We do not need a lower bound on α, but it is interesting to see how close we are. Using Thus the ranges for ω, α, β are each about 0.02.
Probability bounds
In this section we shall prove part (c) of Theorem 1.3. We follow roughly the route taken in section 2 for investigating E[W n ]. We show that W n /n is unlikely to be much below ω; that 2 −k Z k is unlikely to be much below β; that 2 −k Y k is unlikely to be much above α; and thus finally that W n /n is unlikely to be much above ω. We shall make repeated use of the following inequalities from Hoeffding [H] , see also McDiarmid [M] . Let T 1 , T 2 , . . . , T n be independent random variables with 0
Lemma 5.3 For any ε > 0 there exists δ > 0 such that Prob{W n /n < ω − ε} < exp(−δn) .
X j ]/(2 k+1 − 1) and that s k tends to w as k → ∞. Choose k 0 such that s k 0 > ω − ε/2 . We may cover all but O(lg n) nodes in a heap on n nodes with disjoint k 0 -heaps. Thus by Lemma 2.2 W n is at least the sum Σ n of n/(2 k 0 +1 − 1) − O(lg n) independent random variables, each distributed like
So by inequality (5.1)
Lemma 5.4 For any ε > 0 there exists δ > 0 such that
Also, as we saw before Lemma 2.9, Z k is distributed at least as the sum of 2 k−k 0 independent copies of Z k 0 . Hence by inequality (5.1)
Lemma 5.5 For any ε > 0, for each integer j ≥ 0, there exists δ > 0 such that
Proof Let ε > 0 and j ≥ 0. Let k 0 > j be such that
these random variables are bounded between 0 and 1, and have mean a k 0 −j,k 0 > α j − ε/2. Hence by inequality (5.1),
This gives us half of the lemma. Again let ε > 0 and j ≥ 0. Now let k 0 > j be such that
Finally, we may use the half of the lemma already proved to handle the sum above, and one further application of inequality (5.1) to handle the last term. 2
Proof Recall Lemma 2.3, and note that conditional on the values (A[i] : i = 1, . . . , 2 k − 1) at the time when we are about to bubble-up level L k , the random variables (Y (t) : t ∈ L k ) are independent. Let E k and F k be the events
, and
We shall use the inequality
Hence to prove the lemma it will suffice to show that
(It is tidier to replace k by k + 1.) To do this we split the sum k j=0 2 −j A j,k into parts. We shall choose a suitably large integer constant k 1 and set k 2 = ⌊lg k + 3 lg lg k⌋; and write
(We are assuming that k is sufficiently large that k 2 > k 1 .) We shall see that the contributions from Σ 1 and Σ 2 are negligible. By Lemma 5.5, if the constant k 1 is sufficiently large that
First let us dispose of the sum Σ 1 . In a heap with 2 k+1 − 1 nodes the contents A[t] of a node t in level L j is at most the (j + 1) st smallest element originally in the path from the root to t together with the corresponding subtree rooted at t, and this set contains 2 k−j+1 + j − 1 ≥ 2 k−j + j nodes. Thus
as long as
For 0 ≤ j ≤ k − 4 lg k take δ = ε/(12k). Then (5.9) holds (for k sufficiently large). Hence
For k − 4 lg k < j ≤ k − k 2 take δ = ε/(48 lg k). Again (5.9) holds, and so
It remains to dispose of the sum Σ 2 . In Lemma 2.4(a) the 2 j random variables V t are independent, 0 ≤ V t ≤ 1, and E[V t ] = 1/(2 k−j + 1). Hence by inequality (5.2)
and so
Thus also
Also of course B j−s,k−s ≤ 2 j−s+1 − 1. Hence for j ≥ k − k 2 + 1,
This last inequality together with (5.8) and (5.10) yields (5.7). This completes the proof of Lemma 5.6. 2
We can now handle perfect heaps. We are almost home.
Proof Lemmas 5.4 and 5.6 show that
Let n = 2 k+1 − 1. The first εn/2k nodes t can contribute at most εn/2 to
By Lemma 5.11 the former term on the right hand side is o(exp(−n/(lg n) 4 )). We may handle the latter term much as in the proof of Lemma 5.3, and we find that for some δ > 0 this term is o(exp(−δn) ). 2
Lemmas 5.3 and 5.12 combine to complete the proof of Theorem 1.3.
Repeated insertion into equi-probable heaps
In this section, we consider the simplified approximation of the average case behaviour of Williams' heap construction in which we repeatedly insert a uniform random key into a uniform random heap. Thus we are assuming as in Porter and Simon [PS] that each possible heap of the first n − 1 keys is equally likely, and each possible rank of the n th key is equally likely.
We refer to this as the 'equi-probable' model. Our interest is to see whether results obtained here are similar to those obtained earlier, since one may be tempted to conduct a similar approximate analysis in more complicated situations, for example when considering heapsort (see [C] ).
Following our notation of the previous sections, we shall define X(t) as the number of swaps or promotions to insert the t th key, W n as n t=1 X(t), and I(n) as E[ X(n)]. The main result of this section is the following.
Thus ω = 1.270578 . . . and is strictly less than ω.
For a heap of size n, let g(n) be the size of the subheap that is obtained by removing the root, and that contains node n. Note that for l = ⌊lg n⌋ ,
Porter and Simon [PS] observed that
The proof of parts (a) and (b) of the theorem will follow routinely from (6.2). The proof of part (c) will then follow from Hoeffding's inequality (5.1).
Thus the above yields, for all k ≥ 1
(See also Lemma 2.6.)
We now establish an upper bound on x k+1 . Hence, for all j ≥ 1
Thus x k → a limit ω as k → ∞, and for any k, x k < ω < x k + 5 6 k+2 2 k . We may now show much as in Section 2 that also E[ W n ]/n → ω as n → ∞. This completes our proof of part (a) of the theorem. We take k = 28 (see Appendix 2) in the last inequality to obtain an error bound of 9.313 . . . × 10 −8 , which gives part (b). Finally, part (c) follows from part (a) and Hoeffding's inequality (5.1) on noting that W n is the sum of n independent random variables bounded between 0 and ⌊lg n⌋. 2
Concluding remarks
We have described fairly precisely the average case behaviour of Williams' method of constructing a heap by repeated insertion. This complements recent work on the average case analysis of variants of Floyd's method, as mentioned in the introduction. We have also shown that the 'equiprobable' approximation slightly underestimates the number of comparisons required. The most interesting related open problem is the average case analysis of heapsort (with any of its trickledown variants). While some empirical data (e.g. see [K] ) and partial theoretical results (e.g. [C] ) are known, the problem of determining average numbers of comparisons is open. A crucial component of our work was the development of an algorithm to compute E[W n ] exactly, in time polynomial in n. Is there such an algorithm for heapsort?
Note that each of the following arrays has been multiplied by the lowest common denominator of the entries of P (k · ·). 
