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1.	   Introducción	  
	  
El	  objetivo	  del	  presente	  proyecto	  es	  crear	  un	  videojuego	  3D	  para	  dispositivos	  móviles	  con	  
sistema	  operativo	  Android,	  basándose	  en	  el	  popular	  juego	  Angry	  Birds	  desarrollado	  por	  Rovio	  
en	  2009.	  	  
	  
Según	  la	  Asociación	  Española	  de	  Distribuidores	  y	  Editores	  de	  Software	  de	  Entretenimiento,	  
(ADESE)1,	   España	   es	   la	   cuarta	   potencia	   europea	   en	   consumo	   de	   videojuegos,	   sin	   embargo	  
apenas	   el	   1%	   son	   videojuegos	   españoles.	   Concretamente,	   en	   el	   marco	   de	   los	   dispositivos	  
móviles,	  los	  videojuegos	  son	  la	  categoría	  de	  aplicación	  más	  descargada	  por	  los	  usuarios.	  
	  
Android,	   por	   su	   parte,	   es	   la	   plataforma	   que	  más	   está	   creciendo	   actualmente.	   Según	   un	  
estudio	   realizado	   por	   Gartner2,	   	   han	   comprobado	   que	   durante	   el	   tercer	   trimestre	   de	   2011,	  	  
Android	   ha	   doblado	   su	   cuota	   de	  mercado	   respecto	   al	   año	   pasado,	   superando	   ya	   el	   50%	   de	  
terminales	  vendidos	  (muy	  por	  encima	  de	  Symbian	  16.9%	  o	  iOS	  15.0%).	  	  
	  
Además,	   año	   tras	   año,	   los	   dispositivos	   móviles	   están	   aumentando	   su	   potencia	   de	  
rendimiento	   hasta	   el	   punto	   de	   poder	   gestionar	   grandes	   cantidades	   de	   información	   y	   de	  
realizar	  costosas	  tareas	  y	  operaciones	  como	  las	  que	  exigen	  un	  escenario	  3D	  y	  el	  cálculo	  de	  las	  
físicas	  en	  este	  entorno.	  
	  
Por	  estos	  motivos,	  se	  ha	  considerado	  oportuno	  realizar	  este	  tipo	  de	  proyecto,	  que	  además	  
permitirá	  poner	  en	  práctica	   los	   conocimientos	  adquiridos	  durante	   la	   carrera,	   la	  habilidad	  de	  





	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  1	  www.adese.es/pdf/balanceeconomico2010.pdf	  2	  http://www.gartner.com/it/page.jsp?id=1848514	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1.1.	   Objetivos	  	  
Tal	   y	   como	   se	   apuntaba	   en	   el	   primer	   párrafo	   introductorio,	   el	   objetivo	   principal	   del	  
proyecto	  es	  la	  creación	  de	  un	  videojuego	  con	  gráficos	  en	  3	  dimensiones	  basado	  en	  Angry	  Birds.	  
Para	  alcanzar	  este	  objetivo	  definimos	  qué	  otros	  objetivos	  están	  implicados:	  	  
	  
• Estudio	  del	  funcionamiento	  del	  entorno	  de	  desarrollo	  para	  aplicaciones	  Android.	  
• Estudio	  de	  las	  diferentes	  tecnologías	   implicadas	  en	  el	  proyecto.	   Investigación	  de	   las	  
posibles	   soluciones	   disponibles	   para	   la	   implementación	   de	   los	   gráficos	   y	   físicas	   3D,	  
valorar	   cuáles	   se	   adaptan	  mejor	   a	   las	   necesidades	   del	   proyecto,	   y	   obtener	   un	   buen	  
conocimiento	  sobre	  ellas.	  
• Diseño	  preliminar	  de	  la	  aplicación.	  Definición	  de	  las	  acciones	  posibles.	  Esto	  permitirá	  
diseñar	   la	   estructura	   de	   la	   aplicación,	   las	   diferentes	   clases	   y	   como	   se	   relacionarán	  
entre	  ellas.	  	  
• Desarrollo	   de	   la	   aplicación	   final,	   utilizando	   las	   diferentes	   tecnologías	   seleccionadas	  
previamente	  y	  basándose	  en	  el	  diseño	  preliminar.	  	  
• Testeo	  de	  la	  aplicación,	  buscando	  explotar	  todas	  las	  posibilidades	  de	  la	  aplicación	  en	  
busca	  de	  fallos	  o	  errores	  que	  puedan	  encontrarse	  en	  la	  aplicación,	  y	  corregirlos.	  	  
	  
1.2.	   Características	  del	  juego	  	  
Ahora	  que	  tenemos	  claro	  el	  objetivo	  del	  PFC,	  vamos	  a	  dar	  una	  descripción	  básica	  sobre	  las	  
funcionalidades	  de	  nuestro	  juego,	  titulado	  Slingshot.	  
	  
En	  Angry	  Birds,	  el	  objetivo	  del	  juego	  es	  ir	  completando	  niveles,	  en	  cada	  uno	  de	  los	  cuales,	  	  
con	  la	  ayuda	  de	  un	  tirachinas	  fijo,	  el	   jugador	  tiene	  que	  lanzar	  varios	  pájaros	  con	  algún	  poder	  
especial	   dependiendo	   del	   color,	   para	   eliminar	   a	   todos	   los	   cerdos	   que	   se	   esconden	   tras	  
estructuras	   de	   diversos	   materiales	   (principalmente	   cristal,	   madera	   y	   piedra).	   Se	   consiguen	  
puntos	  por	  destruir	  partes	  de	   la	  estructura,	  eliminar	  un	  cerdo	  y	   terminar	  un	  nivel	   sin	  gastar	  
todos	  los	  pájaros	  disponibles.	  Al	  finalizar	  cada	  nivel,	  el	  juego	  otorga	  estrellas	  (entre	  una	  y	  tres)	  
en	  función	  del	  número	  de	  puntos	  conseguidos.	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Fig.	  1-­‐1	  Nivel	  de	  Angry	  Birds	  
	  
Emulando	  a	  Angry	  Birds,	  nuestro	  juego	  Slingshot,	  utilizará	  esferas	  en	  vez	  de	  pájaros	  y	  cubos	  
en	  vez	  de	  cerdos.	  Existirán	  varios	  niveles	  que	  el	  jugador	  deberá	  completar	  eliminando	  a	  todos	  
los	   cubos	   lanzando	   las	   esferas	   contra	   ellos	   y	   las	   estructuras	   donde	   se	   esconden.	   Según	   las	  
estructuras	  destruidas,	  cubos	  eliminados	  y	  esferas	  restantes	  al	  completar	  el	  nivel,	  se	  obtendrá	  
una	  puntuación	  y	  el	  número	  de	  estrellas	  consecuente.	  	  
	  
Dada	  la	  nueva	  dimensión	  añadida,	  el	  jugador	  no	  sólo	  deberá	  controlar	  el	  ángulo	  vertical	  del	  
lanzamiento,	   sino	   también	   el	   horizontal,	   siempre	   aprovechando	   las	   posibilidades	   de	   las	  
pantallas	   táctiles	  y	   con	  un	  control	   sencillo	  e	   intuitivo.	  Por	  esta	  nueva	  dificultad,	   se	  premiará	  
cuando	   el	   jugador	   acierte	   directamente	   contra	   un	   cubo	   sin	   tocar	   antes	   ninguna	   otra	  
estructura.	  
	  
Existirán	  también	  varios	  tipos	  de	  esferas	  que	  se	  identificarán	  por	  su	  color	  y	  tendrán	  poderes	  
diferentes	   como	   por	   ejemplo	   multiplicarse	   o	   explotar.	   Para	   completar	   ciertos	   niveles	   será	  
imprescindible	  hacer	  uso	  de	  estos	  poderes.	  
	  
Por	   último,	   	   en	   el	   menú	   principal	   existirá	   la	   funcionalidad	   para	   que	   el	   usuario	   pueda	  
consultar	   los	   logros	   obtenidos	  mediante	   su	   juego	   (cubos	   eliminados,	   estructuras	   destruidas,	  
niveles	  completados,	  etc.).	  
Desarrollo	  de	  un	  videojuego	  3D	  para	  Android	  	  
	   10	  
1.3.	   Tecnologías	  utilizadas	  	  
A	   continuación	   se	   indican	   las	   tecnologías	   que	   se	   han	   utilizado	   para	   el	   desarrollo	   de	   este	  
proyecto:	  
	  
• Mac	  OS	  X	  (Versión	  10.6.8).	  Sistema	  operativo	  desarrollado	  y	  comercializado	  por	  Apple	  
Inc.	   (También	   se	   pueden	   encontrar	   versiones	   compatibles	   con	   Windows	   y	   Linux	   de	  
todas	  las	  demás	  tecnologías).	  
• Eclipse	  IDE	  for	  Java	  Developers3	  (Versión	  3.6.2).	  	  Es	  el	  entorno	  de	  desarrollo	  integrado	  
de	  código	  abierto	  que	  se	  ha	  utilizado	  para	  desarrollar	  la	  aplicación.	  
• Java	  Development	  Kit	   (JDK)4	   (Versión	  6).	  Es	  un	  software	  que	  provee	  herramientas	  de	  
desarrollo	  para	  la	  creación	  de	  programas	  en	  Java.	  
• SDK	  de	  Android5	   (Revision	  15).	  Este	  kit	  de	  desarrollo	  de	  software	  incluye	  un	  conjunto	  
de	   herramientas	   tales	   como	   un	   debugger,	   bibliotecas,	   un	   emulador,	   documentación,	  
código	   de	   ejemplo	   y	   tutoriales.	   Se	   desarrollará	   sobre	   el	   nivel	   de	   API	   7,	   plataforma	  
versión	  2.1	  (Eclair).	  
• Plugin	  ADT6	   (Versión	   15.0.1).	   Este	   plugin	   está	   diseñado	   especialmente	   para	   hacer	   de	  
Eclipse	  un	  ambiente	  integrado	  y	  poderoso	  para	  desarrollar	  aplicaciones	  en	  Android.	  
• OpenGL	  for	  Embedded	  Systems	  (OpenGL	  ES)	  (Versión	  1.1)	  Es	  una	  variante	  simplificada	  
de	  la	  API	  gráfica	  OpenGL	  diseñada	  para	  dispositivos	  integrados	  como	  teléfonos	  móviles.	  
• jPCT-­‐AE7	   (Versión	   1.24).	   Port	   de	   jPCT	   a	   Android.	   Es	   un	   libre	   y	   ligero	   motor	   3D	   que	  
simplifica	  el	  uso	  de	  OpenGL.	  
• jBullet8	   (Versión	   2.72).	   Port	   de	   Bullet	   Physics	   Library	   a	   Java.	   Es	   una	   API	   de	   código	  
abierto,	  útil	  para	  la	  detección	  de	  colisiones	  y	  dinámica	  de	  cuerpos	  rígidos.	  
• Blender9	  (Versión	  2.57).	  Software	  de	  código	  abierto	  utilizado	  para	  el	  modelado	  de	   los	  
objetos	  3D.	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  3	  Disponible	  en	  http://www.eclipse.org/downloads/	  4	  Disponible	  en	  http://www.oracle.com/technetwork/java/javase/downloads/index.html	  5	  Disponible	  en	  http://developer.android.com/sdk/index.html	  6	  La	  instalación	  del	  plugin	  se	  realiza	  a	  través	  del	  IDE	  Eclipse	  tal	  y	  como	  se	  indica	  en	  
http://developer.android.com/sdk/eclipse-­‐adt.html#installing	  7	  Disponible	  en	  http://www.jpct.net/jpct-­‐ae/	  8	  Disponible	  en	  http://jbullet.advel.cz/	  9	  Disponible	  en	  http://www.blender.org/download/get-­‐blender/	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1.4.	   Resumen	  	  
El	  resto	  del	  documento	  se	  divide	  de	  la	  siguiente	  forma:	  
	  
• Capítulo	  2:	  En	  este	  capítulo	  se	  tratará	  todo	  lo	  referente	  a	  Android,	  qué	  características	  
tiene	  y	  cómo	  se	  diseña	  y	  programa	  para	  Android.	  
• Capítulo	   3:	   En	   este	   capítulo	   veremos	   qué	   tecnologías	   se	   han	   utilizado	   para	   la	  
implementación	  de	  los	  gráficos	  y	  físicas	  3D	  así	  como	  su	  funcionamiento.	  
• Capítulo	  4:	  Aquí	  se	  definirán	  las	  características	  de	  nuestro	  juego,	  los	  casos	  de	  uso	  y	  la	  
arquitectura.	  
• Capítulo	  5:	  En	  este	  capítulo	  se	  darán	  más	  detalles	  sobre	  cómo	  se	  ha	  implementado	  el	  
juego.	  	  
• Capítulo	  6:	  Presenta	  la	  planificación	  del	  proyecto	  detallada,	  así	  como	  los	  costes.	  
• Capítulo	  7:	  En	  este	  capítulo	  se	  encuentran	  las	  conclusiones	  del	  PFC	  
• Capítulo	  8:	  Se	  detallan	  los	  posibles	  trabajos	  futuros.	  
• Capítulo	  9:	  Agradecimientos	  
• Capítulo	  10:	  Bibliografía	  
• Apéndice:	   Aquí	   se	   encontrará	   el	  manual	   de	   Slingshot	   y	   un	  método	   para	   optimizar	   la	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2.	   Desarrollo	  sobre	  Android	  
	  
En	  este	  capítulo	  nos	  vamos	  a	  centrar	  en	  cómo	  desarrollar	  sobre	  Android.	  Qué	  herramientas	  
son	  necesarias,	  qué	  patrones	  de	  diseño	  se	  usan	  para	  diseñar	  las	  aplicaciones	  de	  Android,	  cuál	  
es	  el	  ciclo	  de	  vida	  de	  una	  aplicación,	  con	  qué	  lenguaje	  se	  programa,	  etc.	  
2.1.	   ¿Qué	  es	  Android?	  	  
Android	   es	   una	  plataforma	  de	   software	   y	   un	   sistema	  operativo	   para	   dispositivos	  móviles	  
basado	   en	   el	   núcleo	   Linux,	   desarrollado	   originalmente	   por	   Android	   Inc.,	   firma	   que	   fue	  
comprada	  por	  Google	   en	  2005	   y	  más	   tarde	  por	   la	  Open	  Handset	  Alliance10.	   Esta	  plataforma	  
permite	   a	   los	   desarrolladores	   crear	   aplicaciones,	   con	   código	   habitualmente	   en	   Java,	  que	   se	  
ejecuten	  en	  móviles	  mediante	  las	  bibliotecas	  desarrolladas	  por	  Google.	  	  
2.2.	   Características	  de	  Android	  	  	  
• Framework	  de	  aplicaciones	  que	  permite	  la	  reutilización	  y	  reemplazo	  de	  componentes.	  
• Máquina	   virtual	   Dalvik,	   la	   cuál	   está	   optimizada	   para	   la	   ejecución	   de	   aplicaciones	   en	  
dispositivos	  móviles.	  
• Navegador	  Web	  integrado,	  basado	  en	  el	  motor	  de	  renderizado	  WebKit.	  
• Gráficos	  optimizados	  mediante	  una	  biblioteca	  de	  gráficos	  2D	  y	  la	  biblioteca	  de	  gráficos	  
3D	  basada	  en	  las	  especificaciones	  de	  la	  OpenGL	  ES	  1.1.	  
• Almacenamiento	  de	  datos	  en	  BBDD	  SQLite.	  
• Soporte	  de	  formatos	  (MPEG-­‐4,	  H.264,	  MP3,	  AAC,	  OGG,	  AMR,	  JPEG,	  PNG,	  GIF)	  	  
• Conectividad	  (Telefonía	  GSM,	  Bluetooth	  ,	  EDGE,	  3G	  y	  WiFi)	  .	  
• Soporte	   para	   hardware	   adicional	   (cámaras	   de	   video,	   pantallas	   táctiles,	   GPS,	  
acelerómetro…)	  	  
• Entorno	  de	  desarrollo	   (emulador,	  herramientas	  de	  depuración,	  perfiles	  de	  memoria	  y	  
funcionamiento,	  plugin	  para	  Eclipse	  IDE).	  	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  10	  	  Un	  consorcio	  de	  compañías	  de	  hardware,	  software	  y	  telecomunicaciones	  comprometidas	  con	  la	  
promoción	  de	  estándares	  abiertos	  para	  dispositivos	  móviles.	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2.3.	   Arquitectura	  de	  Android	  	  	  
Android	  está	  formado	  por	  diferentes	  capas,	  partiendo	  del	  kernel	  de	  Linux,	  pasando	  por	  las	  
bibliotecas,	  entorno	  de	  ejecución,	  el	  framework	  de	  las	  aplicaciones	  y	  las	  aplicaciones	  en	  sí.	  	  
	  
Fig.	  2-­‐1	  Esquema	  arquitectura	  de	  Android11	  
2.3.1.	   Aplicaciones	  
	  
Android	   incluye	   un	   conjunto	   de	   aplicaciones	   base	   tales	   como	   un	   cliente	   de	   mensajería,	  
programa	  de	  SMS,	  calendario,	  mapas,	  navegador,	  contactos	  entre	  otros.	  Todas	  las	  aplicaciones	  
están	  escritas	  en	  el	  lenguaje	  de	  programación	  Java.	  
	  
2.3.2.	   Framework	  de	  las	  aplicaciones	  
	  
Los	  desarrolladores	  de	  aplicaciones	  Android,	  tienen	  acceso	  total	  al	  código	  fuente	  usado	  en	  
las	  aplicaciones	  base.	  La	  arquitectura	  está	  diseñada	  para	  simplificar	  el	  reuso	  de	  componentes;	  
cualquier	  aplicación	  puede	  publicar	  sus	  capacidades	  y	  cualquier	  otra	  puede	  hacer	  uso	  de	  esas	  
capacidades	  (sujeto	  a	  reglas	  de	  seguridad	  del	  framework).	  El	  mismo	  mecanismo	  permite	  que	  
los	  componentes	  sean	  reemplazados	  por	  el	  usuario.	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  11	  Extraído	  de	  http://developer.android.com/guide/basics/what-­‐is-­‐android.html	  
Desarrollo	  de	  un	  videojuego	  3D	  para	  Android	  	  
	   14	  
El	  framework	  está	  formado	  por:	  	  
	  
• Un	   extenso	   y	   ampliable	   conjunto	   de	   Views	   tales	   como	   listas,	   tablas,	   cajas	   de	   texto,	  
botones,	  etc.	  
• Content	   Providers	   que	   permiten	   a	   las	   aplicaciones	   acceder	   a	   información	   de	   otras	  
aplicaciones	  o	  compartir	  su	  propia	  información.	  
• Un	   Resource	   Manager	   que	   proporciona	   acceso	   a	   recursos	   que	   no	   son	   código	   como	  
pueden	  ser	  gráficos,	  cadenas	  de	  texto,	  y	  archivos	  de	  diseño.	  
• Un	   Notification	   Manager	   que	   permite	   a	   las	   aplicaciones	   mostrar	   alarmas	  
personalizadas	  en	  la	  barra	  de	  estado.	  	  
• Un	  Activity	  Manager	  que	  gestiona	  el	  ciclo	  de	  vida	  de	  las	  aplicaciones.	  	  
	  
2.3.3.	   Bibliotecas	  
	  
Android	   incluye	   un	   conjunto	   de	   bibliotecas	   C/C++	   usadas	   por	   varios	   componentes	   del	  
sistema,	   y	   son	   expuestas	   a	   los	   desarrolladores	   a	   través	   del	   framework	   de	   las	   aplicaciones.	  
Entre	  ellas	  podemos	  encontrar	  una	  implementación	  de	  la	  biblioteca	  C	  estándar	  (libc),	  Surface	  
Manager,	  bibliotecas	  3D,	  SQLite,	  entre	  otras.	  
	  
2.3.4.	   Entorno	  de	  ejecución	  
	  
Android	   incorpora	   un	   conjunto	   de	   bibliotecas	   base	   que	   aportan	   la	   mayor	   parte	   de	   las	  
funcionalidades	  disponibles	  en	   las	  bibliotecas	  base	  del	   lenguaje	  de	  programación	   Java.	  Cada	  
aplicación	  Android	  corre	  en	  su	  propio	  proceso,	  con	  su	  propia	   instancia	  de	   la	  máquina	  virtual	  
Dalvik.	  Dalvik	  ha	   sido	   escrita	   de	   forma	   que	   un	   dispositivo	   puede	   correr	  múltiples	  máquinas	  
virtuales	  de	  forma	  eficiente.	  Dalvik	  ejecuta	  archivos	  en	  el	  formato	  Dalvik	  Executable	  (.dex),	  el	  
cual	  está	  optimizado	  para	  un	  uso	  memoria	  mínima.	  	  
	  
2.3.5.	   Kernel	  Linux	  
	  
Android	   depende	   de	   un	   Linux	   versión	   2.6	   para	   los	   servicios	   base	   del	   sistema	   como	  
seguridad,	  gestión	  de	  memoria,	  gestión	  de	  procesos,	  pila	  de	  red,	  y	  modelo	  de	  drivers.	  El	  núcleo	  
también	   actúa	   como	   una	   capa	   de	   abstracción	   entre	   el	   hardware	   y	   el	   resto	   de	   la	   pila	   de	  
software.	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2.4.	   Componentes	  de	  una	  aplicación	  
	  
Existen	  4	   tipos	  de	  componentes	  esenciales	  que	  puede	  contener	  una	  aplicación.	  Todas	   las	  
aplicaciones	  están	  formadas	  por	  alguna	  combinación	  de	  ellos.	  
	  	  
2.4.1.	   Actividades	  
	  
Una	   actividad	   o	   activity,	   es	   el	   componente	   principal	   de	   una	   aplicación.	   Cada	   activity,	  
implementada	  como	  una	  clase	  subclase	  de	  Activity,	   	  representa	  una	  pantalla	  de	   la	  aplicación	  
con	  interfaz	  de	  usuario.	  Por	  lo	  tanto,	  si	  en	  nuestra	  aplicación	  tenemos	  una	  pantalla	  inicial	  de	  
carga,	  menú	  principal,	  menú	  de	  niveles	  y	  pantalla	  del	  nivel,	  existirán	  esas	  4	  activities.	  Cuando	  
pasamos	  de	  una	  a	  otra,	  se	  añaden	  en	  una	  pila	  de	  actividades	  (si	  no	  la	  eliminamos)	  y	  en	  caso	  de	  
que	  se	  destruya	  la	  actual	  activity	  (por	  ejemplo	  si	  se	  aprieta	  la	  tecla	  de	  retroceso),	  se	  realiza	  un	  
pop	  de	  esa	  pila	  y	  se	  vuelve	  a	  la	  anterior.	  	  
	  
Fig.	  2-­‐2	  Diagrama	  pila12	  	  
Para	  pasar	  de	  una	  activity	  a	  otra,	   se	  utiliza	   la	  clase	   Intent,	  en	   la	  que	   indicamos	   la	  activity	  
origen	  y	  la	  activity	  destino.	  También	  podemos	  utilizar	  el	  apartado	  Extras	  del	  Intent	  para	  pasar	  
información	  entre	  activities.	  
	  
En	  el	  siguiente	  esquema	  se	  muestran	  los	  estados	  por	  los	  que	  pasa	  una	  activity.	  Los	  métodos	  
en	  cajas	  rectangulares	  son	  notificaciones	  que	  recibe	  la	  activity	  cuando	  su	  estado	  cambia,	  y	  que	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  12	  Extraído	  de	  http://developer.android.com/guide/topics/fundamentals/tasks-­‐and-­‐back-­‐stack.html	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el	  desarrollador	  puede	  sobrescribir	  para	  realizar	  la	  tarea	  apropiada	  al	  estado:	  
	  
• onCreate():	  La	  activity	  está	  siendo	  creada.	  
• onStart():	  La	  activity	  se	  va	  a	  hacer	  visible.	  
• onResume():	  La	  activity	  es	  visible.	  
• onPause():	  Otra	  activity	  entra	  en	  primer	  plano.	  
• onStop():	  La	  activity	  deja	  de	  ser	  visible.	  
• onDestroy():	  La	  activity	  va	  a	  ser	  eliminada.	  
	  
Fig.	  2-­‐3	  Ciclo	  de	  vida	  de	  una	  activity	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Podemos	  definir	  entonces,	  que	  el	  ciclo	  de	  vida	  total	  de	  la	  activity	  ocurre	  entre	  los	  métodos	  
onCreate()	   y	   onDestroy(),	   será	   visible	   entre	   	   onStart()	   y	   onStop(),	   y	   estará	   en	   primer	   plano	  
entre	  onResume()	  y	  onPause().	  
	  
2.4.2.	   Servicios	  
	  
Un	  servicio	  o	  service,	  es	  un	  código	  que	  se	  ejecuta	  en	  segundo	  plano	  durante	  largo	  tiempo	  y	  
sin	   necesidad	   de	   interfaz	   de	   usuario,	   como	   por	   ejemplo	   obtener	   datos	   en	   red	   mientras	   el	  
usuario	  está	  realizando	  otras	  tareas.	  Para	  el	  desarrollo	  de	  este	  proyecto	  no	  ha	  sido	  necesaria	  la	  
implementación	  de	  ningún	  service.	  
	  
2.4.3.	   Content	  Providers	  
	  
Para	   almacenar	  datos	   en	  Android	   existen	   varios	  métodos	  que	   se	  explican	  en	  el	   apartado	  
2.8.	  Sin	  embargo,	  si	  lo	  que	  necesitamos	  es	  poder	  compartir	  información	  con	  otras	  aplicaciones,	  
se	   utilizará	   un	   content	   provider.	   Éste	   implementa	   métodos	   para	   permitir	   que	   otras	  
aplicaciones	  puedan	  guardar	  y	  obtener	   los	  datos	  que	  maneja	  dicho	  content	  provider.	  Para	  el	  
desarrollo	   de	   este	   proyecto	   no	   ha	   sido	   necesaria	   la	   implementación	   de	   ningún	   content	  
provider.	  
	  
2.4.4.	   Broadcast	  Receivers	  
	  
Un	  broadcast	  receiver	  es	  un	  componente	  que	  responde	  a	  un	  evento	  externo.	  Por	  ejemplo	  si	  
queda	   poca	   batería	   o	   se	   ha	   localizado	   la	   posición	   GPS.	   Estos	   no	   muestran	   una	   interfaz	   de	  
usuario,	   sin	   embargo	  pueden	  mostrar	   una	   notificación	   en	   la	   barra	   de	   estado	  para	   alertar	   al	  
usuario	   de	   que	   algo	   ha	   ocurrido.	   Las	   aplicaciones	   también	   pueden	   iniciar	   broadcasts	   por	  
ejemplo	  para	  alertar	  a	  otras	  aplicaciones	  que	  se	  ha	  descargado	  cierto	  contenido	  que	  pueden	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2.5.	   Ciclo	  de	  vida	  de	  una	  aplicación	  
	  
Cuando	   una	   aplicación	   se	   ejecuta	   y	   aún	   no	   tiene	   ningún	   componente	   ejecutándose,	   el	  
sistema	  inicializa	  un	  nuevo	  proceso	  para	  la	  aplicación.	  Este	  proceso	  se	  mantendrá	  aún	  cuando	  
no	   esté	   en	   primer	   plano,	   pero	   eventualmente	   puede	   ser	   destruido	   por	   el	   propio	   sistema	   si	  
queda	  poca	  memoria	  y	  hay	  otros	  procesos	  más	  importantes	  que	  la	  necesitan.	  
	  
Para	   ello,	   se	   establece	   una	   “jerarquía	   de	   importancia”	   basada	   en	   los	   componentes	  
ejecutándose	   en	   el	   proceso	   y	   el	   estado	   de	   estos	   componentes.	   Los	   procesos	   menos	  
importantes	  serán	  eliminados	  primero,	  tan	  pronto	  como	  el	  sistema	  necesite	  esos	  recursos.	  En	  
dicha	  jerarquía,	  se	  distinguen	  los	  5	  siguientes	  niveles	  de	  importancia:	  
	  
2.5.1.	   Proceso	  en	  primer	  plano	  
	  
Son	   los	   procesos	   más	   importantes	   ya	   que	   son	   aquellos	   con	   los	   que	   el	   usuario	   está	  
interactuando.	   Serán	   eliminados	   en	   última	   instancia,	   lo	   que	   generalmente	   significa	   que	   es	  
absolutamente	   necesario	   eliminar	   el	   proceso	   para	   mantener	   la	   interfaz	   de	   usuario	  
respondiendo.	  
	  
2.5.2.	   Proceso	  visible	  
	  
Un	   proceso	   visible	   es	   aquel	   que	   no	   tiene	   ninguno	   de	   sus	   componentes	   en	   primer	   plano	  
pero	  aún	  así	  es	  visible	  en	   la	  pantalla	   (se	  ha	   llamado	  a	  su	  método	  onPause()).	  Estos	  procesos	  
sólo	   serán	   eliminados	   si	   es	   requerido	   para	   que	   los	   procesos	   en	   primer	   plano	   sigan	  
ejecutándose.	  
	  
2.5.3.	   Proceso	  de	  servicio	  
	  
Son	  los	  procesos	  que	  están	  ejecutando	  un	  service	  que	  ha	  sido	  inicializado.	  Aunque	  no	  sean	  
visibles,	   generalmente	   realizan	   acciones	   importantes	   para	   el	   usuario,	   por	   lo	   que	   se	  
mantendrán	  siempre	  y	  cuando	  haya	  memoria	  suficiente	  para	  servir	  a	  los	  dos	  anteriores.	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2.5.4.	   Proceso	  en	  background	  
	  
Un	  proceso	  en	  background	  es	  aquel	  que	  contiene	  una	  activity	  que	  no	  es	  visible	  al	  usuario	  
(su	   método	   onStop()	   ha	   sido	   llamado).	   Estos	   procesos	   no	   tienen	   impacto	   directo	   en	   la	  
experiencia	  de	  usuario,	  y	  el	  sistema	  los	  eliminará	  para	  mantener	  un	  correcto	  funcionamiento	  
de	   los	  anteriores.	  Pueden	  existir	   varios	  procesos	  en	  background	  ejecutándose,	  por	   lo	  que	  el	  
sistema	  los	  eliminará	  por	  orden	  de	  antigüedad,	  siendo	  el	  último	  usado	  el	  último	  en	  eliminarse.	  
	  
2.5.5.	   Proceso	  vacío	  
	  
Los	   procesos	   vacíos	   no	   contienen	   ningún	   componente	   de	   la	   aplicación	   activo.	   La	   única	  
razón	   para	  mantenerlos	   es	   para	  mejorar	   el	   rendimiento	   la	   próxima	   vez	   que	   se	   inicialice	   un	  
componente.	  
	  
2.6.	   Android	  Manifest	  
	  
El	  AndroidManifest.xml	  es	  un	  fichero	  obligatorio	  para	  cualquier	  aplicación.	  Antes	  de	  que	  un	  
componente	  sea	  inicializado	  por	  el	  sistema,	  éste	  debe	  saber	  que	  el	  componente	  existe	  leyendo	  
el	  AndroidManifest.xml	  de	   la	   aplicación.	  Además	  de	  declarar	   todos	   los	   componentes	  que	   se	  
utilicen	   y	   sus	   características,	   este	   fichero	   debe	   identificar	   los	   permisos	   que	   la	   aplicación	  
requiere	   (por	   ejemplo,	   acceso	   a	   Internet),	   declarar	   el	   nivel	   de	   API	  mínimo	   requerido	   (como	  
hemos	  comentado	  anteriormente,	  el	  7	  para	  nuestro	  proyecto),	  declarar	  el	  uso	  de	  hardware	  o	  
software	  adicional	  (cámara,	  bluetooth,	  etc.)	  y	  el	  uso	  de	  bibliotecas	  (Google	  Maps).	  
	  
2.7.	   Almacenamiento	  
	  
Android	   provee	   varios	   métodos	   para	   guardar	   datos	   persistentes	   de	   tu	   aplicación.	   La	  
solución	  escogida	  depende	  de	  las	  necesidades	  específicas	  de	  la	  aplicación	  (si	  los	  datos	  han	  de	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Las	  opciones	  que	  existen	  son	  las	  siguientes:	  
• Shared	  Preferences:	  Permite	  almacenar	  de	   forma	  sencilla	  pares	  de	  clave-­‐valor	  de	  
datos	  primitivos	   (bools,	   floats,	  enteros,	   longs	  y	   strings)	  de	   forma	  privada.	  Ésta	  ha	  
sido	   la	   opción	   elegida	   para	   el	   proyecto	   debido	   a	   la	   poca	   información	   que	   se	  
necesita	  almacenar	  y	  baja	  complejidad	  de	  estos.	  
• Almacenamiento	  interno:	  Android	  nos	  permite	  guardar	  ficheros	  directamente	  en	  la	  
memoria	   interna	   del	   dispositivo.	   Por	   defecto,	   estos	   datos	   serán	   privados	   a	   la	  
aplicación	   y	   otras	   aplicaciones	   no	   podrán	   acceder.	   Cuando	   se	   desinstala	   la	  
aplicación	  también	  se	  eliminan	  estos	  datos.	  
• 	  Almacenamiento	   externo:	   También	   podemos	   almacenar	   los	   datos	   en	   un	  
dispositivo	  externo	  como	  por	  ejemplo	  una	  tarjeta	  SD.	  Estos	  datos	  son	  compartidos	  
e	  incluso	  el	  usuario	  puede	  acceder	  a	  ellos	  conectando	  el	  dispositivo	  por	  USB.	  
• Base	   de	   datos	   SQLite:	   Android	   ofrece	   soporte	   completo	   para	   bases	   de	   datos	  
SQLite.	  Estos	  datos	  serán	  privados	  a	   la	  aplicación	  y	  cualquier	  clase	  de	  ésta,	  podrá	  
acceder.	  
• Almacenamiento	  en	  red:	  Utilizando	  un	  servidor	  externo	  al	  que	  nos	  conectamos	  por	  
red	  para	  obtener	  y	  almacenar	  datos.	  
	  
Tal	  y	  como	  habíamos	  explicado	  anteriormente,	  también	  podemos	  hacer	  públicos	  nuestros	  
datos	  privados	  mediante	  el	  uso	  de	  los	  content	  providers,	  que	  permiten	  que	  otras	  aplicaciones	  
tengan	   acceso	   de	   lectura/escritura	   sobre	   nuestros	   datos	   y	   con	   las	   restricciones	   que	  
impongamos.	  
	  
2.8.	   Recursos	  de	  la	  aplicación	  
	  
Los	  recursos	  de	  la	  aplicación	  son	  aquellos	  ficheros	  externos	  al	  código	  y	  que	  son	  usados	  y/o	  
compilados	  dentro	  de	  la	  aplicación.	  Una	  vez	  se	  han	  externalizado	  los	  recursos,	  el	  desarrollador	  
puede	  acceder	  a	  ellos	  mediante	  el	  ID	  del	  recurso	  que	  se	  encuentra	  en	  la	  clase	  R	  del	  proyecto,	  
la	  cuál	  se	  genera	  automáticamente.	  
	  
Estos	  recursos	  se	  almacenan	  en	  el	  directorio	  res/	  del	  proyecto	  y	  pueden	  existir	  varios	  tipos.	  
Los	  principales	  se	  muestran	  en	  la	  siguiente	  tabla:	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Subdirectorio	   Tipo	  de	  recurso	  
anim/	   Ficheros	  XML	  que	  definen	  una	  animación	  (posición,	  tamaño,	  
rotación	  y	  transparencia).	  
drawable/	   Imágenes	  .png	  o	  .jpg,	  o	  ficheros	  XML	  compilados	  que	  describen	  
una	  imagen	  según	  su	  estado	  (normal,	  presionado,	  enfocado).	  
raw/	   Ficheros	  arbitrarios	  que	  se	  copian	  directamente	  al	  dispositivo.	  Por	  
ejemplo,	  para	  ficheros	  de	  audio	  como	  .mp3	  o	  modelos	  3D.	  
layout/	   Ficheros	  XML	  compilados	  que	  describen	  la	  interfaz	  de	  usuario	  de	  
una	  activity.	  
values/	   Ficheros	  XML	  compilados	  que	  describen	  varios	  tipos	  de	  recursos	  
como	  por	  ejemplo	  strings,	  colores,	  estilos,	  etc.	  
xml/	   Ficheros	  XML	  arbitrarios	  que	  puede	  leerse	  en	  tiempo	  de	  ejecución.	  
menu/	   Ficheros	  XML	  que	  definen	  menús	  de	  la	  aplicación.	  
Tabla	  2-­‐1	  Tipo	  de	  recursos	  de	  la	  aplicación	  
	  
2.9.	   Gráficos	  
	  
Android	  incluye	  soporte	  para	  gráficos	  de	  alto	  rendimiento	  en	  2D	  y	  3D	  con	  la	  Open	  Graphics	  
Library	   (OpenGL).	   En	   concreto,	   la	   API	   OpenGL	   ES,	   versión	   adaptada	   para	   dispositivos	  
integrados.	   OpenGL	   es	   una	   API	   multi-­‐plataforma	   gráfica	   que	   especifica	   una	   interfaz	   de	  
software	  estándar	  para	  el	  procesamiento	  de	  gráficos	  3D.	  
	  
Existen	  dos	  clases	  fundamentales	  que	  permiten	  crear	  y	  manipular	  gráficos	  con	  OpenGL	  ES	  
en	  Android:	  
	  
2.9.1.	   GLSurfaceView	  
	  
Esta	  clase	  es	   la	  vista	  donde	  podremos	  dibujar	  y	  manipular	  objetos	  usando	   llamadas	  de	   la	  
API	  de	  OpenGL.	  Para	  utilizarla,	  se	  crea	  la	  instancia	  y	  se	  le	  proporciona	  un	  objeto	  Renderer,	  el	  
cual	  se	  encarga	  de	  dibujar	  la	  escena.	  
	  
2.9.2.	   GLSurfaceView.Renderer	  
	  
Esta	  interfaz	  define	  los	  métodos	  necesarios	  para	  dibujar	  gráficos	  en	  una	  GLSurfaceView.	  El	  
desarrollador	   debe	   proporcionar	   una	   clase	   que	   implemente	   esta	   interfaz	   y	   vincularla	   a	   la	  
instancia	  de	  GLSurfaceView	  con	  el	  método	  GLSurfaceView.setRenderer().	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Los	  métodos	  requeridos	  a	  implementar	  son:	  
	  
• onSurfaceCreated():	   El	   sistema	   llama	   a	   este	   método	   cuando	   se	   crea	   la	  
GLSurfaceView.	   Se	  utiliza	   este	  método	  para	   llevar	   a	   cabo	   las	   acciones	  que	  deben	  
ocurrir	   sólo	   una	   vez,	   como	   establecer	   los	   parámetros	   de	   entorno	   OpenGL	   o	   la	  
inicialización	  de	  objetos	  gráficos	  OpenGL.	  
• onDrawFrame():	   El	   sistema	   llama	   a	   este	   método	   cada	   vez	   que	   se	   (re)dibuja	   la	  
escena	   en	   la	   GLSurfaceView.	   Se	   utiliza	   este	   método	   como	   punto	   de	   ejecución	  
principal.	  
• onSurfaceChanged():	  El	  sistema	  llama	  a	  este	  método	  cuando	  cambia	  la	  geometría	  
de	   la	   GLSurfaceView,	   incluyendo	   cambios	   en	   el	   tamaño	   o	   la	   orientación	   de	   la	  




El	  framework	  de	  Android	  incluye	  soporte	  para	  la	  reproducción	  de	  diversos	  tipos	  de	  archivos	  
multimedia	   comunes,	   por	   lo	   que	   podemos	   integrar	   fácilmente	   audio	   y	   vídeo	   en	   nuestra	  
aplicación.	  Mediante	  el	  uso	  de	  las	  clases	  MediaPlayer	  y/o	  AudioManager,	  se	  puede	  reproducir	  
audio	  o	  vídeo	  de	  los	  archivos	  multimedia	  almacenados	  en	  los	  recursos	  de	  la	  aplicación,	  a	  partir	  
de	  archivos	   independientes	  en	  el	  sistema	  de	  archivos,	  o	  de	  datos	  que	   llegan	  a	  través	  de	  una	  
conexión	  de	  red.	  	  
Fig	  2-­‐4	  Ejemplo	  sencillo	  de	  reproducción	  de	  audio	  usando	  MediaPlayer	  
2.11.	  Gestión	  de	  eventos	  
	  
Para	   gestionar	   los	   eventos	   que	   el	   usuario	   realiza	   sobre	   la	   pantalla,	   las	  Views	   de	   Android	  
(incluida	  la	  GLSurfaceView)	  contienen	  unos	  métodos	  que	  podemos	  sobrescribir	  para	  tratar	  esa	  
acción:	  
MediaPlayer mediaPlayer = MediaPlayer.create(context, R.raw.sound); 
mediaPlayer.start(); //Inicia reproducción 
... 
mediaPlayer.stop(); //Para reproducción 
mediaPlayer.release(); //Libera memoria 
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• onKeyDown(int,	  KeyEvent):	  -­‐	  Se	  llama	  cuando	  se	  pulsa	  una	  tecla	  física.	  
• onKeyUp(int,	  KeyEvent):	  	  Se	  llama	  cuando	  se	  suelta	  una	  tecla	  
• onTrackballEvent(MotionEvent):	  -­‐	  Se	  llama	  cuando	  se	  mueve	  la	  trackball	  
• onTouchEvent(MotionEvent):	  -­‐	  Se	  llama	  cuando	  se	  toca	  la	  pantalla	  
• onFocusChanged(boolean,	   int,	   Rect):	   -­‐	   Se	   llama	   cuando	   la	   vista	   gana	   o	   pierde	   el	  
foco.	  
	  
En	  este	  proyecto	  el	  evento	  que	  más	  nos	  interesa	  es	  el	  onTouchEvent(),	  ya	  que	  nos	  permite	  
saber	  mediante	  el	  parámetro	  MotionEvent,	  que	  tipo	  de	  acción	  ha	  realizado	  el	  usuario	  (empieza	  
a	  tocar	  la	  pantalla,	  deja	  de	  tocarla,	  arrastra	  el	  dedo)	  y	  sobre	  qué	  coordenadas	  de	  la	  pantalla	  x	  e	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3.	   Uniendo	  dos	  mundos	  
	  
Una	  parte	   importante	  en	  el	  desarrollo	  de	  este	  proyecto	  ha	  sido	   la	   investigación	  sobre	   las	  
diferentes	   opciones	   disponibles	   para	   integrar	   los	   gráficos	   y	   físicas	   de	   la	   aplicación.	   Este	  
capítulo	   tratará	   sobre	   qué	   tecnologías	   y	   cómo	   se	   han	   utilizado	   para	   que	   trabajen	  
sincronizadamente.	  
	  
Para	  la	   integración	  de	  gráficos	  3D,	  se	  ha	  decidido	  hacer	  uso	  de	  una	  API	  que	  simplifique	  el	  
uso	   de	   OpenGL.	   Existen	   varias	   opciones	   de	   software	   libre	   para	   ello,	   pero	   después	   de	  
experimentar	   con	   unas	   cuantas	   (jMonkeyEngine13,	   Dwarf-­‐fw14,	   alien3d15,	   libgdx16),	   se	   ha	  
optado	   por	   el	   motor	   gráfico	   jPCT-­‐AE	   (Android	   Edition).	   Entre	   otras	   razones	   por	   estar	  
medianamente	  bien	  documentado,	  soporte	  mediante	  wiki	  y	  foros,	  compatible	  con	  OpenGL	  ES	  
1.1	   (versión	  compatible	  con	  el	  100%	  de	  dispositivos),	   	   ligero,	   sencillo	  de	   integrar	  y	  utilizar,	  y	  
por	  ser	  de	  software	  libre.	  
	  
Para	   la	   integración	  de	   físicas	  3D	  no	  se	  disponen	  de	  tantas	  opciones	  ya	  que	   la	  mayoría	  de	  
opciones	  de	  software	   libre	  son	  de	   físicas	  en	  2D,	  y	  además,	   los	  dispositivos	  de	  hoy	  en	  día	  no	  
están	  tan	  preparados	  para	  el	  procesamiento	  de	  este	  tipo	  de	  datos.	  Sin	  embargo,	  la	  API	  jBullet,	  
nos	   ofrece	   un	   conjunto	   de	   métodos	   que	   facilitan	   la	   detección	   de	   colisiones	   y	   dinámica	   de	  
cuerpos	  rígidos	  necesarios	  para	  este	  proyecto,	  con	  un	  rendimiento	  aceptable.	  
	  
3.1.	   Gráficos	  con	  jPCT-­‐AE	  
	  
Como	   comentábamos,	   jPCT-­‐AE	   ha	   sido	   el	   motor	   gráfico	   escogido	   para	   implementar	   los	  
gráficos	  de	  esta	  aplicación.	  A	  continuación	  se	  explicarán	  los	  elementos	  básicos	  de	  este	  motor	  y	  
los	  procedimientos	  para	  generar	  y	  actualizar	  la	  escena	  3D.	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  13	  http://code.google.com/p/jmonkeyengine/	  14	  http://code.google.com/p/dwarf-­‐fw/	  15	  http://code.google.com/p/alien3d/	  16	  http://code.google.com/p/libgdx/	  
Desarrollo	  de	  un	  videojuego	  3D	  para	  Android	  	  
	   25	  
3.1.1.	   Mundo	  gráfico	  
	  
jPCT-­‐AE	   nos	   provee	   de	   la	   clase	  World.	   Ésta	   es	   la	   clase	  más	   importante	   ya	   que	   es	   la	   que	  
contiene	   todo	   lo	  que	   se	  necesita	  para	  describir	  una	  escena	  3D,	   como	   las	   fuentes	  de	   luz,	   los	  
objetos	  3D	  y	  la	  cámara.	  Sin	  una	  instancia	  de	  la	  clase	  World	  no	  podríamos	  hacer	  nada.	  
	  
	  
Fig.	  3-­‐1	  Ejemplo	  de	  creación	  del	  mundo	  con	  luz	  de	  ambiente	  azul	  
	  
Una	  vez	  hemos	  añadido	  todos	  los	  elementos	  necesarios	  en	  el	  World	  tal	  y	  como	  se	  explicará	  
en	  los	  siguientes	  apartados,	  estamos	  listos	  para	  dibujar	  la	  escena.	  	  
	  
Fig.	  3-­‐2	  Generación	  de	  la	  escena	  a	  partir	  del	  mundo	  
	  
Como	  podemos	  observar	  en	   la	  figura	  3-­‐2,	  primero	  necesitamos	  un	  buffer	  al	  que	  pasar	   los	  
datos.	  Este	  buffer	   será	  una	   instancia	  de	   la	   clase	  FrameBuffer	  de	   jPCT-­‐AE,	  que	  hemos	  creado	  
con	  los	  datos	  de	  ancho	  y	  alto	  de	  la	  superficie	  en	  la	  que	  vamos	  a	  dibujar	  (GLSurfaceView).	  En	  el	  
método	   onDrawFrame()	   del	  Renderer,	   es	   donde	   actualizamos	   el	   world	   y	   nos	   disponemos	   a	  
dibujarlo.	   El	   procedimiento	   para	   esto	   es	   el	   típico:	   limpiamos	   el	   buffer	   de	   cualquier	   escena	  
anterior,	   procesamos	   la	   geometría,	   generamos	   la	   imagen	   en	   el	   buffer	   y	   la	   mostramos	   en	  
pantalla.	  
	  
World world = new World(); 
world.setAmbientLight(0,0,255); 
FrameBuffer buffer = new FrameBuffer(gl, width, height); 
... 
onDrawFrame() { 
 /*Se prepara el world y todos los elementos que contiene*/ 
...  
  
 //Limpiamos el buffer 
buffer.clear(); 
 
//Se procesa la geometría 
world.renderScene(buffer); 
 
//Dibujamos la geometría procesada en el buffer 
world.draw(buffer); 
 
//Mostramos la imagen generada 
buffer.display(); 
} 
Desarrollo	  de	  un	  videojuego	  3D	  para	  Android	  	  
	   26	  
3.1.2.	   Sistema	  de	  coordenadas	  
	  
Cuando	   colocamos	   los	   objetos,	   cámara	   y	   luces	   en	   el	  mundo	   hay	   que	   tener	   en	   cuenta	   el	  
sistema	   de	   coordenadas	   sobre	   el	   que	   trabaja	   jPCT-­‐AE.	   En	   este	   sistema	   de	   coordenadas	  
cartesianas,	   si	   nos	   colocamos	   en	   un	   punto	   del	   eje	   Z	   negativo,	   y	   vemos	   que	   el	   eje	   X	   se	  
incrementa	  de	  izquierda	  a	  derecha,	  entonces	  el	  eje	  Y	  aumenta	  de	  arriba	  a	  abajo,	  y	  el	  eje	  Z	  se	  
incrementa	  en	  adelante.	  	  
Fig.	  3-­‐3	  Sistema	  de	  coordenadas	  de	  jPCT-­‐AE	  
3.1.3.	   Carga	  de	  objetos	  	  
Los	  objetos	  en	   jPCT-­‐AE	  son	   instancias	  de	   la	  clase	  Object3D.	  Para	  cargar	  un	  modelo	  en	  un	  
Object3D	   también	   disponemos	   de	   la	   clase	  Primitives	  que	   contiene	   los	  más	   básicos	   tipos	   de	  
objetos	  tales	  como	  cubos,	  cilindros,	  conos,	  esferas,	  planos,	  etc.,	  pero	  si	  lo	  que	  queremos	  es	  un	  
objeto	  más	  elaborado,	  necesitamos	  crearlo	  a	  parte	  y	  cargarlo	  en	  el	  código.	  
	  
Para	   la	   creación	  de	  modelos	  3D,	   se	  ha	  utilizado	  el	  programa	  Blender,	  de	   software	   libre	  y	  
que	   nos	   permite	   la	   creación	   de	   objetos	   3D	   y	   exportarlos	   en	   formato	   .3ds,	   el	   cual	   podemos	  
cargar	  desde	  jPCT.	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Fig.	  3-­‐4	  Creación	  de	  un	  modelo	  en	  Blender	  
	  
Para	  cargar	  un	  modelo	  en	  jPCT-­‐AE,	  existe	  un	  procedimiento	  que	  aplicamos	  sobre	  el	  fichero	  
.3ds	   con	   jPCT	   (no	   jPCT-­‐AE),	   con	   el	   que	   conseguimos	   un	   objeto	   serializado	   (.ser)	   y	   podemos	  
cargar	  en	  jPCT-­‐AE	  logrando	  un	  mayor	  rendimiento	  y	  ahorro	  de	  memoria.	  Para	  más	  información	  
sobre	  este	  procedimiento,	  consultar	  el	  Apéndice	  B.	  
	  
Una	   vez	   tenemos	   el	   modelo	   cargado,	   podemos	   aplicar	   todo	   tipo	   de	   transformaciones	  
(escalar,	   trasladar,	   rotar)	   y	   texturas.	   Una	   vez	   tenemos	   nuestro	   objeto	   listo	   simplemente	   lo	  
añadimos	  al	  mundo	  con	  el	  método	  de	  la	  clase	  World:	  addObject(Object3D).	  
	  
	  
Fig.	  3-­‐5	  Ejemplo	  de	  creación	  de	  objetos	  3D	  
//Cargamos un plano con la clase Primitives 
Object3D floor = Primitives.getPlane(25,1f); 
floor.translate(0, -1.0f, 0);   //Traslación 
floor.rotateX((float) (Math.PI/2));   //Rotación 
 
//Cargamos un modelo serializado 





//Añadimos objetos al mundo 
world.addObject(floor); 
world.addObject(slingshot); 
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3.1.4.	   Texturas	  	  
Para	   la	   carga	   de	   texturas,	   disponemos	   del	   la	   clase	   singleton	   (instancia	   única)	  
TextureManager.	  Con	  esta	  clase	  podemos	  almacenar	  y	  recuperar	  las	  texturas	  identificándolas	  
con	  un	  nombre	  único.	  Para	  aplicar	  la	  textura	  a	  un	  objeto,	  es	  suficiente	  una	  simple	  llamada	  con	  
el	  identificador	  de	  la	  textura	  que	  hemos	  creado	  previamente.	  
	  
Fig.	  3-­‐6	  Ejemplo	  de	  cómo	  aplicar	  una	  textura	  a	  un	  objeto	  
	  
También	  podemos	  definir	   la	  forma	  en	  que	  aplicamos	  la	  textura	  al	  objeto	  con	  los	  métodos	  
calcTextureWrap()	  y	  calcTextureWrapSpherical().	  
	  
3.1.5.	   Luces	  	  
Como	  hemos	   visto	   anteriormente,	   la	   clase	  World	   tiene	   un	  método	   para	   definir	   la	   luz	   de	  
ambiente	  de	  este,	  pero	  también	  tenemos	  la	  opción	  de	  añadir	  varios	  puntos	  de	  luz.	  Esto	  es	  tan	  
sencillo	   como	   crear	   una	   instancia	   de	   la	   clase	   Light,	   pasándole	   como	   parámetro	   de	   la	  
constructora	  nuestro	  mundo,	  definir	  la	  intensidad	  de	  esta	  con	  valores	  RGB	  y	  la	  posición	  en	  el	  
mundo.	   Podemos	   añadir	   tantas	   luces	   como	   queramos	  mediante	   este	  método	   pero	   jPCT-­‐AE	  
sólo	  calculará	  las	  8	  luces	  más	  relevantes	  para	  cada	  objeto.	  Como	  es	  lógico,	  cuantas	  más	  luces	  
tengamos	  en	  la	  escena	  más	  lento	  será	  el	  procesamiento	  de	  ésta.	  
	  
Podemos	  decir	  entonces,	  que	  un	  Object3D	  es	  iluminado	  por	  la	  luz	  de	  ambiente	  del	  mundo,	  
la	   luz	   de	   las	   diferentes	   fuentes	   de	   luz	   que	   añadamos,	   el	   color	   adicional	   del	   objeto	  





//Cargamos la textura en el TextureManager con identificador “grass” 





//Aplicamos la textura al objeto 
floor.setTexture(“grass”); 
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3.1.6.	   Cámara	  	  
Para	  definir	  cómo	  se	  visualiza	   la	  escena	  no	  hace	   falta	  que	  creemos	  una	  cámara	  ya	  que	  el	  
mundo	   ya	   contiene	   una.	   Para	   definir	   sus	   características	   primero	   tenemos	   que	   obtenerla	  
mediante	   el	   método	   World.getCamera().	   Algunos	   de	   los	   métodos	   más	   útiles	   con	   los	   que	  
podemos	   trabajar	   son:	   setPosition(x,y,z)	   para	   definir	   la	   posición,	   lookAt(x,y,z)	   para	   indicar	   a	  
qué	  punto	  mirar,	   	  move(dir,n)	  para	  movernos	  n	  unidades	  en	  la	  dirección	  dir	  y	  setFOV(n)	  para	  
fijar	  el	  ángulo	  de	  visión	  de	  la	  cámara.	  
	  
	  3.2.	   Físicas	  con	  jBullet	  
	  
Por	   otra	   parte,	   una	   vez	   tenemos	   dibujada	   la	   escena,	   necesitamos	   dotarla	   de	   físicas	   para	  
lanzar	   las	   esferas	   y	   derribar	   estructuras.	   Para	   esta	   tarea	   se	   ha	   utilizado	   la	   API	   jBullet.	   A	  
continuación	  se	  explica	  cómo	  funciona.	  
	  
3.2.1.	   Mundo	  físico	  
	  
Al	  igual	  que	  en	  jPCT-­‐AE	  teníamos	  un	  mundo	  gráfico	  (World),	  con	  jBullet	  disponemos	  de	  un	  
mundo	   para	   las	   físicas	   representado	   por	   la	   clase	  DiscreteDynamicsWorld.	   Análogamente,	   se	  
van	  añadiendo	  cuerpos	  rígidos	  a	  este	  mundo,	  definiendo	  previamente	  su	  masa,	  coeficiente	  de	  
rozamiento,	  amortiguación,	  velocidad,	  etc.	  	  
	  
Una	  vez	  se	  ha	  preparado	  el	  nuevo	  mundo	  y	  todos	  los	  cuerpos,	  podemos	  ir	  actualizando	  su	  
estado	   con	   el	   método	   stepSimulation(),	   al	   que	   pasamos	   como	   parámetro	   el	   tiempo	  
transcurrido	   desde	   la	   última	   vez	   que	   se	   actualizó.	   De	   esta	   forma	   se	   “mueven”	   los	   objetos	  
teniendo	  en	  cuenta	  las	  propiedades	  de	  cada	  uno	  de	  ellos,	  la	  gravedad	  que	  habíamos	  asignado	  
al	  mundo	  y	  las	  colisiones	  que	  puedan	  suceder	  durante	  este	  tiempo.	  	  
3.2.2.	   Sistema	  de	  coordenadas	  
	  
El	   sistema	   de	   coordenadas	   sobre	   el	   que	   trabaja	   jBullet	   es	   diferente.	   Esta	   vez,	   si	   nos	  
colocamos	  en	  un	  punto	  del	  eje	  Z	  positivo,	  y	  vemos	  que	  el	  eje	  X	  se	  incrementa	  de	  izquierda	  a	  
derecha,	  entonces	  el	  eje	  Y	  aumenta	  de	  abajo	  a	  arriba,	  y	  el	  eje	  Z	  se	  decrementa	  en	  adelante.	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Fig.	  3-­‐7	  Sistema	  de	  coordenadas	  de	  jBullet	  
3.2.3.	   Cuerpos	  rígidos	  
	  
Los	  cuerpos	  rígidos,	  representados	  por	  la	  clase	  RigidBody,	  son	  los	  objetos	  que	  añadimos	  al	  
mundo	  de	  físicas.	  Cuando	  creamos	  estos	  cuerpos	  hemos	  de	  definir	  ciertas	  características	  como	  
su	  masa	  (una	  masa	  =	  0,	  indicaría	  que	  el	  objeto	  es	  estático,	  por	  ejemplo	  útil	  para	  el	  plano	  que	  
representa	   el	   suelo),	   coeficiente	   de	   rozamiento,	   amortiguación,	   velocidad	   y	   la	   figura	   que	  
representan,	  como	  por	  ejemplo	  una	  esfera,	  cubo,	  etc.	  
	  
Cuando	   hemos	   definido	   completamente	   el	   cuerpo	   rígido	   podemos	   añadirlo	   al	  mundo	   de	  
físicas	  mediante	  el	  método	  addRigidBody().	  
Fig.	  3-­‐8	  Creación	  del	  mundo	  físico	  con	  un	  cuerpo	  rígido	  
//Creación del mundo físico 





//Creamos la información del cuerpo rígido(masa, figura, inercia,...)  
RigidBodyConstructionInfo rbInf = new RigidBodyConstructionInfo(...); 
RigidBody body = new RigidBody(rbInf); 




//Lo añadimos al mundo 
dynamicWorld.addRigidBody(body); 
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3.2.4.	   Detección	  de	  colisiones	  
	  
jBullet	  notifica	  las	  colisiones	  mediante	  distintos	  tipos	  de	  callbacks	  (o	  devolución	  de	  llamada)	  
que	  se	  llaman	  cada	  vez	  que	  hay	  un	  contacto	  entre	  dos	  objetos:	  
• ContactAddedCallback:	  Se	  llama	  cuando	  se	  añade	  un	  nuevo	  punto	  de	  contacto.	  
• ContactProcessedCallback:	   Se	   llama	   justo	   después	   de	   que	   la	   colisión	   ha	   sido	  
procesada.	  
• ContactDestroyedCallback:	  Se	  llama	  después	  de	  que	  el	  punto	  de	  contacto	  ha	  sido	  
destruido.	  
Para	   implementar	   estos	   callbacks,	   tenemos	   que	   crear	   nuestra	   propia	   clase	   subclase	   del	  
callback	   que	   queremos,	   y	   sobrescribir	   el	   método	   al	   que	   llama	   el	   callback.	   En	   este	  método,	  
tendremos	  el	  control	  sobre	  los	  dos	  objetos	  que	  acaban	  de	  colisionar.	  
Fig.	  3-­‐9	  Implementación	  de	  clase	  para	  recibir	  ContactProcessedCallbacks	  
	  
3.3.	   Sincronizando	  ambos	  mundos	  
	  
Para	   conseguir	   que	   estos	  mundos	   trabajen	   juntos	   y	   con	   concordancia,	   hay	   que	   tener	   en	  
cuenta	  varios	  aspectos:	  
	  
Los	   sistemas	   de	   coordenadas	   sobre	   los	   que	   trabajan	   son	   diferentes.	   En	   concreto	   están	  
rotados	  respecto	  al	  eje	  X	  180°	  el	  uno	  del	  otro,	  es	  decir,	  tienen	  el	  eje	  Z	  y	  eje	  Y	  invertidos.	  Cada	  
vez	   que	   se	   realicen	   operaciones	   para	   pasar	   de	   un	   sistema	   al	   otro	   es	   necesaria	   una	   sencilla	  
public class CustomCallback extends ContactProcessedCallback { 
 
   @Override 
   public boolean contactProcessed(ManifoldPoint arg0,  
   Object arg1,      
                                   Object arg2) { 
 
      /*arg0: Información sobre la colisión (impulso, fricción, etc.) 
        arg1: Cuerpo rígido 1 involucrado en la colisión. 
        arg2: Cuerpo rígido 2 involucrado en la colisión.*/ 
 
  RigidBody rb1 = (RigidBody)arg1; 
  RigidBody rb2 = (RIgidBody)arg2;  
 
  /*En este punto podemos obtener información sobre la colisión  
y los objetos involucrados y/o realizar modificaciones como     
eliminar alguno de los objetos*/ 
   } 
} 
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conversión	  que	  consiste	  en	  multiplicar	  por	  -­‐1	  los	  ejes	  Y	  y	  Z.	  
	  
Otro	  tema	  que	  debemos	  tener	  en	  cuenta	  es	  que	  cada	  vez	  que	  se	  actualiza	  el	  mundo	  físico	  
con	  el	  método	  stepSimulation(),	  pueden	  modificarse	  las	  posiciones	  de	  los	  cuerpos	  rígidos	  que	  
contiene,	  por	  lo	  tanto,	  también	  debemos	  modificar	  en	  la	  misma	  medida	  los	  objetos	  del	  mundo	  
gráfico	  que	  representan.	  Para	  ello,	   jBullet	  nos	  ofrece	  la	  clase	  MotionState,	   la	  cuál	  nos	  facilita	  
este	   trabajo	   con	   un	   método	   similar	   al	   que	   se	   utiliza	   para	   detectar	   las	   colisiones:	   debemos	  
implementar	  una	  clase	  subclase	  de	  MotionState,	  y	  sobrescribir	  los	  métodos:	  
• getWorldTransform():	  jBullet	  toma	  la	  posición	  inicial	  del	  cuerpo	  cuando	  este	  entra	  
en	  la	  simulación	  por	  primera	  vez.	  
• setWorldTransform():	  se	  llamará	  a	  este	  método	  cada	  vez	  que	  la	  simulación	  cause	  el	  
que	  el	  cuerpo	  se	  mueva,	  y	  se	  encarga	  de	  actualizar	  el	  objeto	  en	  el	  mundo	  gráfico.	  
	  
Una	  vez	  implementada	  la	  clase,	  tan	  sólo	  tenemos	  que	  crear	  el	  MotionState	  con	  el	  Object3D	  
y	   pasarlo	   como	   argumento	   en	   la	   creación	   del	   RigidBody.	   De	   esta	   forma	   conseguimos	  
establecer	  el	  vínculo	  que	  hará	  que	  cuando	  se	  modifique	  la	  posición	  y/o	  rotación	  del	  cuerpo	  en	  
el	  mundo	  físico,	  realizará	  los	  cambios	  en	  el	  mundo	  gráfico	  para	  que	  sean	  visibles.	  
	  
Finalmente,	  la	  clase	  RigidBody	  también	  nos	  permite	  guardar	  un	  puntero	  a	  un	  Object3D	  con	  
el	  método	  setUserPointer()	  y	  obtenerlo	  cuando	  queramos	  con	  getUserPointer().	  Esto	  nos	  será	  
especialmente	  útil	  cuando	  se	  detecten	  colisiones,	  ya	  que	  el	  callback	  nos	  devuelve	  los	  cuerpos	  
rígidos	   que	   han	   colisionado	   y	   por	   lo	   tanto	   también	   tendremos	   acceso	   a	   los	  Object3D	   que	  
representan.	  De	  esta	  forma	  podremos	  por	  ejemplo	  cambiar	   la	  textura	  para	  dar	  un	  efecto	  de	  
que	  el	  objeto	  se	  ha	  roto,	  o	  incluso	  eliminarlos	  de	  ambos	  mundos.	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4.	   Especificación	  Slingshot	  
	  
En	   este	   capítulo	   definiremos	   y	   especificaremos	   el	   videojuego	   Slingshot	   que	  
implementaremos	   para	   Android.	   Como	   cualquier	   software	   que	   se	   desarrolle,	   esta	   parte	   es	  
esencial	  para	  saber	  qué	  es	  lo	  que	  tenemos	  que	  hacer	  y	  cómo	  organizarlo.	  
4.1.	   Definición	  Slingshot	  
	  
Primero	  definiremos	  de	  nuevo	  de	  forma	  más	  detallada	  el	  juego	  y	  sus	  características.	  
4.1.1.	   Jugabilidad	  
	  
Slingshot	   es	   un	   juego	   basado	   en	   Angry	   Birds.	   Dispondremos	   de	   12	   niveles	   en	   los	   que	   el	  
usuario	   debe	   lanzar	   esferas	   con	   un	   tirachinas	   para	   conseguir	   destruir	   todos	   los	   cubos	   del	  
escenario	   3D,	   que	   se	   esconden	   tras	   estructuras	   de	   diferentes	  materiales	   (cristal,	  madera,	   y	  
piedra).	  
	  
Dependiendo	  del	  nivel,	  el	   jugador	   tendrá	  a	  su	  disposición	  diferentes	  esferas	  con	  distintas	  
características:	  
• Esfera	  roja:	  esfera	  estándar	  del	  juego.	  
• Esfera	  azul:	  la	  más	  ligera,	  se	  divide	  en	  tres	  al	  tocar	  la	  pantalla.	  Efectiva	  contra	  cristal.	  
• Esfera	  amarilla:	  capaz	  de	  realizar	  un	  turbo	  en	  pleno	  vuelo	  para	  golpear	  con	  más	  fuerza	  
y/o	  llegar	  a	  largas	  distancias.	  
• Esfera	  negra:	  la	  más	  pesada,	  explota	  en	  contacto	  con	  algún	  objeto	  o	  al	  tocar	  la	  pantalla.	  
En	  niveles	  oscuros	  emite	  una	  fuente	  de	  luz	  perpetua	  en	  el	  foco	  de	  la	  explosión.	  Efectiva	  
contra	  piedra.	  	  
	  
En	  todo	  momento	  el	  usuario	  estará	  informado	  de	  cuál	  será	  la	  siguiente	  esfera	  que	  lanzará,	  
qué	  esferas	  tiene	  disponibles	  para	  el	  nivel,	  y	  en	  qué	  orden	  se	  lanzarán.	  También	  verá	  en	  todo	  
momento	  la	  puntuación	  que	  ha	  obtenido	  hasta	  el	  momento,	  y,	  en	  caso	  de	  que	  exista,	  la	  mayor	  
puntuación	  para	  ese	  nivel	  obtenida	  anteriormente.	  
	  
Para	   lanzar	   una	   esfera,	   se	   hará	   uso	   única	   y	   exclusivamente	   de	   la	   pantalla	   táctil	   del	  
dispositivo	  de	  forma	  sencilla	  e	  intuitiva.	  Dado	  que	  en	  Slingshot	  se	  trabaja	  con	  gráficos	  en	  3D,	  el	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jugador	  debe	  seleccionar	  el	  ángulo	  horizontal	  y	  vertical	  de	  tiro.	  El	  mecanismo	  será	  el	  siguiente:	  
se	   toca	   la	  pantalla	  en	   la	  zona	  donde	  está	   la	  esfera	  en	  el	   tirachinas,	   se	  mueve	  el	  dedo	  por	   la	  
pantalla	  hasta	   llegar	  a	  un	  ángulo	  de	   tiro	  deseado,	   y	   se	  deja	  de	   tocar	   la	  pantalla	  para	  que	   la	  
esfera	  salga	  disparada.	  
	  
La	   cámara	   estará	   posicionada	   detrás	   el	   tirachinas,	   y	   los	   cubos	   y	   otras	   estructuras	   se	  
encuentran	   delante	   de	   este	   a	   una	   distancia	   y	   ángulo	   alcanzable	   por	   el	   lanzamiento.	   En	  
concreto	   se	   tendrá	   un	   ángulo	   de	   tiro	   horizontal	   de	   70°	   y	   ángulo	   vertical	   de	   115°	  
aproximadamente.	  
	  
Fig.	  4-­‐1	  Ángulo	  de	  tiro	  horizontal	  
	  
	  
Fig.	  4-­‐2	  Ángulo	  de	  tiro	  vertical	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Según	  la	  fuerza	  con	  que	  se	  golpee	  una	  estructura,	  su	  material	  y	  el	  tipo	  de	  esfera	  utilizada,	  
se	  podrá	  dañar	  (mediante	  una	  textura)	  o	  eliminarla	  completamente.	  Tras	  superar	  un	  nivel,	  el	  
jugador	   obtiene	   una	   puntuación	   según	   las	   estructuras	   que	   haya	   destruido/dañado,	   cubos	  
eliminados	   y	   esferas	   que	   le	   han	   sobrado.	   Las	   reglas	   de	   esta	   puntuación	   se	   explican	   en	   el	  
siguiente	  apartado.	  
	  
4.1.2.	   Puntuación	  
	  
Las	   siguientes	   tablas	   definen	   los	   puntos	   que	   se	   obtienen	   según	   el	   evento	   ocurrido.	   Al	  
finalizar	   el	   nivel,	   se	   valorará	   la	   actuación	   del	   usuario	   con	   entre	   una	   y	   tres	   estrellas	   que	  
dependerán	  de	  esta	  puntuación	  y	  del	  nivel	  completado.	  
	  
Puntos	   Cristal	   Madera	   Piedra	  
Golpe	  leve	   75	   125	   250	  
Dañar	   525	   725	   1050	  
Destruir	   1000	   1500	   2000	  
Tabla	  4-­‐1	  Puntuación	  por	  estructuras	  
	  
Puntos	   Cubo	  
Golpe	  indirecto	   5000	  
Golpe	  directo17	   10000	  
Tabla	  4-­‐2	  Puntuación	  por	  cubos	  
	  
	  
Tabla	  4-­‐3	  Puntuación	  por	  esferas	  restantes	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  17	  Un	  golpe	  directo	  se	  da	  cuando	  golpeamos	  el	  cubo	  con	  una	  esfera,	  sin	  tocar	  antes	  ningún	  otro	  objeto.	  	  
Puntos	  por	  cada	  
esfera	  restante	  al	  
completar	  el	  nivel	  
10000	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4.1.3.	   Menús	  y	  vistas	  
	  
Al	   iniciar	   Slingshot,	   primero	   se	  mostrará	   por	   unos	   segundos	   una	   vista	   con	   la	   imagen	   de	  
presentación.	  También	  utilizaremos	  este	  tiempo	  para	  ir	  cargando	  en	  memoria	  texturas,	  audio	  
y	  modelos	  3D.	  
	  
Automáticamente	   se	   pasará	   al	   menú	   principal	   donde	   dispondremos	   de	   las	   siguientes	  
opciones:	  
• Jugar:	  Se	  accede	  al	  menú	  de	  niveles.	  
• Logros:	   Muestra	   una	   lista	   de	   los	   logros	   conseguidos,	   tales	   como	   número	   de	  
estructuras	  destruidas,	  cubos	  eliminados,	  estrellas	  conseguidas,	  etc.	  
• Configuración:	  Se	  permitirá	  al	  usuario	  activar/desactivar	  el	  sonido	  y,	  por	  motivos	  de	  
rendimiento,	  activar/desactivar	   la	  opción	  de	  marcar	   la	   trayectoria	  que	  realiza	  una	  
esfera	  al	  ser	  lanzada.	  	  
	  
En	  el	  menú	  de	  niveles	  el	  usuario	  podrá	  volver	  atrás	  al	  menú	  principal	  o	  seleccionar	  alguno	  
de	   los	   niveles	   que	   tenga	  desbloqueados.	  A	   excepción	  del	   primero,	   para	  poder	   acceder	   a	   un	  
nivel,	  será	  necesario	  que	  se	  haya	  superado	  el	  anterior.	  
	  
Mientras	   el	   usuario	   está	   jugando	   en	   un	   nivel,	   podrá	   ir	   lanzando	   esferas	   y	   en	   cualquier	  
momento	  pausar	  la	  partida.	  Cuando	  la	  partida	  esté	  pausada,	  se	  mostrará	  el	  nivel	  desde	  varias	  
posiciones	  para	  que	  el	  usuario	  tenga	  una	  mayor	  perspectiva	  y,	  por	  ejemplo,	  ver	  si	  hay	  objetos	  
ocultos.	   Al	   pausar	   la	   partida,	   también	   se	   podrá	   modificar	   las	   opciones	   de	   configuración,	   y	  
reiniciar	  el	  nivel	  o	  volver	  al	  menú	  de	  niveles.	  
	  
Una	   vez	   finalice	   un	   nivel	   (todos	   los	   cubos	   destruidos	   o	   todas	   las	   esferas	   agotadas),	   se	  
mostrará	   un	   cuadro	   resumen	   indicando	   si	   se	   ha	   superado	   el	   nivel,	   la	   puntuación	   obtenida,	  
número	  de	  estrellas	  conseguidas,	  y	   la	  opción	  de	  repetir,	  volver	  al	  menú,	  o	  en	  caso	  de	  haber	  
superado	  el	  nivel,	  pasar	  al	  siguiente.	  
	  
4.2.	   Requisitos	  
	  
Con	   toda	   la	   información	   anterior	   podemos	   extraer	   los	   requisitos	   funcionales	   y	   los	   no	  
funcionales.	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Requisitos	  funcionales:	  
• La	  aplicación	  tiene	  que	  permitir	  iniciar	  un	  nivel,	  pausarlo,	  reiniciarlo	  y	  salir	  de	  este.	  
• En	  un	  nivel,	  el	  usuario	  ha	  de	  poder	  seleccionar	  un	  ángulo	  de	  tiro	  en	  un	  entorno	  3D.	  
• La	  aplicación	  tiene	  que	  permitir	  avanzar	  de	  nivel	  cuando	  el	  actual	  se	  ha	  completado,	  y	  
acceder	  a	  cualquier	  nivel	  superado.	  
• La	  aplicación	  tiene	  que	  permitir	  modificar,	  guardar	  y	  cargar	  configuraciones.	  
• La	  aplicación	  tiene	  que	  permitir	  consultar	  y	  guardar	  los	  logros	  conseguidos.	  
• La	  aplicación	  seguirá	  la	  mecánica	  definida	  en	  el	  apartado	  	  4.1.	  de	  este	  documento.	  
	  
Requisitos	  no	  funcionales:	  
• La	  aplicación	  se	  programará	  en	  Java,	  para	  dispositivos	  móviles	  con	  Android.	  
• La	  aplicación	  se	  desarrollará	  para	   la	  versión	  2.1	  de	  Android.	  Por	   lo	  que	  también	  será	  
compatible	  con	  versiones	  posteriores.	  
• Se	  utilizará	  la	  versión	  de	  OpenGL	  ES	  1.1.	  
• El	  idioma	  de	  la	  aplicación	  será	  en	  inglés,	  aunque	  se	  intentará	  introducir	  el	  menor	  texto	  
posible	  para	  que	  todo	  sea	  comprensible	  con	  una	  imagen.	  
• El	  uso	  de	  la	  aplicación	  tiene	  que	  ser	  sencillo	  e	  intuitivo.	  	  
	  
4.3.	   Diagrama	  de	  casos	  de	  uso	  
	  
Se	   identifican	   cuatro	   escenarios	   posibles	   para	   definir	   los	   casos	   de	   uso:	   Menú	   Principal,	  
Menú	  de	  Niveles,	  Nivel	  y	  Resumen	  	  de	  Nivel.	  	  
4.3.1.	   Casos	  de	  uso	  Menú	  Principal	  
	  
Fig.	  4-­‐4	  Casos	  de	  uso	  menú	  principal	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Caso	  de	  uso:	  Jugar	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  inicia	  una	  nueva	  partida	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  jugar	  
Se	  muestran	  los	  niveles	  accesibles.	  
Casos	  de	  uso	  Menú	  de	  Niveles	  
	  
	  
Caso	  de	  uso:	  Logros	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  observa	  los	  logros	  que	  ha	  conseguido	  
Eventos:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  logros	   Se	  muestran	  los	  logros	  desbloqueados	  
	  
	  
Caso	  de	  uso:	  Configuración	  
Actores:	  Usuario	  
Descripción:	  Se	  muestra	  al	  usuario	  las	  opciones	  de	  configuración.	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  configuración	  
El	  sistema	  muestra	  las	  opciones	  de	  
configuración	  actual	  de	  la	  aplicación	  
	  
	  
Caso	  de	  uso:	  Trayectoria	  
Actores:	  Usuario	  
Descripción:	  Por	  motivos	  de	  rendimiento	  de	  la	  aplicación,	  el	  usuario	  puede	  escoger	  
activar/desactivar	  la	  opción	  de	  marcar	  la	  trayectoria	  de	  una	  esfera	  al	  ser	  lanzada.	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  trayectoria	  
Se	  activa/desactiva	  la	  funcionalidad	  de	  
marcar	  la	  trayectoria	  que	  sigue	  una	  esfera	  
durante	  su	  lanzamiento	  
	  
	  
Caso	  de	  uso:	  Sonido	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  activa/desactiva	  el	  sonido	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  sonido	  
Se	  activa/desactiva	  el	  sonido	  en	  toda	  la	  
aplicación.	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4.3.2.	   Casos	  de	  uso	  Menú	  de	  Niveles	  
	  
Fig.	  4-­‐6	  Casos	  de	  uso	  menú	  de	  niveles	  
	  
	  
Caso	  de	  uso:	  Seleccionar	  Nivel	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  inicia	  un	  nuevo	  nivel	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  un	  nivel	  desbloqueado	  
Se	  inicia	  el	  nivel	  
Casos	  de	  uso	  Menú	  de	  Niveles	  	  	  
Caso	  de	  uso:	  Menú	  Principal	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  vuelve	  al	  menú	  principal	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  volver	  
La	  aplicación	  vuelve	  al	  menú	  principal	  
Casos	  de	  uso	  Menú	  Principal	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4.3.3.	   Casos	  de	  uso	  Nivel	  
	  
Fig.	  4-­‐7	  Casos	  de	  uso	  nivel	  
	  
	  
Caso	  de	  uso:	  Lanzar	  esfera	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  lanza	  una	  esfera	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  y	  sobre	  la	  esfera	  en	  el	  
tirachinas	  
Se	  crea	  una	  animación	  en	  la	  que	  se	  estira	  las	  
cuerdas	  del	  tirachinas	  
El	  usuario	  desliza	  el	  dedo	  por	  la	  pantalla	  
hasta	  obtener	  el	  ángulo	  de	  tiro	  deseado	  
El	  sistema	  va	  actualizando	  la	  posición	  de	  la	  
esfera	  y	  la	  cámara	  para	  que	  el	  usuario	  tenga	  
una	  buena	  perspectiva	  de	  cuál	  será	  la	  
dirección	  del	  tiro	  en	  cada	  momento	  
El	  usuario	  deja	  de	  tocar	  la	  pantalla	  
La	  esfera	  sale	  disparada	  en	  el	  último	  ángulo	  
que	  se	  ha	  seleccionado,	  y	  se	  contabilizan	  los	  
puntos	  que	  se	  den	  por	  las	  colisiones.	  
Si	  como	  consecuencia	  de	  este	  tiro	  se	  eliminan	  
todos	  los	  cubos,	  se	  completa	  el	  nivel	  
satisfactoriamente	  -­‐>	  Casos	  de	  uso	  resumen	  
de	  nivel.	  
Si	  era	  la	  última	  esfera	  disponible	  y	  no	  se	  
eliminan	  todos	  los	  cubos,	  finaliza	  el	  nivel	  no	  
superado	  -­‐>	  Casos	  de	  uso	  resumen	  de	  nivel.	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Caso	  de	  uso:	  Pausar	  nivel	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  pausa	  el	  juego	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  pausar	  
Se	  para	  el	  juego	  y	  se	  muestra	  el	  escenario	  
desde	  diversos	  puntos	  de	  vista	  para	  dar	  mas	  
perspectiva	  al	  usuario.	  
Se	  muestran	  las	  opciones	  para	  cambiar	  la	  
configuración,	  repetir	  nivel,	  volver	  al	  menú	  y	  
reanudar	  el	  juego.	  
	  
	  
Caso	  de	  uso:	  Menú	  Niveles	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  vuelve	  al	  menú	  de	  niveles	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  de	  menú	  
La	  aplicación	  vuelve	  al	  menú	  de	  niveles	  
Casos	  de	  uso	  Menú	  de	  Niveles	  
	  
	  
Caso	  de	  uso:	  Reiniciar	  Nivel	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  reinicia	  el	  actual	  nivel	  al	  que	  está	  jugando	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  reiniciar	  
La	  aplicación	  reinicia	  el	  actual	  nivel	  
Casos	  de	  uso	  Nivel	  
	  
	  
Caso	  de	  uso:	  Trayectoria	  
Actores:	  Usuario	  
Descripción:	  Por	  motivos	  de	  rendimiento	  de	  la	  aplicación,	  el	  usuario	  puede	  escoger	  
activar/desactivar	  la	  opción	  de	  marcar	  la	  trayectoria	  de	  una	  esfera	  al	  ser	  lanzada.	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  trayectoria	  
Se	  activa/desactiva	  la	  funcionalidad	  de	  
marcar	  la	  trayectoria	  que	  sigue	  una	  esfera	  
durante	  su	  lanzamiento	  
	  
	  
Caso	  de	  uso:	  Sonido	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  activa/desactiva	  el	  sonido	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  sonido	  
Se	  activa/desactiva	  el	  sonido	  en	  toda	  la	  
aplicación.	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4.3.4.	   Casos	  de	  uso	  Resumen	  de	  Nivel	  
	  
Fig.	  4-­‐8	  Casos	  de	  uso	  resumen	  de	  nivel	  
	  
	  
Caso	  de	  uso:	  Siguiente	  Nivel	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  avanza	  hacia	  el	  siguiente	  nivel	  
Precondición:	  El	  usuario	  ha	  superado	  el	  actual	  nivel	  y	  no	  es	  el	  último	  nivel	  del	  juego	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  el	  botón	  de	  siguiente	  nivel	  
Se	  inicia	  el	  siguiente	  nivel	  
Casos	  de	  uso	  Nivel	  
	  
	  
Caso	  de	  uso:	  Reiniciar	  Nivel	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  reinicia	  el	  actual	  nivel	  al	  que	  está	  jugando	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  reiniciar	  
La	  aplicación	  reinicia	  el	  actual	  nivel	  
Casos	  de	  uso	  Nivel	  
	  
	  
Caso	  de	  uso:	  Menú	  Niveles	  
Actores:	  Usuario	  
Descripción:	  El	  usuario	  vuelve	  al	  menú	  de	  niveles	  
Flujo	  principal:	  
Acciones	  Usuario	   Respuestas	  Sistema	  
El	  usuario	  pulsa	  sobre	  el	  botón	  de	  menú	  
La	  aplicación	  vuelve	  al	  menú	  de	  niveles	  
Casos	  de	  uso	  Menú	  de	  Niveles	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4.4.	   Diagrama	  UML	  
	  
Una	   vez	   especificado	   todas	   las	   funcionalidades	   de	   nuestro	   juego,	   los	   casos	   de	   uso,	   y	   la	  
mecánica	  en	  sí,	  es	  hora	  de	  agruparlo	  todo	  para	  crear	  un	  diagrama	  en	  UML	  que	  nos	  servirá	  para	  
poder	  implementarlo.	  
	  
Debido	   a	   que	   estamos	   trabajando	   en	   un	   dispositivo	   móvil,	   se	   ha	   decidido	   favorecer	   la	  
eficiencia.	  No	  podemos	  olvidar	  que	  a	  pesar	  de	  que	  cada	  día	   los	  dispositivos	  móviles	  son	  más	  
potentes,	  no	  estamos	  trabajando	  con	  un	  ordenador	  convencional	  y	  los	  recursos	  son	  limitados.	  
Además,	   en	   una	   aplicación	   de	   este	   tipo	   (videojuego),	   el	   rendimiento	   y	   actualización	   de	   los	  
gráficos	  es	  una	  parte	  muy	  importante.	  
	  
Como	  habíamos	  explicado	  en	  el	   capítulo	  2,	   la	   capa	  de	  presentación	  de	  una	  aplicación	  en	  
Android,	   viene	   definida	   por	   los	   archivos	   XML	   asociados	   a	   cada	   activity.	   A	   continuación	   se	  
muestra	   el	   diagrama	   de	   clases	   UML	   simplificado,	   con	   las	   clases,	   atributos	   y	   métodos	   más	  
importantes	  para	  que	  sea	  más	  claro.	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Fig.	  4-­‐8	  Diagrama	  de	  clases	  UML	  
	  
Pasamos	   a	   detallar	   un	   poco	   cada	   clase	   para	   entender	   esta	   arquitectura.	   Como	   podemos	  
observar	   en	   el	   diagrama,	   para	   este	   proyecto	   se	   han	   utilizado	   3	   clases	   Singleton:	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SoundManager,	   ObjectManager	   y	   LevelManager,	   y	   4	   activities:	   SplashScreen,	   MainMenu,	  
LevelsMenu	  y	  Level.	  El	  flujo	  entre	  activities	  viene	  definido	  por	  las	  flechas	  con	  etiquetas	  next	  y	  
back,	  y	  cada	  una	  de	  ellas	  tiene	  asociada	  una	  vista	  que	  se	  describe	  en	  un	  archivo	  XML.	  
	  
Al	  iniciar	  la	  aplicación,	  la	  primera	  activity	  	  que	  se	  carga	  es	  SplashScreen.	  Ésta	  se	  encarga	  de	  
mostrar	   la	   imagen	  de	  presentación	  y	  a	   la	  vez	  realiza	  un	  init()	  sobre	  las	  clases	  ObjectManager	  
para	  cargar	  las	  texturas	  y	  objetos	  serializados,	  y	  SoundManager	  para	  cargar	  los	  sonidos.	  
	  
La	   siguiente	   activity	   es	   MainMenu,	   que	   mostrará	   el	   menú	   principal	   y	   las	   principales	  
funciones	  serán	  de	  modificar	  la	  configuración	  tal	  y	  como	  se	  describe	  en	  el	  apartado	  anterior,	  
iniciar	   la	  reproducción	  de	  sonido	  (mediante	  SoundManager),	  mostrar	   los	   logros	  del	  usuario	  y	  
de	  pasar	  al	  menú	  de	  niveles.	  
	  
En	  el	  menú	  de	  niveles,	  la	  activity	  LevelsMenu,	  se	  encarga	  de	  mostrar	  los	  niveles	  a	  los	  que	  se	  
pueden	   acceder	   y	   las	   estrellas	   que	   se	   han	   conseguido	   en	   cada	   uno	   de	   ellos	   previamente.	  
También	  utiliza	  a	  SoundManager	  para	  ser	  capaz	  de	  parar	  la	  música	  al	  dejar	  de	  estar	  en	  primer	  
plano	  (onStop	  y	  onPause),	  y/o	  de	  iniciarla	  cuando	  proviene	  de	  la	  activity	  Level.	  
	  
Finalmente,	  la	  activity	  Level	  es	  la	  más	  importante	  ya	  que	  es	  la	  que	  se	  encarga	  de	  dibujar	  y	  
gestionar	  todo	  el	  entorno	  3D.	  Para	  iniciar	  la	  escena,	  utiliza	  a	  LevelManager,	  el	  cuál	  contiene	  la	  
información	   de	   como	   está	   organizado	   cada	   nivel	   (esferas	   disponibles,	   objetos,	   cubos	   y	   su	  
ubicación,	   límites	   de	   las	   puntuaciones	   para	   conseguir	   2	   o	   3	   estrellas,	   etc.)	   y	   éste	   utiliza	   a	  
ObjectManager	   para	   meter	   en	   el	   mundo	   los	   objetos	   que	   se	   habían	   cargado	   al	   iniciar	   la	  
aplicación,	   y	   aplicar	   sus	   texturas.	   La	   clase	   CustomContact,	   que	   implementa	   a	  
ContactProcessedContact,	   contiene	   un	  método	   que	   se	   llama	   cuando	   se	   dan	   colisiones	   en	   el	  
dynamicWorld,	   y	   utiliza	   a	   SoundManager	   para	   reproducir	   sonidos	   de	   choque,	   y	   también	   se	  
encarga	  de	  cambiar	   texturas	  a	  objetos	  del	  world	  e	   incluso	   indicar	  qué	  objetos	  se	   tienen	  que	  
eliminar.	  	  Por	  último,	  en	  MyRenderer	  es	  la	  clase	  que	  contiene	  el	  método	  onDrawFrame,	  donde	  
se	   ha	   implementado	   la	   lógica	   principal	   del	   videojuego,	   y	   desde	   donde	   se	   actualizan	   ambos	  
mundos.	  
	  
En	   el	   próximo	   capitulo	   comentaremos	   cómo	   está	   implementada	   toda	   esta	   arquitectura	  
para	  Android	  con	  más	  detalle.	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5.	   Implementación	  
	  
En	   este	   capítulo	   se	   hablará	   de	   la	   implementación	   de	   Slingshot.	   Una	   vez	   adquiridos	   los	  
conocimientos	  necesarios	  sobre	   las	   tecnologías	  que	  vamos	  a	  utilizar	  y	   la	  especificación	  de	   lo	  
que	  queremos	  hacer,	  nos	  centraremos	  en	  explicar	  la	  implementación	  de	  las	  vistas,	  preparación	  
de	  la	  escena,	  el	  bucle	  principal	  del	  juego,	  su	  mecánica	  y	  la	  implementación	  de	  los	  controles.	  
	  
5.1.	  Interfaz	  de	  Usuario	  
	  
Hemos	   comentado	   en	   varias	   ocasiones	   que	   a	   cada	   activity	   se	   le	   asigna	   un	   archivo	   XML	  
mediante	   el	  método	   setContentView(...),	   el	   cuál	   define	   la	   vista	   que	   se	   mostrará	   al	   usuario.	  
Veamos	  cómo	  se	  estructuran	  estos	  archivos	  estudiando	  algunos	  elementos	  utilizados.	  
	  
	  
Fig.	  5-­‐1	  splash.xml	  
	  
Cada	   uno	   de	   estos	   archivos	   empiezan	   con	   un	   elemento	   root	   que	   contiene	   a	   todos	   los	  
demás.	  En	  la	  figura	  5-­‐1	  podemos	  ver	  cómo	  está	  definida	  la	  vista	  de	  la	  imagen	  de	  presentación.	  
En	  este	  caso	  el	  elemento	  root	  es	  un	  <LineraLayout>	  que	  no	  contiene	  ningún	  otro	  elemento	  ya	  
que	   en	   esta	   vista	   sólo	   necesitamos	   una	   imagen	   que	   le	   asignamos	   como	   background	   al	  
<LinearLayout>,	  y	  valores	  de	  alto	  y	  ancho	  le	  ordenamos	  ocupar	  el	  espacio	  del	  padre,	  que,	  al	  ser	  
el	  root,	  ocupará	  toda	  la	  pantalla.	  
<?xml version="1.0" encoding="utf-8"?> 
<LinearLayout  
    xmlns:android="http://schemas.android.com/apk/res/android" 
    android:orientation="vertical" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:background="@drawable/splash"> 
</LinearLayout> 
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Fig.	  5-­‐2	  Vista	  presentación	  de	  Slingshot	  (SplashScreen	  activity)	  
	  
En	   la	  vista	  del	  menú	  principal	   se	  utiliza	  como	  elemento	   root	  un	  <RelativeLayout>,	  el	   cuál	  
nos	  permite	  definir	  mejor	  la	  posición	  de	  los	  elementos	  mediante	  instrucciones	  relativas	  a	  otros	  
elementos	   que	   se	   encuentran	   en	   la	   vista	   (toRightOf,	   above,	   alignLeft,	   etc.)	   o	   del	   padre	  
(centerInParent,	  alignParentBottom,	  etc.).	  
	  
Veamos	  por	  ejemplo,	  cómo	  se	  define	  el	  botón	  que	  nos	  mostrará	  los	  logros	  del	  usuario:	  
	  







<Button android:background="@drawable/trophy"  
        android:layout_width="55dip"  
        android:layout_height="55dip"  
        android:id="@+id/scores"  
        android:layout_alignParentBottom="true" 
        android:layout_centerInParent="true" 
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En	  esta	  ocasión,	  “trophy”	  es	  el	  nombre	  de	  la	  imagen	  que	  tendrá	  el	  botón,	  y	  de	  ancho	  y	  alto	  
se	   le	   asignan	   un	   número	   de	   dips.	  Un	   dip	   es	   la	   unidad	   que	   define	   un	   tamaño	   en	   la	   pantalla	  
independiente	  de	   la	  densidad	  de	  píxeles	  de	  ésta.	  Debido	  a	   la	  gran	  diversidad	  de	  dispositivos	  
que	   utilizan	   Android,	   siempre	   se	   debe	   trabajar	   con	   dips	   y	   no	   con	   número	   de	   píxeles	   para	  
asegurar	  que	  nuestra	  aplicación	  se	  vea	  igual	  en	  cualquier	  pantalla.	  Gracias	  a	  ser	  un	  elemento	  
hijo	  de	  <RelativeLayout>,	  podemos	  definir	  propiedades	  relativas	  a	  su	  padre	  como	  situarlo	  en	  la	  
parte	  inferior	  pero	  centrado	  horizontalmente	  en	  la	  pantalla.	  
	  
	  
Fig.	  5-­‐3	  Menú	  Principal	  
	  
En	   el	   archivo	   XML,	   podemos	   dar	   distintas	   propiedades	   a	   un	   elemento	   como	   su	   imagen,	  
tamaño,	  posición,	  etc.,	  pero	  no	  definir	  cuál	  es	  su	   funcionalidad.	  Para	  ello	   le	  asignamos	  un	   id	  
mediante	  el	  que	  podremos	  asignar	  dicha	  funcionalidad	  por	  código:	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Fig.	  5-­‐4	  Código	  para	  asignar	  funcionalidad	  al	  botón	  de	  logros	  
	  
Existe	   una	   gran	   variedad	   de	   elementos	   predefinidos	   que	   también	   utilizamos	   en	   el	  menú	  
principal:	  <SlidingDrawer>,	  que	  sirve	  para	  mostrar/ocultar	  un	  panel	  con	  diversos	  elementos	  en	  
su	  interior,	  mediante	  una	  animación	  deslizándose	  desde	  la	  parte	  inferior	  de	  la	  pantalla	  (usado	  
para	  mostrar	  las	  opciones	  de	  configuración	  y	  la	  vista	  de	  logros),	  <TableLayout>	  que	  define	  una	  
tabla	  y	  contiene	  filas	  definidas	  como	  <TableRow>	  (tabla	  de	  logros),	  <TextView>	  que	  definen	  un	  
campo	  de	  texto,	  <ImageView>	  para	  imágenes,	  etc.	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	   	  




public void onClick(View v) { 
 switch (v.getId()) { 
 case R.id.scores: 
  /*Mostrar logros*/ 
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Cuando	   accedemos	   por	   código	   a	   un	   elemento	   definido	   en	   un	   archivo	   XML,	   no	   sólo	  
podemos	  ejecutar	  una	  acción	  como	  respuesta	  a	  un	  evento	  del	  usuario	  sobre	  ese	  elemento,	  si	  
no	  que	  también	  podemos	  cambiar	  sus	  propiedades	  como	  la	  imagen,	  posición,	  tamaño,	  etc.	  en	  
cualquier	  momento.	  
	  
Este	  es	  el	  caso	  del	  menú	  de	  niveles.	  Al	  mostrarse	  esta	  vista,	  se	  ejecuta	  un	  código	  que	  lee	  las	  
puntuaciones	  logradas	  en	  los	  niveles	  anteriormente,	  y	  asigna	  las	  imágenes	  correspondientes	  a	  




Fig.	  5-­‐6	  Menú	  de	  Niveles	  
	  
Por	  último,	  la	  vista	  del	  nivel	  es	  la	  más	  compleja.	  En	  primer	  lugar	  tenemos	  una	  imagen	  que	  
ocupa	   toda	   la	   pantalla	  mientras	   la	   escena	   3D	   aún	   no	   se	   ha	   cargado	   y	   sirve	   para	   indicar	   al	  
usuario	  que	  el	  nivel	  se	  está	  cargando.	  La	  escena	  3D	  se	  representa	  sobre	  una	  <GLSurfaceView>	  
tal	   y	   como	   habíamos	   explicado	   en	   el	   capítulo	   2,	   a	   la	   cuál	   le	   asignamos	   el	   Renderer	  
obteniéndola	  por	  código	  mediante	  su	  id.	  
	  
También	   tenemos	   varios	   <TextView>	   en	   el	  margen	   superior	   derecho	   para	   representar	   la	  
puntuación	   actual	   conseguida,	   y	   en	   caso	   de	   que	   exista,	   la	   puntuación	   más	   alta	   que	   se	   ha	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conseguido	   anteriormente.	   En	   un	   <RelativeLayout>	   en	   el	   margen	   inferior	   izquierdo	   se	  
representan	  las	  esferas	  disponibles	  en	  el	  nivel	  mediante	  <ImageView>,	  y	  también	  tenemos	  un	  
<Button>	   en	   el	   margen	   superior	   izquierdo	   para	   pausar	   el	   nivel,	   aunque	   el	   botón	   físico	   de	  
Android	  “menú”	  tendrá	  la	  misma	  funcionalidad.	  
	  
	  
Fig.	  5-­‐7	  Nivel	  10	  
	  
Cuando	  se	  pausa	  el	  nivel,	  aparece	  un	  panel	  en	   la	  parte	  superior	  de	   la	  pantalla	  con	  varias	  
opciones,	  a	  la	  vez	  que	  se	  muestra	  el	  nivel	  desde	  varios	  puntos	  de	  vista	  girando	  alrededor	  de	  la	  
escena	  para	  que	  el	  usuario	  tenga	  una	  mejor	  perspectiva	  de	  cómo	  están	  ubicados	  los	  objetos.	  
Para	  crear	  el	  panel,	  se	  ha	  tenido	  que	  implementar	  un	  elemento	  propio	  ya	  que	  Android	  no	  nos	  
provee	  por	  defecto	  de	  un	  elemento	  con	  tales	  características,	  ya	  que	  el	  <SlidingDrawer>	  está	  
limitado	  a	  aparecer	  desde	  la	  parte	  inferior	  de	  la	  pantalla.	  Dicho	  panel	  se	  ha	  implementado	  en	  
la	  clase	  Panel	  del	  proyecto,	  hereda	  métodos	  de	  la	  clase	  <LinearLayout>	  e	  implementa	  nuevos	  
para	   crear	   la	   animación	  desde	   la	   parte	   superior.	   Para	   añadirlo	   al	   archivo	  XML	  que	  define	   la	  
vista	   simplemente	   se	   ha	   de	   indicar	   la	   ruta	   completa	   del	   paquete	   donde	   se	   encuentra,	   en	  
nuestro	   caso	   <pfc.bargo.slingshot.Panel>	   ,	   y,	   definir	   en	   su	   contenido	   los	   elementos	   que	  
aparecerán	  dentro	  del	  panel.	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Fig.	  5-­‐8	  Nivel	  6	  pausado	  
	  
Finalmente,	  cuando	  finaliza	  el	  nivel	  se	  muestra	  un	  resumen	  con	  la	  puntuación	  del	  usuario.	  
Esta	  vista	  también	  pertenece	  al	  activity	  Level,	  y	  se	  implementa	  como	  un	  <RelativeLayout>	  que	  
permanece	  oculto	  (visibilidad	  =	  View.GONE)	  desde	  el	  principio	  y	  se	  muestra	  cuando	  acaba	  el	  
nivel	   (visibilidad	  =	  View.VISIBLE).	   En	   concreto	   se	  mostrará	  el	   veredicto	  del	  nivel	   (superado	  o	  
fallado),	   número	   de	   esferas	   restantes	   y	   puntuación	   bonus	   obtenida	   por	   ello,	   la	   puntuación	  
total	   conseguida	   y	   las	   estrellas	   correspondientes,	   la	   máxima	   puntuación	   conseguida,	   se	  
indicará	  si	  es	  una	  nueva	  máxima	  putuación,	  y	  tres	  botones	  para	  repetir	  el	  nivel,	  ir	  al	  menú	  de	  
niveles	  y	  botón	  para	  pasar	  al	  siguiente	  nivel	  en	  caso	  de	  que	  hayamos	  superado	  el	  actual.	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Fig.	  5-­‐9	  Nivel	  no	  superado	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Fig.	  5-­‐10	  Nivel	  superado	  con	  máxima	  puntuación	  
	  
	  
5.2.	  Preparación	  del	  nivel	  	  
Pasemos	  a	  explicar	  cómo	  se	  crea	  la	  escena	  3D	  en	  el	  nivel.	  Antes	  de	  iniciar	  la	  activity	  Level,	  
debemos	  indicar	  al	  LevelManager	  cuál	  será	  el	  nivel	  que	  queremos	  mostrar.	  En	  el	  caso	  de	  estar	  
en	  el	  menú	  de	  niveles	  se	   identifica	  por	  el	  botón	  pulsado,	  y	  en	  el	  caso	  de	  haber	  superado	  un	  
nivel	  y	  querer	  pasar	  al	  siguiente,	  simplemente	  se	  suma	  uno.	  
	  
Al	   iniciar	   la	  activity	   Level,	  ésta	   realiza	   tareas	  de	  configuración	  como	  preparar	   los	  sonidos,	  
mostrar	  la	  vista	  definida	  en	  el	  level.xml,	  implementa	  la	  funcionalidad	  de	  los	  botones	  y	  eventos	  
del	   usuario	   y	   crea	   el	   Renderer	   que	   asocia	   a	   la	   <GLSurfaceView>	   contenido	   en	   la	   vista.	   Este	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MyRenderer	  es	  la	  clase	  que	  se	  encarga	  de	  dibujar	  la	  escena,	  actualizarla	  y	  contiene	  toda	  la	  
lógica	   del	   juego.	   Como	   habíamos	   comentado	   en	   el	   capítulo	   2,	   tenemos	   tres	   métodos	   que	  
implementar.	   El	   método	   llamado	   al	   crear	   la	   superficie	   donde	   dibujaremos	   la	   escena	  
(onSurfaceCreated(...)),	   el	   método	   que	   se	   llama	   cuando	   las	   dimensiones	   de	   la	   superficie	  
cambian	   o	   se	   inicializan	   por	   primera	   vez	   (onSurfaceChanged(...)),	   que	   al	   pasarnos	   como	  
parámetro	   las	   dimensiones	   de	   la	   superficie,	   lo	   utilizamos	   para	   crear	   el	   buffer	   con	   dichas	  
dimensiones	   e	   inicializar	   el	   nivel,	   y	   el	   método	   donde	   se	   (re)dibuja	   la	   escena	   	   y	   contiene	   la	  
lógica	  del	  juego	  (onDrawFrame(...)).	  
	  
Para	   inicializar	   el	   nivel	   entonces,	   creamos	   un	   nuevo	   mundo	   gráfico	   (World)	   y	   un	   nuevo	  
mundo	  físico	  (DiscreteDynamicsWorld).	  	  Se	  crea	  una	  instancia	  de	  nuestra	  clase	  CustomContact,	  
la	  cuál	  se	  encarga	  de	  detectar	  qué	  objetos	  colisionan	  y	  aplicar	   los	  cambios	  necesarios	  en	   los	  
mundos	  (eliminar	  objetos,	  cambiar	  texturas,	  reproducir	  sonidos,	  etc.).	  Finalmente,	  se	  ordena	  
al	  LevelManager	  que	  inicialice	  el	  nivel	  que	  le	  habíamos	  indicado	  previamente,	  en	  los	  mundos	  
que	  acabamos	  de	  crear.	  
	  
El	  método	   initLevel(...),	   del	  LevelManager	   se	   encarga	  de	  posicionar	   todas	   las	   estructuras,	  
luces	   y	   entorno,	   dependiendo	   de	   cuál	   sea	   el	   nivel	   actual.	   Para	   ello,	   utiliza	   la	   clase	  
ObjectManager,	  de	  tal	  forma	  que	  crear	  un	  nivel	  sea	  lo	  más	  sencillo	  posible.	  En	  concreto,	  crear	  
un	   nuevo	   objeto,	   indicar	   su	   figura,	   posicionarlo	   y	   aplicar	   la	   textura,	   se	   realiza	  mediante	   un	  
único	  método	  que	  recibe	  el	  ObjectManager:	  setObject(...),	  y	  de	  la	  misma	  forma,	  le	  indicamos	  
cómo	  será	  el	  entorno	  con	  el	  método	  setAmbient(...).	  
	  
	  
public void initLevel(World world, DiscreteDynamicsWorld dynamicWorld) 
{    
   currentScore = 0; 
   currentBall = 0; 
   ObjectManager om = ObjectManager.getInstance(); 
   
   switch (currentLevel) { 
   case 1: 
      enemiesLeft = 3; //indica el número de enemigos en el nivel 
    
      /*Definimos luz de ambiente*/ 
      world.setAmbientLight(200, 200, 200); 
    
  /*Añadimos un foco de luz*/ 
      Light sun = new Light(world); 
      sun.setIntensity(250, 250, 250); 
      sun.setPosition(new SimpleVector(0,-30,-30)); 
    
      /*setAmbient params: mundos y tipo de entorno */ 
      om.setAmbient(world, dynamicWorld, "1"); 
 
      /*setObject params: posición, mundos, textura y tipo de objeto*/ 
      om.setObject(0,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(-2,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(2,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(-1,-2,0, world, "woodentexture", 1, dynamicWorld); 
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Fig.	  5-­‐11	  Código	  inicialización	  nivel	  1	  (LevelManager)	  
	  
El	   método	   setAmbient(...)	   del	   ObjectManager,	   se	   encarga	   de	   crear	   todo	   el	   entorno	   que	  
rodea	   la	   escena,	   crea	   la	   parte	   física	   del	   suelo	   y	   su	   textura,	   y	   además	   crea	   el	   objeto	   que	  
representa	   el	   tirachinas.	   Para	   el	   entorno,	   se	   ha	   utilizado	   la	   técnica	   llamada	   skyBox,	   la	   cuál	  
permite	  dar	  la	  impresión	  de	  que	  nuestra	  escena	  es	  más	  grande	  de	  lo	  que	  realmente	  es.	  SkyBox	  
consiste	  en	  posicionar	   la	  escena	  principal	  dentro	  de	  un	  cubo,	  y	  el	  cielo,	  montañas	  distantes,	  
paisaje	  y	  cualquier	  tipo	  de	  objeto	  inalcanzable	  son	  proyectados	  en	  las	  caras	  del	  cubo	  creando	  
la	  ilusión	  de	  un	  distante	  entorno	  tridimensional.	  Para	  crear	  este	  cubo,	  se	  utilizan	  6	  planos	  con	  
las	  texturas	  que	  corresponden	  al	  tipo	  de	  entorno	  que	  hemos	  seleccionado.	  
	  
Fig.	  5-­‐12	  Representación	  skyBox	  
	  
  /*setAmbient params: mundos y tipo de entorno */ 
      om.setAmbient(world, dynamicWorld, "1"); 
 
      /*setObject params: posición, mundos, textura y tipo de objeto*/ 
      om.setObject(0,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(-2,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(2,0,0, world, "stonetexture", 0, dynamicWorld); 
      om.setObject(-1,-2,0, world, "woodentexture", 1, dynamicWorld); 
      om.setObject(1,-2,0, world, "woodentexture", 1, dynamicWorld); 
      om.setObject(0,-2.3f,0, world, "icetexture", 0, dynamicWorld); 
      om.setObject(-1,-2.3f,0, world, "enemy", 2, dynamicWorld); 
      om.setObject(1,-2.3f,0, world, "enemy", 2, dynamicWorld); 
      om.setObject(0,-4.3f,0, world, "enemy", 2, dynamicWorld); 
      break; 
    
   case 2: 
      ... 
} 
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El	  método	  setObject(...)	  del	  ObjectManager,	  	  crea	  el	  objeto	  utilizando	  los	  modelos	  que	  se	  
han	  cargado	  al	  iniciar	  la	  aplicación.	  Aplica	  la	  textura	  en	  el	  mundo	  gráfico,	  indica	  la	  posición	  	  y	  
asocia	  el	  objeto	  a	  un	  RigidBody	  mediante	  la	  clase	  JPCTMotionState,	  la	  cuál	  implementa	  la	  




Uno	  de	  los	  objetivos	  que	  se	  tenían	  para	  este	  proyecto	  era	  crear	  un	  juego	  sencillo	  y	  fácil	  de	  
utilizar.	  Por	  eso	  en	  Slingshot,	   se	  puede	  controlar	   toda	   la	  aplicación	  únicamente	  utilizando	   la	  
pantalla	  táctil.	  El	  flujo	  de	  menús	  y	  opciones,	  se	  controlan	  mediante	  los	  botones	  que	  el	  usuario	  
puede	  pulsar,	  pero	  la	  parte	  importante	  de	  la	  aplicación	  era	  cómo	  hacer	  que	  el	  usuario	  lance	  las	  
esferas	  (y	  activar	  sus	  poderes)	  de	  forma	  sencilla	  e	  intuitiva.	  
	  
En	  el	  anterior	  capítulo	  habíamos	  definido	  qué	  ha	  de	  poder	  hacer	  el	  usuario,	  el	  proceso	  que	  
seguirá	   para	   lanzar	   la	   esferas,	   los	   ángulos	   que	   tiene	   que	   poder	   alcanzar,	   etc.,	   y	   para	   poder	  
seguir	  este	  proceso	  se	  han	  definido	  varios	  estados.	  
	  
En	  el	  estado	   inicial,	  es	  cuando	  estamos	  preparados	  para	   lanzar	  una	  nueva	  esfera.	  En	  este	  
punto,	   el	   usuario	   visualizará	   una	   esfera	   situada	   en	   el	   centro	   del	   tirachinas,	   de	   color	  
semitransparente	  de	  forma	  que	  no	  oculte	  la	  escena.	  A	  excepción	  del	  botón	  de	  pausa,	  en	  este	  
momento	  la	  pantalla	  táctil	  únicamente	  será	  sensible	  (la	  aplicación	  ofrecerá	  una	  respuesta	  a	  la	  
acción	   del	   usuario)	   en	   la	   zona	   donde	   sale	   dibujada	   la	   esfera.	   Cuando	   el	   usuario	   toque	   la	  
pantalla	  en	  esa	  zona,	  se	  creará	  un	  efecto	  en	  el	  que	  se	  visualizará	  cómo	  se	  estiran	  las	  cuerdas	  
del	  tirachinas	  con	  la	  esfera,	  es	  decir,	  se	  moverá	  hacia	  atrás	  la	  esfera,	  las	  cuerdas	  que	  la	  sujetan,	  
y	  también	  la	  cámara.	  
	  
El	  método	  onTouchEvent(MotionEvent	  me)	  nos	  permite	  caputrar	  cuando	  el	  usuario	  toca	  la	  
pantalla,	  y	  mediante	  el	  MotionEvent,	  podemos	  saber	  en	  qué	  punto	  de	  la	  pantalla	  se	  ha	  tocado	  
(coordenadas	  x,	  y)	  y	  el	  tipo	  de	  acción	  se	  ha	  realizado.	  Al	  ser	  un	  método	  que	  responde	  a	  una	  
acción	   del	   usuario,	   se	   debe	   servir	   una	   respuesta	   rápida	   y	   no	   se	   deben	   realizar	   operaciones	  
costosas	  en	  este	  punto,	  en	  cambio,	  se	  le	  indica	  al	  bucle	  principal	  del	  juego	  que	  se	  encarga	  de	  
dibujar	  la	  escena,	  que	  realice	  dichas	  acciones.	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Fig.	  5-­‐13	  Código	  captura	  acción	  de	  usuario	  para	  iniciar	  un	  lanzamiento	  
	  
	  
Fig.	  5-­‐14	  Inicio	  lanzamiento	  
	  
Una	  vez	  el	  usuario	  ha	  seleccionado	  la	  esfera,	  y,	  mientras	  no	  deje	  de	  tocar	  la	  pantalla,	  nos	  
encontramos	  en	  el	  estado	  de	  selección	  de	  ángulo.	  En	  este	  punto,	  el	  usuario	  arrastrará	  el	  dedo	  
por	  la	  pantalla	  modificando	  la	  posición	  de	  la	  esfera	  (y	  la	  cámara)	  ,	  de	  forma	  que	  se	  modifique	  
el	  ángulo	  en	  el	  que	  saldrá	  despedida	  la	  esfera	  de	  forma	  intuitiva.	  
	  
De	   nuevo,	   utilizamos	   el	   método	   onTouchEvent(MotionEvent	   me)	   para	   saber	   hacia	   qué	  
punto	  está	  el	  usuario	  arrastrando	  el	  dedo	  por	  la	  pantalla.	  También	  debemos	  tener	  en	  cuenta,	  
public boolean onTouchEvent(MotionEvent me) { 
 
/*Si se empieza a tocar la pantalla y estamos preparados 
  para lanzar una nueva esfera*/ 
if (me.getAction() == MotionEvent.ACTION_DOWN && ready) { 
  xposinit = me.getX(); 
 yposinit = me.getY(); 
/*Si xposinit e yposinit pertencen a la zona donde  
 sale dibujada la esfera, se indica al bucle  
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que	  no	  todas	  las	  pantallas	  tienen	  el	  mismo	  tamaño,	  y	  para	  cumplir	  con	  la	  especificación	  de	  los	  
ángulos	  que	  ha	  de	  poder	  seleccionar	  el	  usuario,	  se	  necesita	  aplicar	  una	  fórmula	  para	  asignar	  
por	   cada	  píxel	  de	   la	  pantalla	  una	  cierta	  variación	  del	   ángulo	  en	   radianes.	  Como	  es	   lógico,	   la	  
distancia	  en	  el	  eje	  X	  de	   la	  pantalla	  desde	  el	  punto	  donde	  se	   inició	  el	  contacto	  al	  punto	  hacia	  
donde	  se	  ha	  deslizado	  el	  dedo,	  servirá	  para	  aplicar	  el	  ángulo	  horizontal,	  y	  la	  distancia	  en	  el	  eje	  
Y	  de	  la	  pantalla,	  para	  el	  ángulo	  vertical	  de	  lanzamiento.	  
	  
Fig.	  5-­‐15	  Código	  captura	  acción	  de	  usuario	  para	  seleccionar	  ángulo	  de	  lanzamiento	  
	  
	   	  	  
Fig.	  5-­‐16	  Selección	  del	  ángulo	  de	  lanzamiento	  
	  
Cuando	  el	  usuario	  ha	  seleccionado	  el	  ángulo	  de	  lanzamiento	  deseado,	  simplemente	  ha	  de	  
dejar	  de	  tocar	  la	  pantalla	  para	  que	  la	  esfera	  salga	  disparada.	  De	  nuevo	  capturamos	  el	  evento	  
public boolean onTouchEvent(MotionEvent me) { 
... 
 
/*Si se arrastra el dedo por la pantalla y se ha iniciado  
  la preparación del lanzamiento*/ 
if (me.getAction() == MotionEvent.ACTION_MOVE && started) { 
  float xd = me.getX() - xposinit; 
float yd = me.getY() - yposinit; 
 
/*Calculamos el ángulo de lanzamiento según las  
  medidas de la pantalla y los valores de xd e yd; se  
  indica al bucle principal del juego donde situar la  
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con	   el	   método	   onTouchEvent(MotionEvent	   me),	   cuya	   acción	   tendrá	   el	   valor	   de	  
MotionEvent.ACTION_UP.	  Para	  aplicar	  la	  dirección	  y	  ángulo	  de	  disparo,	  se	  calcula	  el	  vector	  que	  
va	  desde	  el	  punto	  en	  el	  que	  se	  encuentra	  la	  esfera	  en	  el	  momento	  de	  dejar	  de	  tocar	  la	  pantalla,	  
al	   centro	   del	   tirachinas.	   En	   ese	   momento,	   se	   crea	   la	   esfera	   en	   el	   mundo	   físico	   (hasta	   el	  
momento	  sólo	  existía	  en	  el	  mundo	  gráfico)	  y	  se	   le	  aplica	  como	  velocidad	  el	  vector	  calculado	  
multiplicado	   por	   una	   cierta	   constante.	   La	   cámara	   seguirá	   la	   esfera	   en	   su	   vuelo	   hasta	   que	  
colisione	  o	  esté	  lo	  suficientemente	  cerca	  de	  la	  zona	  donde	  están	  situados	  los	  objetos.	  
	  
Finalmente,	  para	  activar	  los	  poderes	  que	  posee	  cada	  esfera,	  el	  usuario	  simplemente	  ha	  de	  
tocar	  cualquier	  punto	  de	  la	  pantalla	  mientras	  la	  esfera	  está	  en	  vuelo	  y	  aún	  no	  ha	  colisionado	  
con	   ningún	   otro	   objeto.	   La	   esfera	   roja	   no	   posee	   ningún	   poder,	   la	   azul	   se	   divide	   en	   tres,	   la	  
amarilla	  aplica	  un	  turbo	  en	  la	  dirección	  que	  tenía	  en	  ese	  justo	  momento,	  y	  la	  negra	  explota.	  En	  
el	  caso	  de	   la	  esfera	  negra,	  al	  colisionar	  con	  un	  objeto,	  también	  explotará	  aunque	  no	  se	  haya	  
tocado	  la	  pantalla	  durante	  su	  vuelo.	  
	  
	   	  	  
Fig.	  5-­‐17	  Activación	  de	  poderes	  de	  esferas	  
	  
Una	  vez	   la	  esfera	  ha	   colisionado	  con	  algún	  objeto	   (o	   contra	  el	   suelo),	   y	  pasado	  un	  cierto	  
tiempo	   desde	   la	   última	   colisión	   detectada,	   se	   verifica	   si	   en	   el	   nivel	   aún	   quedan	   esferas	   por	  
lanzar	  y	  cubos	  por	  eliminar.	  En	  caso	  afirmativo	  volvemos	  al	  estado	  inicial,	  preparándonos	  para	  
un	  nuevo	  lanzamiento.	  De	  lo	  contrario,	  finaliza	  el	  nivel	  y	  se	  muestra	  el	  resumen.	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5.4.	  Lógica	  
	  
La	  lógica	  del	  juego,	  se	  implementa	  en	  un	  bucle	  que	  se	  ejecuta	  cada	  vez	  que	  se	  redibuja	  la	  
escena.	  En	  concreto,	  en	  el	  método	  onDrawFrame(...)	  del	  MyRenderer.	  	  
	  
Fig.	  5-­‐18	  Lógica	  simplificada	  en	  el	  bucle	  principal	  
protected Clock clock = new Clock(); 
... 
public void onDrawFrame(GL10 gl) { 
 
   if (!pause) { 
/* Gestionar eventos de usuario */ 
 
/* Si (estado == estado inicial y usuario toca la esfera) 
 *   iniciar animación de estirar cuerdas 
 *   estado = animación 
 */ 
 
/* Si (estado == animación y animación finalizada) 
 *   estado = selección de ángulo 
 */ 
 
/* Si (estado == selección de ángulo) 
 *   actualizar posición de esfera y cámara según evento 
 */ 
 
/* Si (estado == esfera volando) 
 *   actualizar posición de la cámara 
 *   Si (trayectoria activado) 
 *     crea punto de trayectoria cada n distancia 
 *   Si (usuario toca pantalla) 
 *     ejecutar poder de la esfera  
 *   Si (x tiempo desde la última colisión) 
 *     estado = estado inicial 
 */ 
 




 /* Si (esferas restantes == 0 o cubos restantes == 0)  
 *   finalizar nivel  
 */ 
   } 
   else { 
/*Actualizar posición de la cámara alrededor de la escena 
 */ 
   } 
   /*(re)dibujamos la escena del mundo gráfico*/ 
   buffer.clear(); 
   world.renderScene(buffer); 
   world.draw(buffer); 
   buffer.display(); 
} 
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Cada	  vez	  que	  se	  dibuja	  la	  escena	  hemos	  de	  identificar	  el	  estado	  en	  el	  que	  nos	  encontramos,	  
los	  eventos	  que	  se	  han	  recibido,	  y	  qué	  acciones	  llevar	  a	  cabo.	  En	  el	  apartado	  anterior	  hemos	  
explicado	  cómo	  se	  reciben	  los	  eventos	  del	  usuario	  y	  cómo	  se	  le	  indica	  al	  bucle	  principal	  llevar	  
las	  acciones	  pertinentes	  (actualizar	  posición	  de	  la	  esfera,	  cámara,	  etc.).	  	  
	  
Cuando	   el	   estado	   en	   el	   que	   nos	   encontramos	   es	   después	   de	   lanzar	   la	   esfera,	   en	   cada	  
iteración	   se	   actualiza	   la	   posición	   de	   la	   cámara	   para	   seguir	   la	   esfera	   hasta	   que	   realice	   su	  
primera	  colisión	  o	  se	  haya	  acercado	  a	  la	  zona	  donde	  se	  encuentran	  las	  estructuras.	  Además,	  si	  
tenemos	   activada	   la	   funcionalidad	   de	   trayectoria,	   va	   creando	   pequeñas	   esferas	  
semitransparentes	   para	  marcar	   el	   recorrido	   que	   ha	   seguido	   la	   esfera	   en	   su	   lanzamiento	   (Se	  
permite	   desactivar	   esta	   opción	   ya	   que	   el	   añadir	   continuamente	   objetos	   al	   mundo	   es	   una	  
operación	   costosa,	   y	   los	   dispositivos	   con	   procesadores	   de	   menos	   rendimiento	   podrían	   no	  
funcionar	  de	  forma	  óptima).	  	  
	  
	  	  	  	  	  	  	  	  	  	  	  	   	  
Fig.	  5-­‐19	  Trayectoria	  esfera	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  Fig.	  5-­‐20	  Trayectoria	  esfera	  anterior	  
	  
	  
Durante	   el	   lanzamiento	   también	   podemos	   activar	   los	   poderes	   de	   las	   esferas	   tal	   y	   como	  
comentábamos	  en	  el	  apartado	  anterior.	  En	  el	  caso	  de	  la	  esfera	  azul	  y	  amarilla,	  no	  implica	  una	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gran	  complejidad,	  pero	  para	  la	  esfera	  negra	  hemos	  creado	  la	  clase	  Explosion.	  En	  primer	  lugar,	  
al	  iniciar	  la	  explosión,	  sustituimos	  la	  textura	  de	  la	  esfera	  negra	  por	  una	  textura	  que	  simbolice	  
que	   está	   a	   punto	  de	   explotar	   durante	   un	  breve	   tiempo.	  A	   continuación	   se	   elimina	   la	   esfera	  
negra	  de	  ambos	  mundos	  y	  se	  coloca	  en	  el	  mundo	  gráfico	  una	  instancia	  de	  Explosion	  (la	  cuál	  es	  
una	  subclase	  de	  un	  Object3D)	  en	  el	  último	  punto	  donde	  se	  encontraba	  la	  esfera.	  Básicamente	  
esta	  clase	  consiste	  en	  un	  plano	  con	  la	  propiedad	  Billboarding	  activada.	  Dicha	  propiedad	  hace	  
que	  el	  plano	  siempre	  sea	  perpendicular	  a	  la	  dirección	  de	  la	  cámara,	  de	  forma	  que	  siempre	  se	  
verá	  de	   la	  misma	   forma	  desde	  el	   ángulo	  en	  que	   lo	   veamos.	  Además,	   cada	   cierto	   tiempo,	   se	  
realiza	  un	  process()	  sobre	  la	  Explosion,	  método	  que	  avanza	  la	  textura	  creando	  la	  animación	  de	  
una	  explosión	  hasta	  que	  finalmente	  desaparece.	  Por	  otro	  lado,	  en	  el	  mundo	  físico	  	  se	  crea	  una	  
esfera	  estática	  de	   radio	   relativamente	  grande	  en	  el	  mismo	  punto,	  de	   forma	  que	   los	  objetos	  
cercanos	  saldrán	  despedidos	  creando	  la	  ilusión	  de	  una	  onda	  expansiva.	  
	  
Después	  de	  a	  primera	  colisión,	  se	  inicia	  un	  reloj	  que	  se	  reinicia	  después	  de	  cada	  colisión.	  Al	  
llegar	   a	   un	   tiempo	   determinado	   	   sin	   detectar	   ninguna	   colisión,	   se	   volverá	   al	   estado	   inicial.	  
Finalmente,	   en	   cada	   iteración	   se	   comprueba	   si	   quedan	   esferas	   que	   lanzar	   y	   cubos	   que	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6.	   Planificación	  y	  costes	  
	  
En	  un	  proyecto	  de	  estas	   características	  es	  necesario	   realizar	  una	  planificación	   inicial	  para	  
distinguir	  las	  diferentes	  fases/tareas	  en	  las	  que	  se	  divide	  el	  proyecto	  y	  el	  tiempo	  de	  dedicación	  
esperado	  por	  cada	  una	  de	  ellas.	  
	  
En	   la	   figura	   6-­‐1	   podemos	   ver	   esta	   planificación	   inicial	   calculada	   con	   una	   dedicación	  
aproximada	   de	   28	   horas	   semanales.	   En	   esta	   planificación	   se	   tuvo	   en	   cuenta	   que	   habían	  
diversos	   factores	   externos	   que	   podían	   afectar	   al	   desarrollo	   del	   proyecto	   (a	   la	   vez	   estaba	  
cursando	  una	  asignatura	  para	  finalizar	  la	  carrera,	  y	  estar	  trabajando	  a	  jornada	  media	  durante	  
toda	   la	  etapa),	  por	   lo	  que	  se	  decidió	  empezarlo	  durante	   los	  meses	  de	  verano	  para	  no	   ir	   tan	  
justo	  de	  tiempo,	  y	  finalmente	  se	  consiguió	  una	  planificación	  bastante	  aproximada	  a	  la	  realidad.	  
	  
Algunas	  de	  las	  etapas	  que	  más	  tiempo	  han	  requerido,	  son	  el	  estudio	  de	  nuevas	  tecnologías	  
para	   mí	   hasta	   el	   momento	   como	   la	   programación	   de	   una	   aplicación	   para	   Android,	   y	   la	  
investigación	   de	   posibles	   soluciones	   que	   se	   pueden	   encontrar	   actualmente	   para	   la	  
implementación	   de	   gráficos	   y	   físicas,	   y	   evaluación	   de	   estas	   para	   escoger	   la	   que	   mejor	   se	  
adapta	  para	  nuestras	  necesidades.	  
	  
En	   la	   figura	   6-­‐2	   se	   muestra	   cómo	   quedó	   el	   diagrama	   de	   Gantt	   definitivo.	   Entre	   otros	  
factores	  externos,	  la	  variación	  de	  tiempo	  entre	  los	  diagramas,	  se	  debe	  a	  que	  se	  decidió	  incluir	  
una	  nueva	  funcionalidad	  que	  no	  se	  había	  previsto	  en	  un	  inicio	  y	  que	  modificaba	  un	  poco	  cómo	  
administrar	  el	  tiempo	  para	  otras	  tareas.	  Se	  trata	  de	  la	  funcionalidad	  de	  incluir	  la	  opción	  de	  que	  
el	   usuario	   pudiera	   ver	   las	   marcas	   de	   trayectoria	   que	   deja	   una	   esfera	   al	   ser	   lanzada	   (y	   de	  
activarlas/desactivarlas),	  y	  la	  opción	  de	  activar/desactivar	  los	  sonidos.	  	  
	  
También	   se	   pueden	   observar	   pequeñas	   variaciones	   para	   cada	   una	   de	   las	   tareas,	   pero	  
siempre	   se	  ha	   intentado	   recuperar	   el	   tiempo	  para	  no	  perder	   el	   rumbo	  marcado	   y	   seguir	   de	  
cerca	  la	  planificación	  inicial.	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Fig.	  6-­‐1	  Diagrama	  de	  Gantt	  inicial	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Fig.	  6-­‐1	  Diagrama	  de	  Gantt	  definitivo	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A	   continuación	   se	   hará	   una	   estimación	   aproximada	   del	   coste	   de	   este	   proyecto	   según	   el	  
tiempo	   empleado	   por	   cada	   uno	   de	   los	   perfiles.	   Para	   este	   proyecto	   podemos	   suponer	   que	  
tendríamos	  a	  un	  analista	  que	  se	  encarga	  de	  hablar	  con	  el	  cliente,	  identificar	  sus	  necesidades	  y	  
de	  definir	  las	  funcionalidades	  requeridas,	  un	  arquitecto	  que	  se	  encarga	  del	  diseño	  y	  estructura	  
de	   la	  aplicación,	  así	  como	  de	   la	  elección	  de	  tecnologías,	  un	  programador	  que	   implementa	   lo	  
que	  el	  arquitecto	  ha	  diseñado,	  el	  director	  del	  proyecto	  que	  planifica	  y	  gestiona	  el	  proyecto	  en	  
todas	  sus	  fases,	  realiza	  un	  seguimiento	  para	  intentar	  que	  los	  plazos	  se	  cumplan,	  y	  un	  diseñador	  
que	   se	   encarga	   de	   maquetar	   el	   diseño	   de	   la	   interfaz	   de	   usuario,	   y	   de	   crear	   las	   imágenes,	  
texturas,	  y	  modelos	  3D	  que	  el	  programador	  utilizará.	  	  
	  
Como	  podemos	  ver	  en	  el	  diagrama	  de	  Gantt	  definitivo,	  el	  tiempo	  de	  desarrollo	  total	  ha	  sido	  
de	  194	  días	  con	  una	  dedicación	  aproximada	  de	  4	  horas	  al	  día	  (incluyendo	  fines	  de	  semana),	  por	  
lo	  que	  tendríamos	  un	  total	  de	  776	  horas	  a	  dividir	  entre	  los	  diferentes	  perfiles	  según	  el	  tipo	  de	  
tarea	  realizada:	  
	  
Perfil	   Horas	   Euros/hora	   Coste	  
Analista	   136	   40,00	  €	   5540,00	  €	  
Arquitecto	   160	   45,00	  €	   7200,00	  €	  
Programador	   300	   25,00	  €	   7500,00	  €	  
Director	  de	  proyecto	   120	   60,00	  €	   7200,00	  €	  
Diseñador	   60	   30,00	  €	   1800,00	  €	  
TOTAL	   776	   -­	   29240,00	  €	  
Tabla	  6-­‐1	  Tabla	  de	  costes	  del	  proyecto	  
	  
El	   coste	   total	   aproximado	  para	   este	   proyecto	   con	   la	   planificación	   y	   dedicación	   detallada,	  
sería	  por	  tanto	  de	  29240	  euros.	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7.	   Conclusiones	  
	  
A	  lo	  largo	  de	  este	  proyecto	  se	  ha	  obtenido	  un	  amplio	  conocimiento	  sobre	  el	  desarrollo	  de	  
aplicaciones	   para	   Android.	   A	   pesar	   de	   que	   para	   la	   implementación	   de	   la	   aplicación	   habían	  
temas	  que	  no	  eran	  necesarios,	  en	  un	  inicio	  se	  estudió	  a	  fondo	  toda	  la	  plataforma	  para	  ver	  qué	  
posibilidades	  tiene,	  qué	  podemos	   llegar	  a	  hacer	  y	  qué	  no,	  para	   luego	  aplicar	   lo	  que	  más	  nos	  
interesaba.	  
	  
Se	  ha	  llevado	  a	  cabo	  una	  investigación	  sobre	  las	  tecnologías	  existentes	  que	  podían	  ser	  útiles	  
para	  implementar	  los	  gráficos	  y	  físicas,	  y	  se	  ha	  escogido	  entre	  las	  que	  mejor	  se	  adaptaban	  a	  las	  
necesidades	   del	   proyecto,	   siempre	   teniendo	   en	   cuenta	   la	   eficiencia	   y	   simplicidad	   de	   las	  
mismas.	   Una	   vez	   seleccionadas,	   se	   han	   adaptado	   para	   coordinarse	   entre	   ellas	   en	   una	  
aplicación	  para	  Android.	  
	  
Se	   	   ha	   realizado	   el	   diseño	   y	   estructura	   de	   la	   aplicación	   que	   se	   ha	   seguido	   como	   patrón	  
durante	   la	   implementación.	  De	  nuevo,	  siempre	  se	  ha	  tenido	  en	  cuenta	   la	  eficiencia	  debido	  a	  
las	  limitaciones	  de	  los	  dispositivos	  móviles.	  
	  
Finalmente,	  se	  ha	  creado	  el	  videojuego	  basado	  en	  Angry	  Birds	  con	  las	  características	  que	  se	  
habían	   definido,	   con	   varios	   niveles,	   controles	   sencillos	   e	   intuitivos,	   e	   incluso	   se	   ha	   decidido	  
añadir	  nuevas	  funcionalidades	  que	  no	  se	  habían	  definido	  en	  un	  principio.	  
	  
Se	  han	  realizado	  pruebas	  de	  rendimiento	  en	  distintos	  dispositivos	  para	  comprobar	  que	  todo	  
funcione	  correctamente.	  Slingshot	  es	  una	  aplicación	  que	  requiere	  ciertos	  recursos	  para	  poder	  
procesar	   los	   gráficos	   y	   físicas	   3D,	   por	   lo	   que	   se	   recomienda	   que	   el	   dispositivo	   tenga	   un	  
procesador	   de	   1	  GHz	   para	   tener	   una	   buena	   experiencia	   de	   juego.	   En	   dispositivos	   de	   última	  
generación	   (CPU	  doble	  núcleo	  a	  1.2	  GHz)	   se	  ha	  obtenido	  una	  constante	  cerca	  de	   los	  60	   fps.	  
Hay	  que	  comentar	  que	  el	  emulador	  de	  Android	  se	  convierte	  en	  una	  herramienta	  totalmente	  
inútil	  para	  poder	  testear	  esta	  aplicación	  debido	  a	  su	  baja	  capacidad	  de	  rendimiento.	  
	  
Por	  lo	  tanto,	  podemos	  concluir	  que	  se	  han	  realizado	  con	  éxito	  todos	  los	  objetivos	  y	  objetivo	  
principal	  del	  proyecto	  dentro	  del	  plazo	  establecido.	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8.	   Trabajos	  futuros	  
	  
Tal	  y	  como	  se	  ha	  comentado	  en	  las	  conclusiones,	  tenemos	  un	  juego	  completo,	  funcional	  y	  
perfectamente	  jugable.	  Sin	  embargo	  hay	  varios	  aspectos	  que	  pueden	  ser	  mejorados	  en	  vista	  a	  
comercializarlo.	  	  
	  
En	  primer	  lugar,	  se	  considera	  que	  haría	  falta	  mejorar	  aún	  más	  el	  diseño	  gráfico.	  A	  pesar	  de	  
que	  ya	  se	  ha	  trabajado	  en	  ello,	  no	  es	  uno	  de	  os	  conocimientos	  objetivos	  de	  la	  carrera,	  por	  lo	  
que	   tampoco	   lo	  ha	  sido	  para	  este	  proyecto,	  y	   los	  que	  se	  han	  creado	  podrían	  ser	  mejorables	  
para	  comercializarse.	  Por	  otro	  lado,	  los	  sonidos	  utilizados	  se	  han	  extraído	  de	  otros	  juegos,	  por	  
lo	  que	  también	  se	  deberían	  sustituir	  para	  no	  tener	  problemas	  de	  copyright.	  
	  
	  También	  se	  debería	  sustituir	   las	  esferas/cubos	  por	  otro	  tipo	  de	  objeto	  o	  animal	  que	  haga	  
que	   el	   jugador	   sienta	   más	   empatía	   por	   ellos,	   además	   de	   crear	   una	   pequeña	   historia	   que	  
explique	  el	  por	  qué	  de	  su	  enfrentamiento.	  
	  
Se	   considera	   que	   el	   mejor	   método	   para	   distribuir	   la	   aplicación	   sería	   en	   el	   Market	   de	  
Android	   de	   forma	   gratuita,	   por	   lo	   que	   los	   beneficios	   podrían	   obtenerse	   mediante	   AdMob	  
(banners	  de	  publicidad),	   	  e	   incluir	  otro	  grupo	  de	  niveles	  por	   los	  que	  se	  tenga	  que	  pagar	  para	  
poder	   jugar,	  utilizando	   la	   librería	   In-­‐App	  Billing	   la	   cuál	  nos	   facilita	  este	  proceso	  para	   realizar	  
compras	  a	  través	  de	  la	  aplicación.	  
	  
Otra	   funcionalidad	   ha	   añadir	   sería	   poder	   compartir	   los	   logros	   y	   puntuaciones	   máximas	  
obtenidas	   en	   redes	   sociales	   para	   que	   sea	   una	   aplicación	   un	   poco	  más	   “social”	   y	   crear	  más	  
competitividad	  entre	  los	  usuarios.	  
	  
Por	   úlitmo,	   también	   se	   consideraría	   sustituir	   los	   motores	   3D	   jPCT-­‐Android	   (gráficos)	   y	  
jBullet	   (físicas)	   por	   Unity	   3D.	   Unity	   es	   un	   motor	   3D	   para	   el	   desarrollo	   de	   videojuegos	   que	  
incluye	  ambos	  mundos	  y	  está	  teniendo	  un	  gran	  éxito	  últimamente.	  El	  hecho	  de	  que	  requiere	  
una	  licencia	  para	  el	  desarrollo	  sobre	  Android	  causó	  que	  no	  se	  pudieran	  realizar	  pruebas	  sobre	  
su	  rendimiento,	  pero	  según	  varias	   fuentes,	  afirman	  que	  se	  obtienen	  muy	  buenos	  resultados,	  
por	   lo	   que	   al	   menos	   se	   deberían	   realizar	   algunas	   pruebas	   para	   observar	   si	   es	   una	   mejor	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solución	  para	  este	  proyecto.	  Además	  facilitaría	  en	  gran	  medida	  la	  portabilidad	  a	   iPhone/iPod	  
Touch,	  a	  Web,	  y	  consolas	  de	  última	  generación.	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11.	  Apéndice	  
	  
Apéndice	  A:	  Manual	  de	  Usuario	  de	  Slingshot	  
	  
Slingshot	   es	   un	   videojuego	   en	   el	   que	   el	   objetivo	   del	   jugador	   es	   ir	   completando	   niveles	  
lanzando	   esferas	   con	   un	   tirachinas,	   para	   eliminar	   los	   cubos	   que	   se	   esconden	   entre	   las	  
estructuras	  de	  cristal,	  madera	  o	  piedra.	  
	  
Para	  lanzar	  una	  esfera,	  el	  jugador	  debe	  deslizar	  el	  dedo	  por	  la	  superficie	  de	  la	  pantalla	  táctil	  
con	  el	  fin	  de	  seleccionar	  un	  ángulo	  de	  tiro	  adecuado	  (horizontal	  y	  verticalmente).	  
	  
Existen	  varios	  tipos	  de	  esferas	  que	  irán	  apareciendo	  a	  medida	  que	  el	  jugador	  avance	  en	  los	  
niveles	   y	   se	   identifican	   por	   su	   color.	   Cada	   esfera	   tiene	   diferente	   efectividad	   contra	   los	  
diferentes	  materiales,	   y	   tienen	  poderes	  especiales	  que	  pueden	  ser	  activados	  una	  vez	   se	  han	  
lanzado,	   por	   ejemplo,	   la	   esfera	   azul	   se	   divide	   entres	   esferas,	   la	   amarilla	   incrementa	   su	  
velocidad	  y	  la	  negra	  explota.	  
	  
Cada	  nivel	  empieza	  con	  un	  número,	  tipo	  y	  orden	  de	  esferas	  predeterminado.	  Si	   todos	   los	  
cubos	  son	  eliminados	  con	  la	  última	  esfera	  o	  anteriores,	  se	  completa	  el	  nivel	  y	  el	  siguiente	  es	  
desbloqueado.	  Se	  obtienen	  puntos	  por	  cada	  cubo	  eliminado,	  por	  dañar	  o	  destruir	  estructuras,	  
y	  por	  las	  esferas	  restantes	  al	  finalizar	  el	  nivel.	  Una	  vez	  completado	  el	  nivel,	  se	  recibe	  una,	  dos,	  
o	  tres	  estrellas	  dependiendo	  de	  la	  puntuación	  obtenida.	  El	  jugador	  podrá	  reintentar	  cualquier	  
nivel	   desbloqueado	   tantas	   veces	   como	   quiera	   con	   el	   fin	   de	   completarlo	   o	   aumentar	   la	  
puntuación	  conseguida.	  
	  
En	   cualquier	   momento	   de	   la	   partida	   se	   puede	   pausar	   el	   juego.	   Una	   vez	   pausado	   se	  
mostrará	  el	  nivel	  desde	  varias	  ubicaciones	  con	  el	  fin	  de	  	  dar	  una	  mejor	  perspectiva	  al	  jugador	  y	  
mostrarle	   objetos	   que	   queden	   ocultos	   por	   otros	   desde	   la	   vista	   normal.	   Desde	   el	   menú	   de	  
pausa	  podemos	  reiniciar,	  continuar	  o	  volver	  al	  menú	  de	  niveles.	  También	  podremos	  modificar	  
las	  opciones	  de	  configuración	  que	  aparecen	  en	  el	  menú	  principal,	  es	  decir,	  activar/desactivar	  
sonidos	  y	  mostrar/ocultar	  la	  trayectoria	  de	  la	  esfera	  al	  ser	  lanzada.	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Apéndice	  B:	  Serializar	  modelos	  3D	  
	  
Para	   cargar	   los	   modelos	   3D	   en	   jPCT-­‐AE	   (Android	   Edition)	   existe	   un	   procedimiento	   que	  
podemos	   aplicar	   sobre	   los	   modelos	   3D	   en	   formato	   .3ds,	   que	   permitirá	   cargar	   el	   objeto	   de	  
forma	  más	  rápida	  y	  ahorrando	  memoria	  en	  Android.	  
	  
Este	  procedimiento	  puede	  aplicarse	  únicamente	  con	  la	  versión	  completa	  de	  jPCT	  ya	  que	  es	  
la	  única	  que	  contiene	   la	  clase	  DeSerializer,	   la	  cuál	  nos	  permite	  obtener	  el	  archivo	  serializado	  
.ser	  que	  cargaremos	  con	  jPCT-­‐AE.	  
	  
Para	   realizar	   este	   procedimiento	   se	   ha	   tenido	   que	   crear	   un	   proyecto	   independiente	   de	  
Slingshot	   en	   Eclipse	   con	   las	   bibliotecas	   completas	   de	   jPCT,	   y	   que	   se	   encarga	   de	   ejecutar	   el	  
código	  simplificado	  que	  veremos	  a	  continuación:	  
	  
	  
Fig.	  11-­‐1	  Código	  para	  serializar	  modelos	  .3ds	  	  	  	   	  	  
// Obtenemos un Object3D del modelo 3D .3ds indicado 
Object3D model = loadModel("object.3ds",1); 
model.build(); 
 
// Serializamos el Object3D creado con el nombre indicado. 
DeSerializer ds = new DeSerializer(); 




// Al cargar un modelo .3ds obtenemos un array de Object3D que 
// debemos unir para obtener el objeto correctamente. 
private Object3D loadModel(String filename, float scale) { 
 
        Object3D[] model = Loader.load3DS(filename, scale); 
 
        // Devuelve Object3D que resulta de unir todos los que 
        // se encuentran en el array 
        return Object3D.mergeAll(model); 
} 
Desarrollo	  de	  un	  videojuego	  3D	  para	  Android	  	  
	   74	  
	  	  	  	  
