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“Técnicas utilizadas para la toma y elicitación de requerimientos  en la 
ingeniería del software” 
 
La Elicitación de Requisitos es el fundamento o base primordial en el desarrollo 
de proyectos software y es la fase que proporciona el impacto más alto en el 
diseño y en las demás fases del ciclo de vida del producto. De realizarse 
apropiadamente, puede ayudar a reducir los cambios y las correcciones en los 
requisitos, lo que conlleva a la optimización de costos en el desarrollo de 
software por pérdidas de tiempo. Además, la calidad de la elicitación determina 
la exactitud de la retroalimentación al cliente acerca de la integridad y validez 
de los requisitos. Debido a que esta fase es crítica y de alto impacto en el 
proyecto, es muy importante que la labor de elicitar se realice lo más cercano 
posible a la exactitud. Dado que existen diferentes características de los 
proyectos software, en este trabajo se proponen algunas técnicas para llevar a 
cabo la Elicitación de Requisitos con base en la discusión y en la explicación de 













Requirements elicitation is the primary foundation or basis in the development 
of software projects and has a very high impact on the design and other stages 
of the product life cycle. If done properly, it can help reduce the changes and 
corrections in the requirements, which leads to cost optimization in the 
development of software for lost time. Furthermore, the quality of the elicitation 
determines the accuracy of customer feedback about the integrity and validity of 
the requirements. Because this phase is critical and high impact on the project, 
it is very important that the work of eliciting be done as close as possible to the 
accuracy. Since there are different characteristics of software projects, this 
paper proposes some techniques for performing the requirements elicitation 
based on the discussion and explanation of the processes involved and applied 
in different types of software projects methods. 
 





La técnica desarrollada para la elicitación y toma precisa de requerimientos del 
software tiene la finalidad de mejorar la manera en la cual se establecen los 
requerimientos a la hora de crear soluciones informáticas, ya que es posible 
concretar lo que el cliente en realidad necesita y lo que el desarrollador tiene la 
capacidad de hacer. Todo esto tomando referencias de los actuales métodos 
descritos en la actualidad para levantar requerimientos, tarea que es 
indispensable para el correcto desarrollo y evitar futuros inconvenientes en 
costos, tiempos y manejos innecesarios de lo que realmente se quiere. 
 
El capítulo I propone el título del proyecto describiendo el problema que se 
pretende abarcar para darle una solución a partir de las técnicas de elicitación 
estudiadas, formula el problema y justifica la propuesta a partir del problema 
mismo, la necesidad de su solución y establece los objetivos a alcanzar. 
 
El capítulo II profundiza en 3 aspectos importantes para el estudio de las 
técnicas de elicitación de requerimientos, como son la metodología DoRCU, el 
diseño de documento para la elicitación de requisitos, y la definición de una 
metodología ágil que responda  a las necesidades de las empresas del sector 
suroccidente del país. A partir de aquí, se brindan definiciones basados en el 
objeto de estudio; además, se defines los propósitos del documento en virtud a 
la ER. Este es el centro del desarrollo de la investigación y supone los 
conceptos fundamentales así como las ideas que orientan la misma. 
 
El capítulo III es el núcleo del documento, en éste se ponen de manifiesto las 
técnicas más relevantes de elicitación de requerimientos, se analiza la 
clasificación de los requerimientos, métricas, modelos, gestiones de cambios, 
seguimientos y todos aquellos elementos propios de los requerimientos. 
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1. CAPITULO I: GENERALIDADES 
 
1.1. TÍTULO DEL PROYECTO 
 
Técnicas utilizadas para la toma y elicitación de requerimientos  en la ingeniería 
del software. 
 
1.2. DESCRIPCIÓN DEL PROBLEMA 
 
El desarrollo de software actualmente se encuentra amparado por principios y 
conceptos propios de la ingeniería que le dan un toque formal permitiendo a los 
desarrolladores ser más eficientes y logrando que el software sea de mejor 
calidad. La ingeniería de software propone o define en torno al desarrollo de 
software una serie de etapas, las cuales en su conjunto son  ampliamente 
conocidas como ciclo de vida del software. 
 
La primera de las etapas en este ciclo de vida es la elicitación de 
requerimientos, y si bien es cierto que en la industria del software le concede 
especial importancia a esta etapa, igualmente es bien conocido que sigue 
siendo uno de los puntos débiles del desarrollo de software. 
 
Numerosas empresas dedicadas a la elaboración o fabricación de software o 
aplicaciones empresariales han logrado mantenerse y ser exitosas en la 
industria, pero igualmente otras muchas no lo han logrado y han fracasado.  
 
Los éxitos se dan en virtud de que muchas de las aplicaciones llegan a su 
destino y uso final para el cual fueron creadas. Las derrotas se dan en virtud de 
que los desarrollos de software producen sobrecostos a lo largo de su ciclo de 
vida y, en muchos casos llevan a la banca rota. Por ejemplo la FoxMeyer, 
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empresa norteamericana distribuidora de fármacos quebró debido a una 
inversión de $US 100 millones en un ERP que no funcionó, De igual manera 
Hershey Foods Corp, AT&T Wireless (2004), National Australia Bank (2004), 
etc. Un  caso más reciente es el de la conocida ObamaCare. 
 
 
1.3. FORMULACIÓN DEL PROBLEMA 
 
Si se tiene en cuenta, como lo plantean los teóricos de la ingeniería de 
software, que, cuanto más tarde se detecte una falla en el software, más 
costoso resulta corregirla, entonces se debe considerar de manera especial la 
elicitación de requerimientos, ya que, siendo la primera etapa en el ciclo de 
vida del software, es la etapa más adecuada para detectar inconsistencias, 
ausencias, redundancias y demás detalles que puedan hacer que un producto 
de software termine siendo calificado de baja calidad debido a que no satisface 
adecuadamente las necesidades del usuario. 
 
En la medida en que se detecta la necesidad de hacer ajustes durante la 
elicitación de requerimientos, se requiere menos esfuerzo y se logra con menos 
costos. 
 
Es conocido que la gran mayoría de los productos de software cimientan sus 
fracasos en una paupérrima o mal gestionada elicitación de requerimientos, en 
el análisis y en la especificación de los mismos, ya que incrementan costos y 
se extienden los tiempos proyectados para el desarrollo. 
 
Tomando en consideración lo anterior y observando organizaciones como 
CMMI®, Itil®, It Mark®, SWEBOOK®, las cuales formalizan la tarea de la 
educción o elicitación de los requerimientos para la elaboración del software de 
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maneras eficientes, no establecen las herramientas de cómo lograrlo mediante 




El software es un producto tecnológico que ha resuelto y está resolviendo cada 
vez más necesidades de procesamiento de datos en las actividades del ser 
humano, y cada vez los usuarios se hacen más exigentes en lo relacionado con 
su calidad, su costo y el cumplimiento en las entregas. 
 
Tomando en consideración las ideas esbozadas como problema a resolver, y la 
idea de que el desarrollo de software es cada vez más exigente, se ve con 
claridad que hacer una buena elicitación de requerimientos es clave para que el 
software producido cumpla con las exigencias de los usuarios. 
 
Por esta razón, este proyecto podrá servir para reducir los costos de la 
elicitación y del proyecto en general, en la medida en que los requerimientos 
bien especificados, reducen los costos en los cuales se incurre debido a los 
errores detectados en etapas posteriores en el ciclo de vida del software. 
 
Es importante observar adicionalmente los beneficios que pueden tener los 
desarrolladores para evitar reuniones improductivas ya que al usar técnicas 
más ágiles para el levantamiento de los requerimientos del software, se puede 
avanzar de manera más óptima en el desarrollo y en lo que el cliente realmente 
necesita. 
 
Las personas que están apenas incurriendo en el tema de la ingeniería de 
software y el desarrollo, les ayudaría en gran medida esta forma de elicitación 
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de los requerimientos ya que no necesitaría de mucha experiencia para saber 
de forma precisa lo que el mismo software requiere para su funcionamiento. 
 
En las empresas que actualmente están en la tendencia de buscar soluciones 
informáticas y que manejan grandes cantidades de datos, algunas ocasiones el 
tiempo en que el desarrollador propone estar terminado el proyecto, se ve 
afectado por inconvenientes que no fueron previstos en el levantamiento de los 
requerimientos, por este motivo se puede mejorar el tiempo en las entregas 
para los empresarios. 
 
1.5. OBJETIVOS GENERALES Y ESPECÍFICOS 
 
1.5.1. Objetivo general.  
Elaborar documento monográfico sobre distintas técnicas utilizadas  para el 
desarrollo de software en la fase de elicitación de requerimientos. 
 
1.5.2. Objetivos específicos 
 







2. CAPITULO II: ESTADO DEL ARTE 
 
2.1. MARCO REFERENCIAL Y ANTECEDENTES 
 
En esta sección se detalla la información de antecedentes, teoría y conceptos 
que soportan el desarrollo del proyecto. 
 
Algunos documentos que sugieren nuevas metodologías en base a estándares 
ya establecidos por diversos autores, se nombran a continuación, donde se 
entiende el objetivo de cada documento y las propuestas entregadas por cada 
uno. 
 
2.1.1. Metodología DoRCU 
 
Básicamente, en este documento realizado por Griselda Báez y Silvia barba se 
enfoca en múltiples metodologías para la ingeniería de requerimientos, 
proponiendo una centrada en el usuario final. El problema es muy parecido al 
mencionado anteriormente en este mismo documento, y es la vulnerabilidad del 
software final si no se tiene un buen levantamiento de los requerimientos que el 
usuario necesita. La metodología DoRCU propone una solución al problema de 
la elicitación de los requerimientos, basándose en otras metodologías, y su 
propuesta consta de cuatro etapas, que son las siguientes: Elicitación, análisis, 
especificación y validación de los requerimientos. 
 
Se concluye entonces que dicha metodología fue creada para facilitar el éxito 
de la vida del software, mediante un buen levantamiento de los requerimientos, 
y busca ayudar a cualquier tipo de desarrollo, sin importar la clase ni el tipo de 
ambiente en el que se va a usar, simplemente es flexible a las condiciones. 
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2.1.2. Diseño de documento para la elicitación y toma de los 
requerimientos. 
 
Los autores de este artículo proponen un diseño de documento en un caso 
práctico con el fin de resolver el problema de definir los requerimientos que el 
cliente necesita. Basan su propuesta en diferentes métodos que se usan en la 
tarea de ingeniería de requerimientos y del estándar IEEE, y posteriormente es 
aplicado a un caso de estudio para evaluar el comportamiento. Busca resolver 
los problemas a la hora del desarrollo mediante la obtención de requerimientos 
a partir de los estándares de la industria. 
Se quiere finalizar con un método a futuro donde se logre estandarizar y 
automatizar el proceso de captura de datos en la IR, disminuyendo los tiempos 
y los problemas de desarrollo. 
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Fig. 1 Estructura DRS 
 
2.1.3. Definición de una Metodología Ágil de Ingeniería de Requerimientos 
para empresas emergentes del suroccidente colombiano. 
 
En este artículo también se trata de definir una metodología ágil para la 
ingeniería de requerimientos, buscando solucionar la problemática que causa 
una mala gestión de los requerimientos para el cliente, en el tema de tiempo, 
costo y objetivos generales. En este documento se plantea la modelo liviano de 
mejoramiento de los procesos de desarrollo de software con base en empresas 
emergentes de Colombia, revisando su actual método para la ingeniería de 
requerimientos, y se observa la necesidad de implementar nuevas formas 
agiles que soporten estas actividades, ya que en ocasiones ni siquiera se 
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realizan las prácticas necesarias para dicha labor. Los autores proponen 
entonces, una alternativa viable de mejoramiento de procesos mediante un 
documento de metodologías agiles de ingeniería de requerimientos que se 
compone de tres fases: elicitación, especificación y gestión de requerimientos. 
En cada una de estas fases se definen las actividades necesarias  y los 
objetivos de realizar estas actividades teniendo en cuenta el desarrollo a la 
medida del negocio. 
 
2.2. MARCO CONCEPTUAL Y TEÓRICO 
 
Dada la problemática existente en la ingeniería de software, en la que muchos 
autores coinciden, y es, a grandes rasgos, la falta de una manera ágil y simple 
para el levantamiento de los requerimientos y lo que respecta a la ingeniería de 
requerimientos en general. Muchos de los analistas y desarrolladores, no se 
ponen en la tarea de reconocer en realidad las necesidades del cliente desde 
varios puntos de vista, específicamente, el de los usuarios finales, que es 
fundamental para la buena calidad del software. 
 
Observando lo anterior, parte del ciclo de vida del software es el análisis de los 
requerimientos, siendo una etapa esencial en el ciclo de vida. Por ello, en este 
documento se reconocerán algunas de las maneras más comunes para el 
levantamiento de los requerimientos para finalmente analizar y comparar cada 
una de estas técnicas para proponer una nueva, teniendo en cuenta que el 
objetivo de ésta es que sea más ágil y más útil a la hora de analizar y entregar 
una especificación de los requerimientos al desarrollador. 
 
 
2.2.1. Requerimientos de Software 
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• Definición de requerimiento [1] 
 
El concepto de requerimiento de software es uno de los tantos conceptos de la 
ingeniería de software que tiene diversas versiones propuestas de diversas 
organizaciones o profesionales investigadores del área. El SWEBOOK®, que 
es el resultado del trabajo realizado por más de 200 profesionales 
investigadores de esta industria, lo define de la siguiente manera: 
 
“Un requerimiento se define como una propiedad que debe exhibir el software 
para resolver algún problema del mundo real. Expresa las necesidades y 
limitaciones  puesta en un producto de software que contribuyen a la solución 
de algunos problemas del mundo real”. 
 
En términos general los requerimientos se puede clasificar en requerimientos 
funcionales y requerimientos no funcionales. Los primeros hacen referencia a lo 
que el software debe hacer, y se puede entender con claridad si se entiende en 
el caso en que se elimine un requerimiento funcional el software deja de hacer 
algo o se elimina alguna funcionalidad de él. 
 
Por otro lado, se entiende por requerimientos no funcionales aquellas 
propiedades del software que lo caracterizan en cuanto a condiciones como 
velocidad o tiempo de respuesta, capacidad de carga o cantidad de usuarios, 
etc. 
 
Si un software cumple con todos los requerimientos funcionales pero incumple 
con un requerimiento no funcional, significa que hace todo lo que se requiere 
que haga, pero lo hace con capacidad por debajo de lo requerido o bajo 
circunstancias deficiente con relación a lo requerido. 
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• Elicitación de requerimientos [12] 
 
El propósito de la elicitación de requerimientos es ganar conocimientos 
relevantes del problema, que se utilizarán para producir una especificación 
formal del software necesario para resolverlo. “Un problema puede ser definido 
como la diferencia entre las cosas como se perciben y las cosas como se 
desean”1. Aquí vemos nuevamente la importancia que tiene una buena 
comunicación entre desarrolladores y clientes; de esta comunicación con el 
cliente depende que entendamos sus necesidades. 
 
• Ingeniería de requerimientos [11] 
 
Es el proceso mediante el cual se intercambian diferentes puntos de vista para 
recopilar y modelar lo que el sistema va a realizar. Este proceso utiliza una 
combinación de métodos, herramientas y actores, cuyo producto es un modelo 
del cual se genera un documento de requerimientos. 
 
• Captura o técnicas de recolección de requerimientos [1] 
 
A continuación, se indicaran algunos métodos que se usan actualmente en la 
ingeniería de requerimientos para recolectar los parámetros que los clientes o 
usuarios solicitan a la hora de desarrollar el software de buena calidad. 
 
Estos métodos, son claramente las propuestas de algunos libros para que se 
hagan de la manera correcta, de igual manera, más adelante en este mismo 










• Análisis de requerimientos [12] 
 
El primer paso para concretar de manera eficiente los requerimientos finales 
del cliente, es analizar con el grupo de desarrollo y los jefes del proyecto todos 
los requerimientos que se recolectaron en el proceso con el usuario, y se 
consignaron en un documento. Para completar esta tarea de analizar los 
requerimientos, el autor Pressman [9] nombra 5 funciones específicas, para 
que se desarrolle de forma correcta, son las siguientes: 
 
- Reconocimiento el problema 






• Especificación de requerimientos [8] 
 
Una especificación puede ser vista como un contrato entre usuarios y 
desarrolladores de software, que define el comportamiento funcional deseado 
del artefacto de software (y otras propiedades de éste, tales como 




Es un paso importante para el cliente, ya que se define si lo que se quiere, es 
lo que se va a desarrollar, y si lo que se va a desarrollar es lo que el cliente 
necesita. 
 
El IEEE formula su propuesta a través del estándar IEEE 830-1998 en el que 
especifica la información y la forma en que se debe documentar para una 
buena especificación de requerimientos, permitiendo que se conserve su 
organización sin exigir estrictamente su contenido. A continuación se presenta 
la estructura propuesta en este estándar: 
 
• Introducción: Se proporciona una introducción a todo el documento de 
Especificación de Requerimientos Software (ERS). 
 
• Propósito: Se define el propósito del documento ERS y se especifica a 
quien va dirigido el documento. 
 
• Ámbito del Sistema: Se puede dar un nombre al sistema, se explica lo que 
hace el sistema, se describen los beneficios, objetivos y metas que se 
esperan del sistema, se referencian todos aquellos documentos de nivel 
superior. 
 
• Definiciones, Acrónimos y Abreviaturas: Se definen todos los términos, 
acrónimos y abreviaturas utilizadas en la ERS. 
 
• Referencias: Se presenta una lista completa de todos los documentos 
referenciados en la ERS. 
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• Visión General del Documento: Se describen brevemente los contenidos y 
la organización del resto de la ERS. 
 
• Descripción General: Se describen todos aquellos factores que afectan al 
producto y a sus requerimientos. No se describen los requerimientos, sino su 
contexto. 
 
• Perspectiva del Producto: Relaciona el sistema (producto software) con 
otros productos. Si se trata de un producto que es parte de un sistema 
mayor, relaciona los requerimientos del sistema mayor con la funcionalidad 
del producto descrito en la ERS, y sus interfaces. 
 
• Funciones del Producto: Se presenta un resumen de las funciones del 
sistema o producto de software. 
 
• Características de los Usuarios: Se describen las características 
generales de los usuarios incluyendo nivel educacional, experiencia y 
experiencia técnica, etc. 
 
• Restricciones: Se describen aquellas limitaciones que se imponen sobre los 
desarrolladores del producto como son políticas de la empresa, limitaciones 
del hardware, interfaces con otras aplicaciones, operaciones paralelas, 
funciones de auditoría, funciones de control, lenguaje(s) de programación, 
protocolos de comunicación, requerimientos de habilidad, criticidad de la 
aplicación, consideraciones acerca de la seguridad, etc. 
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• Suposiciones y Dependencias: Describe aquellos factores que, si 
cambian, pueden afectar a los requerimientos. 
 
• Requerimientos Futuros: Esboza futuras mejoras al sistema, que 
puedan analizarse e implementarse en un futuro. 
 
• Requerimientos Específicos: Contienen los requerimientos a un nivel 
de detalle, suficiente como para permitir el diseño de un sistema que satisfaga 
estos requerimientos, y planificar y realizar las pruebas. Esta es la sección más 
larga e importante de la ERS. Se deben aplicar los siguientes principios: 
 
ü Debe ser perfectamente legible por personas de distintas formaciones e 
intereses. 
 
ü Deben referenciarse los documentos relevantes que influyan en los 
requerimientos. 
 
Todo requisito debe ser identificable mediante algún código. 
 
Los requerimientos deben poseer las siguientes características: 
 
ü Corrección: Todo requisito refleja alguna necesidad real, implica que el 
sistema implementado es el deseado. 
 
ü No ambiguos: Cada requisito tiene una sola interpretación, se deben 
utilizar notaciones formales. 
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ü Completos: Se incluyen todos los requerimientos relevantes con las 
posibles respuestas del sistema. 
 
ü Consistentes: No pueden ser contradictorios. 
 
ü Clasificados: Pueden clasificarse por importancia (esencial, condicional 
u opcional) o por estabilidad, etc. 
 
ü Verificables: Existe un proceso finito y no costoso para demostrar que 
el sistema cumple con el requisito. Un requisito ambiguo no es, en 
general, verificable. 
 
ü Modificables: Los cambios a los requerimientos pueden realizarse de 
forma fácil, completa y consistente. 
 
ü Trazables: Se conoce el origen de cada requisito y se facilita la 
referencia de cada requisito a los componentes del diseño y de la 
implementación. La trazabilidad hacia atrás indica el origen del requisito. 
La trazabilidad hacia delante indica cuáles componentes del sistema lo 
realizan. 
 
• Interfaces Externas: Se describen los requerimientos que afecten a la 




• Funciones: Especifican todas aquellas acciones o procesos que debe llevar 
a cabo el software. Normalmente (aunque no siempre), son aquellas 
acciones expresables como “El sistema debe…". Organizada por tipos de 
usuario, por clases, por objetivos, por estímulos, por jerarquía funcional. 
 
• Requerimientos de Rendimiento: Se detallan los requerimientos 
relacionados con la carga que se espera tenga que soportar el sistema. 
 
• Restricciones de Diseño: Se documenta todo aquello que restrinja las 
decisiones relativas al diseño de la aplicación. 
 
• Atributos del Sistema: Se detallan los atributos de calidad del sistema: 
fiabilidad, mantenibilidad, portabilidad y la seguridad. 
 
• Otros Requerimientos: Cualquier otro requisito que no encaje en otra 
sección. 
 
• Apéndices: Pueden contener todo tipo de información relevante para la ERS 
pero que, propiamente, no forme parte de la ERS. Por ejemplo: formatos de 
entrada/salida de datos, por pantalla o en listados, resultados de análisis de 
costes, restricciones acerca del lenguaje de programación. 
 
 




Fig. 2. Estructura de una ERS (IEEE)1 
 
• Validación de requerimientos [9] 
 
La validación es el proceso que certifica que el modelo de los requerimientos 
es consistente con las intenciones de los clientes y los usuarios; ésta es una 
visión más general que el concepto común de validación, pues se produce en 
paralelo con la elicitación y la especificación, tratando de asegurar que tanto las 
ideas como los conceptos presentados en una descripción se identifican y 
explican con claridad, asegurando así que el desarrollo sea efectivo y alcance 
lo que el cliente necesita. 
 
• Casos de uso [12] 
 
Los casos de uso son una técnica para la especificación de requerimientos 																																																								1	Especificación	de	Requisitos	Software	según	el	estándar	de	IEEE	830	-	Raúl	Monferrer	Agut	
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funcionales propuesta inicialmente en [Jacobson] y que actualmente forma 
parte de la propuesta de UML [Booch99].  
Un caso de uso es la descripción de una secuencia de interacciones entre el 
sistema y uno o más actores en la que se considera al sistema como una caja 
negra.  
Los casos de uso son una técnica para especificar el comportamiento de un 
sistema: “Un caso de uso es una secuencia de interacciones entre un sistema y 
actores que usan alguno de sus servicios” [Schneider].  
Los actores son personas u otros sistemas que interactúan con el sistema 
cuyos requerimientos se están describiendo. Un actor puede participar en 
varios casos de uso y un caso de uso puede estar relacionado con varios 
actores.  
Los casos de uso presentan ciertas ventajas sobre la descripción meramente 
textual de los requerimientos funcionales [Firesmith97], ya que facilitan la 
elicitación de requerimientos y son fácilmente comprensibles por los clientes y 
usuarios. Además, pueden servir de base a las pruebas del sistema y a la 
documentación para los usuarios.  
La idea de especificar un sistema a partir de su interacción con el ambiente es 
original de McMenamin y Palmer, dos precursores del análisis estructurado, 
que en 1984 definieron un concepto muy parecido al del caso de uso: el 
Evento. Para McMenamin y Palmer, un evento es algo que ocurre fuera de los 








3. CAPITULO III: RELACIÓN DE LAS TÉCNICAS  PARA LA 
ELICITACIÓN DE REQUERIMIENTOS. 
 
3.1. TÉCNICAS DE CAPTURA DE REQUERIMIENTOS 
 
Los requerimientos tienen muchas fuentes en software típico, y es esencial que 
todas las fuentes potenciales estén identificadas y evaluadas para su impacto 
en él. Este asunto se diseña para promover el conocimiento de las varias 
fuentes de los requerimientos del software y de los armazones para 
manejarlos. Los puntos principales cubiertos son: 
 
Metas: Son la motivación para el software, se debería prestar particular 
atención por parte de los ingenieros de software. Un estudio de viabilidad es 
una manera relativamente baja en costo de hacer esto. 
 
Conocimiento del dominio: Permite deducir el conocimiento que los 
interesados no articulan y determinar las compensaciones que serán 
necesarias para requerimientos que están en conflicto. 
 
Interesados o agentes de procesos: Los ingenieros que elaboran el software 
requieren identificar, manejar y representar puntos de vista de los diferentes 
tipos de clientes. 
 
El entorno operacional: La toma de requerimientos serán derivados del 
ambiente donde el software será ejecutado. 
 
El entorno de la organización: ingenieros desarrolladores deben ser 
sensibles al entorno organizacional su política y estructura, porque allí es 
donde servirá el software servirá de apoyo. 
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En realidad es un área muy difícil para los ingenieros de software, estos deben 
sensibilizarse al hecho de que por ejemplo los usuarios pueden tener dificultad 
para describir y anunciar sus tareas, pueden dejar la información importante sin 
especificar o con poca claridad, y en algunos casos poco dispuestos a 
colaborar. Es particularmente importante entender que la elicitación o captura 
de requerimientos no es una actividad pasiva y existen diferentes técnicas para 
realizarla, entre las principales están: 
 
3.1.1. Entrevista 
Es uno de los medios tradicionales utilizada para la elicitación de 
requerimientos y/o requerimientos. Debemos entender las ventajas y 
limitaciones de la entrevista y como deben ser conducidas. Las entrevistas son 
reuniones normalmente de dos personas, en las que se plantean una serie de 
preguntas para obtener las correspondientes respuestas en el contexto de un 
determinado dominio de problemas. En el ámbito de la ingeniería de 
requisitos, las entrevistas suelen realizarlas los ingenieros de requisitos al 
personal de la organización del cliente, con el objeto de abordar asuntos 
relacionados con los procesos de negocio o con características del software a 
desarrollar. 
Las entrevistas deben planificarse, determinando su duración, los temas a 
tratar y seleccionando el número mínimo de personas a entrevistar dentro de la 
organización en función de su perfil profesional. En las primeras entrevistas los 
participantes suelen ser directivos que poseen una visión global de la 
organización y en ellas se abordan aspectos generales. Posteriormente, se 
suelen realizar entrevistas a los futuros usuarios para conocer las prácticas 
profesionales que llevan a cabo a diario y sus necesidades. 
Es recomendable hacer llegar a los participantes seleccionados, con 
antelación a la entrevista, un resumen de los temas a tratar y los objetivos a 
alcanzar durante la misma. También puede ser útil enviar cuestionarios al 
objeto de situar al ingeniero de requisitos ante determinadas situaciones, 
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conocer la opinión de los usuarios sobre el sistema actual y sus expectativas 




El más común es el caso de uso, proporciona un marco para preguntas sobre 
tareas del usuario donde se realizan preguntas de “y si” y “como se hace esto”. 
 
 Componente Descripción 
 Nombre Identifica al escenario (en el caso de un sub-escenario, el 
título es el mismo que la sentencia episodio, sin las 
restricciones y/o excepciones.)  
Objetivo Establece la finalidad del escenario, a ser alcanzada en 
el contexto del problema. El escenario describe el logro 
del objetivo 
Contexto Describe las acciones previas necesarias para iniciar el 
escenario, las precondiciones, la ubicación física y 
temporal. 
Recursos Identifican los objetos pasivos con los cuales los actores 
trabajan. 
Actores Detalla las entidades que se involucran activamente en el 
escenario, es decir aquellas personas o estructuras 
organizacionales que tienen un papel en el escenario. 
Set de 
episodios 
Cada episodio representa una acción realizada por un 
actor, donde participan otros actores y se utilizan 
recursos. Los episodios se ejecutan secuencialmente. Un 
episodio también puede referenciar a un escenario. 
Su ocurrencia puede estar sujeta a condiciones. 
 
Se incluyen las restricciones del escenario o de cada 




Menciona los casos de excepción, que pueden 
corresponder a otros escenarios. 
Tabla 2. Esquema de escenario 
 
3.1.3. Prototipos (Prototipación) 
Hay varias técnicas al respecto al prototipo, maqueta de versiones de pruebas 
beta de los diseños de pantalla del software, es una herramienta importante 
cuando se tienen que elicitar requerimientos o requerimientos confusos o 
complicados de interpretar. Un prototipo de requerimientos de software es una 
implementación parcial del sistema, se construye para ayudar a los 
desarrolladores, usuarios y clientes en la obtención de un mejor entendimiento 
del sistema, en especial de los requerimientos que están menos claros 
[Madigan]. 
 
En  particular,  uno  puede  sugerir  que  no  se  deberían  construir  prototipos  
a menos que realmente se piense que la construcción será rápida. Por otro 
lado, la prototipación debe realizarse solo cuando existe confianza mutua con 
el usuario [Davis: 2003]. La prototipación es una herramienta valiosa en la 
clarificación de requerimientos. Pueden actuar de manera similar en 
escenarios, al proveer a los usuarios un contexto en el cual se los puede 
entender mejor sobre la información que proveen. Existe una gran gama de 
técnicas de prototipado, desde borradores en papel de diseños de pantallas 
hasta versiones beta de los productos de software. Existe un fuerte 
solapamiento de su uso para la elicitación de requerimientos respecto a la 
validación de requerimientos [SWEBOK: 2004]. 
 
La prototipación es un medio común para la validación de la interpretación de 
los ingenieros de software de los requerimientos de software, así como también 
para la elicitación de los mismos. Dentro del proceso de elicitación de 
requerimientos, existe una amplia variedad de técnicas de prototipado. La 
ventaja de los prototipos es que hacen más fácil la interpretación de las 
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suposiciones de los ingenieros de  software, y pueden poner en evidencia el 
porqué de equivocaciones. Por ejemplo, el comportamiento dinámico de una 
interfaz de usuario puede ser mejor entendida a través de un prototipo animado 
que a través de una descripción textual o modelos gráficos. También existen 
desventajas, dentro de las que se pueden nombrar: el peligro de que la 
atención del usuario se aparte de la funcionalidad principal por problemas 
cosméticos o problemas de calidad del prototipo. Una desventaja es que los 
prototipos pueden ser costosos de desarrollar. Sin embargo, si se evita el gasto 
incurrido al intentar satisfacer requisitos erróneos, su costo puede ser 
justificado muy fácilmente. 
 
La prototipación ha sido muy útil para la elicitación de requerimientos, donde 
generalmente existe una gran cantidad de incertidumbre, o donde existe la 
necesidad de obtener una retroalimentación de los stakeholders. La 
prototipación usualmente se combina con otras técnicas, como por ejemplo al 
utilizar un prototipo para provocar una discusión sobre una técnica de 




Permite a través de grupos de gente interesados alcanzar un efecto aditivo y 
obtener más y mejor penetración en la elicitación de los requerimientos. Sin 
embargo, las reuniones necesitan ser correctamente dirigidas, y normalmente 
se requiere de un moderador o director. Favorecen la aparición de múltiples 





Esta técnica es costosa por el tiempo utilizado para la captura de los 
requerimientos, los ingenieros de software aprenden sobre las tareas del 
usuario sumergiéndose en la observación de como un usuario obran o actúan 
recíprocamente con su software. 
 
3.2. CLASIFICACIÓN DE LOS REQUERIMIENTOS 
 
Los requerimientos los podemos clasificar en un número de aspectos y 
dimensiones. 
 
3.2.1. El modelo conceptual 
 
Varias clases de modelos pueden ser desarrollados. Éstos incluyen datos y 
controlan flujos, modelos de estado, rastros de evento, interacciones de 
usuario, modelos de objeto, modelos de datos y muchos otros. 
 
Los modelos de un problema del mundo real es clave para el análisis de 
requerimientos del software. Su propósito es ayudar a entender el problema, 
más que iniciar el diseño de la solución. 
 
Los factores que influencian la opción del modelo incluyen: 
 
• Naturaleza del problema.  
 
En algunos casos se exige que ciertos aspectos estén analizados 
rigurosamente. Para el software en tiempo real es más importante poder 
controlar el flujo y los modelos de estado que el software de gerencia de 
información. Caso contrario ocurre para los modelos de datos. 
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• Maestría del ingeniero de software.  
 
Puede ser más productivo adoptar una notación metódica o un modelado con 
el que el ingeniero de software ya haya adquirido una experiencia. 
 
• Requerimientos de proceso del cliente. 
 
Es un factor que está en contraposición a la maestría del ingeniero porque aquí 
el cliente puede imponer su notación o método favorecido, o prohibir cualquiera 
que le sea desconocido. 
 
• Disponibilidad de métodos y herramientas.  
 
Métodos que están mal soportados por el entrenamiento y las herramientas 
pueden no alcanzar la aceptación esperada aunque se satisfagan tipos 
particulares de problemas. 
 
Construir y entender un modelo del contexto del software proporciona una 
conexión entre lo previsto y su ambiente externo. Esto es clave para 
comprender contexto del software en su ambiente operacional e identificar sus 
interfaces con el ambiente. 
La aplicación de modelar se junta firmemente con la de los métodos. Para los 
propósitos prácticos, un método es una notación (o sistema de notaciones) 
apoyado por un proceso que dirige el uso de las notaciones. Hay escasa 
evidencia empírica para apoyar las demandas de superioridad de una notación 
sobre otra. Sin embargo, la extensa aceptación de un método o de una 
notación particular puede conducir a nivel industrial al beneficio de habilidades 
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y de conocimiento. 
 
Actualmente hay una situación similar en particular el UML (Lenguaje de 
Modelado Unificado); pero también existe el modelado formal usando 
notaciones basadas en matemática discreta, y que son detectables al 
razonamiento lógico, han tenido impacto en algunos dominios especializados. 
Todo esto nos lleva a pensar en que no se busca un estilo o una notación de 
modelado particular sino proporcionar algo a la dirección con el propósito de 
modelar. 
 
3.3. MODELO ARQUITECTÓNICO Y ASIGNACIÓN DE LOS 
REQUERIMIENTOS. 
 
El diseño arquitectónico es la frontera donde se juntan el proceso de los 
requerimientos con el diseño de sistemas o software. 
En la mayoría de los casos, el ingeniero de software actúa como arquitecto del 
software porque el proceso de analizar y de elaborar los requerimientos exige 
que los componentes que serán responsables de satisfacer los requerimientos 
estén totalmente identificados. 
El diseño arquitectónico se identifica de cerca con el modelado conceptual. El 
mapeado de las entidades del dominio del mundo real para componentes de 
software no siempre tiene un diseño obvio, así que arquitectónicamente se 
identifica como a asunto separado. Los requerimientos de notaciones y los 
métodos son ampliamente iguales para modelado conceptual y diseño 
arquitectónico. 
 
3.4. NEGOCIACIÓN DE LOS REQUERIMIENTOS. 
 
Se refiere básicamente a problemas de resolución de los requerimientos donde 
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los conflictos ocurren entre los clientes interesados que requieren 
características mutuamente incompatibles, como entre los requerimientos y los 
recursos, o entre requerimientos funcionales y no funcionales. 
 
En la mayoría de los casos, es imprudente para el ingeniero del software tomar 
una decisión unilateral, y hace necesario consultar con los interesados para 
alcanzar un consenso en una compensación apropiada. Es a menudo 
importante por esas razones contractuales que tales decisiones sean 
detectables de nuevo al cliente. Hemos clasificado esto como asunto del 
análisis de requerimientos del software porque los problemas emergen como 
resultado el análisis. Sin embargo, un caso fuerte se puede también hacer para 
considerar los requerimientos como asunto de la validación. 
 
 
3.5. CONSIDERACIONES PRÁCTICAS 
 
La documentación de los requerimientos y la gerencia del cambio son llave al 
éxito de cualquier proceso de los requerimientos.es clave para el éxito del 
proceso ingeniería del software Cambiar la gerencia y el mantenimiento de los 
requerimientos en un estado que refleja exactamente el software que se 
construirá. 
 
No toda organización tiene una cultura de documentación y manejo de 
requerimientos. Es frecuente en las compañías de start-up dinámicas, 
conducidas por una “visión fuerte del producto” y recursos limitados, para ver la 
documentación de los requerimientos como gastos indirectos innecesarios. 
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3.6. NATURALEZA ITERATIVA DEL PROCESO DE LOS 
REQUERIMIENTOS 
 
Los requerimientos iteran típicamente hacia un nivel de calidad y detallan que 
es suficiente permitir las decisiones del diseño y de la consecución que se 
harán. En algunos proyectos, esto puede dar lugar a requerimientos antes de 
que todas sus características se entiendan completamente. Esto arriesga a una 
reanudación costosa si los problemas emergen tarde en el proceso de la 
ingeniería del software En la práctica, por lo tanto, es casi siempre impráctico 
poner el proceso de los requerimientos en ejecución como proceso lineal, 
determinista en el cual los requerimientos del software se saquen de los 
interesados o clientes, asignado, y entregado al equipo de desarrollo del 
software. 
 
Es ciertamente un mito que los requerimientos para los proyectos grandes del 
software siempre están entendidos perfectamente o especificados 
perfectamente. 
 
Hay presión general en la industria del software para ciclos de desarrollo más 
cortos, y esto está particularmente pronunciado en sectores del mercado 
altamente competitivos. 
 
3.7. GESTIÓN DEL CAMBIO 
 
La gestión del cambio es central en el análisis de requerimientos. Este asunto 
describe el papel de la gestión del cambio, los procedimientos que necesitan 
estar preparados, y el análisis que se debe aplicar a los cambios propuestos. 
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Los requisitos cambian y esto persiste a lo largo de la vida del sistema. Los 
cambios ocurren por: 
 
Cambios tecnológicos; 
Cambios en las estrategias o prioridades del negocio; 
Modificaciones en leyes y/o regulaciones; 
Porque al analizar el problema, no se hacen las preguntas correctas a las 
personas correctas; 
Porque cambió el problema que se estaba resolviendo; 
Porque los usuarios cambiaron su forma de pensar o sus percepciones; 
Porque cambió el ambiente de negocios; 
Porque cambió el mercado en el cual se desenvuelve el negocio. 
 
Los cambios deben controlarse y documentarse. Hay que convivir con el 
cambio. Por lo tanto, es esencial planear posibles cambios a los requerimientos 
cuando el sistema sea desarrollado y utilizado. Por tanto la gestión de los 
requisitos del software, de su evolución es un proceso externo que ocurre a lo 
largo del ciclo de vida del proyecto. 
La Gestión de Requisitos es el conjunto de actividades que ayudan al equipo 
de trabajo a identificar, controlar y seguir los requisitos y sus cambios en 
cualquier momento. O sea, básicamente, consiste en gestionar los cambios a 
los requisitos acordados, las relaciones entre ellos, las dependencias entre la 
Especificación de Requisitos del Software (ERS) y otros documentos 
producidos por el proceso de desarrollo de software. Esta actividad asegura la 
consistencia entre los requisitos y el sistema construido (o en construcción). 
Consume grandes cantidades de tiempo y esfuerzo. Abarca todo el ciclo de 
vida del producto. Es una actividad necesaria porque: 
Los requisitos son volátiles: 
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Mutantes o cambiantes: sufren ligeras variaciones. 
Emergentes: surgen al ir analizando el sistema en profundidad. 
Colaterales: surgen como efecto de la inclusión de otros requisitos. 
Por compatibilidad: se añaden para adaptar el sistema a su entorno, debido a 
que el entorno físico cambia, o sea, trasladar un sistema de un entorno a otro 
siempre requiere modificaciones. El entorno organizacional también cambia, las 
políticas cambian, se producen cambios en las reglas y en los procesos del 
negocio, provocando cambios en el sistema. 
La propia existencia del sistema va a generar nuevos requisitos por parte de los 
usuarios. 
La gestión de requisitos implica: 
Definir procedimientos que establezcan los pasos y los análisis que se 
realizarán antes de aceptar los cambios propuestos. 
Cambiar los atributos de los requisitos afectados. 
Mantener la trazabilidad hacia atrás, hacia delante y entre requisitos. 
Controlar las versiones del documento de requisitos. 
Cambios a los requisitos involucra modificar el tiempo en el que se va a 
implementar una característica en particular, modificación que a la vez puede 
tener impacto en otros requerimientos. Por esto, la gestión de cambios 
involucra actividades como establecer políticas, guardar históricos de cada 
requerimiento, identificar dependencias entre ellos y mantener un control de 
versiones. 
Como ya se ha expuesto, es vital planificar los cambios, de acuerdo a las 
prioridades que los clientes determinen durante la identificación. Hay que 
aprobar los mecanismos para la configuración del cambio y las políticas de 
trazabilidad. 
 
Procedimiento de gestión de cambios en los requisitos 
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Desde el inicio hay que establecer la conformación de la línea base de 
requisitos, como un canal simple para el control de cambios, que se podrá usar 
para "capturar" nuevos cambios. 
 
Línea base de requisitos 
 
Es el conjunto de requisitos funcionales y no-funcionales que el equipo del 
proyecto se ha comprometido a implementar en una release específica. Es una 
versión aprobada de la especificación de requisitos del software. 
 
Los requisitos antes de entrar en la Línea Base deben ser sometidos a un 
procedimiento de revisión formal (con su aprobación para ser incluido en la 
línea base). Una vez entrado el requisito en la línea base cualquier cambio 
debe someterse al procedimiento de control de cambios. 
 
Es adecuado que el documento de requisitos que se esté elaborando previo a 
entrar en la línea base esté sometido a un procedimiento de control de versión 
(para distinguir versiones borradores de versión aprobada). 
 
Canal y control de cambios 
 
En vista que las peticiones de cambios provienen de muchas fuentes, las 
mismas deben ser enrutadas en un solo proceso. Esto se hace con la finalidad 
de evitar problemas y conseguir estabilidad en los requerimientos. 
 
La identificación del cambio se inicia desde el análisis de requisitos, nuevas 
necesidades del cliente, problemas operacionales; después se realiza el 
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análisis del cambio y evaluación de costos, debiendo quedar claro cuántos 
requisitos se verán afectados y cuánto costará (tiempo y recursos); sólo 
después se toma la decisión de la implementación del cambio, que será 






Fig. 4 Proceso de control de cambios. 
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La gestión de los cambios se realiza de acuerdo a las prioridades, debiéndose 
identificar problemas y causas por los que se produce el cambio; analizar el 
impacto y el costo del cambio y finalmente, tomada la decisión, ejecutar 
(proceder con) el cambio.  
Aspectos a considerar para  la aprobación de un cambio solicitado: 
§ Impacto del cambio en el costo y funcionalidades del sistema. 
§ Impacto para el cliente y stakeholders externos. 
§ Desestabilización potencial del sistema que pudiera ocasionar un cambio. 
Las solicitudes de cambios, desde el momento en que son comunicadas hasta 
su implementación, transitan por diferentes estados en el que intervienen los 
implicados asumiendo diferentes roles. Obsérvense la figura 3 y la tabla 1. 
Ejecución de los cambios 
Aprobado el cambio se procede a su implementación, de acuerdo a la fase del 
proyecto a que corresponda.  En caso de que los cambios aprobados: 
 
§ impliquen el desarrollo de un nuevo sistema, entonces será necesario 
comenzar un nuevo proceso de IR. 
§ impliquen la implementación de nuevos requisitos, entonces será necesario 
comenzar por la actividad de elicitación o educción de requisitos. 
§ afecten otras fases del proceso de desarrollo del proyecto, entonces  se 
implementan en esas.  
Trazabilidad 
Los requisitos deben ser "rastreables": por  su origen (¿quién lo propuso?); 
necesidad (¿por qué existe?); por su relación con otros requisitos; por su 
relación con elementos del diseño y/o la implementación. Esta información es 
útil para saber qué afecta un cambio en un requisito. Para resolver esta 
necesidad se usan las matrices para el seguimiento de los requisitos, entre 
ellas: 
41		
§ Matriz de seguimiento de características (definidas por el cliente). 
§ Matriz de seguimiento de orígenes: identifica el origen de cada requisito. 
§ Matriz de seguimiento de dependencias: indica cómo se relacionan los 
requisitos entre sí. 
§ Matriz de seguimiento de subsistemas: vincula a los requisitos con los 
subsistemas (o módulos) que los manejan. 
§ Matriz de seguimiento de interfases: muestra cómo los requisitos están 
vinculados a las interfases internas y externas del sistema. 
 
Buenas prácticas de la actividad de gestión de requisitos.  
§ Definir un proceso de control de cambios. 
§ Establecer un grupo (o comité) de control de cambios.  
§ Realizar análisis del impacto sobre los cambios. 
§ Crear líneas base y controlar las versiones de los requisitos. 
§ Mantener la historia de los cambios. 
§ Seguir el estado de los requisitos. 
§ Medir la volatilidad de los requisitos. 
§ Usar herramientas de gestión de requisitos. 
§ Crear matrices de trazabilidad de los requisitos. 
 
El proyecto puede responder frente a petición de nuevos requisitos o petición 
de cambios en los requisitos de diferentes maneras: 
 
§ Diferir los requisitos de baja prioridad. 
§ Obtener recursos adicionales. 
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§ Ordenar realizar más horas de trabajo (preferiblemente durante un periodo 
corto de tiempo y pagado). 
§ Retrasar el calendario para acomodarse a la nueva funcionalidad. 
 
§ Permitir reducir el nivel de calidad bajo la presión de mantener la fecha 
original (frecuentemente esta es la reacción por defecto). 
 
Ninguna aproximación es universalmente correcta porque cada uno de los 
proyectos es diferente (características, presupuesto, calendario, recursos y 
calidad). 
 
Independientemente a cómo se responda a los cambios de los requisitos, lo 
que realmente importa es ajustar las expectativas y los compromisos cuando 
sea necesario. 
 
Las gestión de requisitos tiene como salidas los cambios aprobados y no 
aprobados, informes  acerca del estado del proceso, de actividades o 
requisitos, resultados de análisis de matrices y otros.  
 
3.8. ATRIBUTOS DE LOS REQUERIMIENTOS 
 
Los requerimientos deben consistir no sólo una especificación de qué se 
requiere, sino también de la información ancilar que las ayudas manejan e 
interpretan los requerimientos. Esto debe incluir varias dimensiones de la 
clasificación del requisito y el método de la verificación o el plan de prueba de 
aceptación. Puede también incluir la información adicional tal como un 
resumen-análisis razonado para cada requisito, la fuente de cada requisito, y 
una historia del cambio. 
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3.9. SEGUIMIENTO A LOS REQUERIMIENTOS 
 
El trazado es fundamental para el análisis de la ejecución del impacto cuando 
los requerimientos cambian. Un requisito debe ser detectable al revés a 
requerimientos y los interesados que lo motivaron (de un requisito del software 
de nuevo a los requerimientos del sistema que ayudan a satisfacer, por 
ejemplo). Inversamente, un requisito debe ser detectable entidades del diseño 
que lo satisfacen (por ejemplo, de un requisito del sistema en el software 
requerimientos que se han elaborado a partir de él, y encendido en los módulos 
del código que lo ponen en ejecución). 
 
3.10. METRICAS DE LOS REQUERIMIENTOS 
 
Información adicional sobre la medida del tamaño y los estándares se 
encuentran en el proceso de la ingeniería del software. Como cuestión práctica, 
es típicamente útil tener cierto concepto del “volumen” de los requerimientos 
para un producto de software particular. Este punto es útil evaluando el 
“tamaño” de un cambio en requerimientos, en estimar el coste de una tarea del 
desarrollo o del mantenimiento, o simplemente para el uso como el 










Los requerimientos representan la piedra angular de todo desarrollo de 
software; por ende, una buena técnica aplicada a la Elicitación de Requisitos 
garantiza no sólo el éxito en la elaboración del software sino también la 
seguridad de obtener un producto eficaz que le agrade al cliente y represente 
fielmente lo que éste desea. 
 
La metodología DoRCU contribuye al entendimiento de la Ingeniería de 
Requerimientos detallando etapas bien definidas, con lo que disminuyen los 
problemas existentes tanto en lo que hace a la terminología como a las 
actividades por ella involucradas. También ofrece libertad de acción para 
realizar la selección e integración de las herramientas a emplear en cada una 
de las etapas. Por otro lado contempla aspectos metodológicos de 
documentación tendientes a conseguir un Documento de Requerimientos de 
clara interpretación. Puede ser aplicada a diferentes paradigmas con el uso de 
métodos, técnicas y herramientas que se crean convenientes para cada etapa. 
Y por último, cubre las falencias en cuanto a la documentación orientada al 
usuario, al proponer documentos isomórficos (DRT - documento de 
requerimientos técnico - y DRU - documento de requerimientos orientado al 
usuario -), destacando además la importancia de la validación y certificación de 
los documentos de requerimientos. 
 
La Entrevista es una de las más importantes técnicas para ER y es 
imprescindible en la elicitación de requerimientos, porque permite el primer 
acercamiento con el cliente y determina la base de la colección de los 
requerimientos y es mucho más efectiva que la observación e incluso que los 
formularios preparados sin la entrevista previa. 
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Una eficiente gestión de requisitos a lo largo de todo el ciclo de vida del 
proyecto contribuye eficazmente a la calidad del producto final y al grado de 
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