



Σκοπός της παρούσας ατοµικής διπλωµατικής εργασίας είναι η δηµιουργία ενός εικονικού 
περιβάλλοντος µέσα στο οποίο ανθρώπινα µοντέλα θα κινούνται ρεαλιστικά στο χώρο 
χρησιµοποιώντας ρεαλιστικά δεδοµένα κίνησης. 
Αρχικά µελετήθηκαν διάφορα είδη character animations που υπάρχουν και διαπιστώθηκε 
πως τα Motion Capture δεδοµένα δίνουν αρκετά ρεαλιστικά αποτελέσµατα. Επιλέχθηκαν 
ορισµένα Motion Capture δεδοµένα κινήσεων για να χρησιµοποιηθούν στην εφαρµογή και 
ενσωµατώθηκαν σε κάποιο ανθρώπινο µοντέλο το οποίο τηρεί τις ανάλογες προδιαγραφές 
(διαθέτει τον ανάλογο σκελετό και ιεραρχία οστών). Για την εφαρµογή των κινήσεων στα 
ανθρώπινα µοντέλα καθώς και για την µετατροπή τους στην κατάλληλη µορφή αρχείων, 
χρησιµοποιήθηκαν τα εργαλεία της Autodesk “Motion Builder” και “3d Studio Max”.  
Η τελική εφαρµογή υλοποιήθηκε στο XVR, εργαλείο ανάπτυξης εφαρµογών µε 
τρισδιάστατα γραφικά πραγµατικού χρόνου. Σε γλώσσα C++ (στο περιβάλλον ανάπτυξης 
“Visual Studio 2005”) δηµιουργήθηκε ένα σύνολο συναρτήσεων για τη διαχείριση του 
ανθρώπινου µοντέλου και των κινήσεων µε χρήση της βιβλιοθήκης συναρτήσεων Cal3d.  
Αφού τοποθετήθηκαν στο XVR οι εικονικοί άνθρωποι και τα τρισδιάστατα αντικείµενα, 
αναπτύχθηκαν διάφορες συναρτήσεις για να κάνουν τους ανθρώπους να κινούνται 
ρεαλιστικά στο χώρο.  Αυτές οι συναρτήσεις έκαναν τους ανθρώπους ανάµεσα σε άλλα, να 
επιλέγουν µόνοι τους την κατάλληλη πορεία που ακολουθούν όταν περπατούν, να κάθονται 
όταν πρέπει στις καρέκλες, να αποφεύγουν συγκρούσεις (collision avoidance) και να 
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Τα γραφικά υπολογιστών είναι ο κλάδος της επιστήµης των υπολογιστών ο οποίος 
ασχολείται µε τη θεωρία και την τεχνολογία σύνθεσης εικόνων σε ηλεκτρονικό υπολογιστή. 
Είναι η προσπάθεια απεικόνισης γραφικών τριών διαστάσεων σε µια οθόνη απεικόνισης 
δύο διαστάσεων. Τα γραφικά υπολογιστών χρησιµοποιούνται σε πολλά είδη εφαρµογών, 
όπως τη σχεδίαση µε τη βοήθεια υπολογιστή, σε γεωγραφικά συστήµατα, σε διάφορα είδη 
προσοµοιωτών (εκπαιδευτικοί προσοµοιωτές οδήγησης, πτήσεων, πολέµου, ιατρικοί 
προσοµοιωτές κλπ), για τη δηµιουργία ταινιών και διαφηµίσεων, για την αλληλεπίδραση µε 
τον χρήστη (Graphical User Interfaces), σε ιατρικές εφαρµογές και φυσικά σε παιχνίδια. 
 
Εικονικός κόσµος, είναι ένα προσοµοιωµένο περιβάλλον σε υπολογιστή. Οι περισσότεροι 
εικονικοί κόσµοι, αναπαριστούν περιβάλλοντα του φυσικού κόσµου. Ο κλάδος των 
γραφικών υπολογιστών µελετά  τη διαµόρφωση, το φωτισµό και την δυναµικότητα αυτών 
των εικονικών κόσµων, καθώς και τον τρόπο που ενεργούν οι άνθρωποι µέσα σε αυτούς. 
Οι εικονικοί κόσµοι είναι χρήσιµοι κυρίως στη δηµιουργία παιχνιδιών υπολογιστών, καθώς 
και  στον κινηµατογράφο. Με την ανάπτυξη της τεχνολογίας στον τοµέα της πληροφορικής, 
δηµιουργήθηκαν γρηγορότεροι και µε µεγαλύτερη υπολογιστική δύναµη υπολογιστές,  





Units), µε αποτέλεσµα  οι αναπαραστάσεις τρισδιάστατων εικονικών κόσµων στα γραφικά 
να γίνονται όλο και πιο ρεαλιστικές.  
 
Ανάλογα µε τον τρόπο επεξεργασίας και παρουσίασης µιας τρισδιάστατης εικονικής 
αναπαράστασης, µπορούµε να διαχωρίσουµε τα τρισδιάστατα γραφικά σε δύο κατηγορίες. 
Στα στατικά γραφικά υπολογιστών και στα γραφικά πραγµατικού χρόνου. Στην περίπτωση 
των στατικών γραφικών, η απόδοση (rendering) της εικόνας στην οθόνη, γίνεται µε χρήση 
των global illumination αλγορίθµων όπως είναι οι αλγόριθµοι radiosity, ray-tracing, beam 
tracing, cone tracing και path tracing. Τέτοιοι αλγόριθµοι προσπαθούν να αποδώσουν όσο 
πιο ρεαλιστικά γίνεται τον φωτισµό, ώστε να φτιάξουν πολύ ρεαλιστικές τρισδιάστατες 
εικόνες. Για παράδειγµα η απόδοση µε την µέθοδο ray-tracing, που είναι η πιο 
διαδεδοµένη, γίνεται ως εξής (εικόνα 1.1):  Νοητές ακτίνες εκτοξεύονται από όλα τα pixels 
της τελικής εικόνας προς τη σκηνή που θα αποδοθεί, µέχρι η ακτίνα να βρει κάποιο 
αντικείµενο. Εκεί υπολογίζεται το χρώµα που θα δοθεί στο pixel ανάλογα µε το υλικό του 
αντικειµένου, τον φωτισµό στο σηµείο αυτό και τις διάφορες ανακλάσεις που προκαλούνται. 
 
 





 Η µέθοδος αυτή, όπως και οι υπόλοιπες global illumination µέθοδοι, προσφέρουν πολύ 
ρεαλιστικό αποτέλεσµα, όµως για µια περίπλοκη εικόνα µε πολλά αντικείµενα και πολλούς 
φωτισµούς, µπορεί να χρειαστούν ώρες µέχρι να ολοκληρωθεί η διαδικασία απόδοσής της. 
Έτσι τέτοιες µέθοδοι, δεν µπορούν να χρησιµοποιηθούν σε περιπτώσεις που θέλουµε 
συνεχόµενες εικόνες οι οποίες δηµιουργούνται δυναµικά,  να αποδίδονται µε γρήγορο 
ρυθµό. Στις περιπτώσεις αυτές γίνεται χρήση των γραφικών πραγµατικού χρόνου. Η 
απόδοση µιας εικόνας στην οθόνη µε χρήση γραφικών πραγµατικού χρόνου πρέπει να 
γίνεται σε πολύ µικρό χρόνο, ώστε η απόδοση συνεχόµενων τέτοιων εικόνων να 
παρουσιάζονται σαν ταινία. Η απόδοση κάθε εικόνας στην περίπτωση αυτή δεν γίνεται µε 
τη χρήση ακτινών. Αντίθετα, κάθε αντικείµενο αναλύεται σε µικρότερα κοµµάτια 
συγκεκριµένου σχήµατος, συνήθως τρίγωνα. Κάθε τρίγωνο αποδίδεται ξεχωριστά 
ακολουθώντας συγκεκριµένα στάδια επεξεργασίας (το λεγόµενο Graphics Rendering 
Pipeline). Οι σηµερινοί επεξεργαστές γραφικών (GPUs) µπορούν να επεξεργαστούν µέχρι 
και εκατοµµύρια τρίγωνα για κάθε σκηνή. Με χρήση γραφικών πραγµατικού χρόνου δίνεται 
η δυνατότητα δηµιουργίας γραφικών εφαρµογών όπου κάθε νέα εικόνα παράγεται 
δυναµικά, προσφέροντας έτσι τη δυνατότητα προσθήκης αλληλεπίδρασης από το χρήστη 
(η κάθε επόµενη εικόνα θα παράγεται ανάλογα µε τις ενέργειες του χρήστη). Σήµερα τα 
περισσότερα βιντεοπαιχνίδια και προσοµοιωτές χρησιµοποιούν γραφικά πραγµατικού 
χρόνου.  
 
Στην παρούσα µελέτη, θα δηµιουργήσουµε ένα εικονικό περιβάλλον όπου τα µοντέλα των 
ανθρώπων που βρίσκονται µέσα σε αυτό θα κινούνται και θα αντιδρούν ρεαλιστικά. Κάθε 
επόµενη εικόνα θα πρέπει να παράγεται δυναµικά (αφού η εξέλιξη της σκηνής θα εξαρτάται 
από διάφορες παραµέτρους) αλλά και γρήγορα. Έτσι η εφαρµογή που θα φτιάξουµε θα 






1.2 Εικονική προσοµοίωση πλήθους 
 
Μια εικονική προσοµοίωση πλήθους είναι η αναπαράσταση ενός µεγάλου αριθµού 
αντικειµένων ή χαρακτήρων που κινούνται µέσα σε κάποιο εικονικό χώρο.  Συνήθως 
εννοούµε την µετακίνηση ανθρώπινων µοντέλων µέσα στο χώρο, τα οποία κινούνται όσο το 
δυνατό πιο ρεαλιστικά.  
 
Τέτοια συστήµατα εικονικής προσοµοίωσης πλήθους είναι πολύ χρήσιµα για τη δηµιουργία 
παιχνιδιών, συστηµάτων προσοµοίωσης πραγµατικού χρόνου, καθώς και 
κινηµατογραφικών ταινιών (όταν απαιτείται η αναπαράσταση µεγάλου πλήθους). 
 
Εικόνα 1.2: Παράδειγµα Εικονικής Προσοµοίωσης Πλήθους [1] 
Σε ένα τέτοιο σύστηµα, το οποίο προσφέρει την ευκολία αναπαράστασης πολλών 
ανθρώπων οι οποίοι κινούνται και συµπεριφέρονται ρεαλιστικά, θα πρέπει να υπάρχουν 
ενσωµατωµένες διάφορες τεχνικές για να µπορέσουν να αντιµετωπιστούν τα διάφορα 
προβλήµατα όπως η αποφυγή συγκρούσεων (collision avoidance), η επιλογή των 





εργασία θα µπορούσε να αποτελέσει την αφετηρία για τη δηµιουργία ενός συστήµατος 
εικονικής προσοµοίωσης πλήθους. 
 
1.3 Σκοπός και στόχοι διπλωµατικής µελέτης 
 
Βασικός σκοπός της παρούσας διπλωµατικής µελέτης είναι η δηµιουργία ενός  εικονικού 
κόσµου, µέσα στο οποίο εικονικά µοντέλα ανθρώπων θα κινούνται ρεαλιστικά στο χώρο. Οι 
κινήσεις των χαρακτήρων θα πρέπει να δηµιουργηθούν από ρεαλιστικά δεδοµένα κίνησης 
χαρακτήρων (character animation data) και ο συνδυασµός τους θα πρέπει να γίνει µε τέτοιο 
τρόπο ώστε η εναλλαγή της τρέχων κίνησης κάθε χαρακτήρα να φαίνεται ρεαλιστική. 
Καταφέρνοντας να κάνουµε τα πιο πάνω, θα δείξουµε µέσα από τις τεχνικές που θα 
αναπτύξουµε, τον τρόπο µε τον οποίο µπορεί γενικά να αναπτυχθεί ένα εικονικό 
τρισδιάστατο περιβάλλον µε γραφικά υπολογιστών µέσα στο οποίο άνθρωποι θα κινούνται 
ρεαλιστικά, χρησιµοποιώντας έτοιµα δεδοµένα κίνησης (animation data) και έτοιµα 
τρισδιάστατα ανθρώπινα µοντέλα. 
 
Θα µελετήσουµε αρχικά τα είδη των δεδοµένων για κινήσεις (animation data) που 
υπάρχουν σήµερα και µπορούν να ενσωµατωθούν σε ανθρώπινα εικονικά µοντέλα και θα 
επιλέξουµε ορισµένα τέτοια δεδοµένα µε κινήσεις που θέλουµε να χρησιµοποιήσουµε. Θα 
ενσωµατώσουµε τα δεδοµένα αυτά σε ανθρώπινα µοντέλα και θα πρέπει να βρούµε τρόπο 
να διαχειριστούµε τους χαρακτήρες ώστε οι κινήσεις τους να φαίνονται ρεαλιστικές και η 
εναλλαγή της τρέχων κίνησης να φαίνεται επίσης ρεαλιστική. Θα δηµιουργήσουµε στη 
συνέχεια το εικονικό περιβάλλον µε τα ανθρώπινα µοντέλα να κινούνται µέσα σε αυτό, 
προσθέτοντας και αντικείµενα στο χώρο. Τέλος, θα αναπτύξουµε ανάλογες συναρτήσεις 





συγκρούσεων, επιλογή ανάλογης πορείας όταν χρειάζεται, αλληλεπίδραση µε αντικείµενα 
και µε άλλους ανθρώπους). 
 
1.4 ∆οµή αναφοράς 
 
Στο Κεφάλαιο 2 αναλύονται οι έννοιες computer και character animation και οι αναφέρονται 
οι κύριες τεχνικές που χρησιµοποιούνται σήµερα. Θα γίνει περεταίρω ανάλυση της τεχνικής 
των Motion Capture δεδοµένων κίνησης, θα δούµε τις µεθόδους που χρησιµοποιούνται για 
τη λήψη τέτοιων δεδοµένων από πραγµατικούς ανθρώπους, καθώς και τα είδη τέτοιων 
αρχείων που υπάρχουν. Θα δούµε και τα Motion Capture δεδοµένα που επιλέξαµε να 
χρησιµοποιήσουµε στην εφαρµογή που θα υλοποιήσουµε. Ακόµα θα αναλύσουµε τις 
προδιαγραφές που τηρεί το ανθρώπινο µοντέλο που διαλέξαµε και τέλος θα γίνει µια 
ανάλυση στην τεχνική των Motion Graphs. 
 
Στο Κεφάλαιο 3 θα κάνουµε µια επισκόπηση της γραφικής εφαρµογής που θα 
αναπτύξουµε, κάνοντας ορισµένες επιλογές που θα µας βοηθήσουν στην υλοποίησή της. 
Επίσης θα δούµε τα βασικά βήµατα που θα ακολουθήσουµε για να πετύχουµε τον σκοπό 
µας. 
 
Στο Κεφάλαιο 4 θα αναλυθούν τα εργαλεία που θα χρησιµοποιηθούν για την δηµιουργία της 
εφαρµογής. 
 
Στα Κεφάλαια 5 και 6 θα δούµε λεπτοµερώς τα στάδια υλοποίησης της εφαρµογής. 
Συγκεκριµένα στο Κεφάλαιο 5 θα αναλύσουµε τον τρόπο ενσωµάτωσης των Motion 





η βιβλιοθήκη Cal3d και πώς χρησιµοποιήθηκαν αυτές οι συναρτήσεις για να δηµιουργηθούν 
οι συναρτήσεις διαχείρισης του µοντέλου και των κινήσεων της εφαρµογής. Θα δούµε 
επίσης τον τρόπο που θα µπορούµε να καλούµε τις συναρτήσεις αυτές από το  τελικό 
περιβάλλον ανάπτυξης της τελικής εφαρµογής. Στο Κεφάλαιο 6 θα δούµε πώς 
τοποθετήθηκαν οι εικονικοί άνθρωποι και τα αντικείµενα στο εικονικό περιβάλλον, καθώς 
και το πώς υλοποιήθηκαν οι τεχνικές που κάνουν τους ανθρώπους να κινούνται ρεαλιστικά. 
∆ηλαδή πώς γίνονται οι αλληλεπιδράσεις µε τις καρέκλες, πώς αποφεύγουν τις 
συγκρούσεις και πώς αλληλεπιδρούν µεταξύ τους. Επίσης αναλύονται οι τεχνικές που 
χρησιµοποιήθηκαν για να φαίνονται ρεαλιστικές οι κινήσεις τους. 
 
Στο Κεφάλαιο 7 θα αναλύσουµε τα αποτελέσµατα της µελέτης, δηλαδή κατά πόσο η 
εφαρµογή πετυχαίνει τον σκοπό της. Θα δούµε αν όντως οι εικονικοί άνθρωποι κινούνται 
και αντιδρούν ρεαλιστικά και ποια στοιχεία παίζουν ρόλο σε αυτά. Μέσα από µετρήσεις θα 
δούµε ποιο είναι το κόστος σε υπολογιστικούς πόρους για απόδοση ρεαλιστικού 
αποτελέσµατος καθώς και ποια στοιχεία της εφαρµογής επηρεάζουν την απόδοση. 
 
Τέλος, στο Κεφάλαιο 8 θα γίνει µια γενική ανάλυση του συστήµατος που αναπτύχθηκε και 










2.1 Animation, Computer Animation και Character Animation 
 
Το animation είναι η γρήγορη εναλλαγή δισδιάστατων (2D) ή τρισδιάστατων (3D) εικονικών 
αναπαραστάσεων αντικειµένων ή χαρακτήρων, µε σκοπό να δηµιουργηθεί µια παραίσθηση 
µετακίνησης. Σύµφωνα µε τον Michael Gleicher [3], το animation είναι µια µοναδική µορφή 
εκφραστικής τέχνης. Παρέχει στον δηµιουργό την ευχέρεια να ελέγχει την εµφάνιση και 
µετακίνηση χαρακτήρων και αντικειµένων.  
 
Η παραδοσιακή δηµιουργία του animation, γινόταν ζωγραφίζοντας µε το χέρι. Ήταν µια 
πολύ χρονοβόρα διαδικασία και το αποτέλεσµα εξαρτιόταν αποκλειστικά από την ικανότητα 
του δηµιουργού ο οποίος έπρεπε να ζωγραφίσει κάθε εικόνα (frame) ξεχωριστά. Με την 
εξέλιξη της τεχνολογίας και των ηλεκτρονικών υπολογιστών δηµιουργήθηκε η έννοια του 
computer animation και το animation πήρε νέα µορφή. Πλέων τα animations γίνονται 
ευκολότερα, γρηγορότερα και το αποτέλεσµα δεν εξαρτάται πλέων αποκλειστικά από την 
ικανότητα του δηµιουργού αφού χρησιµοποιούνται αυτοµατοποιηµένες διαδικασίες που 
υπάρχουν ενσωµατωµένες στα ανάλογα εργαλεία λογισµικού. Το computer animation 
προσφέρει τη δυνατότητα αυτοµατοποίησης της διαδικασίας δηµιουργίας animation από 
την παρατήρηση της κίνησης πραγµατικών αντικειµένων [3]. Ίσως το πρώτο δείγµα που 





υπολογιστές στη δηµιουργία animation, είναι η µικρού µήκους ταινία κινουµένων σχεδίων 
“Luxo Jr” της Pixar η οποία παρουσιάζει µια λάµπα γραφείου να παίζει µε µία µπάλα [4]. Η 
ταινία αυτή έγινε το 1986 και χρησιµοποιεί τη µέθοδο “keyframing” που θα δούµε στη 
συνέχεια. 
 
Εικόνα 2.1: “Luxo Jr” Pixar, 1986 [5] 
Στην παρούσα διπλωµατική εργασία θα ασχοληθούµε µε µια συγκεκριµένη κατηγορία 
animation, το animation χαρακτήρων (character animation). Η συγκεκριµένη κατηγορία 
ασχολείται αποκλειστικά µε την κίνηση (animation) ενός ή περισσότερων χαρακτήρων που 
κινούνται σε κάποιο εικονικό χώρο. Ιστορικά, θεωρείται πως το πρώτο παράδειγµα 
πραγµατικής αναπαράστασης κίνησης (animation) χαρακτήρα, ήταν ο χαρακτήρας “Gertie 
the Dinosaur” του Winson McCay το 1914, ενώ o πρώτος κινούµενος χαρακτήρας που 
έγινε πολύ γνωστός στο κοινό, ήταν ο “Felix the Cat”, του Otto Messmen το 1920. 
 
Στη συνέχεια θα δούµε τέσσερεις βασικές µεθόδους που χρησιµοποιούνται στο computer 
animation για την αναπαράσταση των κινήσεων χαρακτήρων (character animation).  
• Keyframing: 
Η τεχνική αυτή µπορεί να χρησιµοποιηθεί όχι µόνο για την κίνηση χαρακτήρων, αλλά και σε 





παραδοσιακό τρόπο σχεδίασης animation. Σύµφωνα µε τον παραδοσιακό τρόπο, ο 
σχεδιαστής ζωγράφιζε (πάντα µε το χέρι) πρώτα τις βασικές πόζες του χαρακτήρα στη 
σκηνή. Σε κάθε πόζα ζωγράφιζε ξανά ολόκληρο τον χαρακτήρα. Αφού σχεδίαζε τις αρχικές 
αυτές πόζες, στη συνέχεια ζωγράφιζε τις ενδιάµεσες στάσεις του χαρακτήρα αυτού [6]. 
Ακολουθώντας την λογική αυτή δηµιουργήθηκε η µέθοδος “keyframing”, κατά την οποία ο 
χρήστης του υπολογιστή, σχεδιάζει τις σηµαντικές πόζες ή θέσεις του αντικειµένου-
χαρακτήρα. Οι σηµαντικές αυτές εικόνες λέγονται “keyframes”. Στη συνέχεια αναλαµβάνει ο 
υπολογιστής να υπολογίσει και να δηµιουργήσει τις ενδιάµεσες εικόνες (frames) οι οποίες 
ονοµάζονται “in-betweens”.  
 
Εικόνα 2.2: Παράδειγµα "Keyframing" [8] 
Η διαδικασία υπολογισµού των ενδιάµεσων εικόνων από τον υπολογιστή γίνεται µε την 
αρχή της παρεµβολής (interpolation), ανάλογα µε τα “keyframes” που υπάρχουν. Η 
παρεµβολή δεν είναι πάντα γραµµική, αφού µπορούν να ληφθούν υπόψη διάφοροι 
παράµετροι, ώστε µε µια µη-γραµµική παρεµβολή να έχουµε πιο ρεαλιστικά αποτελέσµατα. 
Ορισµένα παραδείγµατα τέτοιων παραµέτρων είναι η ταχύτητα που κινείται το αντικείµενο, 
η µάζα του, η βαρύτητα και η επιτάχυνση. 
 
Η µέθοδος του “keyframing” είναι η πιο διαδεδοµένη και η πιο απλή. Είναι όµως 
χρονοβόρος διαδικασία αφού ο σχεδιαστής πρέπει να σχεδιάσει όλες τις σηµαντικές 





ικανότητα τους σχεδιαστή να φτιάξει σωστά και ρεαλιστικά τα “keyframes” καθώς και από 
τις παραµέτρους που δίνει στον υπολογιστή για υπολογισµό των “in-betweens” εικόνων. 
 
• Body Kinematics: 
Η µέθοδος αυτή µπορεί να εφαρµοστεί σε µοντέλα χαρακτήρων, τα οποία έχουν 
ενσωµατωµένο σκελετό και τα οστά είναι συνδεδεµένα µε κάποια ιεραρχία (περισσότερες 
λεπτοµέρειες στην παράγραφο 2.4). Με λίγα λόγια, αν έχουµε για παράδειγµα ένα µοντέλο 
ανθρώπου και κινήσουµε ένα µέρος του σώµατος του, τότε η κίνηση αυτή θα προκαλέσει 
την απαραίτητη κίνηση και στα άλλα µέρη του σώµατος που σχετίζονται µε το µέρος που 
κινήθηκε. 
 
Η µέθοδος αυτή χρησιµοποιεί την αρχιτεκτονική αυτών των µοντέλων, ώστε να 
δηµιουργήσει ρεαλιστικά animations. Υπάρχουν δύο υποκατηγορίες της τεχνικής αυτής. Η 
µέθοδος “forward kinematics” (ευθεία κινηµατική)  και η µέθοδος “inverse kinematics” 
(αντίστροφη κινηµατική). Σύµφωνα µε το “forward kinematics”, η εφαρµογή της κίνησης 
ξεκινά από την κορυφή της ιεραρχίας των µερών του µοντέλου προς τη βάση, δηλαδή από 
πάνω προς τα κάτω. Αυτό σηµαίνει πως αν για παράδειγµα µετακινήσουµε τον ώµο 
κάποιου ανθρώπινου µοντέλο, ο υπολογιστής θα κάνει τις απαραίτητους υπολογισµούς 
ώστε να κινηθούν ανάλογα τα επόµενα µέρη του µοντέλου στην ιεραρχία όπως ο αγκώνας, 
ο καρπός και η παλάµη. Αντίθετα, η µέθοδος του “inverse kinematics” ακολουθεί 
αντίστροφη πορεία στην ιεραρχία. ∆ηλαδή ο σχεδιαστής θα ορίσει την κίνηση στη βάση της 
ιεραρχίας (πχ στο πόδι ενός εικονικού µοντέλου) και ο υπολογιστής θα κάνει τις 
απαραίτητες αλλαγές στα ανάλογα µέρη ανεβαίνοντας την ιεραρχία προς τα πάνω (γόνατο, 






Η µέθοδος body kinematics προσφέρει ρεαλιστικά αποτελέσµατα, ιδιαίτερα αν συνδυαστεί 
µε την µέθοδο “motion capture” που θα δούµε στη συνέχεια. 
 
• Motion Capture (Σύλληψη Κίνησης): 
Η µέθοδος αυτή είναι η πιο ρεαλιστική, αφού παίρνει δεδοµένα απ’ ευθείας από τον 
πραγµατικό κόσµο, χωρίς να εξαρτάται η αναπαράσταση της κίνησης από τον σχεδιαστή ή 
τον παρατηρητή που προσπαθεί να δει και να αντιγράψει µια κίνηση του πραγµατικού 
κόσµου. 
 
Χρησιµοποιώντας µια από τις τεχνικές που υπάρχουν (και που θα δούµε στην επόµενη 
παράγραφο αναλυτικά), λαµβάνονται οι πληροφορίες κίνησης από κάποιο πραγµατικό 
άνθρωπο, χαρακτήρα ή αντικείµενο. Οι πληροφορίες αυτές αποθηκεύονται µε κάποια 
µορφή αρχείων σε κάποιο υπολογιστή. Στη συνέχεια ο υπολογιστής αυτός εφαρµόζει τις 
πληροφορίες αυτές σε κάποιο εικονικό µοντέλο, αντίστοιχο µε τον χαρακτήρα από τον 
οποίο έγινε η σύλληψη των δεδοµένων, δηµιουργώντας έτσι µια ρεαλιστική αναπαράσταση. 
 
Η µέθοδος του “motion capture” είναι από τις σηµαντικότερες στη βιοµηχανία παιχνιδιών για 
τις κινήσεις των χαρακτήρων. Για παράδειγµα σε ένα παιχνίδι εξοµοίωσης ποδοσφαίρου 
µπορούν εύκολα να αναπαραστήσουν τους ποδοσφαιριστές που κάνουν τάκλιν, που 
πέφτουν ή που σουτάρουν παίρνοντας τις ακριβείς κινήσεις από κάποιο πραγµατικό 
άνθρωπο (κατά προτίµηση ποδοσφαιριστή). Αν και η µέθοδος αυτή προσφέρει πολύ 
ρεαλιστικά αποτελέσµατα, δεν µπορεί να αναπαραστήσει µεγάλης διάρκειας κινήσεις λόγω 
της πολυπλοκότητας στη λήψη των δεδοµένων. Έτσι λαµβάνονται µικρές σκηνές για 
καλύτερη ποιότητα και ανάλυση, οι οποίες στη συνέχεια συνδυάζονται για να κατασκευαστεί 









Εικόνα 2.3: Από τη δηµιουργία του παιχνιδιού "FIFA 2009" [9] 
Στην παράγραφο 2.2 , θα δούµε πιο αναλυτικά τη µέθοδο αυτή µελετώντας τις τεχνικές που 
υπάρχουν για λήψη των “motion capture” δεδοµένων από ανθρώπους, καθώς και τα είδη 
αρχείων που υπάρχουν τα οποία περιλαµβάνουν τις απαραίτητες πληροφορίες που 
λαµβάνονται από τη σύλληψη της κίνησης. 
 
• Procedural motion generation: 
Η µέθοδος αυτή µπορεί να χρησιµοποιηθεί όχι µόνο για κίνηση χαρακτήρων, αλλά και σε 
άλλα είδη computer animation. Ο υπολογιστής ελέγχει την κίνηση αντικειµένων και 
χαρακτήρων, βασισµένο σε κάποιους κανόνες ή διαδικασίες [8]. Γενικά, το πρόγραµµα του 
υπολογιστή γνωρίζει στην αρχή πλήρως τις συνθήκες  του προβλήµατος. Η κάθε κίνηση 
υπολογίζεται από το πρόγραµµα ανάλογα µε τις συνθήκες, µεταβλητές και κανόνες που 
δίνονται. Έχει το πλεονέκτηµα πως όταν το πρόγραµµα είναι έτοιµο, στη συνέχεια είναι 
εύκολο να αναπαραστήσει οποιαδήποτε κίνηση εφόσον αυτή τηρεί τους κανόνες-συνθήκες. 





µας βοηθήσει µακροπρόθεσµα αφού θα είναι φτιαγµένο για συγκεκριµένο χαρακτήρα-
αντικείµενο και για περιορισµένο αριθµό κινήσεων. 
 
2.2 Motion Capture: Τεχνικές σύλληψης δεδοµένων και είδη αρχείων 
 
Σε αυτή την παράγραφο θα δούµε πιο αναλυτικά την µέθοδο “Motion Capture” (Σύλληψης 
∆εδοµένων), που αναφέραµε στην προηγούµενη παράγραφο. Θα δούµε πρώτα τις τεχνικές 
που υπάρχουν για να µπορούµε να λαµβάνουµε τις απαραίτητες πληροφορίες κίνησης από 
πραγµατικούς ανθρώπους και στη συνέχεια θα δούµε τα είδη αρχείων που υπάρχουν για 
να αποθηκεύουν αυτές τις πληροφορίες. 
 
2.2.1 Τρόποι σύλληψης δεδοµένων 
 
Πιο κάτω αναφέρουµε τις τρείς πιο σηµαντικές µεθόδους λήψης δεδοµένων κίνησης από 
πραγµατικούς ανθρώπους. Την µηχανική, την µαγνητική και την οπτική µέθοδο. 
 
• Μηχανική (Mechanical): 
Η τεχνική αυτή είναι η πρώτη µου εφαρµόστηκε σε συστήµατα λήψης δεδοµένων κίνησης. 
Πάνω στον άνθρωπο από τον οποίο  θα ληφθούν τα δεδοµένα, εφαρµόζεται ένα σύνολο 
από µεταλλικά-µηχανικά κοµµάτια. Καθώς ο άνθρωπος κινείται, τα ανάλογα µεταλλικά 
κοµµάτια κινούνται κι αυτά. Αυτό έχει σαν αποτέλεσµα οι αισθητήρες (sensors) που 







Εικόνα 2.4: Μηχανική Μέθοδος [12] 
Η τεχνική αυτή έχει το πλεονέκτηµα πως δεν επηρεάζεται από το φώς (όπως η οπτική 
µέθοδος), ούτε από µαγνητικά πεδία (όπως η µαγνητική µέθοδος). Όµως η µέθοδος αυτή 
είναι ακριβή και δύσκολη αφού πρέπει να φτιαχτούν µε προσοχή τα σχετικά µηχανικά µέρη. 
Επίσης αυτά τα µηχανικά κοµµάτια επηρεάζουν την ελευθερία κίνησης του ανθρώπου από 
τον οποίο θα ληφθούν τα δεδοµένα. 
 
• Μαγνητική (Magnetic): 
Η τεχνική αυτή χρησιµοποιεί συσκευές αποστολής σήµατος (transmitters) που δηµιουργούν 
ένα µαγνητικό πεδίο σε κάποια περιοχή. Μέσα σε αυτή την περιοχή βρίσκεται ο άνθρωπος, 
στον οποίο τοποθετούνται οι ανάλογοι αισθητήρες (sensors). Οι αισθητήρες αυτοί µπορούν 
να καθορίσουν τη θέση τους µέσα στο πεδίο, υπολογίζοντας την απόστασή τους από τις 
συσκευές αποστολής σήµατος, καθώς και την κατεύθυνση τους. Τα δεδοµένα αυτά 
στέλλονται στον υπολογιστή. 
Αυτή η τεχνική είναι αρκετά αποδοτική αφού υπολογίζει µε ακρίβεια τις κινήσεις των 
αισθητήρων στον χώρο. Είναι σχετικά φθηνή και µπορεί να δουλέψει σε συνθήκες 
πραγµατικού χρόνου (real time). ∆ηλαδή να  εµφανίζονται τα δεδοµένα άµεσα, την ώρα 





προβλήµατα όπως το γεγονός πως τα δεδοµένα επηρεάζονται από µαγνητικά αντικείµενα ή 
άλλα πεδία που υπάρχουν κοντά και έτσι µπορεί να περιέχουν θόρυβο. Επίσης ο 
άνθρωπος έχει πάνω του καλώδια που συνδέονται µε τον υπολογιστή και αυτό έχει σαν 
αποτέλεσµα να επηρεάζεται η ελευθερία κινήσεως του. Έχουν αναπτυχθεί όµως πιο 
σύγχρονα τέτοια συστήµατα µε αισθητήρες οι οποίοι δουλεύουν χωρίς καλώδια (wireless) 
και είναι πιο αναβαθµισµένοι δίνοντας καλύτερα αποτελέσµατα. 
 
• Οπτική (Optical) 
Είναι η πιο διαδεδοµένη και η πιο αποδοτική µέθοδος. Τοποθετούνται στον άνθρωπο 
ειδικοί οπτικοί δείκτες (special visual markers) ή αλλιώς “σηµεία” (dots). Γύρω από τον 
άνθρωπο τοποθετούνται ειδικές κάµερες που µπορούν να καθορίσουν στις τρεις διαστάσεις 
τη θέση κάθε “σηµείου”. Τα “σηµεία” αυτά µπορεί να είναι είτε αντανακλαστικά (reflective), 
είτε  µε υπέρυθρες εκποµπές (infra-red emitting) [13].  
 
Εικόνα 2.5: Οπτική Μέθοδος [14] 
Αυτή η µέθοδος έχει πολλά πλεονεκτήµατα. Το κυριότερο είναι πως ο άνθρωπος έχει 
πλήρη ελευθερία κινήσεων αφού δεν έχει ούτε καλώδια, ούτε µηχανικά µέρη ενωµένα σε 





από περισσότερους από ένα ανθρώπους ταυτόχρονα. Έχει όµως το µειονέκτηµα πως 
µπορεί να επηρεαστεί από πηγές φωτός που υπάρχουν στον χώρο. Επίσης, ορισµένα 
αντανακλαστικά “σηµεία” µπορεί να µην φαίνονται στην κάµερα εάν υπάρχει µπροστά τους 
και τα καλύπτει κάποιο αντικείµενο ή ο άνθρωπος, µε αποτέλεσµα να χαθούν δεδοµένα. 
Αυτό µπορεί να λυθεί τοποθετώντας περισσότερες κάµερες στο χώρο (αν και αυτό θα 
αυξήσει την πολυπλοκότητα). Τέλος, τα οπτικά συστήµατα είναι πιο ακριβά από τα 
µαγνητικά. 
 
2.2.2 Είδη Αρχείων 
 
Πιο κάτω θα δούµε ορισµένα από τα πολλά είδη αρχείων που υπάρχουν, τα οποία 
περιλαµβάνουν τις πληροφορίες που πάρθηκαν χρησιµοποιώντας κάποια “motion capture” 
τεχνική. Τα αρχεία αυτά θα µπορούν να χρησιµοποιηθούν από κάποιο λογισµικό γραφικών 
ώστε οι κινήσεις που περιέχουν να µπορούν να ενσωµατωθούν σε κάποιο εικονικό 




Τα BVH (Biovision Hierarchical Data) αρχεία, είναι από τα  δηµοφιλέστερα που υπάρχουν. 
∆ηµιουργήθηκαν από την “Biovision”, εταιρεία η οποία ασχολείται µε την τεχνολογία του 
motion capture. Ένα BVH αρχείο είναι χωρισµένο σε δύο µέρη. Στο πρώτο µέρος του 
αρχείου υπάρχουν οι πληροφορίες για την ιεραρχία του σκελετού, ενώ στο δεύτερο 
υπάρχουν οι πληροφορίες για τις κινήσεις (animation), δηλαδή την κίνηση του κάθε µέρους 
της ιεραρχίας σε κάθε εικόνα (frame). Το δεύτερο µέρος του αρχείου µπορεί να µην υπάρχει 





εφαρµογές που διαβάζουν BVH αρχεία, οι οποίες επιτρέπουν στο χρήστη να φορτώσει 
µόνο το πρώτο µέρος του αρχείου, δηλαδή µόνο τις πληροφορίες σκελετού χωρίς τις 
κινήσεις (animation).  
 
Στο πρώτο µέρος, για να καθοριστεί η ιεραρχία του σκελετού, η θέση για κάθε οστό της 
ιεραρχίας ορίζεται µόνο από ένα offset, το οποίο είναι η διαφορά της θέσης του από το 
οστό-γονέας (parent bone). Με αυτό τον τρόπο δηµιουργείται η δοµή του σκελετού, αλλά 
δεν επιτρέπονται να εισαχθούν εδώ δεδοµένα για περιστροφή (rotation data). Έτσι αν το 
δεύτερο µέρος του αρχείου λείπει ή δεν φορτωθεί, τότε δεν θα έχουµε καθόλου δεδοµένα 
περιστροφής. 
 
• ASF & AMC 
Τα αρχεία αυτά, όπως και τα BVH, είναι και αυτά πολύ δηµοφιλή. Φτιάχτηκαν από την 
εταιρεία δηµιουργίας παιχνιδιών “Acclaim”. Η εταιρεία αυτή κάνει έρευνες γύρω από την 
τεχνολογία του motion capture για πολλά χρόνια. Ανέπτυξαν τις δικές τους µεθόδους 
δηµιουργίας σκελετού και κίνησης από δεδοµένα που λαµβάνουν από οπτικά συστήµατα 
συλλογής δεδοµένων κίνησης. Έτσι δηµιούργησαν την δική τους µορφή αρχείων 
δεδοµένων. Στη συνέχεια τα αρχεία αυτής της µορφής χρησιµοποιήθηκαν και από πολλές 
άλλες εταιρείας και από πολλά λογισµικά γραφικών. 
 
Τα δεδοµένα χωρίζονται σε δύο αρχεία. Τα ASF (Acclaim Skeleton File) αρχεία περιέχουν 
δεδοµένα για τον σκελετό και τα AMC (Acclaim Motion Capture data) αρχεία περιέχουν τα 
δεδοµένα κίνησης. Αυτός ο διαχωρισµός έγινε κυρίως για να µπορούν εύκολα να 
εφαρµοστούν στον ίδιο σκελετό πολλές διαφορετικές κινήσεις (άρα και διαφορετικά AMC 
αρχεία). Έτσι ήταν προτιµότερο να αποθηκευτούν οι πληροφορίες του σκελετού χωριστά, 







• ASK & SDL 
Τα ASK (Alias SKeleton) αρχεία περιέχουν µόνο πληροφορίες που αφορούν τον σκελετό. 
Τα αρχεία αυτά είναι παρόµοια µε τα BVH αρχεία της Biovision. Η διαφορά τους έχει να 
κάνει µε τη σηµασία της διαφοράς (offset) που υπάρχει στα αρχεία για τον καθορισµό της 
θέσης κάθε οστού. Ενώ στα BVH αρχεία το offset είναι η διαφορά του οστού σε σχέση µε το 
οστό-γονέας στην ιεραρχία, στα ASK αρχεία το offset είναι η θέση κάθε οστού στις 
καθολικές συντεταγµένες. Τα SDL (Scene Description Language) αρχεία, συνοδεύουν τα 
ASK αρχεία, περιλαµβάνοντας τις πληροφορίες για την κίνηση. Εκτός από την κίνηση 
µπορεί να περιλαµβάνουν και άλλες πληροφορίες σχετικές µε τη σκηνή. 
 
• BRD 
Τα αρχεία αυτά επινοήθηκαν για να αποθηκεύουν δεδοµένα του συστήµατος σύλληψης 
κίνησης “Flock of Birds” της “Ascension Technology Corporation” [18], που κατασκευάστηκε 
από την Lambsoft. Μπορούν όµως να αποθηκευτούν στα αρχεία αυτά δεδοµένα και από 
οποιοδήποτε άλλο µαγνητικό σύστηµα σύλληψης δεδοµένων κίνησης. Τα δεδοµένα αυτά 
είναι διαφορετικά από αυτά που λαµβάνονται από κάποιο οπτικό σύστηµα σύλληψης 
δεδοµένων κίνησης. 
 
• HTR & GTR 
Τα αρχεία HTR (Hierarchical Translation-Rotation) αναπτύχθηκαν για αποθήκευση των 
δεδοµένων του σκελετού που προκύπτουν από ένα λογισµικό της “Motion Analysis” [19]. 
∆ηµιουργήθηκαν ως εναλλακτική λύση από τα BVH αρχεία (τα µόνα διαθέσιµα τότε) για να 
καλύψουν ορισµένες ελλείψεις τους. Τα Acclaim αρχεία (ASF και AMC) δεν ήταν τότε 
διαθέσιµα. Τα HTR αρχεία έχουν µια πολύ καλή µορφή και περιέχουν όλα τα απαραίτητα 
που χρειάζεται να περιέχει ένα motion capture αρχείο. Τα GTR (Global Translation-
Rotation) αρχεία είναι ίδια  µε τα HTR αρχεία, µε τη διαφορά πως δεν περιέχουν 







Αυτό το είδος αρχείου αναπτύχθηκε από την “Motion Analysis” [18] για να εξυπηρετήσει 
δύο σκοπούς. Για να αποθηκεύει τα αποτελέσµατα από τα οπτικά συστήµατα σύλληψης 
δεδοµένων κίνησης που έχουν, αλλά και για να αποθηκεύει τα αποτελέσµατα ενός  
ανιχνευτή κίνησης στο πρόσωπο (face tracker) σε πραγµατικό χρόνο.  
 
• CSM 
Τα αρχεία αυτά χρησιµοποιούνται από το “Character Studio” της Autodesk (ένα plug-in του 
“3d Studio Max” κατάλληλο για διαχείριση χαρακτήρων και animation). Τα αρχεία αυτά 
περιέχουν τις πληροφορίες για τα δεδοµένα από τα “σηµεία” (markers) ενός οπτικού 
συστήµατος σύλληψης δεδοµένων.  
 
• C3D 
Τα C3D αρχεία αναπτύχθηκαν από την Vicon [20], η οποία ασχολείται µε την ανάπτυξη 
οπτικών συστηµάτων σύλληψης δεδοµένων κίνησης. Τα αρχεία αυτά περιέχουν τις 
πληροφορίες που λαµβάνονται από αυτά τα συστήµατα. Χρησιµοποιούνται από εργαστήρια 
βιοµηχανικής, animation, αλλά και ανάλυσης βηµατισµού. Υποστηρίζονται από όλα σχεδόν 
τα συστήµατα λήψης δεδοµένων κίνησης που κατασκευάζονται, καθώς και από λογισµικά 
γραφικών για αναπαράσταση των κινήσεων. 
 
2.3 Motion Capture δεδοµένα που θα χρησιµοποιήσουµε 
 
Για τη διπλωµατική αυτή εργασία θα ήταν καλό να βρούµε µια πηγή µε διάφορα “motion 





µοντέλο που θα χρησιµοποιήσουµε πολλές επιλογές κίνησης. Ο κάθε ενδιαφερόµενος 
µπορεί να βρει εκεί τα δικά του δεδοµένα κίνησης και να φτιάξει την δική του εφαρµογή. 
 
Η πηγή που χρησιµοποίησα για τα “motion capture” δεδοµένα είναι η δωρεάν βάση που 
προσφέρεται από το Carnegie Mellon University [21]. Σε αυτή τη βάση υπάρχει µια πλειάδα 
δεδοµένων κίνησης που λαµβάνονται από το εργαστήριο γραφικών του πανεπιστηµίου, 
“Carnegie Mellon Graphics Lab”.  Εκεί για τη λήψη των δεδοµένων χρησιµοποιείται η 
οπτική µέθοδος σύλληψης δεδοµένων κίνησης. Συγκεκριµένα χρησιµοποιούνται 12 Vicon 
κάµερες, η κάθε µια µε ικανότητα λήψης στα 120 Hz, µε εικόνες ανάλυσης 4 Megapixels. Οι 
κάµερες τοποθετούνται γύρω από µια ορθογώνια περιοχή 3X8 µέτρα ώστε να 
συλλαµβάνονται οι κινήσεις που γίνονται µέσα σε αυτό το τετράγωνο. Κάθε κίνηση στη 
βάση προσφέρεται σε τρεις εναλλακτικές µορφές αρχείων. Σε αρχείο c3d, σε αρχείο tvd 
(είδος αρχείων για χρήση από συγκεκριµένο λογισµικό της Vicon), καθώς και σε αρχείο 
AMC (προσφέροντας και τον σκελετό σε ASF αρχείο). Ακόµα, για κάθε κίνηση δίνει την 
ευκαιρία στην χρήστη να κατεβάσει βίντεο για να δει την κίνηση και τον σκελετό που 
υπάρχουν στα αρχεία ή ακόµα να κατεβάσει το βίντεο που δείχνει τον πραγµατικό 
άνθρωπο να κάνει την σχετική κίνηση. 
 
Επέλεξα να χρησιµοποιήσω αρχεία της µορφής AMC και ASF (για τον σκελετό). Εκτός του 
ότι είναι µια από καλύτερες και προτιµότερες µορφές αρχείων, µπορεί να χρησιµοποιηθεί 
από πολλά λογισµικά διαχείρισης κινήσεων (animation), όπως και το “Motion Builder” της 
Autodesk που χρησιµοποίησα (περισσότερες λεπτοµέρειες στην παράγραφο 4.2). 
Συγκεκριµένα για την τελική εφαρµογή χρησιµοποίησα τις εξής κινήσεις για το ανθρώπινο 
µοντέλο: περπάτηµα, κίνηση για να καθίσει σε καρέκλα, κίνηση για να σηκωθεί από αυτήν, 






2.4 Επιλογή εικονικού ανθρώπινου µοντέλου 
 
Αφού επιλέξαµε τις κινήσεις που θα χρησιµοποιήσουµε, θα πρέπει να βρούµε και κάποιο 
εικονικό ανθρώπινο µοντέλο στο οποίο θα µπορούµε να ενσωµατώσουµε τις κινήσεις που 
αναφέραµε πιο πάνω. Ένα τέτοιο µοντέλο θα πρέπει να έχει τον απαραίτητο σκελετό και 
ιεραρχία οστών ώστε να µπορεί να κάνει ρεαλιστικά τις σχετικές κινήσεις. Η κατηγορία 
animation που σχετίζεται µε µοντέλα στα οποία υπάρχει αυτός σκελετός ονοµάζεται 
“skeletal animation”. 
 
Skeletal animation είναι η τεχνική διαµόρφωσης του δέρµατος ενός χαρακτήρα µε χρήση 
των σχετικών οστών [22]. Ο χαρακτήρας σχεδιάζεται σε δύο µέρη. Ένα ιεραρχικό σύνολο 
οστών (bones) που χρησιµοποιείται για τις κινήσεις του και την επιφάνεια πάνω από τα 
οστά ή αλλιώς δέρµα (skin). Ο σκελετός είναι η ιεραρχία αυτή των οστών. Κάθε οστό 
ορίζεται από ένα µετασχηµατισµό σε σχέση µε το οστό-γονέα του. Ο µετασχηµατισµός 
αυτός περιλαµβάνει συνήθως τρείς αλλαγές: αλλαγή θέσης, µεγέθους και κατεύθυνσης. 
Έτσι ο πλήρης µετασχηµατισµός ενός οστού είναι αποτέλεσµα των µετασχηµατισµών των 
προγόνων του και του δικού του. Τα οστά είναι υπεύθυνα για τις κινήσεις. Με τη βοήθεια 
της ιεραρχίας, κάθε οστό που κινείται προκαλεί ανάλογη κίνηση στα γειτονικά του οστά, 
όπως γίνεται και µε τον δικό µας ανθρώπινο σκελετό. Κάθε οστό περιβάλλεται από κάποια 
επιφάνεια (mesh) αποτελούµενη από πολύγωνα. Κάθε κίνηση που γίνεται στο οστό, γίνεται 
και στην επιφάνεια που το περιβάλλει. Αυτή η επιφάνεια λέγεται δέρµα (skin) και η 






Γενικά η δηµιουργία κάποιου µοντέλου που θα έχει τη δοµή που περιγράψαµε, είναι µια 
επίπονη διαδικασία για κάποιον σχεδιαστή. Υπάρχουν πολλά λογισµικά που µπορούν να 
τον βοηθήσουν να φτιάξει το µοντέλο, αλλά τόσο η δηµιουργία του σκελετού, όσο και το 
skinning πρέπει να γίνουν µε ιδιαίτερη προσοχή ώστε το αποτέλεσµα τόσο του µοντέλου, 
όσο και της οποιασδήποτε κίνησης κάνει, να µοιάζει ρεαλιστικό. Η χρήση του skeletal 
animation προσφέρει την ευκολία εφαρµογής ρεαλιστικής κίνησης στο µοντέλο, ειδικά αν 
συνδυαστεί µε την τεχνολογία του motion capture. Γι’ αυτό και χρησιµοποιείται πολύ στη 
δηµιουργία παιχνιδιών (video games), αλλά και κινηµατογραφικών ταινιών. 
 
Για τη δική µου εφαρµογή χρησιµοποίησα ένα εικονικό ανθρώπινο µοντέλο που 
προσφέρεται δωρεάν  από την εταιρεία “aXYZ-design” [23]. Το µοντέλο αυτό έχει τον 
απαραίτητο σκελετό που χρειαζόµαστε και έτσι θα µπορέσουµε να εφαρµόσουµε σε αυτόν 
τις κινήσεις που είδαµε στην προηγούµενη παράγραφο. 
 
 






2.5 Motion Graphs 
 
Τα motion capture δεδοµένα µπορούν να προσφέρουν όπως είδαµε πολύ ρεαλιστικές 
κινήσεις στα ανθρώπινα µοντέλα. Όµως το γεγονός ότι είναι πολύ δύσκολο να 
τροποποιηθούν τα κάνει ορισµένες φορές δύσχρηστα. Είναι δύσκολο να χρησιµοποιήσουµε 
κίνηση χωρίς να είναι ακριβώς η ίδια µε αυτήν που έχουµε λάβει. Το να γίνεται νέα σύλληψη 
δεδοµένων κίνησης κάθε φορά που θέλουµε να αλλάξουµε έστω και µια λεπτοµέρεια από 
δεδοµένα που ήδη έχουν ληφθεί είναι µια χρονοβόρα και δύσκολη διαδικασία. Στο [24] 
προτείνεται µια λύση για να αντιµετωπιστούν αυτές οι δυσκολίες, συγκεκριµένα µε χρήση 
των “motion graphs” (γραφήµατα κίνησης). Η γενική ιδέα της λύσης αυτής είναι η 
δηµιουργία ενός γραφήµατος µε χρήση οµάδων από motion capture δεδοµένα που έχουµε. 
Το γράφηµα αυτό είναι ένας κατευθυνόµενος γράφος όπου κάθε βέλος αντιπροσωπεύει είτε 
µια αυθεντική κίνηση από τα motion capture δεδοµένα, είτε µια µετάβαση (transition) που 
φτιάχνουµε εµείς. Οι κόµβοι είναι σηµεία επιλογής για την επόµενη κίνηση του χαρακτήρα 
(εικόνα 2.8). 
 
Για τη δηµιουργία του γραφήµατος, αρχικά δηµιουργούµε motion clips από τα motion 
capture δεδοµένα, δηλαδή οµάδες από εικόνες (frames) µε κινήσεις του χαρακτήρα. Αυτά 
τα clips δηµιουργούν το αρχικό µας γράφηµα. Κάθε ένα από αυτά αναπαριστάται σαν ένα 
τόξο από την αρχή µέχρι το τέλος του clip. Έτσι αν έχουµε n clips, δηµιουργείται ένας 
αποσυνδεδεµένος γράφος µε 2n κόµβους. Στη συνέχεια ένα αρχικό clip µπορούµε να το 
χωρίσουµε σε δύο clips, προσθέτοντας ένα νέο κόµβο µεταξύ των δύο κόµβων που ήδη 
υπάρχουν (εικόνα 2.7 πάνω µέρος). Για να έχει όµως ένας κόµβος διάφορες επιλογές να 
ακολουθήσει (εναλλακτικά εξωτερικά τόξα), θα πρέπει να υπάρχουν clips τα οποία οδηγούν 





δεδοµένων να είναι τόσο όµοια, θα πρέπει να φτιάξουµε clips για αυτό τον σκοπό. 
“Transitions” (µεταβάσεις), είναι τα clips που τα σχεδιάζουµε ώστε να συνδέουν δύο 
κόµβους διαφορετικών clips. Χρησιµοποιώντας τα transitions, δηµιουργούµε διαφορετικά 
δυνατά µονοπάτια που µπορούν να ακολουθηθούν (εικόνα 2.7 κάτω µέρος). 
 
Εικόνα 2.7: Μετατροπή αρχικού motion graph αποτελούµενο από δύο motion clips 
Η δηµιουργία των transitions είναι δύσκολο πρόβληµα. Θα πρέπει αρχικά να υπολογίσουµε 
την απόσταση µεταξύ δύο οποιονδήποτε εικόνων (frames) µε τις στάσεις του µοντέλου. Η 
απόσταση αυτή µεταξύ δύο εικόνων (έστω Ai και Bj), δεν µπορεί να υπολογιστεί µόνο µε 
την µέτρηση της διαφοράς της θέσης των µερών του χαρακτήρα. Στο [24] προτείνεται η 
χρήση “point clouds” για τον υπολογισµό αυτό, δηλαδή οµάδων από σηµεία στις εικόνες 
αυτές του χαρακτήρα. Συγκεκριµένα δηµιουργούνται αρχικά δύο παράθυρα από εικόνες, 
µεγέθους k. Το ένα παράθυρο περιλαµβάνει k εικόνες από το Ai και µετά (Ai µέχρι Ai+k-1) και 
το άλλο παράθυρο εικόνες από το Bj και πίσω (Bj-k+1 µέχρι Bj). ∆ηµιουργούνται τότε δύο 
point clouds, ένα για κάθε παράθυρο, το κάθε ένα από αυτά αποτελούµενο από µικρότερα 
point clouds που αντιστοιχούν στις εικόνες του παραθύρου. Έτσι ο υπολογισµός της 
απόστασης µεταξύ δύο εικόνων υπολογίζεται ως ένα άθροισµα µε βάρη, των 
τετραγωνισµένων αποστάσεων των αντίστοιχων σηµείων στα δύο point clouds. Τα βάρη 
τοποθετούνται ανάλογα µε τη σηµασία που θέλουµε να έχει το σχετικό µέρος του σώµατος 
του χαρακτήρα. Όλοι οι σχετικοί µαθηµατικοί τύποι περιγράφονται στην παράγραφο 3.1 του 





των εικόνων που θα είναι καλή επιλογή για τη δηµιουργία των transitions. Για τη δηµιουργία 
ενός transition γίνεται απλά µια µίξη (blending) των εικόνων του ενός παραθύρου µε τις 
αντίστοιχες εικόνες του άλλου παραθύρου. ∆ηλαδή οι εικόνες Ai µέχρι Ai+k-1 µε τις εικόνες Bj-
k+1 µέχρι Bj αντίστοιχα. 
 
Έτσι µε τη χρήση των transitions φτιάχνουµε το γράφηµα που φαίνεται στην εικόνα 2.8. 
Εδώ µερικοί κόµβοι οδηγούν σε αδιέξοδα (όπως ο κόµβος 5 στην εικόνα) ή µπορούν να 
φτάσουν µόνο σε ένα µικρό σύνολο του συνολικού αριθµού των κόµβων (όπως ο κόµβος 4 
στην εικόνα). Θέλουµε να κρατήσουµε µόνο τους κόµβους που δηµιουργούν µεγάλες 
ακολουθίες κινήσεων, έτσι αφαιρούµε τους περιττούς αυτούς κόµβους. Τώρα, έχοντας το 
τελικό γράφηµα µπορούµε να το χρησιµοποιήσουµε για να δηµιουργήσουµε διάφορες 
ακολουθίες κινήσεων. Ανάλογα µε τις παραµέτρους που δίνει ο χρήστης και 
χρησιµοποιώντας τους κατάλληλους αλγορίθµους εύρεσης µονοπατιού στο γράφηµα, 
επιλέγεται το κατάλληλο µονοπάτι που δίνει την ανάλογη ακολουθία κινήσεων. 
 
 
Εικόνα 2.8: Παράδειγµα ενός motion graph 
Με τη χρήση ενός motion graph, µπορούν να συνδυαστούν τα motion capture δεδοµένα 
που έχουµε για να φτιάξουµε ρεαλιστικές ακολουθίες κινήσεων. Τα motion graphs είναι 
χρήσιµα για τη δυνατότητα ελέγχου των κινήσεων ενός χαρακτήρα σε πραγµατικό χρόνο, 
για υψηλού επιπέδου συνδυασµό κινήσεων αλλά και για την αποφυγή συγκρούσεων σε 





κατασκευαστούν σωστά, αφού εκτός του ότι είναι χρονοβόρα και δύσκολη η διαδικασία 
σύγκρισης όλων των εικόνων για επιλογή των transitions, βασίζονται σε παραµέτρους που 
είναι δύσκολο να  καθοριστούν, όπως το µέγεθος του παραθύρου (k) και το όριο που θα 
θέσουµε για να αποφασίσουµε αν ένα υποψήφιο transition θα χρησιµοποιηθεί. Επίσης όταν 
έχουµε πολλά δεδοµένα κίνησης, είναι δύσκολο να φτιάξουµε και να διαχειριστούµε ένα 
πολύ µεγάλο γράφηµα και να επιλέγουµε την σωστή ακολουθία κινήσεων. Ακόµα σε ένα 
τέτοιο γράφηµα µπορεί να έχουµε και επαναλαµβανόµενα δεδοµένα. Πρέπει τέλος να 
τονίσουµε  το γεγονός πως µε την τεχνική του motion graph δεν δηµιουργούµε νέα 
δεδοµένα, αλλά συνδυάζουµε τα υφιστάµενα motion capture δεδοµένα που έχουµε. 
 
Για την υλοποίηση της εφαρµογής δεν χρησιµοποιήθηκε η τεχνική των Motion Graphs. Η 
τεχνική αυτή για να δουλέψει όπως πρέπει και να δηµιουργηθούν ρεαλιστικές ακολουθίες 
κινήσεων,  θα πρέπει να έχουµε µεγάλο αριθµό animations ώστε να υπάρχουν αρκετά 
υποψήφια transitions. Για ένα µικρό αριθµό κινήσεων, όπως αυτές που διαλέξαµε για τη 
δηµιουργία της εφαρµογής, το Motion Graph θα ήταν µικρό και µε ελάχιστα µονοπάτια. 
Επίσης, εµείς θέλουµε να συνδυάσουµε δυναµικά τις κινήσεις που έχουµε µε 
συγκεκριµένους συνδυασµούς (π.χ περπάτηµα σε χειραψία και αντίστροφα, περπάτηµα σε 
χορό και αντίστροφα, περπάτηµα σε κάθισµα κλπ). Η χρήση ενός Motion Graph  πολύ 
πιθανόν να µην µας έδινε λύσεις (µονοπάτια) για τους συνδυασµούς που θέλαµε και επίσης 
η όλη διαδικασία δηµιουργίας του Motion Graph και κυρίως η δηµιουργία των transitions, 
καθώς και η χρήση του είναι δύσκολη. Αντί αυτού, χρησιµοποιήσαµε τις συναρτήσεις που 
µας προσφέρει η βιβλιοθήκη Cal3d και συγκεκριµένα η τάξη CalMixer. Οι συναρτήσεις 
αυτές σµίγουν animations µεταξύ τους  χρησιµοποιώντας ως παραµέτρους βάρη για την 
επίδραση κάθε animation στο µοντέλο, καθώς και τιµές που δείχνουν την χρονική 
καθυστέρηση που θέλουµε να υπάρξει µέχρι να αφαιρεθεί κάποιο animation από το 
µοντέλο ή µέχρι να φτάσει κάποιο νέο βάρος. Περισσότερες λεπτοµέρειες για τις 





παραµέτρους των συναρτήσεων παίρνουµε ρεαλιστικό αποτέλεσµα και µπορούµε να 
συνδυάσουµε όλες τις κινήσεις που θέλουµε. Το πώς θα τις χρησιµοποιήσουµε για να 
φτιάξουµε δικές µας συναρτήσεις διαχείρισης των animations θα δούµε στην παράγραφο 
5.4, ενώ το τι πρέπει να προσέξουµε για να πάρουµε ρεαλιστικά αποτελέσµατα στη τελική 
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Στο Κεφάλαιο 2 µελετήσαµε τα διάφορα είδη δεδοµένων κίνησης χαρακτήρων που 
χρησιµοποιούνται σήµερα και καταλήξαµε στη χρήση Motion Capture δεδοµένων τα οποία 
δίνουν πολύ ρεαλιστικό αποτέλεσµα, αφού παράγονται από κινήσεις πραγµατικών 
ανθρώπων. Έχουµε λοιπόν ορισµένα αρχεία µε τέτοια δεδοµένα κίνησης (βλέπε 
παράγραφο 2.3), καθώς και το ανθρώπινο µοντέλο µε τον κατάλληλο σκελετό (βλέπε 
παράγραφο 2.4). Για να πετύχουµε στη συνέχεια τον σκοπό µας και να φτιάξουµε την 
εφαρµογή µε το εικονικό περιβάλλον χρησιµοποιώντας τα δεδοµένα κίνησης και το 
ανθρώπινο µοντέλο που έχουµε, µπορούµε να διαχωρίσουµε την όλη διαδικασία σε δύο 
µέρη. 
 
Στο πρώτο µέρος ανάπτυξης (Κεφάλαιο 5), θα πρέπει αρχικά να καταφέρουµε να 
ενσωµατώσουµε τα δεδοµένα κίνησης στο ανθρώπινο µοντέλο και να φτιάξουµε ανάλογα 
αρχεία µε το µοντέλο και τις διάφορες κινήσεις για να µπορούµε να τα χρησιµοποιήσουµε. 
Θα πρέπει στη συνέχεια, να βρούµε τρόπο να µπορέσουµε να διαχειριστούµε τον 
χαρακτήρα και τις κινήσεις τους. ∆ηλαδή να φτιάξουµε συναρτήσεις τις οποίες καλώντας τες 
να µπορούµε να φορτώσουµε κάποιο νέο χαρακτήρα στην εφαρµογή, να υπολογίσουµε την 





αλλάξουµε την ταχύτητα που κινείται, να ορίσουµε αν θέλουµε να κινείται ή όχι και τέλος τη 
συνάρτηση που θα απεικονίζει (render) τον χαρακτήρα στην οθόνη. Θα πρέπει να 
µπορούµε να χρησιµοποιούµε τις συναρτήσεις αυτές από το περιβάλλον ανάπτυξης της 
τελικής εφαρµογής. 
 
Το δεύτερο µέρος ανάπτυξης της εφαρµογής (Κεφάλαιο 6) επικεντρώνεται στη δηµιουργία 
του τελικού εικονικού περιβάλλοντος προσθέτοντας σε αυτό ανθρώπινους χαρακτήρες και 
διάφορα αντικείµενα. Χρησιµοποιώντας τις συναρτήσεις για διαχείριση των χαρακτήρων 
που φτιάξαµε στο πρώτο µέρος θα κάνουµε τους ανθρώπους να κινούνται στο χώρο. Με τη 
βοήθεια των συναρτήσεων αυτών θα αναπτύξουµε επίσης νέες συναρτήσεις οι οποίες θα 
κάνουν τους ανθρώπους να κινούνται και να αντιδρούν ρεαλιστικά. Θα αναπτύξουµε  
συναρτήσεις για να κάνουµε τους ανθρώπους να αποφεύγουν τις συγκρούσεις, να 
αλληλεπιδρούν µεταξύ τους και µε αντικείµενα στο χώρο καθώς και για να υπολογίζουν την 
πορεία που θα ακολουθούν όταν χρειάζεται. Κάνοντας αυτά, οι άνθρωποι θα φαίνονται και 
θα κινούνται ρεαλιστικά στο χώρο και έτσι θα έχουµε πετύχει τον σκοπό µας. 
 
3.2 Επιλογές υλοποίησης 
 
Πριν προχωρήσουµε στην υλοποίηση της εφαρµογής, θα πρέπει πρώτα να κάνουµε 
ορισµένες επιλογές. Σε σχέση µε τα εργαλεία που θα χρησιµοποιήσουµε (όπως θα δούµε 
στο Κεφάλαιο 4), επιλέξαµε να χρησιµοποιήσουµε το περιβάλλον ανάπτυξης XVR για την 
υλοποίηση της τελικής εφαρµογής. Για τη διαχείριση των χαρακτήρων και των κινήσεων 
τους, θα φτιάξουµε τις απαραίτητες συναρτήσεις (σε γλώσσα C++) µε τη βοήθεια των 
συναρτήσεων που µας προσφέρει η βιβλιοθήκη Cal3d (βλέπε παράγραφο 4.4). Έτσι θα 
πρέπει µε κάποιο τρόπο να µπορούµε να καλούµε τις συναρτήσεις αυτές από το XVR. Γι’ 





συναρτήσεις διαχείρισης του χαρακτήρα που θα φτιάξουµε. Το XVR µας δίνει τη 
δυνατότητα µέσω του DLL αρχείου, να καλούµε τις συναρτήσεις που υλοποιήσαµε σε C++ 
(βλέπε διάγραµµα εικόνας 3.2). 
 
Αφού επιλέξαµε να χρησιµοποιήσουµε τις συναρτήσεις της βιβλιοθήκης Cal3d, θα πρέπει 
τα αρχεία µε τον χαρακτήρα και τις κινήσεις του να τα δηµιουργήσουµε σε τέτοια µορφή 
ώστε να µπορούν να χρησιµοποιηθούν από αυτές. Άρα θα πρέπει τα εργαλεία που θα 
χρησιµοποιήσουµε για την ενσωµάτωση των αρχείων κίνησης (αρχεία AMC και ASF) στο 
ανθρώπινο µοντέλο (αρχείο FBX), να µπορούν να παράγουν αρχεία κατάλληλα για το 
Cal3d. Συγκεκριµένα χρησιµοποιήθηκαν για αυτό το σκοπό τα εργαλεία “Motion Builder” και 
“3d Studio Max”, όπως διακρίνεται και στο διάγραµµα της εικόνας 3.1. Τα εργαλεία αυτά, το 
XVR και η βιβλιοθήκη συναρτήσεων Cal3d, θα αναλυθούν στο Κεφάλαιο 4. 
 
Σε σχέση µε το δεύτερο µέρος της υλοποίησης όπου θα φτιάξουµε συναρτήσεις που θα 
κάνουν τους ανθρώπους να κινούνται και να αντιδρούν ρεαλιστικά, θα υλοποιήσουµε 
συναρτήσεις που υλοποιούν αυτά που αναφέρονται πιο κάτω. Επίσης αναφέρονται 
ορισµένα στοιχεία που θα πρέπει να προσέξουµε. 
• Αλληλεπίδραση ανθρώπων µε τις καρέκλες: Ένας άνθρωπος που πρέπει να πάει 
για να καθίσει σε κάποια καρέκλα θα ακολουθήσει πορεία η οποία υπολογίζεται αυτόµατα 
ανάλογα µε την καρέκλα. Θα κάθεται στην καρέκλα και θα σηκώνεται µετά από κάποιο 
χρονικό διάστηµα. Θα πρέπει να προσέξουµε ώστε να ελέγχεται αν κάποιος άλλος κάθεται 
στην καρέκλα. Επίσης θα πρέπει θα προσεχθεί η πορεία που ακολουθεί για να πάει στο 
ακριβές σηµείο που πρέπει για να καθίσει στην καρέκλα (µπροστά από αυτή), ώστε να 





• Αποφυγή συγκρούσεων: Οι άνθρωποι θα αποφεύγουν τις συγκρούσεις που 
πρόκειται να συµβούν σε λίγα βήµατα, αν εξακολουθούν να κινούνται προς την ίδια 
κατεύθυνση. Θα πρέπει να αποφεύγεται κάθε σύγκρουση µε τα αντικείµενα καθώς και µε 
τους άλλους ανθρώπους όταν πρέπει. Θα πρέπει να προσέξουµε ώστε µετά την αποφυγή 
της σύγκρουσης µε κάποιο εµπόδιο, στη συνέχεια να συνεχίσει να ακολουθεί πορεία προς 
την κατεύθυνση που ακολουθούσε πριν.  
• Αλληλεπίδραση µεταξύ ανθρώπων: Οι άνθρωποι θα αλληλεπιδρούν µεταξύ τους 
όταν µπορούν, επιλέγοντας τυχαία ένα από τα τρία διαθέσιµα animations (συζήτηση, 
χορός, χειραψία). Θα πρέπει να προσέξουµε ώστε οι άνθρωποι να γυρίσουν ο ένας προς 
τον άλλο πριν αρχίσει να εκτελείται το animation, καθώς και το ότι µετά το animation, κάθε 
άνθρωπος θα πρέπει να συνεχίσει την πορεία που ακολουθούσε προηγουµένως. 
• Θα πρέπει να φτιάξουµε συναρτήσεις ώστε η περιστροφή κάθε ανθρώπου να 
φαίνεται  ρεαλιστική. Αυτό θα γίνει περιστρέφοντας κάθε άνθρωπο µόνο ένα µικρό αριθµό 
µοιρών σε κάθε frame. Προσοχή θα πρέπει επίσης να δοθεί στη ρεαλιστικότητα που πρέπει 
να υπάρχει κατά την εναλλαγή του τρέχων animation. 
 
3.3 Βασικά βήµατα 
 
Συνοψίζοντας, στα σχεδιαγράµµατα των εικόνων 3.1 και 3.2 βλέπουµε τη ροή των 
δεδοµένων σε σχέση µε τα διάφορα εργαλεία για την υλοποίηση της εφαρµογής. Όπως 
διακρίνεται στο πρώτο διάγραµµα, αρχικά τα αρχεία µε τα animations (ASF και AMC) θα 
ενσωµατωθούν στο ανθρώπινο µοντέλο µε χρήση του “Motion Builder” και θα 
δηµιουργηθούν τα άλογα FBX αρχεία. Τα αρχεία αυτά θα φορτωθούν στη συνέχεια στο “3d 
Studio Max” για να δηµιουργηθούν ανάλογα αρχεία µε τον χαρακτήρα και τα animations 





βλέπουµε τη συνέχεια της διαδικασίας υλοποίησης. Με τη βοήθεια της βιβλιοθήκης Cal3d, 
θα δηµιουργηθούν σε C++ (στο περιβάλλον ανάπτυξης Visual Studio 2005) συναρτήσεις 
για διαχείριση του χαρακτήρα και των animations. Οι συναρτήσεις αυτές θα αποθηκευτούν 
σε ένα DLL αρχείο για να µπορέσουν να φορτωθούν και να χρησιµοποιηθούν από το XVR. 
Στο XVR θα φορτωθούν επίσης τα αρχεία µε τα δεδοµένα του χαρακτήρα και των κινήσεων 
που φτιάξαµε (διάγραµµα 3.1), καθώς και τα τρισδιάστατα αντικείµενα που θα υπάρχουν 
στο περιβάλλον. Τα αντικείµενα αυτά θα φορτωθούν πρώτα στο “3d Studio Max” για να 
µετατραπούν σε κατάλληλα αρχεία (AAM) για να µπορούν να φορτωθούν στο XVR. Στη 
συνέχεια στο XVR θα δηµιουργηθεί η τελική εφαρµογή. 
 
 







Εικόνα 3.2: ∆ιάγραµµα εργαλείων και δεδοµένων για τη δηµιουργία της εφαρµογής 
 
Τέλος, αναφέρονται πιο κάτω τα βασικά βήµατα που θα ακολουθήσουµε για την εκπόνηση 
της εργασίας και τη δηµιουργία της εφαρµογής. Η υλοποίηση των όσων αναφέρονται εδώ 
περιγράφονται στα Κεφάλαια 5 και 6.  
 
• Θα ενσωµατώσουµε τις κινήσεις που έχουµε (σε αρχεία ASF και AMC) στο 
ανθρώπινο µοντέλο που έχουµε (FBX αρχείο) και θα δηµιουργήσουµε τα ανάλογα αρχεία 
µε τον άνθρωπο και τα διάφορα animations σε κατάλληλη µορφή για το Cal3d 
(παράγραφος 5.1 και 5.2) 
• Θα δηµιουργήσουµε µια εφαρµογή (σε C++), στην οποία θα φτιάξουµε συναρτήσεις 
για τη διαχείριση του χαρακτήρα και των κινήσεων µε χρήση των συναρτήσεων της 





• Θα φτιάξουµε ένα DLL αρχείο µε απαραίτητες συναρτήσεις διαχείρισης του 
µοντέλου και των κινήσεων, που θα µας βοηθήσει να καλούµε τις συναρτήσεις από το XVR 
(παράγραφος 5.5) 
• Θα ξεκινήσουµε να φτιάχνουµε την τελική εφαρµογή στο XVR, τοποθετώντας 
πρώτα τους ανθρώπους στο χώρο να περπατούν, ορίζοντας τις απαραίτητες 
αρχικοποιήσεις και µεταβλητές (παράγραφος 6.2) 
• Θα φτιάξουµε τις απαραίτητες συναρτήσεις ώστε όταν ένας άνθρωπος θα καθίσει σε 
κάποια καρέκλα, να βρίσκει αυτόµατα το δρόµο που θα ακολουθήσει, θα κάθεται και µετά 
από κάποιο χρονικό διάστηµα θα σηκώνεται (παράγραφος 6.3) 
• Θα φτιάξουµε τις συναρτήσεις ώστε ο κάθε άνθρωπος να αποφεύγει τα διάφορα 
αντικείµενα που θα βρίσκει στο δρόµο του ή και τους άλλους ανθρώπους όταν χρειάζεται 
και να ακολουθεί στη συνέχεια σωστή πορεία (παράγραφος 6.4) 
•  Θα κάνουµε τους ανθρώπους να αλληλεπιδρούν µεταξύ τους όταν µπορούν 
(παράγραφος 6.5) 
• Θα κάνουµε τις απαραίτητες ενέργειες ώστε να γίνεται ρεαλιστικά η εναλλαγή των 
animations στους ανθρώπους και η οµαλή αλλαγή πορείας (παράγραφος 6.6) 
• Τέλος, θα δούµε πως θα προσθέσουµε στο χώρο αντικείµενα, τον ουρανό και το 
















Στο Κεφάλαιο αυτό θα δούµε τα εργαλεία τα οποία χρησιµοποιήσαµε  για την εκπόνηση της 
εργασίας και τη δηµιουργία της εφαρµογής. Στην παράγραφο 3.3 του προηγούµενου 
Κεφαλαίου, είδαµε τα σηµεία της υλοποίησης που θα βοηθήσουν τα εργαλεία αυτά.  
 
4.2 Autodesk “Motion Builder” 
 
Το Motion Builder [25] της Autodesk, είναι ένα λογισµικό που προσφέρει τη δυνατότητα 
διαχείρισης animation τρισδιάστατων χαρακτήρων (3d character animation) πραγµατικού 
χρόνου. Μπορεί να χρησιµοποιηθεί για τη διαχείριση των κινήσεων εικονικών χαρακτήρων 
σε διάφορες εφαρµογές, παιχνίδια, ταινίες και στην τηλεόραση. Είναι σχεδιασµένο ώστε να 
είναι πλήρης συµβατό µε το 3d Studio Max, επίσης της Autodesk. 
 
Το λογισµικό αυτό προσφέρει στον χρήστη (animator), τη δυνατότητα να δει µπροστά του 
το τρισδιάστατο του µοντέλο-χαρακτήρα, να φορτώσει τα διάφορα animations σε αυτό, να 





στον χρήστη να φτιάξει τη δική του σκηνή, τοποθετώντας στο χώρο φώτα και εικονικές 
κάµερες. 
 
Το Motion Builder µπορεί να δεχθεί και να δηµιουργήσει διάφορα είδη αρχείων µε animation 
ή και µε motion capture δεδοµένα. Συγκεκριµένα, από τα είδη αρχείων που είδαµε στο 
Κεφάλαιο 2, το Motion Builder µπορεί να χρησιµοποιήσει αρχεία BVH, AMC/ASF, HTR, 
TRC και C3D. Επίσης µπορεί να χρησιµοποιήσει αρχεία 3DS και OBJ, τα οποία 
αναπαριστούν κάποια τρισδιάστατη σκηνή και είναι τα ίδια αρχεία που δέχεται και το 3d 
Studio Max. Το ότι µπορεί να δουλέψει µε πολλά είδη αρχείων, δίνει στον χρήστη µεγάλη 
ελευθερία.  Το αποτέλεσµα χρήσης της εφαρµογής (η σκηνή δηλαδή µε τον χαρακτήρα και 
το animation), µπορεί να αποθηκευτεί σε ένα FBX αρχείο. Τα FBX αρχεία επιτρέπουν την 
αποθήκευση τρισδιάστατων δεδοµένων για µια σκηνή, καθώς και δεδοµένων για τα σχετικά 
animations. Αυτά τα αρχεία χρησιµοποιούνται ευρέως από τις εφαρµογές της Autodesk. Με 
τη χρήση τέτοιων αρχείων, µπορούµε εύκολα να µεταφέρουµε το µοντέλο µε τις κινήσεις 
του από το Motion Builder στο 3d Studio Max και αντίστροφα. 
 
Επέλεξα να χρησιµοποιήσω την εφαρµογή Motion Builder γιατί µας δίνει τη δυνατότητα να 
ενσωµατώσουµε τις κινήσεις που έχουµε (σε µορφή AMC και ASF αρχείων) στο ανθρώπινο 
µας µοντέλο (το οποίο έχουµε σε µορφή FBX). Είναι ένα εργαλείο εύκολο στη χρήση το 
οποίο είναι και συµβατό µε το 3d Studio Max. Έτσι θα µπορέσουµε εύκολα τα 
αποτελέσµατα που θα πάρουµε από εδώ (τον χαρακτήρα µε τις διάφορες κινήσεις), να τα 







4.3 Autodesk “3d Studio Max” 
 
Το 3d Studio Max [26] είναι ένα πανίσχυρο λογισµικό για µοντελοποίηση αντικειµένων ή 
χαρακτήρων, για τη δηµιουργία τρισδιάστατων αναπαραστάσεων, αλλά και για τη 
δηµιουργία και τροποποίηση animation. ∆ίνει στο χρήστη τη δυνατότητα να δηµιουργήσει 
σχεδόν οτιδήποτε σε ένα τρισδιάστατο περιβάλλον προσφέροντάς του πληθώρα εργαλεία 
και αυτοµατισµούς. Μπορεί εύκολα ο χρήστης να φτιάξει µια τρισδιάστατη αναπαράσταση 
µε ή χωρίς animations και να πάρει το αποτέλεσµα σε µορφή εικόνας ή βίντεο, αφού 
διαθέτει και µηχανή απόδοσης (rendering).  
 
Το 3d Studio Max χρησιµοποιείται ευρέως από πολλούς µοντελιστές, σχεδιαστές και 
animators. Χρησιµοποιείται για τη δηµιουργία παιχνιδιών καθώς και στη δηµιουργία ταινιών 
στον κινηµατογράφο. Συγκεκριµένα έχει χρησιµοποιηθεί για τη δηµιουργία παιχνιδιών όπως 
τα “Warcraft”, “Tomb Raider”, “Battlefield”, “Call of Duty” και  “Half Life” καθώς και ταινιών 
όπως τις “Toy Story”, “Harry Potter”, “Spiderman”, “Matrix” και “X-Men”. 
 
Το 3d Studio Max είναι ένα πολύ χρήσιµο εργαλείο µε πολλές δυνατότητες για επεξεργασία 
γραφικών. Επέλεξα να το χρησιµοποιήσω γιατί µπορούµε µε αυτό να πετύχουµε αυτά που 
θέλουµε. Μπορούµε µε τη βοήθεια του 3d Studio Max εύκολα να εξαγάγουµε τα απαραίτητα 
αρχεία για τη βιβλιοθήκη Cal3d, χρησιµοποιώντας τα FBX αρχεία από το Motion Builder. 
Επίσης µας δίνει τη δυνατότητα να φορτώσουµε τα διάφορα τρισδιάστατα αντικείµενα που 
θα βάλουµε στο χώρο της τελικής εφαρµογής και να τα εξαγάγουµε σε µορφή AAM ώστε να 






4.4 Βιβλιοθήκη Cal3d 
 
Η βιβλιοθήκη Cal3d [27] είναι µια βιβλιοθήκη συναρτήσεων κατάλληλη για κινήσεις 
χαρακτήρων (character animation), γραµµένη σε γλώσσα C++, η οποία είναι ανεξάρτητη 
πλατφόρµας (platform-independent) και ανεξάρτητη προγραµµατιστικής διεπαφής 
γραφικών (graphics-API-independent). Η βιβλιοθήκη αυτή σχεδιάστηκε αρχικά για να 
χρησιµοποιηθεί στο “WorldForge” [28], ένα διαδικτυακό παιχνίδι ρόλων πολλών χρηστών 
(MMORPG - massively multiplayer online role-playing game). Τελικά εξελίχθηκε ως µια 
αυτόνοµη βιβλιοθήκη που χρησιµοποιείται σε διάφορες εφαρµογές γραφικών. Βασίζεται στο 
skeletal animation (βλέπε παράγραφο 2.4), διαχειρίζεται δηλαδή µοντέλα που έχουν τον 
ανάλογο σκελετό. Με το πακέτο συναρτήσεων Cal3d ο χρήστης µπορεί να διαχειριστεί τους 
τρισδιάστατους χαρακτήρες της εφαρµογής του. Μπορεί να ελέγξει τα animations που 
εκτελούνται σε κάθε χαρακτήρα, να ορίσει το πώς θα γίνει η εναλλαγή µεταξύ των 
διάφορων animations καθώς και να σµίξει animations δηµιουργώντας ρεαλιστικές κινήσεις. 
Επίσης το Cal3d προσφέρει µηχανισµό ελέγχου του επιπέδου λεπτοµέρειας (level of detail) 
της απεικόνισης καθώς και τη δυνατότητα κίνησης µόνο κάποιου συγκεκριµένου µέρους του 
χαρακτήρα. Το Cal3d δεν φτιάχνει γραφικά, ούτε κινούµενα µοντέλα. Ο χρήστης θα πρέπει 
να φτιάξει το πρόγραµµα που θα αλληλεπιδρά µεταξύ των συναρτήσεων του Cal3d και της 
εφαρµογής του, καθώς επίσης και να φορτώσει τα αρχεία µε τον τρισδιάστατο χαρακτήρα 
και τις κινήσεις του στο Cal3d. Τη βιβλιοθήκη του Cal3d µπορούµε να την κατεβάσουµε από 
τη σχετική σελίδα στο διαδίκτυο [27]. 
 
Για να χρησιµοποιήσουµε τη βιβλιοθήκη Cal3d θα πρέπει να φορτώσουµε όλα τα 
απαραίτητα αρχεία σχετικά µε το µοντέλο και τα animations. Για να γίνει αυτό θα πρέπει να 
δηµιουργήσουµε τα ανάλογα αρχεία. Συγκεκριµένα το Cal3d δουλεύει µε τα εξής αρχεία: 





• CMFή XMF:   Περιέχουν δεδοµένα για το πλέγµα (mesh) 
• CRF ή XRF:   Περιέχουν δεδοµένα για τα υλικά (materials) 
• CAF ή XAF:  Περιέχουν δεδοµένα για τα animations 
• CFG:   Κάθε τέτοιο αρχείο περιέχει πληροφορίες για όλα τα αρχεία που πρέπει 
φορτωθούν για ένα µοντέλο 
• TGA:   Το Cal3d µπορεί να διαβάσει µόνο αυτά τα αρχεία εικόνων χρησιµοποιώντας 
την κατάλληλη τάξη 
Τα αρχεία CFG τα δηµιουργούµε µόνοι µας µε ένα επεξεργαστή κειµένου, αφού περιέχει 
µόνο κάποιες παραµέτρους και τα ονόµατα των αρχείων που πρέπει να φορτωθούν. Για τη 
δηµιουργία των υπόλοιπων αρχείων (CSF/XSF, CMF/XMF, CRF/XRF, CAF/XAF), πρέπει 
να χρησιµοποιήσουµε τον ανάλογο εξαγωγέα (exporter) για να τα δηµιουργήσουµε από το 
πρόγραµµα δηµιουργίας του µοντέλου και των κινήσεων. Μέχρι τώρα υπάρχουν exporters 
για τα λογισµικά “3d Studio Max” και “Milkshape 3d” και µπορούµε να τους βρούµε στη 
σελίδα του Cal3d [27]. 
 
Η βιβλιοθήκη του Cal3d αποτελείται ουσιαστικά από τις τάξεις πυρήνα (Core Classes) και 
τις τάξεις περίπτωσης (Instance Classes). Κάθε σετ από τάξεις πυρήνα διαχειρίζεται ένα 
τύπο µοντέλου και περιέχει όλα τα κοινά δεδοµένα, ενώ κάθε σετ από τάξεις περίπτωσης, 
δηµιουργείται από το αντίστοιχο σετ τάξεων πυρήνα και αντιπροσωπεύει ένα συγκεκριµένο 
χαρακτήρα του ανάλογου τύπου µοντέλου. Κάθε σετ τάξεων πυρήνα ονοµάζεται “µοντέλο 
πυρήνα” και κάθε σετ τάξεων περίπτωσης ονοµάζεται “µοντέλο περίπτωσης”. Για 
παράδειγµα αν θέλουµε να αναπαραστήσουµε πολεµιστές, θα φτιάξουµε ένα µοντέλο 
πυρήνα που θα περιέχει τα δεδοµένα όλων των πολεµιστών. Και για κάθε νέο πολεµιστή, 
θα δηµιουργείται νέο µοντέλο περίπτωσης από το µοντέλο πυρήνα των πολεµιστών. Η 
απεικόνιση κάθε πολεµιστή θα γίνεται επιλέγοντας τα ανάλογα πλέγµατα (meshes) και 





(µοντέλο πυρήνα) περιέχει τα δεδοµένα του ιεραρχικού σκελετού, τα δεδοµένα κίνησης, τα 
δεδοµένα των υλικών και τα δεδοµένα των πλεγµάτων. Κάθε σετ από τάξεις περίπτωσης 
(µοντέλο περίπτωσης) περιέχει τα δεδοµένα για τον σκελετό, το ανάλογο σετ από 
animations και τα δεδοµένα για τα πλέγµατα, όλα αυτά για µια περίπτωση µοντέλου, 
δηλαδή για ένα χαρακτήρα. Επίσης στο µοντέλο περίπτωσης συµπεριλαµβάνεται και η τάξη 
για διαχείριση της κίνησης (η τάξη “Mixer”) και η τάξη που βοηθά στην απόδοση του 
χαρακτήρα (η τάξη “Renderer”). 
 
Η τάξη “Mixer” που είναι υπεύθυνη για τη διαχείριση των animations, περιέχει συναρτήσεις 
για πρόσθεση ή αφαίρεση animation από το σετ µε τα animations του χαρακτήρα, για 
αναπροσαρµογή του τρέχων animation του µοντέλου ορίζοντας επίσης παραµέτρους 
εξασθένισης (fade), για µίξη (blend) του τρέχων animation µε κάποιο άλλο, καθώς και για 
αναπροσαρµογή της τρέχων στάσης του σκελετού. Η τάξη “Renderer”, δεν κάνει rendering, 
δεν αποδίδει δηλαδή το αποτέλεσµα στην οθόνη. Βοηθά όµως τον χρήστη να περάσει µε τη 
σωστή σειρά από όλα τα δεδοµένα που πρέπει ώστε να κάνει το rendering µε την µηχανή 
απόδοσης που επιθυµεί. Συγκεκριµένα περνά από κάθε υποπλέγµα (submesh) του κάθε 
πλέγµατος (mesh) του χαρακτήρα και για κάθε υποπλέγµα παίρνει µε τη σειρά όλα τα 
δεδοµένα που χρειάζονται. 
 
Σε αυτή την παράγραφο είδαµε γενικά την αρχιτεκτονική της βιβλιοθήκης Cal3d. 
Λεπτοµέρειες για τις βασικές της συναρτήσεις που θα χρησιµοποιήσουµε θα δούµε στην 
παράγραφο 5.3. Επέλεξα να χρησιµοποιήσω τη βιβλιοθήκη Cal3d γιατί µας δίνει τη 
δυνατότητα να διαχειριστούµε τον χαρακτήρα και τις κινήσεις του εύκολα χρησιµοποιώντας 
τις σχετικές τάξεις και συναρτήσεις, καθώς και τη δυνατότητα µίξης των διάφορων 






4.5 Microsoft “Visual Studio 2005” 
 
Το Visual Studio 2005 [29] της Microsoft είναι ένα πλήρες σύνολο εργαλείων για την 
ανάπτυξη διάφορων ειδών εφαρµογών. Ο χρήστης µπορεί να δηµιουργήσει εφαρµογές 
χρησιµοποιώντας τις εξής γλώσσες που προσφέρονται: Visual Basic, Visual C#, Visual 
C++ και Visual J#. Παρέχει όλα τα εργαλεία που χρειάζεται ο χρήστης για τη δηµιουργία 
Windows ή Web εφαρµογών, εφαρµογών για SmartPhones και PocketPCs, καθώς και για 
την ανάπτυξη και επεξεργασία βάσεων δεδοµένων.  
 
Όλες οι γλώσσες προγραµµατισµού που προσφέρονται χρησιµοποιούν το ίδιο περιβάλλον 
ανάπτυξης. Ένα εύχρηστο περιβάλλον µε πολλά χρήσιµα εργαλεία που προσφέρει την 
δυνατότητα σχεδιασµού της εφαρµογής εύκολα στον Visual designer που διαθέτει. Ο 
επεξεργαστής κώδικα που διαθέτει προσφέρει και αυτός πολλές ευκολίες. Παράδειγµα, µας 
δίνει τη δυνατότητα συµπλήρωσης του κώδικα µέσω µιας προτεινόµενης λίστας και επίσης 
χρωµατίζει το κάθε είδος κώδικα διαφορετικά. Το ότι όλες οι γλώσσες χρησιµοποιούν το 
ίδιο περιβάλλον, δίνει την ευχέρεια στον χρήστη να χρησιµοποιήσει εύκολα διαφορετικές 
γλώσσες, καθώς και την επιλογή να δηµιουργήσει µια εφαρµογή αποτελούµενη από 
διάφορες γλώσσες. 
 
Το πακέτο εργαλείων Visual Studio 2005, χρησιµοποιείται από πάρα πολλούς 
κατασκευαστές εφαρµογών. Επέλεξα να το χρησιµοποιήσω γιατί προσφέρει ένα εύχρηστο 
περιβάλλον, καθώς και ένα επεξεργαστή κώδικα µε πολλές βοηθητικές επιλογές. Θα 
χρησιµοποιήσουµε τη γλώσσα C++ από το πακέτο αυτό για να χειριστούµε τη βιβλιοθήκη 
Cal3d, ώστε να φτιάξουµε συναρτήσεις διαχείρισης του χαρακτήρα, καθώς και για τη 







4.6 XVR (eXtreme Virtual Reality) 
 
Το XVR [30] δηµιουργήθηκε από την “VRMedia”. Είναι ένα περιβάλλον ανάπτυξης όχι µόνο 
εφαρµογών εικονικής πραγµατικότητας (Virtual Reality), αλλά γενικά εφαρµογών µε 
τρισδιάστατα γραφικά πραγµατικού χρόνου. ∆ιαχειρίζεται δεδοµένα από προηγµένα 
πολυµέσα (advanced multimedia content). Επικεντρώνεται κυρίως σε τρισδιάστατα γραφικά 
και ήχο, αλλά υποστηρίζει και διάφορες άλλες µορφές µέσων (media). Οι εφαρµογές που 
δηµιουργούνται στο XVR µπορούν να παρουσιαστούν στο ∆ιαδίκτυο, αφού εµφανίζονται 
µέσω ενός ActiveX component σε µια html σελίδα. Έτσι µπορούµε να δούµε το αποτέλεσµα 
της εφαρµογής χρησιµοποιώντας τον φυλλοµετρητή “Internet Explorer” (υπάρχει και 
ανεπίσηµη έκδοση για “Firefox”). 
 
Το XVR µπορεί να αλληλεπιδράσει µε τον χρήστη µέσω διάφορων συσκευών όπως 
αισθητήρες (trackers), τρισδιάστατα ποντίκια και motion capture συσκευές. Έχει πολλές 
έτοιµες συναρτήσεις και κλάσεις που µας ευκολύνουν στο να φτιάξουµε την εφαρµογή µας. 
Πολλές από αυτές χρησιµοποιούν ανάλογες συναρτήσεις της OpenGL για τη διαχείριση και 
απεικόνιση των γραφικών. Τα µοντέλα µπορούν να φορτωθούν σε αρχεία AAM (τα αρχεία 
αυτά µπορούν να εξαχθούν από το 3d Studio Max). Επίσης µπορούµε να φορτώσουµε DLL 
αρχεία µε συναρτήσεις σε γλώσσα C ή C++. Στο XVR γράφουµε τον κώδικα στη γλώσσα 
s3d [31], η µορφή της οποίας είναι παρόµοια µε τις γλώσσες C και C++. Μπορούµε να 
χρησιµοποιήσουµε και συναρτήσεις της OpenGL. 
 





• OnDownload():   Είναι η πρώτη συνάρτηση που τρέχει. Εδώ ορίζουµε τα αρχεία που 
θα φορτωθούν (όπως αρχεία µε µοντέλα ή µε συναρτήσεις),  είτε από τον τοπικό δίσκο, είτε 
από κάποιο αποµακρυσµένο χώρο δίνοντας το ανάλογο URL. 
• OnInit():   Αυτή η συνάρτηση περιέχει τις αρχικοποιήσεις διάφορων µεταβλητών που 
θα χρησιµοποιήσουµε όπως τις θέσεις των µοντέλων, του φωτός και της κάµερας. Εδώ 
φορτώνονται και τα µοντέλα. Η συνάρτηση αυτή τρέχει µετά την OnDownload() και πριν την 
πρώτη φορά που θα τρέξει η OnFrame(). 
• OnFrame():  Η συνάρτηση αυτή  εκτελείται µια φορά για κάθε frame. Είναι η πιο 
σηµαντική συνάρτηση και περιέχει το τι γίνεται σε κάθε frame, παράγοντας και το ανάλογο 
αποτέλεσµα (εδώ γίνεται και το rendering, η απόδοση δηλαδή του frame στην οθόνη). 
 
Επέλεξα να χρησιµοποιήσω το XVR για την ανάπτυξη της εφαρµογής, αφού µας παρέχει τη 
δυνατότητα δηµιουργίας τρισδιάστατων εφαρµογών µε γραφικά πραγµατικού χρόνου. 
Χρησιµοποιεί απλή γλώσσα προγραµµατισµού και προσφέρει αρκετές έτοιµες και χρήσιµες 
συναρτήσεις. Μπορούµε εύκολα να φορτώσουµε στο XVR τα τρισδιάστατα µας µοντέλα, 
καθώς και το DLL αρχείο που θα περιέχει τις συναρτήσεις για τη διαχείριση του 









ΚΕΦΑΛΑΙΟ  5  
 
Υλοποίηση Εφαρµογής (1) – ∆ιαχείριση Χαρακτήρα και Χρήση 
Cal3d 
 
5.1 Ενσωµάτωση κινήσεων στο µοντέλο 
 
Στην παράγραφο αυτή θα δούµε πώς θα ενσωµατώσουµε τις κινήσεις που έχουµε στο ανθρώπινο 
µοντέλο µε χρήση του Motion Builder, ώστε τελικά να φτιάξουµε τα ανάλογα FBX αρχεία για το 3d 
Studio Max. Ανοίγοντας το Motion Builder (εγώ χρησιµοποίησα την έκδοση 7.5), θα δούµε 
µπροστά µας τα βασικά παράθυρα και εργαλεία όπως φαίνονται στην εικόνα 5.1. Το µεγάλο 
παράθυρο µε το όνοµα “Viewer”, είναι το κεντρικό παράθυρο µε την τρισδιάστατη σκηνή όπου 
βλέπουµε και διαχειριζόµαστε τους χαρακτήρες. ∆εξιά έχουµε το παράθυρο “Character Controls” 
όπου µπορούµε να τροποποιήσουµε διάφορες παραµέτρους για τους χαρακτήρες που έχουµε 
στη σκηνή και τα διάφορα µέρη που τους αποτελούν και πιο κάτω το παράθυρο “Key Controls” το 
οποίο είναι χρήσιµο για την επεξεργασία και δηµιουργία animation µε τη µέθοδο keyframing. Πιο 
κάτω από όλα αυτά έχουµε το “Transport Controls” το οποίο µας βοηθά να κινηθούµε στα 
διάφορα χρονικά σηµεία του animation ώστε να διαλέξουµε το σηµείο στο οποίο θέλουµε να 
επέµβουµε και επίσης µας δίνει και διάφορες άλλες επιλογές όπως να ορίσουµε την ταχύτητα του 
animation, να το τρέξουµε ή να το σταµατήσουµε. Πιο κάτω αριστερά έχουµε το “Navigator” όπου 
βλέπουµε τα διάφορα αντικείµενα και χαρακτήρες που υπάρχουν στη σκηνή µε διάφορες 
παραµέτρους που µπορούµε να ορίσουµε για αυτά και δεξιά το “Asset Browser” όπου ορίζουµε 





τα προσθέσουµε στη σκηνή. Εδώ υπάρχουν και έτοιµα αρχεία µε δείγµατα και πρότυπα που µας 
προσφέρει το Motion Builder. 
 
Εικόνα 5.1: Βασικά παράθυρα του Motion Builder 
Αρχικά το πρώτο βήµα είναι να φτιάξουµε ένα δικό µας πρότυπο χαρακτήρα, ορίζοντας τα 
ονόµατα των οστών (bone name template). Για να γίνει αυτό, φορτώνουµε τον σκελετό που 
έχουµε (αρχείο ASF) στην σκηνή σύροντας το από τον “Asset Browser”. Τον τοποθετούµε στην 
αρχή των αξόνων και τον γυρίζουµε να βλέπει προς την κατεύθυνση Ζ. Αν ο σκελετός δεν είναι σε 
στάση Τ (δηλαδή να στέκεται µε τα χέρια του ανοιχτά ευθεία), τότε κάνουµε τις απαραίτητες 
αλλαγές χρησιµοποιώντας τον “Viewer”. Στη συνέχεια από τον “Asset Browser” επιλέγουµε και 
βάζουµε στη σκηνή το πρότυπο χαρακτήρα που παρέχεται από το Motion Builder (Template-
>Characters->Character). Τότε στο “Navigator”, επιλέγουµε Characters->Character->Character 
Definition, ώστε να δούµε τον πίνακα µε τα διάφορα µέρη ενός χαρακτήρα, το Mapping List και το 
Naming Template (εικόνα 5.2). Εδώ θα πρέπει να αντιστοιχίσουµε τα διάφορα µέρη του 
χαρακτήρα µε τα ανάλογα οστά του σκελετού. Επιλέγουµε ένα ένα τα οστά του σκελετού από την 
σκηνή και τα τοποθετούµε (σύροντας τα έχοντας πατηµένο το Alt), στην αντίστοιχη θέση του 
Mapping List δίπλα από το αντίστοιχο όνοµα του µέρους του χαρακτήρα που αντιπροσωπεύει. 





στήλη µε τα ονόµατα (Naming Template) ανάλογα µε τα οστά στο Mapping List. Έτσι έχουµε 
δηµιουργήσει το πρότυπο του χαρακτήρα µας µε τα σωστά ονόµατα οστών. Για να το 
αποθηκεύσουµε, έχοντας το ήδη επιλεγµένο στο “Navigator”, επιλέγουµε File->Save Selection και 
του δίνουµε ένα συγκεκριµένο όνοµα. Αυτό το πρότυπο που έχουµε φτιάξει θα µας βοηθήσει ώστε 
στη συνέχεια όταν φορτώνουµε το µοντέλο και το animation, να γίνεται αυτόµατα η αντιστοίχηση 
του σκελετού µε τα σωστά µέρη του χαρακτήρα. 
 
Εικόνα 5.2: Ο πίνακας “Character Definition” στο "Navigator" 
Αφού έχουµε φτιάξει το πρότυπο του χαρακτήρα, θα δούµε πως µπορούµε να ενσωµατώσουµε τα 
animations που έχουµε στο ανθρώπινο µοντέλο ώστε να κάνει τις ανάλογες κινήσεις. Τα βήµατα 
που θα ακολουθήσουµε για κάθε animation περιγράφονται πιο κάτω: 
• Φορτώνουµε το animation µε τον σκελετό (AMC και ASF αρχεία) στη σκηνή από τον 
“Asset Browser” και µεταφέρουµε τον σκελετό στο κέντρο την σκηνής µε κατεύθυνση να βλέπει 
προς Ζ. 
• Φορτώνουµε στην σκηνή και το πρότυπο του χαρακτήρα που φτιάξαµε 
• Επιλέγουµε στο “Navigator” τον χαρακτήρα ώστε να δούµε µπροστά µας τον πίνακα µε τα 





• Επιλέγουµε ολόκληρο το σκελετό από τη σκηνή και έχοντας πατηµένο το Alt σύρουµε τον 
σκελετό στο Mapping List (εικόνα 5.2). Έτσι γίνεται σωστά η αντιστοίχιση του σκελετού µε τα µέρη 
του χαρακτήρα, όπως τα ορίσαµε στο πρότυπο που φτιάξαµε 
• Επιλέγουµε “Characterize”, ώστε να δηµιουργηθεί ο χαρακτήρας µας 
• Φορτώνουµε το ανθρώπινο µοντέλο (αρχείο FBX) από τον “Asset Browser” επιλέγοντας 
“Merge” και “No Animation” 
• Στο “Character Controls” επιλέγουµε να χειριστούµε το ανθρώπινο µοντέλο και στη 
συνέχεια επιλέγουµε Edit->Input->Character. Με αυτό τον τρόπο ο άνθρωπος θα ενσωµατωθεί 
στον χαρακτήρα που φτιάξαµε και τρέχοντας το animation επιλέγοντας “play” από το “Transport 
Controls” θα κινείται και αυτός ανάλογα 
• Αν το µοντέλο δεν έχει ταιριάξει απόλυτα µε τον σκελετό του χαρακτήρα, χρησιµοποιούµε 
το “Character Controls”, έχοντας επιλεγµένο το ανθρώπινο µοντέλο. Εδώ επιλέγουµε τα µέρη που 
θέλουµε να τροποποιήσουµε και αλλάζοντας τις παραµέτρους “Reach” και “Pull” µπορούµε να 
µετακινήσουµε τα µέρη αυτά ώστε να τα τοποθετήσουµε εκεί που θέλουµε. Βλέποντας 
ταυτόχρονα και τα διάφορα χρονικά σηµεία του animation, αλλάζουµε αυτές τις παραµέτρους 
ώστε τελικά να έχουµε ένα ρεαλιστικό αποτέλεσµα 
• Επιλέγουµε στο “Character Controls” Edit->Plot Character. Επιλέγουµε να γίνει plot στον 
σκελετό. Έτσι έχουµε δηµιουργήσει τον χαρακτήρα µας µε την κίνηση που φορτώσαµε και τη 
µορφή του ανθρώπινου µας µοντέλου (εικόνα 5.3) 
• Αφαιρούµε τώρα αυτά που δεν χρειάζονται, αφού πλέον ο άνθρωπος κάνει την κίνηση 
που θέλαµε. Στο “Navigator” επιλέγουµε και διαγράφουµε τον χαρακτήρα που χρησιµοποιήσαµε 
στην αρχή ως πρότυπο, καθώς και τον σκελετό που χρησιµοποιήσαµε όταν φορτώσαµε µε το 
animation. Έτσι µένει στην σκηνή µόνο το ανθρώπινο µοντέλο που εκτελεί το animation που 
φορτώσαµε 






Εικόνα 5.3: Το ανθρώπινο µοντέλο µε ενσωµατωµένο τον σκελετό και το animation 
 
Τα πιο πάνω βήµατα τα ακολουθούµε για κάθε animation, ώστε να δηµιουργήσουµε τα FBX 
αρχεία για το 3d Studio Max, ένα για κάθε animation. Περισσότερες λεπτοµέρειες για τη 
διαδικασία που περιγράψαµε, καθώς και για το πώς δηµιουργούµε το πρότυπο χαρακτήρα ή το 
πώς βάζουµε τον σκελετό σε στάση Τ, µπορούµε να δούµε στο [17]. 
 
5.2 ∆ηµιουργία αρχείων για το Cal3d 
 
Στην παράγραφο αυτή θα δούµε πώς θα φτιάξουµε τα απαραίτητα αρχεία που χρειάζονται για 
χρήση της βιβλιοθήκης Cal3d, χρησιµοποιώντας τα FBX αρχεία που φτιάξαµε στην προηγούµενη 
παράγραφο. Αυτό θα το πετύχουµε χρησιµοποιώντας το 3d Studio Max (εγώ χρησιµοποίησα την 
έκδοση 8), αφού προηγουµένως έχουµε ενσωµατώσει σε αυτόν τον ανάλογο Cal3d exporter. 
 
Το κάθε FBX αρχείο θα πρέπει αρχικά να το φορτώσουµε, επιλέγοντας File->Import. Ίσως να 





ιστοσελίδα της Autodesk, όπως τον “FBX Importer 2006.11.2” που εγκατάστησα εγώ. Στο µενού 
που θα πάρουµε επιλέγουµε “Add to new scene” ώστε να φορτωθεί σε νέα σκηνή ο χαρακτήρας 
µας. Ανοίγοντας έτσι ένα από τα FBX αρχεία θα δούµε στη σκηνή τον άνθρωπο και το ανάλογο 
animation, όπως φαίνεται στην εικόνα 5.4. 
 
 
Εικόνα 5.4: Ο χαρακτήρας στο 3d Studio Max 
 
Πριν προχωρήσουµε µε την εξαγωγή των απαραίτητων για το Cal3d αρχείων, µπορούµε να 
αφαιρέσουµε µερικά βοηθητικά σηµεία, οστά ή αντικείµενα που δεν θέλουµε να εµφανίζονται µε το 
µοντέλο µας. Μπορούµε εύκολα επιλέγοντας Edit->Select By->Name, να βρούµε τα µέρη που 
θέλουµε να διαγράψουµε και να τα αφαιρέσουµε από τη σκηνή. Επίσης εγώ διάγραψα και το 
βοηθητικό σηµείο µε όνοµα “Reference” από µερικά animations όπως το περπάτηµα, ώστε το 
µοντέλο να κάνει το animation επί τόπου (χωρίς να κινείται δηλαδή στο χώρο). Αυτό θα είναι 
χρήσιµο ώστε να µπορώ να έχω περισσότερο έλεγχο στο πού ακριβώς βρίσκεται ο χαρακτήρας 
αργότερα στο XVR. Στη συνέχεια µπορούµε να εξαγάγουµε τα απαραίτητα για το Cal3d αρχεία. 
Συγκεκριµένα θα εξαγάγουµε το CSF αρχείο για τον σκελετό, τα CMF αρχεία για τα πλέγµατα 





πρέπει να εξαγάγουµε τον σκελετό και τα υπόλοιπα µπορούµε να τα εξαγάγουµε στη συνέχεια µε 
όποια σειρά θέλουµε. 
 
• Εξαγωγή του σκελετού:   Έχοντας επιλεγµένο στη σκηνή ολόκληρο τον χαρακτήρα, 
επιλέγουµε File->Export->Cal3D Skeleton File. Στο µενού επιλογών, επιλέγουµε τα µέρη του 
χαρακτήρα που θέλουµε να συµπεριλαµβάνονται στον σκελετό. 
• Εξαγωγή του πλέγµατος:   Έχοντας επιλεγµένο και πάλι ολόκληρο τον χαρακτήρα, 
επιλέγουµε File->Export->Cal3D Mesh File. Στο µενού επιλογών, επιλέγουµε το αρχείο του 
σκελετού (CSF) που ήδη φτιάξαµε. 
• Εξαγωγή των υλικών (materials):   Όλα τα texture maps των υλικών που θα έχουµε, θα 
πρέπει να είναι αποθηκευµένα σε TGA αρχεία. Έτσι αν έχουµε άλλα αρχεία όπως BMP, JPG ή 
TIF, θα πρέπει να χρησιµοποιήσουµε κάποιο µετατροπέα ώστε να τα µετατρέψουµε σε TGA 
µορφή για να µπορεί να τα διαβάσει το Cal3d.  Στη συνέχεια στο 3d Studio Max, χρησιµοποιούµε 
τον “Material Editor” για να δώσουµε συγκεκριµένα ονόµατα στα υλικά. Θα πρέπει να έχουν την 
εξής µορφή: <material_name>[0], <material_name>[1] κλπ. Για παράδειγµα στο µοντέλο που 
χρησιµοποίησα εγώ έδωσα στα υλικά τα ονόµατα head[0] και body[1]. Επίσης αν έχουµε αλλάξει 
τα συσχετιζόµενα αρχεία σε TGA µορφή, θα πρέπει στον “Material Editor” στα αντίστοιχα texture 
maps να ορίσουµε τα νέα αρχεία. Αφού κάνουµε τις αλλαγές αυτές, για κάθε υλικό επιλέγουµε 
File->Export->Cal3D Material File για να εξαγάγουµε το ανάλογο αρχείο. Πρέπει να προσέξουµε 
πως αν κάναµε κάποια αλλαγή στα υλικά όπως αλλαγή στο όνοµα ή στα αρχεία του texture map, 
θα πρέπει να κάνουµε ξανά εξαγωγή το αντίστοιχο πλέγµα. 
• Εξαγωγή του animation:   Επιλέγουµε File->Export->Cal3D Animation File. Στο µενού 
επιλογών, αφού επιλέξουµε το αρχείο του σκελετού µας, στη συνέχεια µπορούµε να διαλέξουµε 
τα οστά τα οποία θέλουµε να επηρεάζονται από το animation. Μπορούµε απλά να τα επιλέξουµε 
όλα. Επίσης στο µενού επιλογών µπορούµε να επιλέξουµε από ποιο frame θέλουµε να ξεκινά το 
animation που θα σώσουµε και σε ποιο να σταµατά. Αν αφήσουµε τις προεπιλεγµένες (default) 
τιµές θα σωθεί ολόκληρο το animation. Άλλαξα τις τιµές αυτές στην περίπτωση που ήθελα να 





παρόµοιο µε το πρώτο, µε σκοπό να µπορώ να χρησιµοποιήσω το περπάτηµα σαν κυκλικό 
animation, δηλαδή να περπατά επαναλαµβάνοντας συνέχεια το ίδιο animation χωρίς να 
διακρίνεται που σταµατά και που ξαναρχίζει κάθε επανάληψη. Επίσης αφού το animation που είχα 
για να καθίσει και για να σηκωθεί ο χαρακτήρας απ’ την καρέκλα ήταν ένα, έπρεπε να το κάνω 
export δύο φορές δηµιουργώντας δύο διαφορετικά animations, δίνοντας ανάλογες τιµές για το 
πού αρχίζει και πού τελειώνει το κάθε ένα από αυτά. 
 
Τον σκελετό, τα πλέγµατα (meshes) και τα υλικά (materials), τα κάνουµε export µόνο µια φορά 
από ένα από τα FBX αρχεία που φτιάξαµε. Στη συνέχεια από τα υπόλοιπα FBX αρχεία κάνουµε 
export µόνο το animation, επιλέγοντας να χρησιµοποιηθεί ο σκελετός (αρχείο CSF) που ήδη 
φτιάξαµε. 
 
Αφού έχουµε δηµιουργήσει όλα τα αρχεία που χρειάζονται, πρέπει να δηµιουργήσουµε και το 
CFG αρχείο. Για το αρχείο αυτό χρησιµοποιούµε κάποιο επεξεργαστή κειµένου. Το αρχείο αυτό 
περιέχει πληροφορίες για τον χαρακτήρα και τα απαραίτητα αρχεία. Για παράδειγµα, το CFG 














Καθορίζονται στο αρχείο αυτό ποια είναι τα αρχεία µε τις πληροφορίες για τον χαρακτήρα, καθώς 
και η κλίµακα του µοντέλου. Επίσης µπορούµε να χρησιµοποιήσουµε και την παράµετρο 






Περισσότερες πληροφορίες για την εξαγωγή των απαραίτητων για το Cal3d αρχείων από το 3d 
Studio Max µπορούµε να βρούµε στο [32]. 
 
5.3 Χρήσιµες συναρτήσεις της βιβλιοθήκης Cal3d 
 
Στην παράγραφο αυτή θα δούµε τις πιο χρήσιµες από τις πολλές συναρτήσεις που µας 
προσφέρει η βιβλιοθήκη Cal3d και που χρησιµοποίησα στην εργασία. Ανάλυση όλων των 
συναρτήσεων και τάξεων της βιβλιοθήκης Cal3d µπορούµε να βρούµε στο [33]. Θα διαχωρίσουµε 
τις συναρτήσεις που θα δούµε σε αυτές που αφορούν τα µοντέλα πυρήνα (Core Models) και 
αυτές που αφορούν µοντέλα περίπτωσης (Instance Models). 
 
5.3.1 Συναρτήσεις διαχείρισης µοντέλου πυρήνα 
• ∆ηµιουργία µοντέλου πυρήνα:    
CalCoreModel myCoreModel; 
myCoreModel.create (“model type”); 
 
Ως παράµετρο δίνουµε απλά µια περιγραφή για το µοντέλο, η όποια ουσιαστικά δεν 
χρησιµοποιείται πουθενά. 
 
• Για φόρτωση των δεδοµένων:    
Για τη φόρτωση του σκελετού χρησιµοποιούµε τη συνάρτηση: 
myCoreModel.loadCoreSkeleton (“filename.csf”); 
Για τη φόρτωση πλέγµατος: 
int MeshΙd = myCoreModel.loadCoreMesh (“filename.cmf”); 
Για τη φόρτωση υλικού: 





Για τη φόρτωση animation: 
int AnimationΙd = myCoreModel.loadCoreAnimation (“filename.caf”); 
 
• Για διαχείριση των υλικών: 
Για τη διαχείριση των υλικών χρησιµοποιείται συγκεκριµένη τάξη µε το όνοµα CalCoreMaterial και 
µπορούµε να τη χρησιµοποιήσουµε ορίζοντας την ως εξής: 
CalCoreMaterial *pCoreMeterial; 
pCoreMaterial = myCoreModel.getCoreMaterial (MaterialΙd); 
Η τάξη διαχειρίζεται το υλικό που δίνουµε ως παράµετρο. Για να βρούµε τον αριθµό των υλικών 
του µοντέλου µπορούµε να χρησιµοποιήσουµε τη συνάρτηση: 
myCoreModel.getCoreMaterialCount(); 
Η βιβλιοθήκη Cal3d δεν διαχειρίζεται άµεσα τα textures του υλικού. Προσφέρει όµως µε την τάξη 
αυτή συναρτήσεις που βοηθούν στη διαχείρισή τους. Με τη συνάρτηση getMapCount() παίρνουµε 
τον αριθµό των texture maps του υλικού και µε τη συνάρτηση getMapFilename(mapΙd) βρίσκουµε 
αντίστοιχο αρχείο του texture map. Επίσης µε τη συνάρτηση setMapUserData(mapΙd, textureΙd) 
µπορούµε να αντιστοιχίσουµε κάποιο texture σε κάποιο texture map, ενώ µε τη συνάρτηση 
getMapUserData(mapΙd) παίρνουµε το texture που αντιστοιχεί στο texture map που δίνουµε ως 
παράµετρο. Ακόµα, η βιβλιοθήκη Cal3d µας δίνει τη δυνατότητα να δηµιουργήσουµε διάφορες 
οµάδες υλικών (material sets και material threads) χρησιµοποιώντας τις συναρτήσεις 
createCoreMaterialThread(MaterialThreadΙd) και setCoreMaterialId(MaterialThreadΙd, 
MaterialSetΙd, MaterialΙd). Με την πρώτη δηµιουργούµε κάποιο material thread, ενώ µε τη δεύτερη 
αντιστοιχούµε ένα υλικό στο αντίστοιχο ζευγάρι set και thread. 
 








5.3.2 Συναρτήσεις διαχείρισης µοντέλου περίπτωσης 
• ∆ηµιουργία µοντέλου:    
CalModel myModel; 
myModel.create(&myCoreModel); 
Ως παράµετρο δίνουµε το ανάλογο µοντέλο πυρήνα 
 
• Ενσωµάτωση ή αφαίρεση πλέγµατος:    
Για να ενσωµατώσουµε ένα πλέγµα στο µοντέλο χρησιµοποιούµε τη συνάρτηση: 
myModel.attachMesh (MeshΙd); 
Επίσης υπάρχει και η εξής συνάρτηση µε την οποία αφαιρούµε ένα πλέγµα: 
myModel.detachMesh (MeshΙd); 
 
• ∆ιαχείριση υλικών:    
Με την ακόλουθη συνάρτηση ορίζουµε ποια οµάδα υλικών (material set) που φτιάξαµε στο 
µοντέλο πυρήνα, θα χρησιµοποιείται στο µοντέλο περίπτωσης: 
myModel.setMaterialSet (MaterialSetΙd); 
 
• ∆ιαχείριση Animation:    
Για την διαχείριση του animation χρησιµοποιούµε την τάξη CalMixer. Η τάξη αυτή µπορεί να 
διαχειριστεί δύο τύπους animation. Τα κυκλικά animations, τα οποία επαναλαµβάνονται συνεχώς 
στο µοντέλο µέχρι να ορίσουµε να σταµατήσει η επανάληψη και τα animations ενέργειας (ή απλά 
actions), τα οποία εκτελούνται µόνο µια φορά (ταυτόχρονα µε το κυκλικό animation που τρέχει 
εκείνη τη στιγµή στο µοντέλο). Μπορούµε να χρησιµοποιήσουµε τα  animations που φορτώσαµε 
στο µοντέλο πυρήνα είτε ως κυκλικά είτε ως ενέργειες. 
Με την πιο κάτω συνάρτηση µπορούµε να προσθέσουµε στο τρέχων animation κάποιο άλλο 





δεύτερη παράµετρος δείχνει το νέο βάρος του animation, ενώ η τρίτη δείχνει την χρονική 
καθυστέρηση µέχρι το animation να φτάσει το νέο βάρος. 
myModel.getMixer() -> blendCycle (AnimationΙd, float a, float b); 
Με την πιο κάτω συνάρτηση προκαλούµε σταδιακή εξασθένηση (fade out) κάποιου κυκλικού 
animation που τρέχει στο µοντέλο ώστε τελικά να το αφαιρέσουµε εντελώς από αυτό. Η δεύτερη 
παράµετρος είναι η χρονική καθυστέρηση µέχρι το βάρος του ανάλογου animation γίνει µηδέν. 
myModel.getMixer() -> clearCycle (AnimationΙd, float a); 
Για να προσθέσουµε κάποιο action animation στο µοντέλο χρησιµοποιούµε την πιο κάτω 
συνάρτηση. Η δεύτερη παράµετρος είναι η χρονική καθυστέρηση µέχρι σταδιακά το animation να 
εφαρµοστεί στο µοντέλο (fade in), ενώ η τρίτη είναι η χρονική καθυστέρηση για την εξασθένηση 
όταν το action αφαιρείται από το µοντέλο (fade out). 
myModel.getMixer() -> executeAction (AnimationΙd, float a, float b); 
 
• Αναπροσαρµογή στάσης του µοντέλου:    
Για να καταφέρουµε να πετύχουµε οµαλή κίνηση στο µοντέλο, θα πρέπει να κάνουµε συχνά 
αναπροσαρµογή της στάσης του µοντέλου. Θα γίνεται δηλαδή υπολογισµός της στάσης ανάλογα 
µε τον χρόνο και τις τιµές για µίξη (blending) των animations που είναι εκείνη την στιγµή ενεργά 
στο µοντέλο. Για αυτό το σκοπό χρησιµοποιείται η συνάρτηση: 
myModel.update (elapsedSeconds); 
Ως παράµετρο δίνουµε τον χρόνο που πέρασε από την προηγούµενη αναπροσαρµογή. 
 
• Απόδοση (Rendering):    
Η τάξη CalRenderer µας βοηθά ώστε να πάρουµε τα δεδοµένα που χρειαζόµαστε για να κάνουµε 
το rendering. Την ορίζουµε ως εξής: 
CalRenderer *pCalRenderer; 
pCalRenderer = myModel.getRenderer(); 
To rendering του µοντέλου πρέπει να περικλείεται µεταξύ των συναρτήσεων beginRendering() και 





το σύνολο των πλεγµάτων και υποπλεγµάτων (κάποιου πλέγµατος) αντίστοιχα. Με τη συνάρτηση 
selectMeshSubmesh (MeshΙd, SubmeshΙd) επιλέγουµε κάποιο υπόπλεγµα ενός πλέγµατος για να 
το χρησιµοποιήσουµε. Με τις συναρτήσεις getAmbientColor(&AmbientColor[0]), 
getDiffuseColor(&DiffuseColor[0]), getSpecularColor (&SpecularColor[0]) και getShininess (), 
παίρνουµε τα χρώµατα και την φωτεινότητα ενός υλικού. Για τα χρώµατα δίνουµε ως παράµετρο 
ένα δείκτη στο πού θα αποθηκευτούν οι τιµές. Με τον ίδιο τρόπο καλούµε και τις συναρτήσεις 
getVertices(), getNormals(), getTextureCoordinates() και getFaces(), ώστε να πάρουµε τις 
ανάλογες πληροφορίες. Οι συναρτήσεις αυτές επιστρέφουν τον αριθµό των στοιχείων που 
αποθηκεύουν στον πίνακα που δίνουµε ως παράµετρο. Επίσης µε τη συνάρτηση 
getMapUserData(mapId) παίρνουµε το ανάλογο texture από το texture map που δίνουµε ως 
παράµετρο. 
 
• Καταστροφή του µοντέλου: 
myModel.destroy(); 
 
5.4 ∆ιαχείριση χαρακτήρα και κινήσεων 
 
Με την βοήθεια των συναρτήσεων της βιβλιοθήκης Cal3d που είδαµε στην προηγούµενη 
παράγραφο, έφτιαξα ένα πρόγραµµα σε C++ το οποίο διαχειρίζεται τον χαρακτήρα. Από τη 
σελίδα του Cal3d [27] µπορούµε να κατεβάσουµε τα προγράµµατα “Miniviewer” και “Cally” τα 
οποία περιέχουν συναρτήσεις για τη διαχείριση των χαρακτήρων και εµφανίζουν τους χαρακτήρες 
στην οθόνη. Για πολλές από τις συναρτήσεις που έφτιαξα και φαίνονται πιο κάτω, χρησιµοποίησα 
και τροποποίησα τις αντίστοιχες από τα προγράµµατα αυτά. Στον κατασκευαστή της τάξης που 
ανήκουν οι συναρτήσεις αυτές, αρχικοποιούνται διάφορες µεταβλητές. Επίσης δίνονται τιµές για 







• bool parseModelConfiguration (string Filename, string Fullpath): Η συνάρτηση αυτή 
παίρνει ως παράµετρο το όνοµα του CFG αρχείου και το ευρετήριο που βρίσκεται αυτό. ∆ιαβάζει 
µε σειρά όλες τις γραµµές του αρχείου και κάνει τις απαραίτητες ενέργειες. ∆ίνει την τιµή στην 
ανάλογη µεταβλητή για την κλίµακα του µοντέλου όπως καθορίζεται στο αρχείο και φορτώνει τον 
σκελετό, τα animations, τα πλέγµατα και τα υλικά καλώντας τις ανάλογες συναρτήσεις του Cal3d 
που είδαµε. Επιστρέφει true αν όλα πήγαν καλά και false αν υπάρξει κάποιο πρόβληµα. 
• bool onCreate (string Filename, string Fullpath): Η συνάρτηση αυτή παίρνει ως παράµετρο 
το όνοµα του CFG αρχείου µε τις πληροφορίες για το µοντέλο και το ευρετήριο που βρίσκεται 
αυτό. Καλεί την parseModelConfiguration() για να φορτωθούν τα ανάλογα δεδοµένα και στη 
συνέχεια δηµιουργεί ανάλογα ένα νέο µοντέλο πυρήνα. Επιστρέφει true αν όλα πήγαν καλά. 
• GLuint loadTexture (string Filename): Η συνάρτηση αυτή παίρνει ως παράµετρο το όνοµα 
ενός αρχείου µε texture που έχει µορφή TGA (επίσης διαβάζει και αρχεία µε κατάληξη .raw). 
Φορτώνει το αρχείο και επιστρέφει τον αριθµό (id) του texture. Τη συνάρτηση αυτή την 
χρησιµοποίησα ακριβώς όπως είναι στο πρόγραµµα “Miniviewer”. 
• bool onInit (int model): Η συνάρτηση αυτή δηµιουργεί ένα νέο µοντέλο περίπτωσης και 
αρχικοποιεί τις ανάλογες µεταβλητές. Παίρνει ως παράµετρο τον αριθµό (id) του αντίστοιχου 
µοντέλου πυρήνα από το οποίο θα δηµιουργηθεί. Ενσωµατώνει τα ανάλογα πλέγµατα στο 
µοντέλο (συνάρτηση attachMesh() του Cal3d) και ορίζει το σετ υλικών που θα χρησιµοποιείται 
(setMaterialSet() του Cal3d). Επιστρέφει true αν όλα πήγαν καλά. 
• void setTimeScale (float velocity, int model): Η συνάρτηση αυτή παίρνει ως παραµέτρους 
την ταχύτητα που θέλουµε να κινείται το µοντέλο και τον αριθµό του µοντέλου. Η συνάρτηση απλά 
δίνει στην αντίστοιχη µεταβλητή τη νέα ταχύτητα του µοντέλου. Η µεταβλητή αυτή χρησιµοποιείται 
από τη συνάρτηση OnIdle που περιγράφεται πιο κάτω, για τον υπολογισµό της στάσης του 
χαρακτήρα. 
• void setState (int state, float delay, int model): Η συνάρτηση αυτή είναι υπεύθυνη για την 





θέλουµε να εφαρµόσουµε, την χρονική καθυστέρηση µέχρι να εφαρµοστεί πλήρως το νέο 
animation στο µοντέλο και τον αριθµό (id) του µοντέλου. Η συνάρτηση καλώντας ανάλογα τις 
συναρτήσεις blendCycle() και clearCycle() της τάξης CalMixer του Cal3d, αφαιρεί σταδιακά από το 
µοντέλο το τρέχων animation και εφαρµόζει το νέο animation ανάλογα µε την καθυστέρηση που 
ορίσαµε. Το βάρος για κάθε animation είναι ορισµένο στον κατασκευαστή της τάξης που ανήκουν 
οι συναρτήσεις. 
• int getState (int model): Η συνάρτηση επιστρέφει τον αριθµό (animation id) του κυκλικού 
animation που είναι ενεργοποιηµένο στο µοντέλο που δίνουµε ως παράµετρο. 
• void executeAction (int action, int model, fload fadein, float fadeout): Η συνάρτηση αυτή 
παίρνει ως παραµέτρους τον αριθµό (id) του animation που θέλουµε να εφαρµόσουµε ως action, 
τον αριθµό (id) του µοντέλου και τις τιµές για χρονική καθυστέρηση εισαγωγής της κίνησης στο 
µοντέλο και για χρονική καθυστέρηση αφαίρεσης της κίνησης από αυτό. Με τις τιµές αυτές καλεί 
την συνάρτηση executeAction() του Cal3d για το µοντέλο. 
• void setStopMoving (int model): Η συνάρτηση αυτή αλλάζει ανάλογα την τιµή της 
µεταβλητής m_StopMoving για το µοντέλο. Από true σε false και αντίστροφα. Αυτή η µεταβλητή 
ορίζει αν το µοντέλο κινείται ή είναι ακίνητο. 
• void onIdle (int model): Η συνάρτηση αυτή υπολογίζει τη νέα στάση του µοντέλου. 
Ανάλογα µε τον χρόνο που πέρασε από την τελευταία αναπροσαρµογή της στάσης και µε την 
ταχύτητα που ορίσαµε να κινείται το µοντέλο, υπολογίζει την παράµετρο που δίνει καλώντας τη 
συνάρτηση update() του Cal3d. Ελέγχει προηγουµένως αν το µοντέλο κινείται ή αν είναι ορισµένο 
να είναι ακίνητο. 
• void renderModel (int model): Η συνάρτηση αυτή είναι υπεύθυνη για την απόδοση 
(rendering) του µοντέλου που δίνουµε ως παράµετρο στην οθόνη. Χρησιµοποιεί τις συναρτήσεις 
τις τάξης CalRenderer της βιβλιοθήκης Cal3d που είδαµε, ώστε να πάρει όλα τα δεδοµένα που 
χρειάζονται για το rendering του µοντέλου. Χρησιµοποιεί συναρτήσεις της OpenGl για την 






• void onRender (int model):  Η συνάρτηση αυτή δίνει τιµές στις απαραίτητες για την 
απόδοση (rendering) του µοντέλου µεταβλητές και καλεί κάποιες απαραίτητες συναρτήσεις της 
OpenGl (για αρχικοποίηση κάποιων τιµών) πριν καλέσει τη συνάρτηση renderModel() ώστε να 
αποδοθεί το µοντέλο στην οθόνη. 
• float gettime (int model): Η συνάρτηση αυτή χρησιµοποιεί τις συναρτήσεις της τάξης 
CalMixer (του Cal3d) getAnimationDuration() και getAnimationTime() και επιστρέφει τον χρόνο 
που αποµένει στο µοντέλο µέχρι να ολοκληρωθεί ο επόµενος κύκλος του τρέχων animation. 
 
5.5 ∆ηµιουργία DLL αρχείου 
 
Αφού έχουµε φτιάξει το πρόγραµµα που διαχειρίζεται τον χαρακτήρα, τις κινήσεις του και αποδίδει 
τον χαρακτήρα στην οθόνη, θα πρέπει να δηµιουργήσουµε το DLL αρχείο µε τις απαραίτητες 
συναρτήσεις ώστε να µπορούµε να καλέσουµε αυτές από το XVR. Για αυτό το σκοπό έφτιαξα τα 
αρχεία PeopleAnimation.h και PeopleAnimation.cpp µε τις συναρτήσεις αυτές, οι οποίες πρέπει να 
έχουν την εξής µορφή: 
extern “C” __declspec (dllexport) function(); 
Με αυτό τον τρόπο όταν τρέξουµε το πρόγραµµα θα δηµιουργήσει το DLL αρχείο µε τις 
συναρτήσεις αυτές. Οι συναρτήσεις αυτές καλούν τις ανάλογες συναρτήσεις από αυτές που είδαµε 
στην προηγούµενη παράγραφο. Πιο κάτω αναφέρονται οι συναρτήσεις που θα εµπεριέχονται στο 
DLL αρχείο για να καλούνται από το XVR και ποιες από τις συναρτήσεις για διαχείριση του 
χαρακτήρα που φτιάξαµε καλούν: 
 
• int init(int model): Καλεί τη συνάρτηση onInit (model) που είδαµε στην προηγούµενη 
παράγραφο για να δηµιουργηθεί ένας νέος χαρακτήρας από το µοντέλο πυρήνα που ορίζει η 
παράµετρος. 
• int readModelFiles (int clothes): Παίρνει ως παράµετρο την τιµή 1 ή 2 που δείχνει ποιο από 





onCreate (cfgFile, path) που είδαµε στην προηγούµενη παράγραφο για τη δηµιουργία νέου 
µοντέλου πυρήνα. Η διαφορά των δύο αυτών αρχείων έχει να κάνει µε το υλικό στο σώµα του 
µοντέλου όπου χρησιµοποιούν διαφορετικά texture files ώστε να φορεί είτε πουκάµισο είτε 
φανέλα. Αυτά θεωρούµε ως δύο διαφορετικά µοντέλα πυρήνα. 
• void whenIdle (int model): Καλεί τη συνάρτηση onIdle (model). 
• void renderModel (int model): Καλεί τη συνάρτηση onRender (model). 
• void setMotion (int motion, int model, float delay): Καλεί τη συνάρτηση setState (motion, 
delay, model). 
• void setAction (int action, int model, float fadein, float fadeout): Καλεί τη συνάρτηση 
executeAction (action, model, fadein, fadeout). 
• void setVelocity (float velocity, int model): Καλεί τη συνάρτηση setTimeScale (velocity, 
model). 
• void setStopMoving (int model): Καλεί τη συνάρτηση setStopMoving (model). 
• int getState (int model): Καλεί τη συνάρτηση getState (model). 
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Στο Κεφάλαιο αυτό θα αναλύσουµε τα βασικά βήµατα δηµιουργίας της τελικής εφαρµογής στο 
XVR. Έχουµε ήδη έτοιµο το DLL αρχείο µε τις απαραίτητες συναρτήσεις διαχείρισης του 
χαρακτήρα (Κεφάλαιο 5). Επίσης έχουµε όλα τα σχετικά µε το ανθρώπινο µοντέλο αρχεία 
(σκελετό, textures, υλικά, πλέγµατα) αποθηκευµένα σε ένα ZIP αρχείο. Στην παράγραφο 6.2 θα 
δούµε πώς θα τοποθετήσουµε ανθρώπινα µοντέλα στο χώρο να περπατούν. Στην παράγραφο 
6.3 θα δούµε πώς θα κάνουµε τους ανθρώπους να βρίσκουν τη σωστή πορεία όταν πρέπει να 
καθίσουν σε µια καρέκλα, πώς κάθονται και πώς σηκώνονται. Στην παράγραφο 6.4 θα δούµε πώς 
κάνουµε τους ανθρώπους να αποφεύγουν συγκρούσεις (collision avoidance) και στην παράγραφο 
6.5 πώς αλληλεπιδρούν µεταξύ τους όταν µπορούν. Στην παράγραφο 6.6 θα δούµε πώς γίνεται 
οµαλά η εναλλαγή των animations στον χαρακτήρα και η οµαλή περιστροφή του. Τέλος στην 
παράγραφο 6.7 θα δούµε πώς έγινε η προσθήκη αντικειµένων στο χώρο και η δηµιουργία του 
εδάφους και του ουρανού. 
 
6.2 Τοποθέτηση στο χώρο ανθρώπων που περπατούν 
 
6.2.1 Βασικές µεταβλητές 
Οι βασικές καθολικές µεταβλητές που ορίζουν τα βασικά χαρακτηριστικά των ανθρώπων που 










Η µεταβλητή NuofPeople δείχνει τον αριθµό των ανθρώπων που υπάρχουν στη σκηνή. Οι τιµές 
στον πίνακα µεταβλητών AllPos ορίζουν τις συντεταγµένες (X,Y,Z) της θέσης των ανθρώπων και 
στον πίνακα AllAngles ορίζονται οι µοίρες που είναι γυρισµένος ο κάθε άνθρωπος (περιστροφή 
στον άξονα Υ). Στο AllStates ορίζεται η στάση που έχει ο κάθε άνθρωπος (αρχικά µπορεί είτε να 
περπατά είτε να κάθεται σε κάποια καρέκλα). Τέλος οι τιµές στον πίνακα µεταβλητών GoingToSit 
ορίζουν σε ποια καρέκλα θα πάει να καθίσει (ή κάθεται στην αρχή της εφαρµογής) ο κάθε 
άνθρωπος. Οι καρέκλες είναι αριθµηµένες µε τιµές από 0 µέχρι x-1 όπου x είναι ο αριθµός των 
καρεκλών στη σκηνή. Η τιµή “-1” ορίζει πως ο συγκεκριµένος άνθρωπος δεν θα καθίσει πουθενά, 
απλά θα κινείται στο χώρο. Αλλάζοντας τις αρχικές τιµές που δίνονται στις µεταβλητές αυτές, 
µπορούµε να δηµιουργήσουµε διαφορετική αναπαράσταση. Οι τιµές στις µεταβλητές AllPos, 
AllAngles και AllStates αλλάζουν καθώς εκτελείται το πρόγραµµα. 
 
Επίσης και οι καθολικοί πίνακες µεταβλητών που φαίνονται πιο κάτω είναι χρήσιµοι για τη 
διαχείριση της κίνησης των ανθρώπων στο χώρο. Οι µεταβλητές αυτές αρχικοποιούνται µε την 













Οι τιµές στο AllWheretoGo θα καθορίζουν το σηµείο που θέλουµε να κατευθυνθεί τελικά ο 
άνθρωπος. Στο AllVectors θα έχουµε ένα διάνυσµα για κάθε άνθρωπο που ορίζει την πορεία του 
ενώ η τιµή κάθε ανθρώπου στο AllAnglestoRotate ορίζει πόσες µοίρες πρέπει ακόµα να γυρίσει ο 
άνθρωπος µέχρι να έρθει στη σωστή πορεία ανάλογα µε το διάνυσµα (βλέπε παράγραφο 6.6). Οι 
τιµές στο AllChangedDirection είναι χρήσιµες για την αποφυγή εµποδίων (παράγραφος 6.4). Οι 
τιµές στο ChangedDirectiontoSit σχετίζονται µε την επιλογή σωστής πορείας προς την καρέκλα 
χωρίς να συγκρουστεί µε αυτήν (βλέπε παράγραφο 6.3.1), ενώ οι τιµές στον πίνακα 
AnglesTurntoAnim ορίζουν τις µοίρες περιστροφής του ανθρώπου για να αλληλεπιδράσει µε 
κάποιον άλλο (παράγραφος 6.5). Οι τιµές στο AvoidPeople δείχνουν σε κάθε άνθρωπο ποιούς 
από τους υπόλοιπους θα πρέπει να αποφύγει (παράγραφοι 6.4.2 και 6.5). Τέλος, οι τιµές στον 
πίνακα Still δείχνουν για κάθε άνθρωπο αν κινείται ή όχι. Η τιµή 0 ορίζει πως ο άνθρωπος κινείται, 
ενώ άλλη τιµή (>0) ορίζει πόσα frames ακόµα θα παραµείνει ακίνητος. 
 
6.2.2 Υλοποίηση κίνησης των ανθρώπων στο χώρο 
Αρχικά στη συνάρτηση OnDownload() ορίζουµε το DLL αρχείο µε τις συναρτήσεις και το ZIP 
αρχείο µε τα δεδοµένα του ανθρώπινου µοντέλου ώστε να φορτωθούν. Στη συνάρτηση OnInit() 
δηλώνουµε στην αρχή τις συναρτήσεις του DLL αρχείου ώστε να µπορούν να χρησιµοποιηθούν. 
Στη συνέχεια δηµιουργούµε τα ανθρώπινα µοντέλα. Καλούµε δύο φορές τη συνάρτηση 
readModelFiles ώστε να φορτωθούν τα δύο µοντέλα πυρήνα που έχουµε (µε φανέλα και µε 
πουκάµισο). Με τη συνάρτηση init(model) δηµιουργούµε τους ανθρώπινους χαρακτήρες και µε τις 
setVelocity και setMotion ορίζουµε την ταχύτητα που θα κινούνται και την αρχική τους στάση 
αντίστοιχα. Ακολούθως αρχικοποιούνται οι τιµές για τις διάφορες µεταβλητές όπως το σηµείο που 
πρέπει να πάει ο κάθε άνθρωπος (AllWheretoGo) και το διάνυσµα που πρέπει να ακολουθεί 
(AllVectors). Στην περίπτωση που ο άνθρωπος απλά κινείται στο χώρο τότε το διάνυσµα 
υπολογίζεται µε βάση την αρχική γωνιά που είναι γυρισµένος (AllAngles), ενώ το σηµείο που 
θέλουµε να κατευθυνθεί υπολογίζεται µε βάση την αρχική θέση του µοντέλου και το διάνυσµα της 





OnFrame() υπάρχουν οι εντολές για το τι θα γίνεται σε κάθε frame. Αν ο άνθρωπος περπατά, τότε 
καλείται η συνάρτηση CalculateNewManPos (model) για να υπολογίσει τη νέα θέση ή στάση του 
µοντέλου. Στη συνέχεια για να ζωγραφιστεί ο κάθε άνθρωπος στην οθόνη, αφού πάµε στο 
ανάλογο σηµείο και εφαρµόσουµε την ανάλογη περιστροφή (από τις µεταβλητές AllPos και 
AllAngles), καλούµε τις συναρτήσεις whenIdle(model) και renderModel(model) του DLL. Πριν 
ζωγραφιστεί το µοντέλο ελέγχεται αν η θέση του είναι µέσα στη σκηνή (ελέγχοντας τη θέση του ως 
προς τον άξονα Χ). 
 
Η συνάρτηση CalculateNewManPos (model) καλείται όταν ο άνθρωπος περπατά για να 
υπολογίσει τη νέα θέση του ανθρώπου σε κάθε frame και να ορίσει τη νέα του στάση αν 
χρειάζεται να αλλάξει. Στην περίπτωση που ο άνθρωπος πάει να καθίσει σε κάποια καρέκλα 
(GoingToSit>-1), τότε αρχικά ελέγχεται αν µπορεί να καθίσει τώρα, αν πρέπει να αλλάξει πορεία 
για να πάει σωστά προς την καρέκλα που θα καθίσει ή αν πρέπει να περιµένει γιατί κάποιος 
άλλος κάθεται στην καρέκλα. Αυτά θα τα δούµε στην παράγραφο 6.3. Στη συνέχεια καλούνται µε 
σειρά οι συναρτήσεις CheckCollision(model) και CheckAnimationWithOther (model). Η πρώτη 
ελέγχει αν ο άνθρωπος οδηγείται σε σύγκρουση και αλλάζει ανάλογα την πορεία του 
(παράγραφος 6.4) και η δεύτερη αν µπορεί τώρα να αλληλεπιδράσει µε κάποιον άλλο 
(παράγραφος 6.5). Αφού γίνουν αυτά και ο άνθρωπος συνεχίζει να περπατά, τότε υπολογίζεται η 
νέα θέση του ανθρώπου ανάλογα µε την προηγούµενη του θέση, το διάνυσµα που ακολουθεί 
(AllVectors) και την απόσταση που θέλουµε να διανύει σε κάθε frame όταν περπατά. 
 
6.3 Άνθρωποι και καρέκλες 
 
Κατ’ αρχάς δηλώνονται στην αρχή του προγράµµατος οι απαραίτητες µεταβλητές για τις καρέκλες. 
Ο αριθµός των καρεκλών, οι θέσεις τους και οι γωνιές που είναι γυρισµένες (ανάλογα µε τις 
γωνιές υπολογίζονται και τα διανύσµατα προς την κατεύθυνση που βλέπουν). Για την υλοποίηση 






• Υπολογισµός του σηµείου που πρέπει να βρίσκεται κάποιος άνθρωπος για να µπορεί να 
καθίσει στην καρέκλα: Για κάθε καρέκλα υπολογίζεται το σηµείο που πρέπει να βρίσκεται ο 
άνθρωπος για να καθίσει σε αυτήν, µε βάση τη θέση της καρέκλας και το διάνυσµα της 
κατεύθυνσης που βλέπει η καρέκλα. Τα σηµεία αυτά αποθηκεύονται στον πίνακα µεταβλητών 
AllPosToSit. 
 
• Ορισµός της πορείας που πρέπει να ακολουθήσει κάποιος άνθρωπος ώστε να καθίσει σε 
κάποια καρέκλα: Αν ο άνθρωπος είναι ορισµένο να καθίσει σε κάποια καρέκλα (GoingToSit>-1) 
τότε στη συνάρτηση OnInit() ανάλογα µε την καρέκλα που θα καθίσει, ορίζεται ως σηµείο που 
θέλουµε να οδηγηθεί ο άνθρωπος (µεταβλητή στο AllWheretoGo) το ανάλογο σηµείο από τον 
πίνακα AllPosToSit. Έτσι ανάλογα µε το σηµείο αυτό και το αρχικό σηµείο που βρίσκεται ο 
άνθρωπος, υπολογίζεται το διάνυσµα της πορείας του (ευθεία προς το σηµείο που πρέπει να 
φτάσει) και οι µοίρες που θα είναι γυρισµένος (AllVectors και AllAngles). 
 
• Έλεγχος σε κάθε frame αν ο άνθρωπος µπορεί να καθίσει: Όπως είδαµε στην παράγραφο 
6.2, όταν ο άνθρωπος περπατά καλείται σε κάθε frame η συνάρτηση 
CalculateNewManPos(model). Στην περίπτωση που ο άνθρωπος είναι ορισµένος να καθίσει σε 
κάποια καρέκλα καλείται η συνάρτηση CheckSitPos(model,chair) για να γίνει ο έλεγχος αν µπορεί 
τώρα να καθίσει. Αν δηλαδή η απόσταση του σηµείου που βρίσκεται ο άνθρωπος και του σηµείου 
που πρέπει να βρίσκεται για να καθίσει (AllPosToSit) είναι πολύ µικρή (<1). Σε αυτή την 
περίπτωση ο άνθρωπος γυρίζει όσες µοίρες χρειάζεται και στη συνέχεια αλλάζει η στάση του 
ξεκινώντας το σχετικό animation για να καθίσει (καλείται η συνάρτηση setMotion του DLL). Η 
απόσταση µεταξύ δύο σηµείων υπολογίζεται από τη συνάρτηση Distance χρησιµοποιώντας τον 
µαθηµατικό τύπο: Distance = (X2-X1)2 + (Z2-Z1)2. 
 
• Αλλαγή πορείας αν ο άνθρωπος προσπαθώντας να φτάσει στο σηµείο που πρέπει για να 






• Τι γίνεται αν κάθεται κάποιος άλλος στην καρέκλα που θέλει να καθίσει: Στην αρχή της 
συνάρτησης CalculateNewManPos(model) ελέγχεται αν υπάρχει κάποιος άλλος που βρίσκεται 
κοντά του, ο οποίος θα καθίσει στην ίδια καρέκλα και την στιγµή αυτή ή κάθεται σε αυτήν ή 
σηκώνεται από αυτήν ή είναι πολύ κοντά σε αυτήν. Αν συµβαίνει κάποιο από αυτά τότε ο 
άνθρωπος µένει για λίγα frames ακίνητος και περιµένει (αλλαγή της τιµής της µεταβλητής 
Still[model]=50 και καλείται η συνάρτηση setStopMoving του DLL). Αφού περάσουν τα 50 frames 
προσπαθεί να συνεχίσει την πορεία του. Στη συνάρτηση OnFrame, όταν κάποιο µοντέλο έχει στη 
µεταβλητή Still τιµή µεγαλύτερη από 0, τότε απλά αφαιρεί 1 από την τιµή της µεταβλητής και δεν 
κάνει καµιά άλλη αλλαγή ή έλεγχο. 
 
• Ο άνθρωπος αφού καθίσει θα πρέπει να περιµένει ορισµένο χρόνο και µετά να σηκωθεί: 
Στη συνάρτηση OnFrame(), αν ο άνθρωπος τρέχει το animation για να καθίσει, χρησιµοποιούµε 
τη συνάρτηση gettime του DLL για να δούµε αν έχει ολοκληρωθεί το animation. Αν ισχύει αυτό 
τότε ο άνθρωπος σταµατά να κινείται (καλείται η συνάρτηση setStopMoving του DLL) και ορίζουµε 
να µείνει ακίνητος για 400 frames (Still[model]=400). Όταν περάσουν τα 400 frames τότε αλλάζει 
το animation του ώστε να σηκωθεί (χρήση συνάρτησης setMotion του DLL). 
 
• Τι πορεία ακολουθεί ο άνθρωπος εφόσον σηκωθεί: Όταν σηκωθεί (ελέγχεται µε τη 
συνάρτηση gettime του DLL πότε θα ολοκληρωθεί το animation), τότε αλλάζει το animation του 
ανθρώπου πίσω στο περπάτηµα (συνάρτηση setMotion του DLL). Ως νέο διάνυσµα κατεύθυνσης 
για τον άνθρωπο ορίζεται το αντίστροφο διάνυσµα (περιστροφή 180 µοιρών) από το διάνυσµα της 
κατεύθυνσης που ακολούθησε για να φτάσει στην καρέκλα. Με βάση το διάνυσµα αυτό 
υπολογίζεται και το νέο σηµείο που θέλουµε να κατευθυνθεί ο άνθρωπος (µεταβλητή 
AllWheretoGo) ορίζοντας το σε µια µακρινή απόσταση από το σηµείο που βρίσκεται τώρα ο 







• Τι γίνεται αν ένας άνθρωπος κάθεται σε κάποια καρέκλα στην αρχή της εφαρµογής: Σε 
αυτή την περίπτωση στη συνάρτηση OnInit() ορίζεται ως αρχική του θέση το σηµείο που πρέπει 
να βρίσκεται για να καθίσει στη συγκεκριµένη καρέκλα (την καρέκλα που ορίζεται στη µεταβλητή 
GoingToSit). Εφαρµόζουµε επίσης στο µοντέλο ως αρχικό animation το animation για να σηκωθεί 
και αµέσως στο πρώτο frame της εφαρµογής ορίζουµε πως θέλουµε το µοντέλο να µείνει ακίνητο 
για 400 frames (συνάρτηση setStopMoving του DLL και ορισµός Still=400). Το διάνυσµα πορείας 
που θα ακολουθήσει το µοντέλο όταν σηκωθεί και αρχίσει να περπατά ορίζεται τυχαία. Το 
διάνυσµα αυτό θα διαφέρει από την κατεύθυνση που βλέπει η καρέκλα το πολύ 90 µοίρες. Με 
βάση το διάνυσµα αυτό υπολογίζεται και το νέο σηµείο που θέλουµε να κατευθυνθεί ο άνθρωπος 
όταν περπατά (µεταβλητή AllWheretoGo) ορίζοντας το σε µια µακρινή απόσταση από το σηµείο 
που βρίσκεται τώρα.  
 
6.3.1 Αλλαγή πορείας για αποφυγή  σύγκρουσης µε την καρέκλα που θα καθίσει 
Στην προσπάθεια του ανθρώπου να φτάσει στο σηµείο µπροστά από την καρέκλα που πρέπει για 
να καθίσει, µπορεί να βρεθεί πίσω από την καρέκλα, πλάι δεξιά ή πλάι αριστερά από αυτήν. 
Πρέπει να αποφύγουµε την σύγκρουση µε την καρέκλα η οποία θα προκληθεί και να κάνουµε τον 
άνθρωπο να φτάσει στο σωστό σηµείο. 
 
Η βασική ιδέα είναι να γίνεται ο εξής έλεγχος σε κάθε frame για κάθε άνθρωπο που θα καθίσει σε 
κάποια καρέκλα: Αν ο άνθρωπος είναι κοντά στην καρέκλα που πρέπει να καθίσει, µετρούµε τις 
µοίρες της διαφοράς του διανύσµατος της πορείας που ακολουθεί ο άνθρωπος (AllVectors) και 
του διανύσµατος της κατεύθυνσης που είναι γυρισµένη η καρέκλα (ChairsVectors). Η διαφορά 
αυτή µας δείχνει αν ο άνθρωπος βρίσκεται πίσω, µπροστά, ή στο πλάι (δεξιά ή αριστερά) της 
καρέκλας. Αν η διαφορά αυτή δείχνει πως ο άνθρωπος είναι στο πλάι της καρέκλας τότε για να 
αποφύγει την σύγκρουση αλλάζει πορεία και αρχίζει να κινείται παράλληλα µε την κατεύθυνση 





να αποφύγει την σύγκρουση αρχίζει να κινείται µε πορεία 90 µοίρες διαφορετική (δηλαδή κάθετα) 
από την κατεύθυνση που βλέπει η καρέκλα (90 ή -90, ανάλογα µε ποια πορεία θα τον βγάλει πιο 
γρήγορα από το πίσω µέρος της καρέκλας) (πορεία Β). Στη συνέχεια σε κάθε frame αν ο 
άνθρωπος ακολουθεί την πορεία Α, ελέγχεται αν µπορεί να αλλάξει ξανά την πορεία του προς το 
σηµείο που πρέπει (AllWheretoGo), αν δηλαδή δεν βρίσκεται πλέον στο πλάι της καρέκλας. Ενώ 
αν ο άνθρωπος ακολουθεί την πορεία Β τότε σε κάθε βήµα ελέγχεται αν πρέπει να συνεχίσει την 
πορεία αυτή ή αν δεν είναι πλέον στο πίσω µέρος της καρέκλας και µπορεί να ακολουθήσει την 
πορεία Α. 
 
Για την υλοποίηση των πιο πάνω χρησιµοποιείται η καθολική µεταβλητή ChangedDirectionToSit 
για κάθε άνθρωπο. Αν η τιµή είναι 0 αυτό δείχνει πως ο άνθρωπος κινείται χωρίς πρόβληµα µε 
την σωστή πορεία προς το σηµείο που πρέπει για να καθίσει. Αν η τιµή είναι 1 αυτό δείχνει πως ο 
άνθρωπος άλλαξε πορεία και κινείται παράλληλα (αν είναι στο πλάι της καρέκλας) ή κάθετα (αν 
είναι πίσω από την καρέκλα) µε το διάνυσµα κατεύθυνσης της καρέκλας. Η συνάρτηση 
CalculateNewManPos καλεί για κάθε άνθρωπο που πάει για να καθίσει σε καρέκλα τη συνάρτηση 
TestIfChangeDirectionToSit(model). Η συνάρτηση αυτή ελέγχει την τιµή της µεταβλητής 
ChangedDirectionToSit και πράττει ως εξής: 
• Αν είναι 0 τότε ελέγχει αν βρίσκεται κοντά στην καρέκλα και αν οι µοίρες της διαφοράς του 
διανύσµατος της πορείας του ανθρώπου και του διανύσµατος κατεύθυνσης της καρέκλας 
δείχνουν πως βρίσκεται πίσω ή στο πλάι της καρέκλας. Αν ισχύει αυτό τότε αλλάζει την τιµή της 
µεταβλητής ChangedDirectionToSit σε 1 και καλεί τη συνάρτηση ChangeDirectionToSit για να 
αλλάξει ανάλογα την πορεία του. Για τον υπολογισµό της διαφοράς δύο διανυσµάτων καλείται η 
συνάρτηση CalculateRotation. Η συνάρτηση αυτή παίρνει ως παραµέτρους δύο διανύσµατα 
(έστω Α και Β) και υπολογίζει πόσες µοίρες πρέπει να γυρίσει το Α ώστε να γίνει παράλληλο µε το 
Β. Χρησιµοποιείται ο µαθηµατικός τύπος “angle = acos (v1•v2)” όπου v1 και v2 είναι 
κανονικοποιηµένα διανύσµατα. 
• Αν η τιµή είναι 1 τότε υπολογίζεται το διάνυσµα κατεύθυνσης που θα οδηγούσε τον 





διαφορά των µοιρών του διανύσµατος αυτού µε το διάνυσµα κατεύθυνσης της καρέκλας δείχνουν 
πως µπορεί να ακολουθήσει την πορεία αυτή (άρα δεν βρίσκεται πλέον στο πλάι της καρέκλας), 
τότε ορίζεται αυτή ως η νέα του πορεία και η τιµή ChangedDirectionToSit γίνεται πάλι 0. Επίσης 
αν ο άνθρωπος ακολουθεί πορεία κάθετη µε τη κατεύθυνση της καρέκλας (είναι δηλαδή πίσω από 
αυτήν), τότε ελέγχεται αν έχει φύγει από το πίσω µέρος της καρέκλας, ώστε να αλλάξει πορεία και 
να κινείται παράλληλα µε την κατεύθυνση της καρέκλας. Αυτό γίνεται καλώντας τη συνάρτηση 
ChangeDirectionToSit. Γενικά η συνάρτηση ChangeDirectionToSit ελέγχει αν ο άνθρωπος 
βρίσκεται στο πλάι της καρέκλας, πίσω δεξιά ή πίσω αριστερά από αυτήν και αλλάζει ανάλογα την 




Εικόνα 6.1: Άνθρωπος που κάθεται στην καρέκλα 
 
 
6.4 Αποφυγή συγκρούσεων 
 
Για να κινούνται οι άνθρωποι ρεαλιστικά στο χώρο, θα πρέπει να αποφεύγουν τις συγκρούσεις. Η 
βασική ιδέα περιγράφεται στη συνέχεια. Καθώς κάποιος άνθρωπος περπατά, γίνεται έλεγχος αν 





ισχύει αυτό τότε για να το αποφύγει θα πρέπει να αλλάξει προσωρινά πορεία γυρίζοντας είτε δεξιά 
είτε αριστερά κάποιο αριθµό µοιρών.  Θα πρέπει να βρεθεί ο πιο εύκολος και ρεαλιστικός δρόµος, 
δηλαδή ο µικρότερος αριθµός µοιρών που χρειάζεται να γυρίσει προς κάποια κατεύθυνση (δεξιά ή 
αριστερά) για να αποφύγει τη σύγκρουση. Εκτελείτε για αυτό το σκοπό η εξής διαδικασία: 
Ελέγχουµε αν αλλάζοντας πορεία 5 µοίρες δεξιά θα αποφευχθεί η σύγκρουση. Αν δεν 
αποφεύγεται, ελέγχουµε στις 10 µοίρες, µετά στις 15 κοκ. µέχρι να βρούµε τον κατάλληλο αριθµό 
µοιρών που πρέπει να γυρίσει για να αποφύγει τη σύγκρουση. Κάνουµε το ίδιο και προς τα 
αριστερά για να βρούµε τον µικρότερο αριθµό µοιρών που πρέπει να γυρίσει προς αριστερά για 
να αποφύγει τη σύγκρουση. Έτσι επιλέγουµε την κατεύθυνση όπου ο αριθµός των µοιρών που 
χρειάζεται να γυρίσει είναι µικρότερος. Γυρίζουµε τον άνθρωπο προς την κατεύθυνση αυτή, τον 
ανάλογο αριθµό µοιρών. 
 
Στη συνέχεια, ο άνθρωπος θα πρέπει κάποια στιγµή να σταµατήσει να ακολουθεί αυτή την πορεία 
που θέσαµε (κατεύθυνση Α) και να ακολουθήσει πορεία προς το σηµείο που πρέπει τελικά να 
φτάσει. Έτσι ανά τακτά χρονικά διαστήµατα ελέγχει αν µπορεί να ακολουθήσει το διάνυσµα 
κατεύθυνσης που οδηγεί από το σηµείο που βρίσκεται τώρα, ευθεία προς το σηµείο που πρέπει 
τελικά να φτάσει (κατεύθυνση Β). Αν η κατεύθυνση Β δεν θα οδηγήσει στα επόµενα βήµατα σε 
σύγκρουση, τότε ο άνθρωπος γυρίζει και κατευθύνεται και πάλι προς τον τελικό του προορισµό 
ακολουθώντας την κατεύθυνση Β. Αν όµως η κατεύθυνση Β θα τον οδηγούσε και πάλι σε 
σύγκρουση, τότε δεν γυρίζει προς Β, αλλά ούτε και συνεχίζει να ακολουθεί την κατεύθυνση Α. Αν 
συνέχιζε να κινείται προς Α, τότε ίσως να αποµακρυνόταν από το σηµείο που πρέπει τελικά να 
φτάσει και επίσης θα υπήρχε κίνδυνος να συγκρουστεί µε κάποιο άλλο αντικείµενο στο χώρο. 
Έτσι γίνεται ο έλεγχος που είδαµε στην προηγούµενη παράγραφο, για την κατεύθυνση Β. 
Ελέγχουµε δηλαδή πόσες µοίρες θα έπρεπε να γυρίσει ο άνθρωπος για να αποφύγει τη 
σύγκρουση που θα συνέβαινε αν ακολουθούσε την πορεία Β (δηλαδή το διάνυσµα που οδηγεί 
από το σηµείο που βρίσκεται τώρα ευθεία προς τον τελικό προορισµό του). Ο υπολογισµός αυτός 
µας δηµιουργεί την κατεύθυνση Γ. Αυτή είναι η νέα πορεία που θα ακολουθήσει στη συνέχεια ο 





που ακολουθεί τώρα) αν δεν υπάρχει καλύτερη διαδροµή από την Α την δεδοµένη στιγµή. 
Υπάρχει επίσης η πιθανότητα η  Γ να διαφέρει ελάχιστα από την κατεύθυνση Α και αν αυτό 
συνέβαινε κατ’ επανάληψη σε συνεχόµενα frames, αυτό θα είχε ως αποτέλεσµα να βλέπουµε τον 
άνθρωπο να κάνει µη ρεαλιστικές κινήσεις αφού θα άλλαζε κατεύθυνση σε κάθε frame. Για να 
λύσουµε αυτό το πρόβληµα ορίζουµε τον έλεγχο για το πότε θα σταµατήσει να ακολουθεί κάποια 
πορεία που τέθηκε για να αποφευχθεί κάποια σύγκρουση (κατεύθυνση Α), να γίνεται κάθε 7 
frames και όχι κάθε ένα. 
 
6.4.1 Υλοποίηση 
Χρησιµοποιούµε τις µεταβλητές στον πίνακα AllChangedDirection. Για κάθε άνθρωπο, αν η τιµή 
της µεταβλητής αυτής είναι 0 σηµαίνει πως ο άνθρωπος έχει κατεύθυνση ευθεία προς το σηµείο 
που πρέπει τελικά να φτάσει, ενώ αν είναι 1 αυτό σηµαίνει πως ακολουθεί µια προσωρινή πορεία 
για να αποφύγει κάποια σύγκρουση. Όπως είδαµε στην παράγραφο 6.2, στη συνάρτηση 
CalculateNewManPos που καλείται σε κάθε frame για κάθε άνθρωπο που περπατά, γίνεται κλήση 
στη συνάρτηση CheckCollision(model). Η συνάρτηση αυτή η οποία είναι υπεύθυνη για την 
αποφυγή συγκρούσεων, ελέγχει την ανάλογη τιµή στον πίνακα AllChangedDirection και πράττει 
ως εξής: 
• Αν η τιµή είναι 0 τότε καλεί τη συνάρτηση IsColliding για να δει αν η κατεύθυνση που 
ακολουθείται τώρα από τον άνθρωπο θα οδηγήσει σε λίγα βήµατα σε σύγκρουση. Αν επιστρέψει 
true, θέτει την τιµή του AllChangedDirection σε 1 και στη συνέχεια καλεί τη συνάρτηση 
CalculateAngletoAvoidObstacles για να βρει πόσες µοίρες πρέπει να γυρίσει ο άνθρωπος για να 
αποφύγει τη σύγκρουση. Αλλάζει ανάλογα το διάνυσµα κατεύθυνσης του ανθρώπου (AllVectors) 
και τις µοίρες που θα είναι γυρισµένος. 
• Αν η τιµή είναι 1 τότε υπολογίζει το διάνυσµα κατεύθυνσης που οδηγά τον άνθρωπο από 
το σηµείο που βρίσκεται τώρα ευθεία προς το σηµείο που πρέπει τελικά να φτάσει (TestVector). 





δεν οδηγεί σε σύγκρουση τότε ορίζεται αυτό ως το νέο διάνυσµα κατεύθυνσης του ανθρώπου και 
η τιµή στο AllChangedDirection γίνεται πάλι 0. Αν όµως το TestVector οδηγεί σε σύγκρουση τότε 
καλείται η συνάρτηση CalculateAngletoAvoidObstacles, για να δούµε πόσες µοίρες πρέπει να 
αλλάξει το TestVector για να αποφύγει τη σύγκρουση. Ο αριθµός των µοιρών που θα πάρουµε 
προστίθεται στις µοίρες που πρέπει να γυρίσει ο άνθρωπος για να ακολουθήσει το διάνυσµα 
TestVector. Το άθροισµα αυτό είναι oι µοίρες που πρέπει να γυρίσει ο άνθρωπος και ανάλογα 
ορίζεται και το διάνυσµα κατεύθυνσης του. Η τιµή στο AllChangedDirection παραµένει 1 και 
ορίζουµε να γίνει ο επόµενος έλεγχος σε 7 frames. 
 
Η συνάρτηση IsColliding παίρνει ως παραµέτρους τον αύξον αριθµό του ανθρώπου και το 
διάνυσµα που πρέπει να ελεγχθεί. Για κάθε αντικείµενο στο χώρο που βρίσκεται σχετικά κοντά 
του, καλεί τη συνάρτηση P2PCollision περνώντας τις ανάλογες παραµέτρους για να δει αν θα 
υπάρξει σύγκρουση µε αυτό. Αν δεν θα συγκρουστεί µε κανένα από αυτά τότε επιστρέφει false 
ενώ σε αντίθετη περίπτωση επιστρέφει true. Η συνάρτηση CalculateAngletoAvoidObstacles, 
παίρνει ως παραµέτρους τον αριθµό του ανθρώπου και ένα διάνυσµα κατεύθυνσης. Ακολουθείται 
η διαδικασία που είδαµε στην αρχή της παραγράφου 6.4. ∆ηλαδή ανά 5 µοίρες προς κάθε 
κατεύθυνση (αριστερά και δεξιά), ελέγχει αν θα υπάρξει σύγκρουση καλώντας τη συνάρτηση 
IsColliding δίνοντας ως παράµετρο το ανάλογο διάνυσµα κάθε φορά µέχρι να βρει την καλύτερη 
λύση. Επιστρέφει τις µοίρες που θα βρει ως καλύτερη λύση (οι µοίρες θα έχουν θετικό ή αρνητικό 
πρόσηµο ανάλογα µε την κατεύθυνση). 
 
Η συνάρτηση P2PCollision παίρνει ως παραµέτρους δύο σηµεία (Point1 και Point2), ένα διάνυσµα 
και δύο αριθµούς (Dist1 και Dist2). Ελέγχει αν το σηµείο Point1 ακολουθώντας το διάνυσµα µέχρι 
και την απόσταση Dist1, θα βρεθεί κοντά στο Point2 σε απόσταση µικρότερη από Dist2. Για κάθε 
αντικείµενο που θέλουµε να ελεγχθεί αν θα συγκρουστεί µε κάποιον άνθρωπο, δίνουµε ως Point1 
τη θέση του ανθρώπου, ως Point2 το κέντρο του αντικειµένου και για διάνυσµα την κατεύθυνση 
του ανθρώπου. Οι Dist1 και Dist2 διαφέρουν για κάθε αντικείµενο. Με την παράµετρο Dist1 





συγκρουστεί µε το αντικείµενο και µε το Dist2 ορίζουµε κατά κάποιο τρόπο τα όρια (σαν bounding 
box), δηλαδή σε πόση απόσταση από το κέντρο του αντικειµένου µπορεί να έρθει κοντά ο 
άνθρωπος χωρίς να συγκρουστεί. 
 
6.4.2 Αποφυγή σύγκρουσης µε άλλους ανθρώπους 
Για κάθε άνθρωπο στον πίνακα µεταβλητών AvoidPeople φαίνεται ποιους ανθρώπους θα πρέπει 
να αποφύγει. Οι άνθρωποι αυτοί που θα πρέπει να αποφύγει, ορίζονται είτε επειδή πέρασαν από 
κοντά του και δεν αλληλεπίδρασε µαζί τους ή έχει τελειώσει η µεταξύ τους αλληλεπίδραση 
(περισσότερα στην παράγραφο 6.5). Στη συνάρτηση IsColliding που γίνεται ο έλεγχος αν γίνεται 
σύγκρουση µε τα αντικείµενα του χώρου, προσθέτουµε και τις αντίστοιχες εντολές για να 
αποφευχθούν και οι άνθρωποι που ορίζονται στον πίνακα AvoidPeople. Για κάθε άνθρωπο που 
πρέπει να αποφευχθεί η σύγκρουση, καλείται η συνάρτηση P2PCollision µε τις ανάλογες 
παραµέτρους. Όµως επειδή οι άνθρωποι κινούνται στο χώρο, σε αντίθεση µε τα υπόλοιπα 
αντικείµενα, αντιµετώπισα ορισµένες δυσκολίες σχετικά µε την αποφυγή σύγκρουσης, οι οποίες 
περιγράφονται πιο κάτω: 
• Υπάρχει η περίπτωση ενώ ο άνθρωπος Α προσπαθεί να αποφύγει τη σύγκρουση µε τον 
άνθρωπο Β και ο άνθρωπος Β προσπαθεί ταυτόχρονα να αποφύγει τον Α, να οδηγηθούν σε µια 
κατάσταση όπου και οι δύο θα κινούνται σε µια συνεχή λάθος πορεία παράλληλα,  ο ένας δίπλα 
στον άλλο. Αυτό θα συµβεί αν είναι πολύ κοντά, σχεδόν τελείως απέναντι ο ένας από τον άλλο και 
προσπαθούν από την ίδια µεριά να αποφύγουν τη σύγκρουση. Αν και το ότι θέσαµε τον έλεγχο 
για αλλαγή πορείας να γίνεται κάθε 7 frames µειώνει τη συχνότητα εµφάνισης του φαινοµένου 
αυτού, υπάρχει ακόµα πιθανότητα να συµβεί. Για να επιλυθεί το πρόβληµα, πρόσθεσα τον εξής 
έλεγχο στη συνάρτηση IsColliding: Αν ο άνθρωπος που κάνει τον έλεγχο (Α) είναι πολύ κοντά 
στον άνθρωπο που θέλει να αποφύγει (Β) και ταυτόχρονα ο Β ακολουθεί µια πορεία σχεδόν 
παράλληλη µε το διάνυσµα κατεύθυνσης που εξετάζεται για τον Α, τότε επιστρέφεται true. Έτσι το 





άλλη πορεία (αφού πλέον η συνάρτηση CalculateAngletoAvoidObstacles δεν θα διαλέξει αυτή την 
κατεύθυνση). 
• Επειδή οι άνθρωποι κινούνται οπουδήποτε στο χώρο, υπάρχει περίπτωση κάποια στιγµή 
κάποιος άνθρωπος να βρεθεί εγκλωβισµένος σε κάποιο σηµείο. Αυτό θα συµβεί αν περιβάλλεται 
από αντικείµενα και ανθρώπους και δεν υπάρχει καµιά διαθέσιµη διαδροµή για να αποφύγει τη 
σύγκρουση. Σε αυτή την περίπτωση όρισα την συνάρτηση CalculateAngletoAvoidObstacles να 
επιστρέψει την τιµή 999. Αυτό σηµαίνει πως δεν υπάρχει καµιά διαθέσιµη πορεία που δεν θα 
οδηγήσει σε σύγκρουση. Για να λυθεί το αδιέξοδο, η CheckCollision σε αυτή την περίπτωση καλεί 
τη συνάρτηση setStopMoving του DLL και θέτει την τιµή Still=10, ούτως ώστε ο άνθρωπος να 
παραµείνει στη θέση του ακίνητος για 10 frames. Μετά από 10 frames θα ξαναπροσπαθήσει να 
βρει κάποια πορεία για να αποφύγει τη σύγκρουση. Πιθανόν µέχρι τότε κάποιος από τους 
ανθρώπους που τον περικλείουν να έχει µετακινηθεί ώστε να µπορεί να φύγει από το αδιέξοδο. 
Αν όχι, τότε περιµένει ακίνητος και ξαναδοκιµάζει σε ακόµα 10 frames. 
 
6.5 Αλληλεπίδραση µεταξύ ανθρώπων 
 
Μέχρι τώρα είδαµε πως κάναµε τους ανθρώπους να κινούνται στο χώρο, να κάθονται στις 
καρέκλες, να σηκώνονται από αυτές και να αποφεύγουν τις συγκρούσεις. Για να γίνει πιο 
ρεαλιστική η αναπαράσταση που φτιάχνουµε, θα προσθέσουµε την επιλογή στους ανθρώπους να 
αλληλεπιδρούν µεταξύ τους τρέχοντας τα animations που ετοιµάσαµε (συνοµιλία, χειραψία, 
χορός). 
 
Η συνάρτηση CalculateNewManPos που τρέχει σε κάθε frame για κάθε άνθρωπο που περπατά, 
καλεί τη συνάρτηση CheckAnimationWithOther(model). Η συνάρτηση αυτή ελέγχει αν ο 
άνθρωπος µπορεί να αλληλεπιδράσει µε κάποιον άλλο και κάνει τις απαραίτητες ενέργειες. 
Συγκεκριµένα η συνάρτηση αυτή κοιτάζει πρώτα αν κοντά στον άνθρωπο (Α), υπάρχει κάποιος 





αποφύγει (AvoidPeople). Ελέγχεται και αν ούτε και ο Α είναι στον πίνακα AvoidPeople του Β. Αν 
υπάρχει ο Α στον πίνακα του Β, τότε προστίθεται και ο Β στον πίνακα του Α ώστε να τον 
αποφύγει και να µην προχωρήσουν σε αλληλεπίδραση. Επίσης ελέγχεται αν ο Β περπατά. Αν δεν 
περπατά, αλλά τρέχει κάποιο άλλο animation (κάθεται ή σηκώνεται ή αλληλεπιδρά µε κάποιον 
άλλο άνθρωπο) τότε αµέσως προστίθεται στον πίνακα AvoidPeople του Α ώστε να τον αποφύγει 
και να µην αλληλεπιδράσει µαζί του. Έτσι αφού βεβαιωθούµε πως ο Α µπορεί να αλληλεπιδράσει 
µε τον Β, επιλέγεται στη συνέχεια τυχαία ένας αριθµός από το 0 µέχρι το 3. ∆ίνουµε 25% 
πιθανότητα στην περίπτωση να µην αλληλεπιδράσουν µεταξύ τους και 75% στην περίπτωση να 
αλληλεπιδράσουν. Έτσι αν επιλεχθεί ο αριθµός 0 τότε απλά προσθέτουµε τον Β στον πίνακα 
AvoidPeople του Α ώστε να τον αποφύγει και τον Α στον αντίστοιχο πίνακα του Β. Στις υπόλοιπες 
περιπτώσεις (επιλογή 1-3), καλείται η συνάρτηση RotatetoAnimate ώστε οι άνθρωποι να 
γυρίσουν στην κατεύθυνση που πρέπει για να αλληλεπιδράσουν και στη συνέχεια η 
SelectandAnimate για να επιλεγεί µια αλληλεπίδραση και να τρέξουν τα ανάλογα animations. 
 
Η συνάρτηση RotatetoAnimate γυρίζει τους ανθρώπους όσες µοίρες χρειάζεται για να βρεθούν 
απέναντι και να βλέπει ο ένας τον άλλον ώστε να µπορεί να τρέξει το animation (συνοµιλία, 
χειραψία ή χορός). Ο αριθµός των µοιρών που θα γυρίσει κάθε άνθρωπος αποθηκεύεται στον 
πίνακα καθολικών µεταβλητών AnglesTurntoAnim. Επίσης η συνάρτηση αυτή ελέγχει πως δεν 
υπάρχει κανένα αντικείµενο µεταξύ τους. Αν υπάρχει τότε σταµατά η διαδικασία, δεν γυρίζουν οι 
άνθρωποι για να βλέπουν ο ένας τον άλλον και δεν τρέχει το animation. Στη συνέχεια αφού δεν 
υπάρχει εµπόδιο µεταξύ τους και γυρίσουν τις ανάλογες µοίρες, η συνάρτηση SelectandAnimate 
θα επιλέξει και θα τρέξει τα animations. Επιλέγει στην αρχή τυχαία ποια αλληλεπίδραση θα τρέξει 
(υπάρχουν 2 επιλογές συνοµιλίας, η χειραψία και ο χορός). Αφού επιλεχθεί, τότε εφαρµόζεται σε 
κάθε άνθρωπο το ανάλογο animation (καλείται η συνάρτηση setMotion του DLL) και ορίζεται η 
κατάλληλη ταχύτητα που πρέπει να τρέξει το animation (συνάρτηση setVelocity του DLL). Τέλος, 
προσθέτουµε τον κάθε άνθρωπο στον πίνακα AvoidPeople του άλλου, ώστε όταν ολοκληρωθεί το 
animation να αποφύγει ο ένας τον άλλο. Αν δεν το κάναµε αυτό τότε υπήρχε η πιθανότητα να 






Επίσης στη συνάρτηση OnFrame(), στην περίπτωση που κάποιος άνθρωπος εκτελεί κάποιο από 
τα animations αλληλεπίδρασης µε κάποιον άλλο, ελέγχεται αν ολοκληρώθηκε το animation 
(συνάρτηση gettime του DLL). Αφού ολοκληρωθεί, τότε θα πρέπει ο άνθρωπος να συνεχίσει να 
περπατά προς τον προορισµό του. Χρησιµοποιούµε τη συνάρτηση setMotion του DLL για να 
αρχίσει να περπατά και τη συνάρτηση setVelocity του DLL για να ορίσουµε την ταχύτητα για το 
περπάτηµα. Επίσης γυρίζουµε τον άνθρωπο τον αριθµό των µοιρών που γύρισε για να εκτελέσει 
το animation αλληλεπίδρασης (από τη µεταβλητή AnglesTurntoAnim) προς την αντίθετη τώρα 
κατεύθυνση ώστε να γυρίσει προς την κατεύθυνση που ήταν πριν σταµατήσει να περπατά. 
 
 
Εικόνα 6.2: Άνθρωποι που συζητούν 
 
6.6 Οµαλή αλλαγή animation και οµαλή περιστροφή ανθρώπου 
 
Σηµαντικός παράγοντας στο πόσο ρεαλιστική φαίνεται η κίνηση των ανθρώπων είναι το πόσο 
ρεαλιστικά είναι τα animations που χρησιµοποιήθηκαν. Αυτός ο παράγοντας µελετήθηκε 
αναλυτικά στα προηγούµενα κεφάλαια. Κατά την υλοποίηση στο XVR θα πρέπει να προσέξουµε 





σηµεία είναι ο τρόπος µε τον οποίο γίνεται η αλλαγή του animation που τρέχει σε κάποιον 
άνθρωπο και ο τρόπος που γίνεται η περιστροφή του ανθρώπου. 
 
Ως αναφορά την αλλαγή του animation στον άνθρωπο, αυτή θα πρέπει να γίνει σταδιακά ώστε να 
φανεί ρεαλιστική. Κατά την αλλαγή του animation δίνουµε έµφαση σε δύο σηµαντικές µεταβλητές. 
Όπως είδαµε, για την εφαρµογή κάποιου νέου animation στο ανθρώπινο µοντέλο, καλούµε τη 
συνάρτηση setMotion του DLL, δίνοντας ως παραµέτρους τον αριθµό (id) του νέου animation, τον 
αριθµό (id) του ανθρώπου και µια τιµή που δείχνει την χρονική καθυστέρηση µέχρι να εφαρµοστεί 
σταδιακά πλήρως το νέο animation και να καταργηθεί το προηγούµενο. Αυτή η τρίτη παράµετρος 
είναι η µια από τις δύο µεταβλητές που παίζουν ρόλο στο πόσο ρεαλιστική θα φανεί η αλλαγή της 
κίνησης. Επίσης, δεν θέλουµε το νέο animation να αρχίσει να εφαρµόζεται στο µοντέλο αµέσως 
αφού ολοκληρωθεί ένας κύκλος του τρέχων animation, αλλά λίγο νωρίτερα. Είδαµε πως µε τη 
συνάρτηση gettime του DLL παίρνουµε τον αριθµό των frames που απέµειναν για την 
ολοκλήρωση ενός κύκλου του animation. Ο αριθµός που ορίζει πόσα frames πριν ολοκληρωθεί ο 
κύκλος του τρέχων animation θα αρχίζει να εφαρµόζεται το νέο animation, είναι η δεύτερη 
µεταβλητή που παίζει ρόλο στο πόσο ρεαλιστική θα φανεί η αλλαγής της κίνησης. ∆ίνοντας έτσι 
τιµές στις δύο µεταβλητές που αναφέραµε, προσπαθούµε να κάνουµε την αλλαγή του animation 
όσο πιο ρεαλιστική γίνεται. Σε κάθε είδους πιθανής εναλλαγής animation που µπορεί να υπάρξει 
στην εφαρµογή (δηλαδή αλλαγή από κάθε animation σε κάθε άλλο πιθανό animation), οι 
µεταβλητές αυτές παίρνουν άλλες τιµές. Οι τιµές αυτές υπολογίστηκαν σε κάθε περίπτωση µέσα 
από δοκιµές µέχρι να πάρουµε ρεαλιστικά αποτελέσµατα. 
 
Σχετικά µε την περιστροφή του ανθρώπου, θα πρέπει να προσέξουµε πως σε κάθε frame δεν 
θέλουµε να γυρίζει ο άνθρωπος πολλές µοίρες σε σχέση µε το προηγούµενο. Είδαµε πως η 
µεταβλητή στον πίνακα AllAngles δείχνει σε κάθε frame τις µοίρες που είναι γυρισµένος ο 
άνθρωπος. Αν αλλάζαµε αυτή την µεταβλητή κάθε φορά, όποτε θέλαµε να γυρίσει ο άνθρωπος 
κάποιο αριθµό µοιρών και ο αριθµός αυτός ήταν µεγάλος, τότε λόγο της µεγάλης διαφοράς της 





ρεαλιστικό αποτέλεσµα. Για να λύσω αυτό το πρόβληµα χρησιµοποίησα τον πίνακα µεταβλητών 
AllAnglestoRotate. Κάθε φορά που πρέπει να αλλάξει η πορεία που θα κατευθύνεται ή θα βλέπει 
ο άνθρωπος, αλλάζει η µεταβλητή στον πίνακα AllVectors ορίζοντας το νέο διάνυσµα 
κατεύθυνσης και προσθέτονται οι ανάλογες µοίρες που πρέπει να γυρίσει στην µεταβλητή 
AllAnglestoRotate (και όχι στην AllAngles). Έτσι ανά πάσα στιγµή το διάνυσµα στον πίνακα 
AllVectors θα δείχνει την σωστή πορεία που βλέπει ο άνθρωπος. Για αυτό και στους διάφορους 
υπολογισµούς, χρησιµοποιείται πάντα το διάνυσµα στο AllVectors για να βρεθεί ποια είναι η 
πορεία του κάθε ανθρώπου και όχι η τιµή στο AllAngles. Σε κάθε frame για κάθε άνθρωπο 
καλείται η συνάρτηση ManRotation. Αυτή είναι υπεύθυνη για την οµαλή περιστροφή του 
ανθρώπου αλλάζοντας σταδιακά τις µοίρες που είναι γυρισµένος ο άνθρωπος. Συγκεκριµένα, αν 
η τιµή της µεταβλητής στον πίνακα AllAnglestoRotate είναι µεγαλύτερη από 4 µοίρες, αφαιρεί 4 
µοίρες από αυτήν και τις προσθέτει στη µεταβλητή AllAngles ώστε να γίνει περιστροφή µόνο 
τεσσάρων µοιρών. Αν η τιµή στον πίνακα AllAnglestoRotate είναι 4 µοίρες ή λιγότερες, τότε 
µηδενίζεται η τιµή αυτή και προστίθενται οι µοίρες αυτές στη µεταβλητή AllAngles. Έτσι σε κάθε 
frame ο άνθρωπος κάνει περιστροφή το πολύ τεσσάρων µοιρών µε αποτέλεσµα να έχουµε πάντα 
µια οµαλή αλλαγή κατεύθυνσης. 
 
6.7 Προσθήκη αντικειµένων στο χώρο 
 
Τα αντικείµενα που τοποθετήθηκαν στο χώρο, τα βρήκα δωρεάν σε διάφορες ιστοσελίδες στο 
διαδίκτυο. Συγκεκριµένα  το µεγάλο κτίριο είναι από το “3dexport” [34], οι καρέκλες και τα 
τραπεζάκια από το “buildingenvironments” [35], τα δέντρα από το “turbosquid” [36] και το 
αυτοκίνητο και η µηχανή καφέ από το “3dvia” [37]. Τα τρισδιάστατα αυτά αντικείµενα φορτώθηκαν 
πρώτα στο 3d Studio Max. Εκεί, µε χρήση του AAM exporter, τα µετέτρεψα σε AAM µορφή για να 
µπορούν να φορτωθούν στο XVR. Τα AAM αυτά αρχεία και τα αντίστοιχα αρχεία εικόνων µε τα 
textures τους, τα αποθήκευσα στο αρχείο env.zip. Το αρχείο αυτό φορτώνεται στην εφαρµογή του 





αντικειµένων, η θέση τους  και η όποια περιστροφή χρειάζεται και στη συνάρτηση OnFrame() 
ζωγραφίζονται στην οθόνη (rendering). Σχετικά µε το αυτοκίνητο, σε κάθε frame η τιµή για τη 
συντεταγµένη Χ της θέσης του αλλάζει, ώστε να φαίνεται πως κινείται. 
 
Για τη δηµιουργία του εδάφους και του ουρανού χρησιµοποίησα το 3d Studio Max. Συγκεκριµένα 
για το έδαφος δηµιούργησα τρία διαφορετικά επίπεδα (planes) τα οποία φτιάχνονται εύκολα στο 
3d Studio Max. Σε αυτά έδωσα διαφορετικά textures, ανάλογα µε τη µορφή του εδάφους που 
ήθελα να αποδώσω (όπως γρασίδι ή δρόµος). Για τη δηµιουργία του ουρανού, έφτιαξα ένα 
ηµισφαίριο και έδωσα ως texture στο εσωτερικό του µέρος µια εικόνα ουρανού. Στο XVR 
µεγέθυνα κατά πολύ το µέγεθός του ηµισφαιρίου και το τοποθέτησα στο κέντρο της σκηνής, ώστε 
να φαίνεται σαν πραγµατικός ουρανός γύρω από την αναπαράσταση. 
 
 
Εικόνα 6.3: Σκηνή από την τελική εφαρµογή 
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7.1 Ρεαλιστικότητα  αναπαράστασης 
 
Ο βασικός σκοπός της διπλωµατικής ήταν να φτιάξουµε ένα ρεαλιστικό εικονικό περιβάλλον 
όπου τα µοντέλα των ανθρώπων που βρίσκονται µέσα σε αυτό θα κινούνται ρεαλιστικά. 
Αναφέρουµε  πιο κάτω ορισµένα σηµεία ανάπτυξης τα οποία παίζουν ρόλο στο πόσο 
ρεαλιστική φαίνεται η εφαρµογή. Τα σηµεία αυτά πρέπει να προσεχθούν από 
οποιονδήποτε θέλει να φτιάξει µια παρόµοια τρισδιάστατη αναπαράσταση µε ανθρώπινα 
µοντέλα. 
• Πόσο ρεαλιστικό φαίνεται το ανθρώπινο µοντέλο, το οποίο πρέπει να περιέχει τον 
ανάλογο σκελετό 
• Πόσο ρεαλιστικά είναι τα animations για τις κινήσεις του χαρακτήρα (Κεφάλαιο 2) 
• Ο τρόπος που γίνεται η εφαρµογή των animations στο µοντέλο (παράγραφος 5.1) 
• Ο τρόπος που γίνεται η διαχείριση του χαρακτήρα και των animations 
• Ο τρόπος που γίνεται η αποφυγή συγκρούσεων (παράγραφος 6.4) 
• Ο τρόπος αλληλεπίδρασης των ανθρώπων µεταξύ τους (παράγραφος 6.5) 
• Ο τρόπος που γίνεται η περιστροφή του ανθρώπου και η εναλλαγή στο τρέχων 
animation (παράγραφος 6.6) 







Για να πετύχουµε ένα καλό αποτέλεσµα, βοήθησε αρκετά η χρήση της βιβλιοθήκης Cal3d 
για τη διαχείριση των χαρακτήρων και των animations προσφέροντας µας αρκετές 
συναρτήσεις (για µίξη των animations, για φόρτωση και προσθήκη χαρακτήρων στην 
εφαρµογή, βοηθητικές συναρτήσεις για το rendering κλπ). Επίσης βοήθησε πολύ και το 
γεγονός πως τα animations που χρησιµοποιήθηκαν, δηµιουργήθηκαν από Motion Capture 
δεδοµένα, δηλαδή δεδοµένα από κινήσεις πραγµατικών ανθρώπων (βλέπε Κεφάλαιο 2). Το 
ανθρώπινο µοντέλο που χρησιµοποιήσαµε περιείχε τον ανάλογο σκελετό και ιεραρχία 
οστών και µπορούσαν να ενσωµατωθούν τα animations σε αυτό µε χρήση κατάλληλων 
εργαλείων. Τέλος, οι συναρτήσεις που φτιάξαµε στο XVR για ρεαλιστική συµπεριφορά των 
χαρακτήρων (αποφυγή εµποδίων, αλληλεπίδραση µεταξύ τους κλπ) έπαιξαν και αυτοί 
σηµαντικό ρόλο στην εµφάνιση της τελικής εφαρµογής. 
 
Υπάρχουν όµως ορισµένα σηµεία τα οποία θα µπορούσαν να βελτιώσουν το τελικό 
αποτέλεσµα. Κατ’ αρχάς, οι κινήσεις των χαρακτήρων θα ήταν καλύτερες αν ο σκελετός του 
ανθρώπινου µοντέλου ήταν ακριβώς ίδιος µε τον σκελετό των animations. Λόγω της 
διαφοράς που υπήρχε έγιναν αναγκαστικά κάποιες τροποποιήσεις στη σύνδεση του 
µοντέλου µε τα animations µε χρήση του Motion Builder (βλέπε παράγραφο 5.1), χάνοντας 
έτσι λίγο από την ρεαλιστικότητα. Επίσης θα βοηθούσε αν τα animations που 
χρησιµοποιήσαµε και ειδικότερα το περπάτηµα, ήταν κυκλικά (δηλαδή το τελευταίο frame 
του animation να είναι ακριβώς ίδιο µε το πρώτο). Λόγω του ότι το περπάτηµα δεν ήταν 
κυκλικό, αναγκάστηκα να κόψω το animation ώστε το τελευταίο frame να είναι όσο το 
δυνατόν πιο όµοιο µε το πρώτο. Όµως επειδή δεν ήταν ακριβώς ίδια, αυτό είχε σαν 
αποτέλεσµα να διακρίνεται έστω και λίγο το τέλος της µιας επανάληψης εκτέλεσης του 
animation και η αρχή της επόµενης. 
 
Τέλος, οι συναρτήσεις που δηµιουργήθηκαν στο XVR για αποφυγή σύγκρουσης κάποιου 
χαρακτήρα µε την καρέκλα που θα καθίσει (όπου ο χαρακτήρας πάει γύρω από την 





ώστε η κίνηση του χαρακτήρα να είναι πιο πραγµατική. Θα µπορούσε να βρεθεί µια 
διαφορετική λύση ώστε ο χαρακτήρας να µην έκανε σε καµιά περίπτωση στροφή 90 µοιρών 
όπως γίνεται τώρα για να πάει γύρω από την καρέκλα. 
 
7.2 Κόστος απόδοσης 
 
Στην προηγούµενη παράγραφο αναλύσαµε τα σηµεία της εφαρµογής τα οποία παίζουν τον 
δικό τους ρόλο στο να φτιάξουµε ένα ρεαλιστικό αποτέλεσµα. Ποιο είναι όµως το κόστος σε 
υπολογιστικούς πόρους για να καταφέρουµε να πετύχουµε ένα καλό  αποτέλεσµα και ποια 
στοιχεία της εφαρµογής επηρεάζουν την απόδοση της εφαρµογής; Αυτά τα ερωτήµατα θα 
προσπαθήσουµε να απαντήσουµε στην παράγραφο αυτή. Για να µετρήσουµε την απόδοση 
της εφαρµογής, θα χρησιµοποιήσουµε την τιµή FPS (Frames Per Second), δηλαδή πόσα 
frames µπορεί να αποδώσει η εφαρµογή σε κάθε δευτερόλεπτο. 
 
Αρχικά θα µετρήσουµε την απόδοση της εφαρµογής σε τρείς διαφορετικούς υπολογιστές. 
Θα δούµε πώς επηρεάζεται η απόδοση της εφαρµογής από τη δύναµη του υπολογιστή, 
καθώς και από τον αριθµό των ανθρώπινων µοντέλων σε αυτήν. Οι υπολογιστές έχουν τα 
εξής χαρακτηριστικά: 
 
Υπολογιστής 1: Επεξεργαστής: Intel Core 2 Duo 3.00 GHz 
     Μνήµη: 2 GB 
    Κάρτα γραφικών: ATI Radeon HD 3800, 512MB RAM 
    Λειτουργικό Σύστηµα: Windows XP  
 
Υπολογιστής 2: Επεξεργαστής: AMD Athlon 64bit, 2.20 GHz 
     Μνήµη: 1 GB 
    Κάρτα γραφικών: ATI Radeon 9600, 128MB RAM 
    Λειτουργικό Σύστηµα: Windows XP x64 
 
Υπολογιστής 3: Επεξεργαστής: Intel Core 2 Duo 2.53 GHz 
     Μνήµη: 3 GB 
    Κάρτα γραφικών: NVidia GeForce 8600M GT, 512MB RAM 







Στο πιο κάτω σχεδιάγραµµα φαίνονται τα αποτελέσµατα απόδοσης της εφαρµογής στους 
τρείς αυτούς υπολογιστές σε σενάρια µε διαφορετικό αριθµό ανθρώπινων µοντέλων. Η 
κάθε τιµή δείχνει τον µέσο όρο σε FPS που αποδίδει η εφαρµογή αφού την αφήσουµε να 
τρέξει για 2 λεπτά: 
 
 
Εικόνα 7.1: Αποτελέσµατα απόδοσης τελικής εφαρµογής στους 3 υπολογιστές 
 
Παρατηρούµε πως ο αριθµός των ανθρώπινων µοντέλων που υπάρχουν στην εφαρµογή 
επηρεάζουν κατά πολύ την απόδοση, αφού όσο αυξάνεται ο αριθµός των ανθρώπων 
µειώνεται η τιµή FPS. Επίσης η απόδοση εξαρτάται κατά πολύ από την υπολογιστική 
δύναµη του υπολογιστή, αφού ο υπολογιστής 2 ο οποίος είναι ο πιο αδύναµος σε ισχύ από 
τους τρείς, δίνει τα χαµηλότερα αποτελέσµατα. Η µνήµη της κάρτας γραφικών και η 
κεντρική µνήµη στον υπολογιστή αυτό είναι πολύ λίγη σε σχέση µε τους υπόλοιπους. 
Αντίθετα ο υπολογιστής 1 που είναι ο πιο δυνατός σε ισχύ, µπορεί να αναπαραστήσει µε 
αρκετά καλή απόδοση όλες τις περιπτώσεις αφού για 20 ανθρώπους δίνει γύρω στα 40 
FPS που είναι ένα πολύ καλό αποτέλεσµα. Επίσης µέχρι και 6 ανθρώπους µπορεί να τους 
αποδώσει µε FPS γύρω στο 100 που είναι η ανώτατη δυνατή τιµή. Ο υπολογιστής 3 δίνει 
και αυτός αρκετά καλά αποτελέσµατα µε FPS γύρω στο 60 µέχρι 4 ανθρώπους και γύρω 





υπολογιστή 1 µετά τους 6 χαρακτήρες, και στον υπολογιστή 3 µετά τους 4) οφείλεται στο 
γεγονός πως πλέον η µνήµη της κάρτας γραφικών δεν µπορεί να χωρέσει όλα τα δεδοµένα 
του κάθε frame, µε αποτέλεσµα να πρέπει να χρησιµοποιηθεί και ένα µέρος της κεντρικής 
µνήµης του υπολογιστή. Από αυτό δηλαδή το σηµείο και µετά, πρέπει σε κάθε frame να 
ανταλλάζονται δεδοµένα από και προς τη µνήµη των γραφικών. Για αυτό το λόγο έχουµε 
απότοµη µείωση στα FPS. Στον υπολογιστή 2, λόγω του ότι η µνήµη της κάρτα γραφικών 
του είναι πολύ λίγη, σε καµιά περίπτωση δεν µπορούν να χωρέσουν όλα τα δεδοµένα της 
σκηνής στη µνήµη αυτή και έτσι η µείωση στα FPS είναι πάντα οµαλή. 
 
Για να δούµε κατά πόσο επηρεάζουν την απόδοση οι απεικονίσεις (rendering) των 
αντικειµένων που υπάρχουν στο χώρο, κάνουµε τους ίδιους ελέγχους, αλλά αυτή τη φορά 
χωρίς τα αντικείµενα. Θα υπάρχουν στη σκηνή µόνο οι άνθρωποι που θα κινούνται. Οι 
άνθρωποι συνεχίζουν να αποφεύγουν τα αντικείµενα και να κάθονται στις καρέκλες αν και 
αυτά δεν φαίνονται, αφού θέλουµε να δούµε µόνο πώς επηρεάζει την απόδοση η 
αναπαράσταση των αντικειµένων χωρίς να αφαιρέσουµε καθόλου υπολογισµούς που 
γίνονται. Πιο κάτω φαίνονται τα αποτελέσµατα: 
 
 






Βλέπουµε πως όντως η απεικόνιση των αντικειµένων επηρεάζει την απόδοση. 
Παρατηρούµε πως όσο πιο αδύνατος σε ισχύ είναι ο υπολογιστής, τόσο µεγαλύτερη είναι η 
βελτίωση που εµφανίζει. Συγκεκριµένα ο υπολογιστής 2 που είναι ο πιο αδύναµος, µπορεί 
να αναπαραστήσει τώρα την εφαρµογή µε πολύ καλύτερη απόδοση. Όταν υπάρχουν µέχρι 
2 χαρακτήρες τότε αποδίδει γύρω στα 90 µε 100 FPS ενώ η βελτίωση είναι εµφανές σε 
όλες τις περιπτώσεις. Για τους υπολογιστές 1 και 3 η βελτίωση που παρατηρείται είναι 
µικρότερη, είναι όµως ορατή. Ο υπολογιστής 1 αποδίδει γύρω στην µέγιστη τιµή του µέχρι 
και στην περίπτωση 7 ανθρώπων (ενώ στην ολοκληρωµένη εφαρµογή αυτό συνέβαινε 
µέχρι τους 6) και ο υπολογιστής 3 αποδίδει γύρω στη µέγιστη τιµή του µέχρι και τους 5 
ανθρώπους (µέχρι 4 στην ολοκληρωµένη εφαρµογή). Η απότοµη αλλαγή που παρατηρείται 
τώρα και στον υπολογιστή 2, οφείλεται στο λόγο που περιγράψαµε πιο πάνω. Τώρα που τα 
δεδοµένα της σκηνής είναι λίγα, µπορούν να χωρέσουν στην µνήµη της κάρτας γραφικών 
του υπολογιστή αυτού. 
 
Θα δούµε τώρα πώς επηρεάζει την απόδοση της εφαρµογής η χρήση των “µοντέλων 
πυρήνα” και “µοντέλων περίπτωσης” όπως τα ορίζει η βιβλιοθήκη Cal3d. Όπως είδαµε στα 
προηγούµενα Κεφάλαια, κάθε µοντέλο πυρήνα αντιπροσωπεύει ένα τύπο µοντέλου και 
περιέχει όλα τα κοινά δεδοµένα, ενώ κάθε µοντέλο περίπτωσης, δηµιουργείται από το 
αντίστοιχο µοντέλο πυρήνα χρησιµοποιώντας τα κοινά δεδοµένα και αντιπροσωπεύει ένα 
συγκεκριµένο χαρακτήρα. Στην εφαρµογή, δηµιουργήσαµε δύο µοντέλα πυρήνα. Με χρήση 
αυτών δηµιουργήθηκαν οι χαρακτήρες (µοντέλα περίπτωσης). Στο πιο κάτω σχεδιάγραµµα, 
συγκρίνουµε στον υπολογιστή 2 την εκτέλεση της εφαρµογής όπως την είδαµε (µε δύο 
µοντέλα πυρήνα), µε την εκτέλεση µιας παραλλαγής της εφαρµογής όπου κάθε χαρακτήρας 
που υπάρχει δηµιουργείται από καινούργιο µοντέλο πυρήνα (δηµιουργούνται δηλαδή τόσα 








Εικόνα 7.3: Αποτελέσµατα απόδοσης εφαρµογής φορτώνοντας τον κάθε χαρακτήρα από νέο µοντέλο 
πυρήνα (Υπολογιστής 2) 
 
Παρατηρούµε πως η φόρτωση πολλών διαφορετικών µοντέλων, επηρεάζει κατά πολύ την 
απόδοση. Στην αρχή, όταν φορτώνονται λίγα µοντέλα, τα αποτελέσµατα είναι ίδια µε την 
τελική εφαρµογή. Από το πέµπτο µοντέλο και µετά, η απόδοση µειώνεται τόσο πολύ που 
στο τέλος η εφαρµογή δεν µπορεί να τρέξει σωστά στον υπολογιστή (FPS γύρω στο 0). Ο 
υπολογιστής αυτός είναι αργός, δεν έχει αρκετή µνήµη γραφικών, ούτε αρκετή κεντρική 
µνήµη για να µπορέσει να φορτώσει και να επεξεργαστεί σωστά τα δεδοµένα σε κάθε 
frame. Έτσι συµπεραίνουµε πως η χρήση µοντέλων πυρήνα και οι χρησιµοποίηση κοινών 
δεδοµένων για τη δηµιουργία χαρακτήρων, βελτιώνει πολύ την επίδοση και µειώνει πολύ τις 
υπολογιστικές απαιτήσεις σε αντίθεση µε την περίπτωση φόρτωσης καινούργιου µοντέλου 
για κάθε χαρακτήρα. 
 
Στη συνέχεια θα προσπαθήσουµε να µελετήσουµε πόσο επηρεάζουν την απόδοση της 
εφαρµογής οι διάφορες τεχνικές που αναπτύξαµε για να κάνουµε τους ανθρώπους να 
κινούνται ρεαλιστικά και να αλληλεπιδρούν µε το χώρο. Θα αφαιρέσουµε δηλαδή τις 





αυτές και οι υπολογισµοί που γίνονται επηρεάζουν την απόδοση. Για αυτούς τους ελέγχους 
θα χρησιµοποιήσουµε τον υπολογιστή 1.  
 
Αρχικά αφαιρέσαµε από την ολοκληρωµένη εφαρµογή τη δυνατότητα που είχε ο άνθρωπος 
να πηγαίνει για να καθίσει σε καρέκλα. Αφαιρέθηκαν έτσι όλοι οι υπολογισµοί που έχουν να 
κάνουν µε την αλληλεπίδραση των ανθρώπων µε τις καρέκλες, όπως ο υπολογισµός της 
πορείας κάθε ανθρώπου προς την καρέκλα και ο έλεγχος σε κάθε frame αν µπορεί να 
καθίσει. Οι άνθρωποι απλά αποφεύγουν τις συγκρούσεις µε τις καρέκλες όπως και µε τα 
υπόλοιπα αντικείµενα του χώρου. 
 
Για τον επόµενο έλεγχο, αφαιρέσαµε από την ολοκληρωµένη εφαρµογή  την ικανότητα των 
ανθρώπων να αποφεύγουν τις συγκρούσεις. Αφαιρέθηκαν όλοι οι σχετικοί υπολογισµοί και 
συναρτήσεις, όπως ο έλεγχος αν θα υπάρξει σύγκρουση στα επόµενα βήµατα κάποιου 
ανθρώπου,  ο υπολογισµός νέας προσωρινής πορείας για αποφυγή σύγκρουσης και ο 
έλεγχος αν έχει αποφύγει ο άνθρωπος τη σύγκρουση και πρέπει να επανέλθει στην αρχική 
πορεία που ακολουθούσε.  
 
Τέλος, στον τρίτο και τελευταίο σενάριο, αφαιρέσαµε από την ολοκληρωµένη εφαρµογή τη 
δυνατότητα της αλληλεπίδρασης µεταξύ των ανθρώπων. Αφαιρέθηκαν όλοι οι σχετικοί 
υπολογισµοί όπως ο έλεγχος σε κάθε frame αν κάποιος άνθρωπος βρίσκεται κοντά και 
µπορεί να αλληλεπιδράσει µε κάποιον άλλο και υπολογισµός των µοιρών που πρέπει να 
περιστραφεί για να ξεκινήσει το animation. Οι άνθρωποι στο σενάριο αυτό, απλά 
αποφεύγουν τη σύγκρουση µεταξύ τους, χωρίς να αλληλεπιδρούν ποτέ µαζί. 
 
Ποιο κάτω βλέπουµε τα αποτελέσµατα των µετρήσεων FPS στα τρία αυτά σενάρια που 








Εικόνα 7.4: Αποτελέσµατα εκτελέσεων της ολοκληρωµένης εφαρµογής και των διάφορων παραλλαγών 
της, στον υπολογιστή 1 
 
Παρατηρούµε πώς η βελτίωση που παρατηρείται σε όλες τις περιπτώσεις σε σχέση µε την 
ολοκληρωµένη εφαρµογή είναι τόσο µικρή που δεν διακρίνεται στο σχεδιάγραµµα.  Οι 













1 100 100 100 100
2 100 100 100 100
3 99,99167 100 100 100
4 99,9 100 100 99,90833
5 98,975 99,64655 99,775 99
6 95,49167 95,7 96,96053 96
7 53,48333 53,99167 57,375 53,9
8 50,23333 50,235 51,90833 50,625
9 49,98333 50 50,33333 50
10 49,98333 50 50 49,98333
11 49,95 50 50 49,95833
12 49,78333 49,95833 49,78333 49,95
13 49,59167 49,65 49,78333 49,78333
14 47,60833 47,75 49,05833 47,75
15 46,66667 46,66667 47,68333 47,33333
16 45,38333 45,5 45,98333 45,70833
17 41,75833 42,96667 45,29167 42,99167
18 42,01667 42,96667 43,59167 42,15
19 41,4 41,99167 42,23333 41,44167







Έτσι παρατηρούµε πως ενώ η µείωση του αριθµού των αντικειµένων και των ανθρώπων 
που εµφανίζονται στη σκηνή, καθώς και η µείωση καινούργιων µοντέλων (πυρήνα) που 
φορτώνονται αυξάνουν την απόδοση της εφαρµογής (ιδιαίτερα σε αδύναµους υπολογιστές), 
η αφαίρεση συναρτήσεων και υπολογισµών δεν την επηρεάζει. Με λίγα λόγια, η απόδοση 
(rendering) της σκηνής στην οθόνη επιβαρύνει περισσότερο τον υπολογιστή από ότι οι 
διάφορες πράξεις και υπολογισµοί που γίνονται. 
 
Γενικά συµπεραίνουµε πως η απεικόνιση του εικονικού περιβάλλοντος στην οθόνη 
επιβαρύνει τον επεξεργαστή γραφικών (GPU) περισσότερο από όσο επιβαρύνουν οι 
διάφοροι υπολογισµοί και πράξεις τον κεντρικό επεξεργαστή (CPU) και γι’ αυτό η συνολική 
απόδοση επηρεάζεται περισσότερο από την απεικόνιση της εφαρµογής στην οθόνη. Έτσι, 
η αφαίρεση υπολογισµών και πράξεων από την εφαρµογή δεν κάνει αισθητή την αλλαγή 
στην απόδοση, αφού ο επεξεργαστής γραφικών συνεχίζει να είναι το ίδιο επιβαρυµένος. 
Αντίθετα η αφαίρεση αντικειµένων ή ανθρώπων στο χώρο µειώνει την επιβάρυνση του 



















Ο βασικός σκοπός της διπλωµατικής ήταν η δηµιουργία ενός εικονικού περιβάλλοντος, 
µέσα στο οποίο ανθρώπινα µοντέλα θα κινούνται στο χώρο, χρησιµοποιώντας ρεαλιστικά 
δεδοµένα κίνησης και εκτελώντας διάφορα animations. 
 
Για να πετύχουµε τον σκοπό µας, µελετήσαµε αρχικά τα είδη των character animations που 
υπάρχουν και καταλήξαµε στο συµπέρασµα πως η µέθοδος “Motion Capture” προσφέρει 
πολύ ρεαλιστικό αποτέλεσµα αφού τα δεδοµένα της µεθόδου αυτής προέρχονται από 
κινήσεις πραγµατικών ανθρώπων. Είδαµε τις διάφορες τεχνικές που υπάρχουν για 
σύλληψη των “Motion Capture” δεδοµένων από ανθρώπους και τα διάφορα είδη σχετικών 
αρχείων. Τελικά επιλέξαµε να χρησιµοποιήσουµε αρχεία της µορφής AMC και ASF, από  
µια µεγάλη πλειάδα character animations που προσφέρει το Carnegie Mellon University 
[21].  Επίσης βρήκαµε ένα εικονικό ανθρώπινο µοντέλο που προσφέρεται δωρεάν  από την 
εταιρεία “aXYZ-design” [23] για να το χρησιµοποιήσουµε, αφού περιέχει και τον ανάλογο 
σκελετό και ιεραρχία που βοηθά ώστε να µπορούν να ενσωµατωθούν τα animations σε 
αυτόν. 
 
Με τη βοήθεια του εργαλείου “Motion Builder” καταφέραµε να ενσωµατώσουµε τα διάφορα 
animations στο µοντέλο και στη συνέχεια µε χρήση του εργαλείου “3d Studio Max” να 





βιβλιοθήκη διαχείρισης χαρακτήρων και animations “Cal3d”. Η βιβλιοθήκη “Cal3d” είναι 
γραµµένη σε γλώσσα C++ και  µας προσφέρει πληθώρα επιλογών και συναρτήσεων για τη 
διαχείριση χαρακτήρων. Αφού µελετήσαµε αρκετά τον τρόπο που δουλεύει και τις 
συναρτήσεις που µας προσφέρει, φτιάξαµε σε C++ στο περιβάλλον “Visual Studio 2005” µε 
χρήση αυτής της βιβλιοθήκης, τις δικές µας συναρτήσεις για διαχείριση του δικού µας 
µοντέλου και animations. ∆ηµιουργήσαµε και ένα DLL αρχείο µε τις συναρτήσεις αυτές 
ώστε να µπορούν να κληθούν από τη τελική εφαρµογή στο XVR.  
 
Το XVR είναι ένα περιβάλλον ανάπτυξης κατάλληλο για την ανάπτυξη εφαρµογών µε 
τρισδιάστατα γραφικά πραγµατικού χρόνου. Εδώ φτιάξαµε το τελικό εικονικό περιβάλλον. 
Τοποθετήσαµε τους ανθρώπους στο χώρο και αναπτύξαµε διάφορες τεχνικές ώστε να τους 
κάνουµε να κινούνται ρεαλιστικά. Περπατούν στο χώρο, επιλέγουν τη κατάλληλη πορεία για 
να καθίσουν σε κάποια καρέκλα, κάθονται στις καρέκλες, σηκώνονται, αποφεύγουν τις 
συγκρούσεις και αλληλεπιδρούν µεταξύ τους (κάνουν χειραψία, χορεύουν, συζητούν). 
 
Μέσα από την εκπόνηση αυτής της εργασίας κατάφερα να έρθω κοντά µε  τον κόσµο των 
γραφικών και συγκεκριµένα µε τα γραφικά πραγµατικού χρόνου. Μελέτησα τις τεχνικές και 
τα είδη animations ανθρώπινων χαρακτήρων που χρησιµοποιούνται. Απέκτησα εµπειρίες 
και έµαθα να χρησιµοποιώ το σύστηµα ανάπτυξης τρισδιάστατων εφαρµογών XVR, τη 
βιβλιοθήκη συναρτήσεων για τη διαχείριση χαρακτήρων και animation Cal3d, καθώς και τα 
εργαλεία MotionBuilder και 3d Studio Max. Είδα επίσης από κοντά τις δυσκολίες 
δηµιουργίας µιας τρισδιάστατης εικονικής αναπαράστασης γραφικών, καθώς και τα 
προβλήµατα που πρέπει να αντιµετωπιστούν στην προσπάθεια ρεαλιστικής 







8.2 Μελλοντική εργασία 
 
Υπάρχουν πολλά περιθώρια επέκτασης της εφαρµογής που φτιάξαµε. Κατ’ αρχάς θα 
µπορούσαν να προστεθούν κι άλλα ανθρώπινα µοντέλα, καθώς και νέες ανθρώπινες 
κινήσεις (animations), ακολουθώντας τα βήµατα και τις διαδικασίες που αναλύσαµε στην 
παρούσα µελέτη. Με αυτές τις νέες κινήσεις θα µπορούσαν να αναπτυχθούν και νέα είδη 
αλληλεπιδράσεων των ανθρώπων είτε µεταξύ τους, είτε µε αντικείµενα στο χώρο. Νέα 
αντικείµενα στο χώρο µπορούν εύκολα να προστεθούν. 
 
Η εφαρµογή αυτή θα µπορούσε επίσης να συµβάλει στη δηµιουργία ενός µεγάλου 
συστήµατος εικονικής προσοµοίωσης πλήθους, δηλαδή στη δηµιουργία ενός µεγάλου 
εικονικού χώρου όπου πολλοί εικονικοί άνθρωποι θα κινούνται ρεαλιστικά σε αυτόν (βλέπε 
παράγραφο 1.2). 
 
Τέλος, θα µπορούσαµε να εκµεταλλευτούµε τη δυνατότητα που µας προσφέρει το XVR για 
προσθήκη αλληλεπίδρασης µεταξύ χρήστη και εφαρµογής, µε χρήση των έτοιµων 
συναρτήσεων που προσφέρει. Έτσι η εφαρµογή που φτιάξαµε θα µπορούσε να εξελιχθεί, 
δίνοντας κάποιου είδους έλεγχο στο χρήστη. Θα µπορούσε για παράδειγµα ο χρήστης να 
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