Sur la Validité des Schémas de Bases de Données by Bry, François & Manthey, Rainer
i n : C o m p t e - R e n d u s des 2kme* J o u r n e e s 
Bases de D o n n e e s A v a n c ^ e s . 22 -25 A v r i l 1 9 8 6 . 
G i e n s ( V a r . F r a n c e ) . 
I n t e r n a l R e p o r t K B - 1 4 
12 decembre 1985 
Sur la Validite des Schemas 
de Bases de Donnees 
F r a n g o i s B r y 
R a i n e r M a n t h e y 
Resume 
Les mises a j o u r (Tun schema de base de donnees peuvent porter sur ses trois Const i tuante , ( l ) les 
declarations de structures, (2) les regies de coherence (et de deduction) et (3) les transactions. Ces 
Const i tuante doivent verif ier certaines proprietes, de f in issant les Schemas valides. U n Systeme de 
gestion de Schemas do i t pouvoir verifier la val id i te des sche"mas ( i n d e p e n d a m m e n t de toute extension 
de la base) et detecter les modifications des Schemas v io lant les conditions de va l id i te . Dans cet 
article nous decrivons tout d 'abord Papproche que nous avons suiv i pour realiser un Systeme de 
gestion des declarations de structures, premier composant disponible d 'un Systeme de gestion de 
Schemas en cours de developpement. Cette approche fa i t de la va l id i te de declarations de structures 
un probleme semblable a la verif ication des regies de coherence dans une base de donnees. Nous 
montrons ensuite que la val id i te des regies (de coherence et de deduction) correspond a une propriete 
logique plus forte que la consistence, la satisfaisabilite finie. Dans certains cas, cette propriete peut 
elre detected par des methodes de refutat ion de preuve automatique de theoremes. Considerant la 
resolution, sur laquelle s'appuient les procedures de re futat ion les plus performantes, nous 
caracterisons les addit ions necessaires pour etendre une procedure de re futat ion en une methode 
complete pour la satisfaisabilite finie. Une telle extension de la resolution est decrite. 
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On distingue classiquement dans une base de donnees entre le schema, qu i comprend des 
i n f o r m a t i o n s structurelles, et l 'extension (ou etat) qui est un ensemble d ' informations elementaires (ou 
fa i ts ) . Une base est d i te coherente [Delobel 82] si son extension respecte les conditions imposees par 
le schema. A un meme schema peuvent correspondre, de maniere coherente, successivement plusieurs 
extensions. La p l u p a r t des mises a j o u r d'une base de donnees consiste precisement a definir une 
nouvelle extension. Le schema d'une base peut egalement etre modif ie , bien qu'en general moins 
frequemment que l 'extension. Les mises a j o u r d 'un schema doivent , d'une part etre compatibles avec 
l 'extension courante (ou entrainer sa modi f i cat ion) , et d 'autre part respecter certaines conditions 
invariantes. Ces condit ions, q u i decoulent en part ie du modele de donnees considere, definissent les 
Schemas valides. De meme que les differentes extensions successivement associees a un s c h e m a en sont 
des realisations, les Schemas successifs d'une base sont des realisations du modele de donnees q u i 
peut etre vu comme un meta-schema (cf. figure 1 ci-dessous). 
figure 1 
On peut distinguer deux niveaux de gestion : celui de gestion des etats q u i ma in t i en t la 
coherence entre l 'extension et le schema, et le niveau de gestion des Schemas, q u i , de maniere 
semblable, maint i ent la coherence entre le schema et le meta-schema. Trois niveaux d ' in f o rmat i on 
peuvent etre distingues, celui des etats , des Schemas et celui du meta-schema. Seules, les 
informations de ce dernier niveau sont invariables. Detecter la va l id i te ou la non-val id i te d 'un 
schema est un probleme dist inct de celui de la veri f icat ion de la coherence d'une base. E n 
part icul ier , le premier n'est pas decidable alors que le second l'est. Si des methodes con cues pour 
verifier la coherence d'une base sont util isable pour detecter part ie l lement la va l id i te d 'un schema 
(cf. section 2), ce dernier probleme demande des solutions nouvelles (cf. section 3) . 
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Nous presentons dans cet article certains elements d 'un Systeme de gestion de Schemas de bases 
de donnees, destine a fournir des aides t a n t lors de la def in i t ion que durant la vie de la base. U n 
schema de base de donnees (conventionnelle ou deductive) peut etre vu comme forme de trois 
parties : 
• un ensemble de declarations de structures. 
Si, par exemple, on considere le modele re lat ionnel , cette premiere part ie f ournira la liste 
des relations, de leurs at tr ibute et des domaines. 
• un ensemble de regies. 
Dans le cas d'une base conventionnelle, i l s'agit uniquement de regies de coherence (ou 
contraintes d ' integr i te ) . Une base deductive comprend egalement des regies de deduction. 
• un ensemble de transactions. 
Cette derniere partie d 'un schema definie les operations elementaires de mise a j o u r 
possibles (licites) de l'extension de la base, ainsi que des operations composees (definie par 
exemple par les usagers). 
Le meta-schema, dont tout schema peut etre v u comme une realisation, comprend egalement trois 
parties. Les meta-structures expriment les types d'objets du modele de donnees (par exemple, le type 
" r e l a t i o n " pour le modele relationnel , le type " e n t i t e " pour le modele Entite-Associat ion) . Elles 
definissent egalement la syntaxe des regies de coherence et de deduction, ainsi que celle des 
transactions. Les meta-regles sont les conditions de val i te d 'un schema. Celles concernant les 
declarations de structures decoulent du modele de donnees. D'autres portent sur les regies et les 
transactions. L 'une d'entre elle, clairement necessaire, impose a l'ensemble des regies d'etre 
logiquement consistent. Les meta-transactions sont les pr imi t ives de manipu la t i on des Schemas, i.e. 
les operations d ' insert ion, de suppression et de mise a j o u r des trois parties d 'un schema. Les roles 
respectifs des constituants du meta-schema sur ceux d 'un schema sont resumes par la figure 2 : 
declarations de 
me*ta- s tructure 
m l t a - r e g l e s m l t a - t r a n s a c t i o n s 
declarat ions 
de s t r u c t u r e s 
syntaxe des declarations 
de structure 
conditions de validity 
des declarations de 
s t r u c t u r e s 
manipulat ions de 
declarations de 
s tructures 
regies syntaxe dee regies 
condit ions de validite* 
des regies 
manipulat ions de 
regies 
t r a n s a t i o n s syntaxe dee transactions 
conditions de validity 
des transact ions 
manipulat ions de 
transactions 
figure 2 
Nous proposons, dans cet article, des methodes de veri f icat ion de la val id i te des deux premiers 
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Const i tuante d 'un s c h e m a , les declarations de structures et les regies. Les problemes lies a la va l id i te 
des transactions ne sont pas abordes ic i . Dans une premiere part ie , t i r a n t pro f i t de la "v is ion bases 
de donnees" de la gestion des Schemas presentee plus h a u t , la va l id i t e des declarations de structures 
est traitee comme un probleme de veri f icat ion de regies de coherence, bien que de complexite 
moindre. Les principes du Systeme de gestion de declarations de structure que nous avons developpe 
sont exposes. Une seconde partie est consacree a la va l id i te des ensembles de regies de coherence et 
de deduction. Nous montrons tout d 'abord que la consistence logique, bien que condit ion necessaire, 
n'est pas süffisante. Les regies d'une base de donnees, qu'elle soit deductive ou conventionnelle, 
doivent en fa i t verifier une propriete logique plus forte , la satisfaisabilite finie. Lors de la recherche 
d'une methode efficace de verif ication de cette propriete, nous avons ete amene a considerer les 
methodes de re futat ion (voir , par exemple, [Loveland 78]) , in troduces en preuve automatique de 
theoremes, qu i dans certains cas, detectent la satisfaisabilite finie. Cependant, aucune de ces 
methodes n'est complete pour cette propriete. A p a r t i r du principe de resolution, sur lequel se 
fondent les demonstrateurs de theoremes actuellement les plus performants, nous montrons quels 
types d 'add i t i on sont necessaires pour etendre une procedure de re futat ion en une methode saine et 
complete pour la satisfaisabilite finie. Final lement , une telle methode fondee sur le principe de 
resolution est decrite et commentee. 
2. Gestion de Declarations de Structures Valides 
Les structures declarees dans un schema sont les types (conceptuels) des donnees de la base. Ces 
types sont, entre autres, les differentes relations d'une base relationnelle, les differents ensembles 
("sets") d'une base C O D A S Y L ou les classes d'entites si le schema suit le modele Enti te -Assoc iat ion. 
Ces structures sont declarees a l 'aide des "meta-types" (ou types de structure) du modele de donnees 
considere : meta-type " r e l a t i o n " du modele relat ionnel , meta-type "set" en C O D A S Y L , etc... 
Conformement au paradigme propose dans I n t r o d u c t i o n et i l lustre par la figure 1, la declaration 
d'une structure peut etre vue comme l ' insertion d 'un fa i t dans l 'extension d'une base. L a declaration 
d'une classe d'associations " e m p l o i e " entre deux classes d'entites " p e r s o n n e s " et " e n t r e p r i s e s " 
revient a inserer un ou plusieurs faits traduisant cette classe d'associations. Une telle insertion n'est 
possible que sous certaines conditions, par exemple que les classes d'entites " p e r s o n n e s " et 
" e n t r e p r i s e s " aient auparavant ete declarees. Ces conditions peuvent etre vues comme les regies de 
coherence, semblables a celles d'une base de donnees. A f in de montrer que cette comparaison est 
feconde, nous allons considerer un exemple concret. A cette f i n , nous decrivons rapidemment un 
modele semantique [Manthey 85], propose pour le Systeme de gestion de Schemas que nous 
developpons. 
Sans reprendre toutes les propositions qu i ont ete faites en matiere de modelisation, ce modele est 
un exemple representatif de la capacite d'expression necessaire en bases de donnees. I I se fonde sur le 
modele Enti te -Assoc iat ion de Chen [Chen 79] qu i offre d'interessantes possibilites de representations 
3 
graphiques et qui est tres proche du modele re lat ionnel . Le modele or ig inal est enrichi d 'un concept 
de "sous-classes d 'entites" , destine a permettre l'expression de "generalisations" [Smith 77], ainsi que 
par celui de " ro le " d'une classe d'associations. Certaines part icularites du modele de Chen, telle que 
la possibilite de definir des cardinalites d'associations, n 'ont pas ete conservees, car, selon nous, elles 
s 'expriment mieux par des regies de coherence. 
Le modele que nous considerons offre trois sortes de classes, les classes d'entites, les classes 
d'associations et les classes de valeurs, ainsi que deux types de selecteurs, a t t r ibute et roles. Une 
classe d'entites peut etre declarees comme etant une sous-classe d'une autre classe d'entites (cf. f igure 
3 ci-dessous). 
Une classe d'associations ( " emplo ie " , " g r o u p e " ) relie deux (ou plus de deux) classes d'entites 
( " p e r s o n n e s " , " d i r e c t e u r s " , " e n t r e p r i s e s " ) qu i ne sont pas necessairement distinctes. Des 
selecteurs, les roles ("βο/ane", " e m p l o y e u r " , " filiate" ^ "maison mere") , identi f ient les part ic ipat ions 
des classes d'entites aux classes d'associations. D'autres selecteurs, les a t t r ibute ( " n o m " , 
"date d} einhauche" % "effectifs"), permettent d 'attacher des valeurs a des entites. Dans notre exemple, 
l'ensemble image des deux attr ibute "nom" est la classe de valeurs " a l p h a b e * t i q u e " . Ces deux 
a t t r i b u t s de meme nom sont distingues par leurs origines, la classe d'entites " p e r s o n n e s " pour l ' u n , 
la classe d'entites " e n t r e p r i s e s " pour l 'autre . La classe d'entites " d i r e c t e n r s " est une sous-classe 
de la classe " p e r s o n n e s " . 
Les conditions de va l id i te de declarations d 'un schema sont les suivantes : 
1. Deux classes differentes ont des noms differents (une classe d'entites et une classe 
d'associations ne peuvent par exemple pas porter le meme nom) . 
2. L'ensemble image d 'un a t t r i b u t est une classe de valeur. L'ensemble image d 'un role est 




3. L 'or ig ine d 'un a t t r i b u t est soit une classe d'entites, soit une classe d'associations. 
L 'or ig ine d 'un role est une classe d'associations. 
4. Une classe d'associations est l 'origine d 'au moins deux roles distincts. 
5. Les selecteurs (at tr ibute ou roles) de meme origine doivent avoir des noms differents, mais 
un meme nom peut designer des selecteurs d'origines differentes. 1 
6. La relat ion "sous-classe" est definie sur les classes d'entites uniquement. 
7. La relat ion "sous-classe" est anti-reflexive et t rans i t ive (i.e. c'est un ordre s tr i c t , non 
necessairement t o t a l ) . 
8. Si est une classe d'entites sous-classe d'une classe d'entites E 2 , alors E j herite des 
a t t r ibute definis sur E 2 . 
9. Deux classes d'entites distinctes ayant une meme sous-classe d'entites en commun ne 
peuvent pas avoir d ' a t t r i b u t de meme n o m . 2 
10. Une classe d 'entite est l 'origine d'au moins un a t t r i b u t , sauf si eile est une sous-classe 
d'une autre classe d'entites. 
Ces d i x regies se traduisent aisemment en logique, si l ' on considere trois predicate unairee 
" e n t i t e ( x ) " , "aeeociation(x)" et " v a l e u r ( x ) " pour dietinguer lee differentes sortes de classes, un 
predicat binaire "sous-classe(x, y ) " pour exprimer qu'une classe d'entites χ est une sous-classe d'une 
classe d'entites y, et deux predicats ternaires " a t t r i b u t ( x , y, z ) " et "ro le (x , y, z )" pour exprimer 
q u ' u n a t t r i b u t (respectivement role) χ a pour origine la classe y et pour image la classe z. Dans ce 
formalisme, les termes (i.e. les variables et les constantes) sont les structures declarees dans un 
schema part icul ier . Les dix regies donnees ci-dessus s 'expriment par les formules logiques suivantes : 
1. Vx I entite(x) = > (^association(χ) Λ ->valeur(x)) ] 
Vx [ association(x) = > (->entite(x) Λ ->valeur(x)) J 
Vx [ valeur(x) = > (-"association(χ) Λ -»entite(x)) ] 
2. VxVyVz I a t t r i b u t ( x , y, z) = > valeur(z) ] 
VxVyVz [ role(x, y, z) = > entite(z) ] 
3. VxVyVz [ role(x, y. z) = > association(y) ] 
VxVyVz I a t t r i b u t ( x , y, z) = > (entite(y) V association(y)) ] 
4. Vx j association (x) = > 
( 3 y 1 3 y 2 5 z 1 3 z 2 [ y j φ y 2 Λ r61e (y r x, Z j ) Λ ro l e (y 2 , x , z 2 ) ]) ] 
5. VxVyVz j Vz 2 j a t t r i b u t ( x , y, z j Λ a t t r i b u t ( x , y , z 2 ) = > Z j = z 2 ] 
VxVyVzjVz 2 [ role(x, y, Z j ) Λ role(x, y, z 2 ) = > Z j = z 2 ] 
L e m e m e n o m peut etre άοηηέ k des se lecteurs d 'origines differentes m a i s d ' image i d e n t i q u e ( " n o m " de p e r s o n n e 
et " n o m " d ' e n t r e p r i s e en figure 3 ) . 
2 C e t t e regie est necessaire pour e v i t e r toute a m b i g u i t y d a n s Pher i tage d ' a t t r i b u t s p a r une s o u s - c l a s s e . 
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VxVyVz 1 Vz 2 -ι[ a t t r i b u t ( x , y, Z j ) A role(x, y, z 2 ) ] 
6. VxVy [ sous-classe(x, y) = > entite*(x) Λ ent i te (y) ] 
7. Vx [ ->sous-classe(x, x ) ] 
VxVyVz [ sous-classe(x, y) Λ sous-classe(y, z) = > sous-classe(x, z) ] 
8. VxjVx 2 VyVz [ sous-classefxj, x 2 ) Λ a t t r i b u t ( y , x 2 , z) = > a t t r i b u t ( y , x v z) ] 
9. V x j V x 2 V x 3 [ ( X j φ x 2 Λ sous-classe(x 3, X j ) Λ sous-classe(x 3, x 2 ) ) = > 
-^(ByBzjBzj [ a t t r i b u t ( y , X j , Z j ) Λ a t t r i b u t ( y , x 2 , z 2 ) ] ] 
10. 3x1 [ en t i t e fx j ) Λ - i (3y3z a t t r i b u t ( y , X j , z)) = > 3 x 2 [ sous-classefxj, x 2 ) ] ] 
Avec les memes predicate, l 'exemple donne en figure 3 se t r a d u i t par la liste suivante d'atomes 
completement instancies : 
entite(personnes) a t t r i b u t ( n o m , personnes, alphabetique) 
entite(directeurs) a t t r i b u t ( n o m , directeurs, alphabetique) 
entite(entreprises) a t t r i b u t ( n o m , entreprises, alphabetique) 
attr ibut(ef fect i fs , entreprises, numeYique) 
sous-classe(directeurs, personnes) 
association (emploie) a t t r i b u t (date d'embauche, emploie, 
numerique) 
role(salarie, emploie, personnes) 
role(employeur, emploie, entreprises) 
association(groupe) role( f i l iale , groupe, entreprises) 
role(maison mere, groupe, entreprises) 
Cette liste peut etre vue comme l'extension d'une base de donnees relationnelle. Une modi f icat ion des 
declarations de structures du schema correspond a une modi f icat ion de cette base. Les structures 
resultantes sont valides si et seulement si les d ix regies de coherence donnees plus haut sont 
respectees. Cette vue des declarations de structure d 'un schema comme extension d'une base de 
donnees permet d'appliquer des methodes semblables ä Celles decrites dans [Blaustein 8 1 , Decker 
86, Nicolas 82] pour optimiser les verifications de va l id i te de declarations de structures lors de mises 
a j o u r d 'un schema. 
L'expression assertionnelle d 'un modele (dans notre exemple a l 'aide des predicate " e n t i t e " , 
"associat ion" , "va leur " , e tc . . ) f ourni t un cadre a l'expression de modif ications du modele, q u i 
correspondent a des mises a j o u r d'un schema relat ionnel . Cette approche permet de disposer de la 
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souplesse du modele relationnel dans des oprerations de types creation de vues, a jout de relations, 
e t c . . au niveau des modifications de modeles. 
Cette approche, impl i c i te dans certains t ravaux , permet une realisation e x t r e m e m e n t simple en 
Prolog d 'un Systeme de gestion et de veri f icat ion de la va l id i te de declaration de structures. I I suffit 
de considerer les predicate definissant les meta-types du modele (dans l 'exemple " e n t i t e " , 
"association", " v a l e u r " , e tc . . ) comme des predicate P r o l o g . 3 Le Systeme de gestion de declarations de 
structures que nous avons developpe en Prolog [Manthey 85], est fonde sur ce principe. 
L a section suivante est consacree a la va l id i te des ensembles de regies (de coherence ou de 
deduct ion) . En f a i t , la va l id i te de chaque const i tuant n'est pas süffisante a assurer la va l id i te du 
schema dans son ensemble. Les differents constituants doivent etre compatibles entre eux. Les 
conditions de compat ib i l i te sont simples : en part icul ier , les regies d 'un schema sont compatibles 
avec les declarations de structure s i et seulement si elles se rapportent aux memes types de 
structures. En d 'autre termes, l'ensemble des declarations de structures est la de f in i t ion d 'un langage 
(du premier ordre) , dans lequel les regies doivent etre exprimees. 
3. Verifier la Validite des Regies 
3.1. Regies Valides = Regies Finiment Satisfaisables 
L a consistence logique des regies d 'un schema est la condit ion de va l id i te la plus immediate . En 
effet, d'apres le theoreme de completude de Gödel [Mendelson 79], eile est equivalente a l'existence 
d 'un modele, ou satisfaisabilite, qui en terme de bases de donnees correspond a l'existence d'une 
extension. A un ensemble inconsistent de regies de coherence ou de deduction aucune extension ne 
peut etre associee: En raison du lien entre existence de modeles (satisfaisabilite) et existence 
d'extensions de base de donnees, nous uti l iseront de preference les termes de "satisfaisabi l i te" et 
"non-satisafaisabi l i te" au lieu de ceux, strictement equivalents, de "consistence" et "inconsistence". 
Si la satisfaisabilite est une condit ion necessaire, eile n'est pas süffisante en bases de donnees. 
L'extension d'une base conventionnelle est forcement un ensemble f i n i de faits , et correspond done a 
un modele f i n i des regies du schema. Les regies de deduction d'une base deductive peuvent etre 
supposees correspondre a des formules definies, 4 selon l 'hypothese la plus commune. Or, t out 
ensemble de formules definies est non seulement satisfaisable [Gallaire 84], mais ses modeles 
° £ n p r a t i q u e d ' a u t r e s predicate sont pröferables, p a r e x e m p l e pour que l a base re lat ionnel le soit n o r m a l i s e e . 
L ' e x p r e s s i o n " f o r m u l e def inie " ( "def ini te f o r m u l a " ) a differentes a c c e p t i o n s . N o u s lu i d o n n o n s le m e m e sens 
que [ G a l l a i r e 84], i .e. c e l u i de formule c o r r e s p o n d a n t a u n ensemble de c lauses a y a n t c h a c u n e e x a c t e m e n t u n l i t e r a l 
posi t i f . 
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m i n i m a u x sont finis. C'est la restriction aux modeles finis [U l lman 85, Reiter 78, Viei l le 86] qu i 
permet en part icul ier d'assurer qu'aucune interrogat ion de bases deductives ne peut avoir de reponse 
inf inie . L'existence de modeles finis est done, pour les bases deductives comme pour les bases 
conventionnelles, une condit ion de va l id i te supplementaire que les regies doivent verifier. La 
propriete pour un ensemble de formules logiques du premier ordre d'accepter un modele fini s'appelle 
la satisfaisabilite finie. L ' interet de la satisfaisabilite finie en bases de donnees n'est a notre 
connaissance (brievement) mentionne que dans [Fagin 84]. 
L a satisfaisabilite finie impl ique la satisfaisabilite : un ensemble de formules acceptant un modele 
fini est satisfaisable. La reciproque est fausse, car i l existe des (ensembles de) formules, appeles 
axiomes de l ' i n f i n i , q u i sont satisfaisables, mais dont tous les modeles sont inf inis . La formule 
Vx [-φ(χ,χ) Λ 3y [p(x,y)]] Λ VuVvVw [ (p(u,v) Λ p (v ,w) ) = > p ( u , w ) ] en est un exemple (le predicat 
ρ peut etre interprete comme l 'ordre strict < , si les variables prennent leurs valeurs dans l'ensemble 
des entiers naturels) . Reconnaitre les ensembles de regies qu i ne sont pas satisfaisables n'est done 
pas süffisant. I I est egalement necessaire de distinguer entre les axiomes de l ' i n f i n i , a rejeter, et les 
ensembles de formules finiment satisfaisables (cf. figure 4 ci-dessous), qu i seuls ont un sens dans un 
contexte de base de donnees. 
cas inacceptables 
figure 4 
I I existe des methodes permettant de detecter tous les cas oil un ensemble de formules logique du 
premier ordre n'est pas satisfaisable. Ces methodes, appelees methodes de re futat ion , ont ete 
etudiees intensivement depuis plus de v ingt ans en preuve automatique de theoremes. Aucune 
methode de re futat ion n'est assuree de s'arreter dans tous les cas, car la non-satisfaisabilite n'est pas 
une propriete decidable. Elle est cependant semi-decidable, e'est a dire q u ' i l existe des algorithmes 
capables de detecter en temps fini (mais indef ini ) la non-satisfaisabilite. Appliques a des ensembles 
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satisfaisables, ces algorithmes peuvent, dans certains cas qu i ne sont pas tous reconnaissables a 
priori, ne jamais s'arreter. Puisque sa negation est semi-decidable, la satisfaisabilite est non 
seulement indecidable, mais aussi non-semi-decidable. Cela signifie qu'aucune methode ne peut 
detecter, dans tous les cas, cette propriete. I I est heureux que la condit ion de va l id i te des ensembles 
de regies des Schemas de bases de donnees ne soit pas la satisfaisabilite en general, mais une 
propriete plus restrict ive, la satisfaisabilite finie, qui eile est semi-decidable (Trachtenbrot 50] ! 
On peut chercher a restreindre par des conditions syntaxiques le type de formules logiques 
autorisees pour l'expression des regies de coherence, afin de se trouver dans un cas ou 
non-satisfaisabilite et satisfaisabilite finie sont toutes deux des proprietes decidables. La restriction 
des regies de deduction a des formules definies est, en f a i t , de ce type. Malheureusement, si de 
nombreuses telles classes de formules, appelees classes solvables, sont connues (voir par 
exemple [Dreben 79]), aucune n'est assez expressive pour des regies de coherence. Comme i l a 
souvent ete remarque [Gallaire 84], des formules de tous types sont necessaires pour l'expression de 
regies de coherence. 
L a satisfaisabilite finie etant semi-decidable, i l est possible de disposer d'une methode apte a 
reconnaitre les ensembles de regies valides (i.e. f in iment satisfaisables) d 'un schema, meme en 
1'absence de restr ict ion a certaines classes de formules. Pour des raisons d'efficacite autant que pour 
pouvoir expliquer les causes de non-val id i te , i l est souhaitable que les cas ou le test de va l id i te ne 
s'arrete pas soient aussi rares que possible. Puisque la non-satisfaisabilite peut etre reconnue (par une 
methode de re futat ion) , cet objectif peut etre a t te in t en appl iquant parallelement au test de 
satisfaisabilite finie, une methode de re futat ion a l'ensemble de regies en question. Dans les cas ou 
cet ensemble s'avere non-satisfaisable, i l n'est pas necessaire de poursuivre le test de satisfaisabilite 
f inie. Symetriquement, la detection de la satisfaisabilite finie autorise l 'arret du test de 
non-satisfaisabilite. Les seuls cas oil une telle methode pourra i t ne pas s'arreter seraient ceux des 
axiomes de l ' i n f i n i (cf. figure 4, en page precedente). Le probleme qui se pose est done celui de la 
def ini t ion d'une methode complete pour la satisfaisabilite f inie, i.e. capable de detecter tous les cas 
de satisfaisabilite f inie. 
Une telle methode simple, mais peu efficace, consiste a tenter la construction d 'un modele de 
cardinal i te finie n , successivement pour t out entier n . A notre connaissance, aucune autre methode 
η'a ete proposee qu i soit complete. En cherchant a definir une methode (complete) plus efficace, i l 
nous est apparut que les optimisations possibles consistent precisement a detecter les cas de 
non-satisfaisabilite. Cette constatation empirique nous a amene a etudier comment une methode de 
re futat ion peut servir de base a la def init ion d'une methode complete pour la satisfaisabilite finie. 
Nous nous proposons, dans cette section, de decrire le type d 'ajouts q u ' i l est indispensable de 
faire a une methode de re futat ion pour pouvoir reconnaitre les ensembles de formules finiment 
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satisfaisables. Comme exemple concret de methode de re futat ion nous considerons ici la resolution. 
Cette methode, sur laquelle s'appuie les demonstrateurs de theoremes les plus performants, est en 
effet bien connue. A t i t r e d'exemple, une methode originale, complete pour la satisfaisabilite finie et 
fondee sur la resolution est presentee. Cette methode est discutee, et d'autres directions de 
recherches que nous avons explorees sont introduites . 
A notre connaissance, le seul autre t r a v a i l consacre a la veri f icat ion de la val id i te des regies 
d'une base de donnees est [Kung 85]. I I ne releve pas l ' importance de l a satisfaisabilite finie et 
propose une methode complete en re futat ion et (necessairement) non complete pour la satisfaisabilite, 
etendant la methode des tableaux de Beth et H i n t i k k a (voir [Smul lyan 68]). Les extensions proposees 
consistent en fa i t a detecter certains cas de satisfaisabilite f inie , mais sans atteindre la completude 
pour cette propriete. 
Une connaissance i n t u i t i v e du principe de resolution est süffisante a la comprehension de cette 
section. I I est presente, ainsi que d'autres methodes de re futat i on , dans les ouvrages [Chang 
73, Loveland 78]. Nous considerons des clauses, au lieu de formules logiques. Ce n'est pas la une 
restr ict ion, car toute formule logique admet une forme clausale q u i verifie les memes proprietes de 
satisfaisabilite et de non-satisfaisabilite [Loveland 78]. I I est de plus facile de prouver que la mise 
sous forme clausale (par mise en forme prenexe normale conjonctive, puis skolemisation) preserve 
aussi la satisfaisabilite finie. Nous considerons un calcul des predicate du premier ordre dont toutes 
les fonctions (d'arites non nulles) sont des functions de Skolem. Les variables sont representees par 
des minuscules, constantes et fonctions par des majuscules. Si F est une fonct ion de Skolem d'arite 
1, on notera F(x ) par Fx si aucune ambigui'te n'est possible. F 1 etant def ini comme egal a F, on 
defini recursivement F n par F F " " 1 , pour t out η > 2. 
3.2. Evaluation Fonctionnelle 
Puisque la non-satisfaisabilite n'est pas une propriete decidable, nous ne sommes pas assures que 
la methode de resolution (meme contrainte par une Strategie) s'arrete lorsqu'appliquee a un ensemble 
satisfaisable de clauses. De tels cas sont cependant possibles. Nous avons etabl i [Bry 86] que dans 
ces cas l'ensemble de clauses est necessairement f iniment satisfaisable. En d'autre termes. la 
resolution ne s'arrete jamais lorsqu'appliquee a un axiome de l ' i n f i n i . Cependant, i l existe egalement 
des ensembles de clauses f in iment satisfaisables a p a r t i r desquels une in f in i te de clauses peuvent etre 
derivees par resolution. 
Considerons par exemple deux predicate "mar ie (x , y ) " et " inconnu(x , y ) " destines a exprimer 
respectivement que deux personnes sont mariees ou inconnues l 'une de l 'autre . U n "monde" ou toute 
personne serait mariee, ou chacun c o n n a i t r a i t les connaissances de son conjoint et oü une certaine 
personne " A " conna i t ra i t t o u t le monde peut etre axiomatise par les clauses suivantes : 
marie (x , Fx ) 
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inconnu(x, y ) -*inconnu(Fx, y) 
->inconnu(x, A ) 
Cet ensemble de clauses admet des modeles finis, par exemple un modele de cardinality 1, 
correspondant aux clauses unitaires completement instancies " m a r i e ( A , A ) " , "-»inconnu(A, A ) " . 
Cependant, pout t out entier η > 1, les clauses 
- n n c o n n u ( F n x , A ) 
sont derivables par resolution. Aucune de ces clauses n d s t une Variante d 'une autre d d n t r e elles ou 
d'une des clauses de ldnsemble i n i t i a l . Aucune de ces clauses n'est non plus subsumed par une 
autre clause. Si la clause "mar ie (x , F x ) " est interpreted comme expr imant que toute personne est 
mariee a quelqu 'un, la fonction F peut etre interpreted comme l ' a p p l i c a t i o n 5 " con jo int " . La 
generation sans f in de termes fonctionnels " imbr iques" v ient de l ' incapacite de la resolution a 
identifier une personne par exemple avec son conjoint (conduisant a " F A = A " et au modele de 
cardinal i ty 1 donne plus haut ) , ou bien a identifier le conjoint du conjoint d 'un ind iv idu ( F 2 ) avec 
cet i n d i v i d u (conduisant a un modele de cardinal i ty 2) , e t c . . De telles identif ications de termes 
fonctionnels sont des evaluations de functions. 
L' incapacite de la resolution a realiser ces evaluations ne do i t pas etre v u comme un defaut. La 
generation i l l imitee de nouveaux termes que permet l'absence d e v a l u a t i o n peut etre necessaire. Si par 
exemple, un ensemble de clauses ne contient qu'une seule constante, mais ndst neanmoins 
satisfaisable que par des modeles de cardinalites superieure a 2, cette capacite de construire de 
nouveaux termes permettra aux methodes ut i l i sant la resolution de reconnaitre un cas de 
satisfaisabilite finie. Dans le cas d'axiomes de T i n f i n i , cette generation i l l imi tee a egalement une 
signif ication. Considerons par exemple l'ensemble forme des clauses resultant de l 'axiome de l ' i n f i n i , 
donne plus haut ainsi que de la clause unita ire "p (0 , x ) " expr imant que 0 est strictement inferieur a 
t out entier χ. A la variable quantified existentiellement correspond une fonction de Skolem, soit 
S. Les termes S(0), S 2 (0 ) , S n (0 ) , pour tout η £ Ν , vont etre produits . Cette suite n'est autre 
que la suite infinie des entiers : la fonction S s ' interprete comme la fonction "successeur" de 
l 'axiomatique de Peano. 
L 'evaluat ion des termes fonctionnels ne peut etre realised que pour les termes completement 
instancies. En effet, un terme fonctionnel non instancie tel que Fx correspond a differentes fonctions. 
L ' instanciat ion des variables qui sont arguments de fonctions doi t done etre realised, afin de 
permettre reva luat i on fonctionnelle. 
L e s " f o n c t i o n s de S k o l e m " sont en fait i n t e r p r e t e r s non pas p a r des fonct ions quelconques , m a i s p a r des 
a p p l i c a t i o n s . N o u s s u i v o n s l 'usage et ut i l i sons le terme de fonct ion . 
Instanciation et evaluation fonctionnelle peuvent etre ajoutes a la resolution de la maniere 
suivante : la resolution est appliquee a l'ensemble de clauses considere, t a n t qu'aucun terme de 
hauteur fonctionnel 2 (i.e. te l que F 2 ( ) , ou F ( G ( ))) n'est p r o d u i t . Lorsqu 'un tel terme apparait 
dans une resolvente ou dans un facteur, l'ensemble des constantes figurant dans les clauses init iales 
est utilise pour instancier les variables figurant dans les termes fonctionnels. I I en resulte un 
ensemble de termes completement instancies de hauteur 0 (constantes), 1, ou 2. Les termes de 
hauteur 2 sont alors evalues (i.e. identifies) selon une analyse de cas par les termes de hauteur 0 ou 
1. (Par exemple, deux constantes a et b, et un symbole fonct ionnel unaire F permettent la 
formation des termes completement instancies F(a) et F ( b ) . Le terme (completement instancie) de 
hauteur 2 F 2 ( a ) peut etre evalue de quatre manieres, consistant respectivement a le remplacer par a, 
b, F(a) ou F(b) . ) Si une de ces evaluation ne conduit pas a une contradic t ion , un modele fini de 
l'ensemble i n i t i a l a ete trouve. Sinon, i l faut revenir en arriere (backtrack) a l'ensemble de clauses 
produi t par la resolution avant la phase d ' instanciat ion, et poursuivre la resolution, jusqu 'a ce qu 'un 
terme de hauteur fonctionnelle 3 soit produi t , donnant lieu a un nouveau processus d ' instanciation et 
d 'evaluation fonctionnelle (cf. figure 5 ci-dessous). 
Ύ 
r e s o l u t i o n 
I 
i n s t a n c i a t i o n 
I 
S I 1 
f ( S , ) > f ( S ) 
Ί 1 1 — 
E v a l u a t i o n f o n c t i o n n e l l c 
1 
• • • 
s , 
1 i n s t a n c i a t i o n 
I 
E v a l u a t i o n fonct ionnel le 
i 
f ( S , ) > f ( S , ) 
r e s o l u t i o n 
l 
S est l'ensemble i n i t i a l de clauses. Les ensembles S^, S 2 , e t c . . sont les ensembles formes 
en etendant S avec les resolventes et. facteurs successifs. f (S.) designe la hauteur 
fonctionnelle m a x i m u m des termes apparaissant dans l'ensemble de clauses S.. est forme 
depuis S j par instanciat ion des variables apparaissant dans les termes fonctionnels. 
figure 5 
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Cette methode preserve la completude en re futat ion : appliquee a un ensemble non-satisfaisable 
de clauses, aucun modele f i n i ne sera trouve dans les "branches de gauche", et la clause vide sera 
derivee par resolution dans la "branche pr inc ipale" . 
3.3. Compactification 
L'accroissement de la hauteur fonctionnelle n'est pas la seule cause de generation i l l imitee de 
clauses par resolution. Considerons trois predicate " h o m m e ( x ) " , " f emme(x ) " et "maries(x, y ) " . 
L'ensemble de clauses suivante decrit un "monde" ou le conjoint d ' u n homme est une femme, et 
reciproquement : 
homme(x) - imar ie (x , y) - i f e m m e ( y ) 
f e m m e ( x ) ->marie(x, y) - ihomme(y) 
Cet ensemble de clauses admet des modeles f inis, par exemple un modele de cardinal i te 1, contenant 
un homme qui ne serait pas marie. Cependant, et malgre l'absence de fonction de Skolem, une 
inf in i te de clauses est derivables par resolution, les clauses 
hommefx j ) - r n a r i e f x j , x 2 ) ->marie(x 2 , x 3 ) ... -»marie(x n v X r ) ->homme(x n ) 
pour tout η impa i r et superieur a 3, sont produites par resolution. Aucune d'entre elles n'est 
subsumee ou est V a r i a n t e d'une autre clause. La encore , cette generat ion inf inie de clauses vient de 
l ' incapacite de la resolution a identif ier des termes. Considerons par exemple la clause 
hommefx j ) - i m a r i e ^ X j , x 2 ) - i m a r i e ( x 2 , x 3 ) ->homme(x 3 ) 
Elle exprime que si x 3 est un homme marie a x 2 , et si x 2 est marie ä χ } , alors X j est un homme. 
Les cas oil apres 1'enumeration d 'un certain nombre d ' indiv idus on retrouve necessairement un 
ind iv idu deja rencontre, i.e. en particulier les cas correspondant a des modeles f inis , ne sont pas 
reconnus. 
Ce second probleme peut etre resolu de maniere semblable au premier, en ut i l i sant cette fois le 
nombre de variables dans une clause comme indicateur pour entrer dans une "branche de gauche". 
Lorsqu'une clause C est produite par resolution contenant plus de η = v(S) variables, ou v(S) est le 
nombre m a x i m u m de variables dans l'ensemble S des clauses deja obtenues, l'existence d'un modele 
de cardinalite η est teste. Toute evaluation de C dans un tel modele associe necessairement la meme 
valeur a deux de ses variables. Cette remarque est a l 'origine de la methode utilised, appelee 
" compact i f i ca t ion" . L a clause C est "compactifiee a hauteur n " , c'est a dire qu'elle est remplacee par 
l'ensembles de toutes les clauses que l 'on peut former depuis C en ident i f iant deux de ses variables. 
Par exemple, la compact i f icat ion a hauteur 2 de la clause 
h o m m e f x j ) - i m a r i e f x j , x 2 ) - i m a r i e ( x 2 , x 3 ) ->homme(x 3 ) 
est l'ensemble de clauses 
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h o m m e i x j ) - i m a r i e f x j , X j ) - i m a r i e ^Xp x 3 ) -^homme(x 3 ) 
hommefx j ) -»mariefxj, x 2 ) ->marie(x 2 , X j ) - i h o m m e j x j ) 
hommefx j ) - i m a r i e f x j , x 2 ) - i m a r i e ( x 2 , x 2 ) ->homme(x 2 ) 
L a resolution est ensuite appliquee a l'ensemble resultant . D 'autres compactif ications sont realisees si 
des clauses avec plus de η variables sont produites. Les termes fonctionnels sont finalement evalues 
(en accord avec l 'hypothese de cardinality η). Si la clause vide est derivee, le test de cardinal i ty η 
echoue : i l faut alors revenir au point ou l 'on est entre dans ce test (backtrack), et reprendre la 
resolution jusqu 'a ce que soit derivee une clause accroissant encore le nombre de variables. La figure 
6 ci-dessous i l lustre ce processus. 
resolution 
compactification 
a hauteur v ( S ) 













ä hauteur v f S j ) 
1 
resolution 
v ( S a ) > v f S ^ 
resolution 
1 
f igure 6 
En combinant evaluation fonctionnelle et compacti f icat ion, on obt ient une methode semi-decidable 
et complete pour la satisfaisabilite finie qu i est egalement complete pour la non-satisfaisabilite [Bry 
85a]. 
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3.4. Comment aires 
L'extension de la resolution decrite dans les deux paragraphes precedents est compatible avec 
toute Strategie proposee pour ameliorer la resolution, pourvu que la completude en refutat ion soit 
preservee. Une telle Strategie, proposee dans [Joyner 76], est specialement interessante lorsqu'on 
cherche a detecter les cas de satisfaisabilite finie. Cette Strategie evite en effet la generation de 
termes fonctionnels de hauteur superieure ou egale a deux, sous reserve que Ton ait mis l'ensemble 
i n i t i a l de clause dans une certaine forme (qui preserve les propriete de satisfaisabilite et de 
satisfaisabilite finie) [Bry 85a]. Malheureusement, r e v a l u a t i o n fonctionnelle reste indispensable, ainsi 
bien sur que la compacti f icat ion. Cette derniere technique est extremement couteuse. Elle accroit en 
effet de maniere considerable le nombre de clauses, augmentant ainsi les nombre de resolvantes et de 
facteurs potentiels. 
L ' in tere t de la resolution en re futat ion , et une des principales raisons pour lesquelles cette 
methode a supplante les autres approches suivies avant sa decouverte, v ient de ce qu'elle ne necessite 
pas de phase d ' instanciat ion. En consequence, eile ne demande pas d'analyse de cas. Or , nous avons 
vu que pour detecter la satisfaisabilite f inie, l ' instanc iat ion est necessaire. Les methodes de 
re futat ion anterieures a la resolution ne sont done pas necessairement "hors de compet i t i on" comme 
base a la detection de la satisfaisabilite finie. 
L a premiere de ces methodes est la "methode des tableaux" (decrite dans [Smullyan 68]). 
Dans [Kung 85], cette methode est etendue en une methode qu i , sans etre complete, detecte certains 
cas de satisfaisabilite f inie. Une methode complete pour la satisfaisabilite finie (et la 
non-satisfaisabil ite) , mais peu efficace, peut etre definie a p a r t i r de la methode des tableaux [Bry 
85b]. L a methode de Davis et Putnam [Davis 60], qu i peut etre vue comme une opt imisat ion de la 
methode des tableaux, est une meilleure candidate. Nous avons defini , a p a r t i r de cette methode, 
une methode, complete pour la satisfaisabilite finie et la non-satisfaisabilite [Manthey 86]. U n grand 
avantage de cette methode est qu'elle util ise la " u n i t - r e s o l u t i o n " , ev i tant ainsi les risques d'expension 
du nombre de variables dans les clauses produites. Elle ne necessite done pas de compacti f ication. 
Pour cette raison, et bien qu'elle repose sur une analyse de cas, comme la methode des tableaux et 
celle de Davis et P u t n a m , eile semble preferable a la methode fondee sur la resolution. 
Une presentation et une comparaison des deux approches, fondees respectivement sur la resolution 
et la methode de Davis et P u t n a m , est donne dans [Bry 85c]. L a seconde section du present article 
reprend, en une une presentation moins abstraite, une partie du materiel de ce dernier rapport . 
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4. Conclusion 
Dans une premiere partie de cet article consacre a la veri f icat ion de la va l id i te des Schemas de 
bases de donnees ( independamment de toute extension), nous t irons prof i t d'une formalisation en 
logique des conditions de va l id i te des declarations de structures pour les vo i r comme les regies de 
coherence d'une base relationnelle. Les declarations de structures apparaissent alors comme les tuples 
de cette base, permettant une realisation simple en Prolog d 'un Systeme les gerant et maintenant 
leur va l id i te . Cette approche est decrite et justi f ied. 
Les regies de coherence et de deduction d 'un schema sont valides, non seulement si elles sont 
consistentes mais si elles sont finiment satisfaisable. Dans une seconde part ie , ce po int est just i f ie . I I 
est ensuite montre quels sont les additions a faire a une methode de re futat ion pour l 'etendre en une 
methode complete pour la satisfaisabilite f inie. Deux techniques, r e v a l u a t i o n fonctionnelle et la 
compacti f icat ion, permettent de reconnaitre des cas de satisfaisabilite finie ou de nouvelles clauses 
sont derivees sans fin par la resolution. I I est montre comment coupler ces techniques a la 
resolution, conduisant a une methode complete pour la satisfaisabilite finie. Le choix de la 
resolution est f inal lement discute, et les autres approches que nous avons explorees sont citees. 
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