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Abstract
The industrial manipulator robots are a highly important tool in the XXI century industry, as
well as the systems to supply the capacity to move these robots. This project goes in depth in the
communication and control of one of these linear movement systems of high precision.
The first part of the project consists in the design of a communication between control unit and
a computer using the SoE protocol, this protocol is an implementation of the SERCOS interface in
an EtherCAT network, merging the advantages of both systems to reach a better control over the
slaves.
In the second part, the communication with the control unit is used to implement two contro-
llers for trajectory tracking. A PID controller and an adaptative controller are the two controllers
implemented in the project, with these controllers we are looking to obtain a better result in the
tracking of trajectories than the one provide by the control unit.
Keywords: EtherCAT, SERCOS, SoE, PID control, adaptative control.
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Resumen
Los robots industriales manipuladores son una herramienta imprescindible en la industria
del sigo XXI, así como los sistemas para dotar de capacidad de desplazamiento a dichos ro-
bots. En este proyecto se profundiza en la comunicación y control de uno de estos sistemas de
desplazamiento lineal de alta precisión.
En la primera parte del proyecto se diseña la comunicación entre la unidad de control del
sistema y un ordenador mediante el protocolo SoE, que es una implementación de la interfaz
SERCOS sobre una red EtherCAT, uniendo las ventajas de ambos sistemas para conseguir un
mejor control sobre los periféricos.
En la segunda parte, se utiliza la comunicación con la unidad de control para implemen-
tar dos controladores de seguimiento de trayectorias. Los dos controladores son un PID y un
controlador adaptativo, con el objetivo de obtener un mejor resultado en el seguimiento de
trayectorias del sistema, que el conseguido por la unidad de control comercial del sistema de
desplazamiento.
Palabras clave: EtherCAT, SERCOS, SoE, Controlador PID, Controlador adaptativo.
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Capítulo 1
Introducción
El IOC (Institut d'Organització i Control de Sistemes Industrials) de la UPC posee en su labo-
ratorio de robótica dos robots industriales manipuladores Stäubli TX90. Uno de estos robots se
encuentra sobre un carril lineal, que aporta un séptimo grado de libertad al robot.
El movimiento sobre el carril lineal es accionado por un motor eléctrico de la marca Bosch
Rexroth, que actualmente solo es controlable mediante un software propietario para Windows,
denominado Bosch Indraworks. El software se conecta al motor a través de una unidad de
control modelo HCS02 de Bosch Rexroth.
Este proyecto nace de la necesidad de crear un software libre con el que realizar el control
del sistema sin la necesidad de utilizar el programa propietario anteriormente mencionado. Par-
tiendo de los proyectos en EtherCAT (Ethernet for Control of Automation Technology) ya desarro-
llados por el IOC se busca establecer comunicación, completamente operativa, entre la unidad
de control y un computador.
El IOC busca poder implementar sus propios controladores en el carril, sin usar los contro-
ladores presentes en la unidad de control. Por tanto en este proyecto también se realizarán los
programas necesarios para poder implementar controladores propios, implementandose algunos
controladores de ejemplo para ver sus resultados.
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Capítulo 2
Descripción del proyecto
2.1. Objetivos
El objetivo principal de este proyecto es poner en funcionamiento el sistema de movimiento
lineal para robots manipuladores que el IOC tiene en su laboratorio de robótica. Para la cone-
xión se deberá emplear el protocolo de comunicación SoE (Servo drive over EtherCAT) que es
una adaptación del protocolo SERCOS (SErial Real-time COmmunication System) sobre una red
EtherCAT. Para poner en funcionamiento dicho sistema se deberán cumplir unos sub-objetivos
durante el desarrollo del proyecto.
Estudiar las implementaciones de los protocolos SERCOS y EtherCAT.
Realizar la conexión entre el maestro y el esclavo.
Realizar el control del esclavo desde el maestro.
2.2. Motivaciones
Actualmente los robots manipuladores están completamente introducidos en la industria
debido a las facilidades que aportan a la fabricación. Por tanto el control de los mismos es
un trabajo muy importante a realizar. Muchos de estos manipuladores son controlados desde
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el software dado por la empresa que los fabrica. Estos programas son bastante cerrados no
permitiendo realizar libremente todo lo que se podría hacer con ellos. Hacer un programa libre
que permita el control del sistema, facilitando así su uso, resulta muy motivador.
En el caso concreto de este proyecto la unidad de control utiliza principalmente un programa
propietario para su control, utilizando este programa la conexión por puerto serie. El sistema
permite realizar el control mediante el protocolo SERCOS a través de una red EtherCAT, que es
mucho más fácil de implementar. Actualmente hay muy pocas comunicaciones implementadas
con este protocolo. Este proyecto brinda la posibilidad de realizar por primera vez este tipo de
conexión y poder distribuirlo para facilitar su utilización.
2.3. Alcance del proyecto
Se pretende conseguir una comunicación funcional entre la unidad de control y el compu-
tador con la que poder operar el sistema de movimiento lineal sobre el que se encuentra el
robot manipulador. Añadiendo a la librería cpp4ec la posibilidad de mantener comunicación
con dispositivos que utilizan el protocolo SERCOS en una red EtherCAT.
Una vez establecida la comunicación, se diseñará un controlador para seguir trayectorias
de posición. El controlador implementado buscará igualar o mejorar el comportamiento del
controlador nativo implementado en la unidad de control. Se trabajará con un controlador PID
y con un controlador adaptativo con la finalidad de comprobar cual aporta un mejor resultado
en el control.
2.4. Especificaciones a cumplir
La especificación principal que se debe cumplir al final de este proyecto es realizar la cone-
xión entre el computador (maestro), con un sistema de tiempo real, y el controlador (esclavo).
Esta comunicación será mediante el uso del protocolo EtherCAT, con el que ya se tiene experien-
cia en el laboratorio del IOC.
Una vez se haya conseguido establecer comunicación entre el maestro y el esclavo se rea-
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lizarán los programas necesarios para poder controlar el sistema, utilizando los controladores
internos ya implementados en el controlador HCS02.
Finalmente se implementarán algunos controladores, por pares, externos al controlador. La
finalidad de estos controladores es obtener un comportamiento igual o mejor que el obtenido
con los controladores ya implementados en la unidad de control.
2.5. Estado del Arte
Comunicación
La comunicación es la columna vertebral de los sistemas automáticos de control. Históri-
camente se ha desarrollado en interfaces basadas en la conexión por puerto serie tales como
PROFIBUS® (PROcess FIeld BUS), CAN (Controller Area Network) bus, Modbus® y CC-Link®.
Hoy en día se siguen utilizando estas conexiones debido al largo ciclo de vida de los sistemas
industriales.
Actualmente existen interfaces más rápidas, baratas y eficaces, todas ellas basadas en redes
Ethernet. Estas redes aportan mejor tiempo de reacción, tipologías de redes muy flexibles y can-
tidades más elevadas de nodos en la red. Por estas razones muchas comunicaciones industriales
están migrando a estas nuevas interfaces. Algunos de los protocolos más importantes basados
en Ethernet se explican a continuación[1].
EtherCAT: desarrollado por Beckoff para permitir el procesado sobre la marcha de paque-
tes, permitiendo el envio de paquetes en tiempo real. Proporciona conectividad a todo el
sistema, desde un PLC (Programmable Logic Controller) hasta los sensores, permitiendo
conectar hasta 65.535 nodos en una única red.
EtherNet/IP: se trata de un protocolo industrial basado e Ethernet desarrollado original-
mente por Rockwell que utiliza el protocolo CIP sobre las capas estandar de Ethernet. CIP
(Common Industrial Protocol) proporciona un conjunto de mensajes y servicios para los
sistemas insdustriales de control automatico. No tiene un límite de nodos en la red pero,
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en contraposición, sus capacidades de tiempo real son limitadas.
PROFINET: protocolo muy utilizado en los equipos industriales. Tiene tres clases diferen-
tes.
• PROFINET clase A: proporciona acceso a una red PROFIBUS a través de un proxy,
conectando Ethernet y PROFIBUS. Presenta unos tiempos de ciclo de 100ms.
• PROFINET clase B: partiendo de las capacidades de la clase A introduce una apro-
ximación por software al tiempo real, reduciendo los tiempos de ciclo hasta 10ms.
También se denomina PROFINET Real-Time (PROFINETRT).
• PROFINET clase C: incluye capacidades de tiempo real por hardware reduciendo los
tiempos de ciclo hasta 1ms.
POWERLINK: desarrollado originalmente por B&R, permite una selección libre de la topo-
logia de la red. Utiliza mecanismo de polling y time slicing para el intercambio en tiempo
real de información.
SERCOS III: la tercera generación de SERCOS combina el procesado de la información
sobre la marcha, para entregarlos en tiempo real, y el estándar de comunicación TCP/IP
para obtener una baja latencia. Permite una red con hasta 511 esclavos.
CC-Link IE: es la tecnología industrial de Ethernet basada en CC-Link y que fue desarrolla-
da originalmente por Mitsubishi. Solo permite la topologia en anillo por lo que el tiempo
de ciclo depende del número de nodos en la red. Presenta dos versiones que se detallan a
continuación.
• CC-Link IE Control: está diseñado para la comunicación entre controladores y puede
trabajar hasta con 120 nodos en la red.
• CC-Link IE Field: diseñado para comunicación entrada/salida y control de movi-
miento, permite hasta 254 nodos en la red.
Modbus /TCP: fue desarrollado por Schneider Electric y utiliza mensajes de Modbus sobre
TCP/IP ( Transmission Control Protocol/Internet Protocol) en una red Ethernet. Es simple
de implementar pero no garantiza comunicación en tiempo real.
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Control
En la actualidad más del 90 %[2] de los procesos de control en la industria son solventa-
dos mediante el controlador PID. Estos controladores son capaces de solventar la mayoría de
procesos de control utilizando una estructura muy simple. Partiendo de la idea básica de estos
controladores se pueden implementar diferentes formas de controladores PID, a continuación
se enumeran algunos de los más importantes que se utilizan en la industria[3].
Controlador PI ideal.
Gc(s) = Kc
(
1 + 1
Tis
)
(2.1)
Controlador PID ideal en paralelo.
Gc(s) = Kc +
1
Tis
+ Tds (2.2)
Controlador PID ideal en serie con retardo de primer orden.
Gc(s) = Kc
(
1 + 1
Tis
+ Tds
) 1
Tfs+ 1
(2.3)
Controlador PID con parte derivativa filtrada.
Gc(s) = Kc
(
1 + 1
Tis
+ Tds
1 + sTdN
)
(2.4)
Control PID en cascada.
Gc(s) = Kc
(
1 + 1
Tis
) 1 + Tds
1 + sTdN
(2.5)
Controlador clásico generalizado.
Gc(s) = Kc
(
1 + 1
Tis
+ 1 + Tds
1 + sTdN
)(
bf0 + bf1s+ bf2s2
1 + af1s+ af2s2
)
(2.6)
2.6. Soluciones escogidas
Para realizar la conexión entre el maestro y el esclavo se ha decidido utilizar el protocolo
SoE, que integra el protocolo SERCOS sobre una red de EtherCAT. Se ha escogido esta solución,
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puesto que es la única que usa EtherCAT de entre todas las opciones que permite la unidad de
control para conectarse. Partiendo de los trabajos anteriores en el campo de EtherCAT, aunque
basado en CANopen y no en SERCOS, realizados en el IOC, se buscará realizar las modificaciones
pertinentes para conseguir una correcta comunicación con el controlador.
Para realizar tanto la comunicación como el control se partirá de la librería cpp4ec en C++,
que ha sido realizada por el laboratorio del IOC para proyectos anteriores de EtherCAT. Con la
librería se programará un esclavo para el controlador HCS02.
Los controladores por pares escogidos para implementar son un PID y un controlador adap-
tativo. Ambos controladores serán de seguimiento de trayectorias de posición.
Capítulo 3
Descripción del sistema
3.1. Equipo
3.1.1. Controlador HCS02
El motor está controlado por un controlador de la empresa Bosch, modelo HCS02 como el
que se muestra en la figura 3.1 [4].
En este proyecto se establecerá la comunicación entre el computador o maestro y este con-
trolador o esclavo, que se encargará de aportar la corriente eléctrica necesaria al motor para que
este realice los movimientos que se le ordenen.
3.1.2. Computador
Durante todo el proyecto se utilizará un computador, denominado TITAN, del laboratorio del
IOC. El computador actúa de maestro dentro de la red, comunicándose con el esclavo de forma
cíclica para realizar su control.
El computador utiliza una distribución de tiempo real, Debian Xenomai 2.6.3, tiene una
CPU (Central Processing Unit) con dos núcleos a 3GHz y 6GB de memoria RAM (Random-Access
Memory).
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Figura 3.1: Controlador HCS02. Tomado de [4]
3.1.3. Motor Rexroth
El sistema dispone de un motor eléctrico asíncrono para el movimiento sobre el carril. El
motor utilizado es un Bosch Rexroth tipo MSK071D-0450. En la figura 3.2 [5] se muestra una
imagen del motor montado en la plataforma.
Figura 3.2: Motor MSK071D-0450 utilizado en el proyecto [5]
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Las características del mismo se pueden ver en la tabla 3.1.
Tabla 3.1: Especificaciones técnicas motor Rexroth MSK071D-0450
Velocidad max. Par de parada Par max. Corriente de parada Corriente max. Momento de inercia
[1/min ] [Nm ] [Nm ] [A ] [A ] [kgm2 ]
6000 17,5 66 15,4 69,3 0,00255
Entre el motor y el carril existe un sistema reductor de engranajes de relación de transmisión
3:1. Es importante tener bien configurada esta relación en el controlador para evitar errores de
medición en los encoders durante el movimiento del sistema.
3.1.4. Carril Güdel
Para el movimiento lineal del sistema se utiliza un carril dentado de 2,5 metros de longitud,
de la empresa Güdel, sobre el que se desplaza una plataforma. El juego entre el engranaje del
reductor y el carril es prácticamente inexistente, evitando así la aparición de backlash. Al evitar
la presencia de backlash se mejora la precisión en el posicionamiento del sistema.
Plataforma
Sobre el carril dentado se desplaza una plataforma, de 70x50cm, en la que están anclados di-
versos elementos del sistema. Los elementos presentes sobre la plataforma son: el robot Stäubli,
el motor Rexroth, el sistema de lubricación del carril y el reductor para el motor.
Lubricación
El carril tiene instalado un sistema de lubricación continuo utilizando aceite. Este sistema
permite reducir la fricción, así como el desgaste de los engranajes. Sobre la plataforma hay un
depósito de aceite, mostrado en la figura 3.3[5], el cual cada 48 horas inyecta una carga de
aceite que lubrica todas las zonas en contacto entre el carril y la plataforma.
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Figura 3.3: Sistema de lubricación[5]
3.1.5. Robot Stäubli TX90
En este proyecto no se ha entrado en el uso del robot, dejando la tarea de sincronizar el
control del carril con el robot pendiente de desarrollar, pero se ha creído conveniente realizar
un pequeño apartado explicativo acerca del mismo.
El Stäubli TX90, mostrado en la figura 3.4[6], es un robot de 6 grados de libertad con
capacidad de carga media. Es un robot versátil que se adapta a todos los ambientes ofreciendo
la mayor calidad de proceso posible junto al aumento de productividad [7].
La finalidad última del proyecto es aportar un nuevo grado de libertad a este robot manipu-
lador consiguiendo de esta forma un sistema conjunto de 7 grados de libertad.
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Figura 3.4: Stäubli TX90. Tomado de [6]
3.2. Librerías de programación
3.2.1. SOEM
SOEM (Simple Open EtherCAT Master) es una librería de código abierto escrita en C desa-
rrollada por Berlios. Está desarrollada principalmente para Linux pero se puede adaptar a otros
sistemas operativos.
Esta librería proporciona al usuario la posibilidad de enviar y recibir tramas de EtherCAT
entre el maestro y los esclavos, pudiendo así realizar la comunicación entre estos.
3.2.2. cpp4ec
La librería cpp4ec está desarrollada en C++ por el IOC1. Esta está basada en la librería
SOEM y permite crear un maestro genérico para varios dispositivos EtherCAT. Actualmente ha
sido utilizada en dispositivos CANopen, pero para el desarrollo de este proyecto se deberá con-
seguir su correcto funcionamiento con dispositivos SoE .
1https://github.com/iocroblab/cpp4ec
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Aparte de crear el maestro genérico, se pueden crear esclavos virtuales específicos para cada
dispositivo. Estos esclavos virtuales hacen de puente entre el maestro y el esclavo real, siendo
copiados los datos del esclavo virtual al real cuando se especifica.
3.3. Protocolos de comunicación
3.3.1. EtherCAT
EtherCAT (en español, Ethernet para el control de tecnología de automatización), es un
protocolo de código abierto y alto rendimiento que pretende utilizar protocolos de Ethernet en
un entorno industrial[8].
La característica fundamental del EtherCAT es la lectura de los mensajes mientras pasan por
los nodos. Por tanto el mensaje no tiene como destino un único nodo, siendo consumido por
este, si no que sigue hacia el siguiente nodo. La información de entrada del nodo es leída del
mensaje mientras este es procesado y la información de salida es escrita en el mismo antes de
ir al siguiente nodo. Esto significa que cada esclavo deberá tener dos puertos ethernet y deberá
ser capaz de dejar pasar la información a través suyo, mientras realiza la escritura y lectura de
los mensajes.
Como resultado de estas mejoras, el ancho de banda utilizable en una red de 100Mbps con
EtherCAT es de más del 90 %. Es una mejora muy significativa si se compara con el ancho
de banda utilizable en las redes donde el maestro debe comunicarse separadamente con cada
esclavo, en estas redes el ancho de banda utilizable es de tan solo el 5 % [9].
Por tanto, un único mensaje es creado por el EtherCAT Master en cada ciclo, con información
para todos los nodos de la red. El mensaje recorre todos los nodos y finalmente vuelve al maestro
con la información recopilada en cada nodo. Una red con EtherCAT puede aprovechar al máximo
el ancho de banda utilizado.
En el apartado A.1 del anexo A (Página 81) se entra más en detalle en el mapeado de la
información en este protocolo y el sistema de relojes distribuidos que utiliza.
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3.3.2. Servo drive profile over EtherCAT (SoE)
SERCOS
La interfaz SERCOS (serial real-time communication system) está estandarizada para la comu-
nicación entre controladores industriales, motores y dispositivos de entrada/salida (I/O). Esta
clasificada como estándar IEC 61491 y EN 614912. La interfaz SERCOS esta diseñada para pro-
veer en sistemas de tiempo real duros3, comunicación de alto rendimiento entre controladores
industriales y servos digitales [10].
Telegramas de comunicación
El protocolo SERCOS define una serie de mensajes llamados telegramas que se utilizan para
intercambiar información entre maestro y esclavos en la red. Estos se integran dentro de los
datagramas EtherCAT mostrados en la Figura A.1 (Página 82).
Existen dos tipos de telegramas dentro de la interfaz SERCOS:
MDT: master Data Telegram o Telegrama de Datos Maestros. Es emitido por el maestro y
contiene información para cada uno de los esclavos en la red.
AT: Acknowledge Telegram o Telegrama de reconocimeinto. Emitido por el maestro, pero
escrito por los esclavos con la información de respuesta.
Fases de comunicación
El sistema SERCOS presenta cinco fases de comunicación antes de llegar al estado en el que
el sistema es completamente operativo. Estas van de CP0 a CP4, las fases CP0-CP3 son para la
configuración del sistema y en la CP4 se tiene control completamente operativo. Al inicio de la
fase cuatro empieza a haber comunicación cíclica entre maestro y esclavos con el intercambio
de telegramas MDT y AT.
2Define una interfaz en tiempo real entre la unidad de control y los dispositivos asociados utilizados para trans-
mitir periódicamente y no periódicamente.
3Las respuestas fuera de terminio producen un fallo del sistema
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IDN
Cada bloque de información dentro de los telegramas tiene un número para su correcta
identificación. Este número es el llamado identification number o IDN y está asociado a cada uno
de los parámetros o comandos que posee la unidad de control.
En el apartado A.2 del anexo A (Página 84) se encuentra información más detallada sobre
la estructura de estos IDN, la cual es importante para utilizarlos.
Implementación de SERCOS en EtherCAT (SoE)
El protocolo SoE integra sistemas basados en SERCOS dentro de una red EtherCAT. Esta
integración incluye la máquina de estados (Fases de comunicación), sincronización, telegramas
de comunicación y el acceso mediante IDN a los parámetros.
EtherCAT tiene una velocidad de transmisión dos ordenes de magnitud más rápida que SER-
COS, utilizando el sistema de relojes distribuidos para sincronizar los diferentes esclavos con un
retraso significativamente menor de un microsegundo [11].
Equivalencia de las fases de comunicación
Para hacer EtherCAT y SERCOS compatibles, las fases de comunicación de SERCOS se han
adaptado a la máquina de estados de EtherCAT. Las fases 0 y 1 de SERCOS equivalen a la
fase Inicial de EtherCAT. La fase 2 equivale a la Pre-Operacional y permite el acceso a los IDNs
de SERCOS de forma no cíclica mediante el EtherCAT mailbox. La fase 3 equivale a la Safe-
Operacional donde se empieza a mandar datos cíclicos y los esclavos se sincronizan. Por último la
fase 4 equivale a la Operacional donde ya se tiene control sobre los esclavos. Estas equivalencias
se muestran en la Figura 3.5[11].
En el apartado A.2 del anexo A (Página 86) se profundiza en la estructura del datagrama,
así como se muestra un ejemplo obtenido de este proyecto.
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Figura 3.5: Máquina de estados de EtherCat y SERCOS. Tomada de [11]
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Capítulo 4
Modos de operación
El controlador HCS02 permite el control del sistema con más de 20 modos de operación
distintos, siendo todos ellos modos derivados del control por posición, control por velocidad y
control por par.
En el desarrollo de este proyecto se han implementado cuatro de estos modos de operación.
Estos cuatro modos son los más representativos de los modos básicos anteriormente comentados.
Los modos implementados son:
Control de velocidad.
Control de posición.
1. Control de posición con introducción de valores cíclicos.
2. Control de posición con interpolación interna.
Control por pares.
En todos estos modos operativos el controlador interno del sistema se encargará de realizar
todo el control y únicamente se deberá especificar los valores de velocidad, posición o par que
se quiera realizar en el sistema.
29
30 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
La forma en que se puede escoger los diferentes modos de control se explica detalladamente
en el apartado 5.1.2 del capítulo 5 (Página 39).
4.1. Control de velocidad
En el modo de control por velocidad, se especifica una velocidad y el controlador interno se
encarga de alcanzar dicha velocidad. Se deberán establecer una serie de parámetros de limita-
ción, como la velocidad y aceleración máxima. En la figura 4.1[12] se pueden ver los IDN más
importante que intervienen en este modo de operación. El IDN S-0-0036 o valor de velocidad
Figura 4.1: Diagrama de boques del modo de velocidad. Tomada de [12]
comandada es el IDN donde se especifica la velocidad deseada. El sistema alcanzará la velocidad
estipulada siempre que esta no sobrepase los límites de velocidad marcados en el IDN S-0-0091
o límite de velocidad bipolar. En el IDN S-0-0138 se estipula la máxima aceleración utilizable
para alcanzar la velocidad deseada. En el IDN S-0-0040 se puede consultar la realimentación
de la velocidad. En los apartados 6.1.1 y 6.1.2 (Páginas 52 y 53) se puede ver dos ejemplos
realizados con este modo de control.
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4.2. Control de posición
En los modos de control por posición se especificará la posición que se desea alcanzar. Se
configurarán una velocidad y aceleración máxima, que no podrán ser rebasadas, pero no se
podrá controlar la velocidad o aceleración instantáneas durante la trayectoria.
4.2.1. Posicionamiento con datos ciclicos
En el control por posición de tipo cíclico se deberá especificar al controlador la posición
que se quiere alcanzar en cada ciclo de comunicación. Esto implica que se deberá especificar
una posición cada T segundos, donde T es el periodo de la comunicación entre el maestro y el
esclavo. En este modo se podrán seguir los perfiles que se desee pero se tendrá que tener en
cuenta que solo se puede especificar la posición del perfil y no la velocidad de este.
En la Figura 4.2[12] se puede ver el diagrama de bloques con los IDN más importantes de
este modo. Como ya se ha dicho antes, en cada ciclo de la comunicación se deberá escribir en
Figura 4.2: Diagrama de boques del modo de posición cíclica. Tomada de [12]
el IDN S-0-0047 la posición que se quiere alcanzar en ese periodo de comunicación. El valor
especificado durante el periodo de comunicación deberá poder ser alcanzado por el sistema,
teniendo en cuenta la máxima aceleración y velocidad especificadas en los IDN S-0-0138 y S-
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0-0091 correspondientemente. En el IDN S-0-0051 se puede consultar la realimentación de la
posición en el sistema.
En caso de que la diferencia de posición entre dos ciclos implique superar el límite de velo-
cidad o de aceleración, el sistema se bloqueará y se mostrará el error F2037 Excessive position
command difference en la pantalla del controlador. El freno de emergencia se activará en el
motor, bloqueando la utilización del mismo. Para minimizar este problema se pueden llevar la
velocidad y la aceleración máxima a sus valores límite, de esta forma la velocidad y aceleración
máxima que presentará el sistema será la que se estipule en la trayectoria. En el apartado 6.2
(Página 53) se puede ver un ejemplo realizado con este modo de control.
4.2.2. Posicionamiento con interpolador
En el control de posición con interpolación interna solamente será necesario introducir la
posición final que se quiere alcanzar. En este caso no es necesario introducir valores de forma
cíclica. En la figura 4.3[12] se pueden ver los IDN más importantes de este modo de control.
Figura 4.3: Diagrama de boques del modo de posición con interpolador interno. Tomada de [12]
A continuación se detallan aquellos IDN más importantes para el uso de este modo de con-
trol. En el IDN S-0-0258 se debe especificar la posición que se quiere alcanzar al final de la
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trayectoria. El IDN S-0-0259 guarda la velocidad máxima que el sistema puede alcanzar duran-
te la trayectoria y en el IDN S-0-0260 la aceleración máxima que podrá realizar el sistema para
alcanzar dicha posición. En el IDN S-0-0051 se puede consultar la realimentación de la posición
en el sistema.
El controlador interno se encargará de interpolar una trayectoria entre la posición actual y la
posición objetivo, teniendo en cuenta la velocidad y aceleración de posicionamiento máximas.
La trayectoria será del tipo que se muestra en la Figura 4.4. En caso de alcanzar la velocidad
máxima durante la trayectoria, este sería como la mostrada en la Figura 4.5, donde se han
mantenido los mismos parámetros que en el anterior ejemplo.
En el apartado 6.3 (Página 6.3) se puede ver un ejemplo realizado con este modo de control.
Figura 4.4: Trayectoria del interpolador interno
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Figura 4.5: Trayectoria del interpolador interno en caso de alcanzar la máxima velocidad permitida
4.3. Control por Par
El modo de control por par o por fuerza es el modo más básico de todos, es a partir del cual
se implementarán los controladores por par, que se verán en el capítulo 7 (Página 61).
En este modo se introducirá en el controlador los pares que se quieren realizar en el sistema.
Estos pares comandados deberán proceder de un controlador que se haya implementado en el
programa en C++ que se utiliza para controlar el sistema. En el diagrama de bloques de la
Figura 4.6[12] se pueden ver los IDN básicos que se pueden utilizar en este modo.
Figura 4.6: Diagrama de boques del modo de control por par. Tomada de [12]
Para la introducción del par deseado se puede utilizar el IDN S-0-0080, el cual pasa por un
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filtro, o bien se puede utilizar el IDN S-0-0081, que no pasará por el filtro. En el IDN P-0-0049 se
puede consultar el valor de par que se está mandando después de pasar los filtros, esta medida
es la más parecida que se puede obtener al par realizado real, esto se debe a la ausencia de una
realimentación. Los IDN restantes son mayormente limitaciones y lecturas del par introducido
que se pueden consultar más detalladamente en el manual Rexroth Indradrive Drive Controllers
Parameter Description [13]. Finalmente el par se convierte a una intensidad y se pasa por el
lazo de corriente. El par final sobre el motor tiene una precisión limitada que viene dada por la
ausencia de realimentación del mismo[12, p. 504].
Unidades del par
El par puede ser introducido al sistema en Nm o en N ya que la relación entre ambas magni-
tudes es constante y lineal. En el sistema utilizado la conversión es de 1Nm=100N. Finalmente
también se puede introducir en forma del porcentaje de par o fuerza, siendo así la relación
1Nm=100N=10 %. En este trabajo se utilizan los porcentajes como unidad de medida pero se
pueden cambiar fácilmente las unidades utilizando el IDN S-0-0086.
El par máximo que puede realizar el sistema en valor absoluto es de 35,06Nm=3506N=350,6 %,
este par puede ser limitado mediante el uso del IDN S-0-0092.
Tipo de datos del par
Los valores introducidos al sistema mediante IDN referentes a pares son del tipo entero de 16
bits (int16), a diferencia del resto que mayormente serán enteros, de 32 bits. Es muy importante
tener en cuenta esta información para evitar posibles daños tanto en el sistema como en el
personal que lo manipula.
Para leer un valor de par, del IDN correspondiente, se deberá pasar una variable de tipo
entera (int). Este entero se ha de inicializar a cero. Una vez obtenido, se recomienda pasarlo a
un entero de 16 bits (int16), así se evitarán lecturas incorrectas. Al escribir un par en el sistema
se deberá asegurar que la variable introducida es un entero de 16 bits ya que al introducir un
entero podrían aparecer valores no deseados.
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Capítulo 5
Realización de la conexión entre el
computador y la unidad de control
HCS02
En este capítulo se aborda la conexión con el sistema y se exponen las fases de conexión
ya comentadas en el capítulo anterior, pero detallando la inicialización de este sistema. Tam-
bién se detalla la utilización del mismo una vez alcanzado el estado operativo, introduciendo y
explicando por tanto el código utilizado para ello.
5.1. Fases de conexión
Como ya se ha comentado en el apartado 3.3.2 (Página 3.3.2) las fases de conexión en
SERCOS son cinco, de CP0 a CP4. Las fases en EtherCAT, como ya se ha comentado, son Iniciali-
zación, Pre-Operacional, Safe-Operacional y Operacional, en la Figura 3.5 se ha visto la relación
entre ellas.
En la Figura 5.1 se puede ver el diagrama de fases en SERCOS. Normalmente la siguiente
fase puede ser solamente alcanzada desde la inmediatamente anterior, siendo solamente la CP0
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la que puede ser alcanzada desde cualquiera de las otras fases.
Para alcanzar la fase 3 y 4 es necesario la ejecución de unos comandos de comprobación,
como se puede ver en la Figura 5.1[12].
Figura 5.1: Fases de comunicación en SERCOS y SoE. Tomada de [12]
Para la comunicación con el sistema se ha empleado la librería cpp4ec, en la cual se imple-
mentaba ya un maestro de EtherCAT y un esclavo que utilizaba CoE (CAN over EtherCAT). Así
que se ha modificado para adaptarlo tanto al uso de CoE como de SoE y se ha programado un
nuevo esclavo que se adaptará al controlador HCS02 utilizando SoE.
5.1.1. Fase CP0-CP1 o Inicial
Estas dos fases se han agrupado en un solo apartado ya que en la práctica, usando SoE, son
una única fase.
En esta fase, el maestro envía una señal y busca recibirla para comprobar que el anillo está
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correctamente cerrado. Los esclavos simplemente repiten este mensaje para que lo reciba. Una
vez se ha comprobado que el master puede recibir su propio mensaje, se pasa a reconocer los
esclavos conectados a la red. Para esto, direcciona cada esclavo para comprobar que todos están
presentes.
Al encender el controlador, él mismo hará las correspondientes comprobaciones y si no apa-
rece ningún error, estará preparado para pasar a la siguiente fase.
5.1.2. Fase CP2 o Pre-Operacional
Para llegar a esta fase se debe usar el comando de la librería SOEM:
1 switchState (EC_STATE_PRE_OP);
De esta forma se pide al controlador que cambie al estado pre-operacional.
En la libreria cpp4ec este comando está integrado dentro de la función del maestro
1 bool EcMaster :: preconfigure ()
Esta función que se llamará siempre, como se verá más adelante en los programas presentados,
al inicio de cualquier programa que se quiera escribir para utilizar el sistema.
Una vez en esta fase, se puede realizar la comunicación acíclica con el sistema. Por tanto se
podrán configurar todos los parámetros del sistema. Siendo algunos de obligada configuración
al menos la primera vez que se utiliza el sistema. Una vez configurados, quedarán guardados
aunque se apague el sistema. No será necesario volver a configurarlos a menos que se quieran
cambiar de valor.
Estos parámetros de obligada configuración en esta fase son los siguientes:
Tiempos de inicio de transmisión y tiempos de trasnferencia.
Parámetros que determinan el contenido y la longitud del AT.
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Parámetros que determinan el contenido y la longitud del MDT.
Para modificar estos parámetros de forma acíclica se utilizará las siguientes funciones de la
librería SOEM.
Para leer el valor actual de un parámetro del controlador se debe llamar a la función:
1 int ec_SoEread(uint16 slave , uint8 driveNo , uint8 elementflags , uint16
idn , int *psize , void *p, int timeout)
Para escribir un nuevo valor en un parámetro del controlador se llamará a la función:
1 int ec_SoEwrite(uint16 slave , uint8 driveNo , uint8 elementflags , uint16
idn , int psize , void *p, int timeout)
Los parámetros de la función deberán tener los siguientes valores:
slave = 1, ya que solo se tiene un esclavo en el sistema y solo se requiere comunicar con
este. En caso de existir más esclavos se pondría el número del esclavo al que se quiere
acceder.
driveNo = 0 Número del motor dentro del esclavo.
elementflag = 0x40, como ya se ha visto antes es el elementflag necesario para acceder al
valor del parámetro.
idn, tendrá el valor del idn al que queramos acceder, utilizando las normas de conversión
explicadas en la sección 3.3.2 (Página 25).
psize es el tamaño en byte del parámetro.
timeout es el tiempo máximo de ejecución de la función, por defecto se debe usar el valor
predefinido EC_TIMEOUTRXM.
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Para pasar a la siguiente fase de comunicación es necesario, como mínimo, configurar correc-
tamente todos los parámetros listados en el IDN S-0-0018. Debido a la forma como se ha im-
plementado las fases en el maestro, será necesario configurar todos los parámetros requeridos
para las siguientes fases, así como todos aquellos que se quieran modificar por propia voluntad.
Esto es debido a que una vez abandonada la fase de comunicación CP2 no será posible volver a
configurar ningún parámetro de forma acíclica, a menos que se vuelva a dicha fase.
Para la configuración de todos estos parámetros iniciales se ha implementado el uso de un
archivo XML. En este archivo se pueden configurar todos los parámetros necesarios, posterior-
mente este se cargará en el programa. De esta forma se evita la necesidad de configurar uno a
uno los parámetros en el código.
La estructura del XML es la siguiente:
1 <parameter >
2 <structure >
3 <param type="string" name"description"> Descripcion </param>
4 <param type="string" name"name"> Nombre </param>
5 <param type="integer" name"idn"> IDN del parametro </param>
6 <param type="integer" name"elementflags"> 0x40</param>
7 <param type="integer" name"size"> Medida (byte)</param>
8 <param type="integer" name"editability"> Fase de edicion </param >
9 <param type="integer" name"value"> Valor del parametro </param >
10 <\structure >
11 <\parameter >
Se pueden configurar tantos parámetros como sean necesarios, añadiendo cuantas veces
sea necesario la estructura <structure><\structure>. Cuando se tiene el XML completado se
puede cargar al esclavo. Debe ser cargado durante la fase de comunicación CP2, antes de realizar
cualquier otra configuración, utilizando la siguiente función del esclavo:
1 void EcSlaveTrack :: DefaultParameters ();
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Cuando se intente pasar a la siguiente fase de comunicación, el controlador ejecutará el co-
mando llamado CP3 transition check (S-0-0127) y comprobará que los parámetros obligatorios
estén correctamente configurados. En caso de que alguno no este bien configurado, el cambio
de fase fallará y los IDN incorrectamente configurados serán guardados en el IDN "list of invalid
operation data for CP2"(S-0-0021).
La comprobación de los parámetros se limita a criterios generales, tales como que los pará-
metros no excedan sus máximos y mínimos. No se puede comprobar que los parámetros estén
correctamente configurados para el sistema particular que se requiere controlar. Por tanto, aun
pasando el CP3 transition check, es posible que la comunicación falle más adelante.
Unos de los parámetros más importantes a configurar en esta fase son aquellos referentes a
los modos de operación del sistema y al mapeado de los telegramas de comunicación.
Se pueden configurar hasta 8 modos de control de forma simultánea, pudiendo así cambiar
a cualquiera de los modos configurados mientras el sistema está en operación. En este proyecto
se han implementado tres modos de operación:
Control por Par: se controla el sistema únicamente proporcionando el par que el motor
debe realizar.
Control por velocidad: se controla el sistema únicamente proporcionando la velocidad a
la que deberá moverse el motor.
Control por posición: se controla el sistema únicamente proporcionando la posición que
se desea alcanzar. En este modo existen dos variantes:
1. Control de posición con introducción de valores cíclica.
2. Control de posición con interpolación interna.
En el capítulo 4 se explican estos modos de control de forma mucho más detallada.
Para configurarlos, se utilizarán la función contenida en el esclavo siguiente:
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1 void EcSlaveTrack :: modeSetUp(EcMode mode , int nmode);
Donde el valor de la variable mode será uno de los estipulados en la tabla 5.1 en función del
modo que se quiera configurar:
Tabla 5.1: Tipos de modo de operación configurables
Control por Par TORQUE_CONTROL
Control por velocidad VELOCITY_CONTROL
Control de posición con introduc-
ción de valores cíclica
POSITION_CONTROL
Control de posición con interpola-
ción interna
DRIVEINTERNALINTERPOLATION_CONTROL
El valor de nmode será un número entre 0 y 7, y determinará la posición en que se configura
el modo de control. Por defecto el configurado en 0 será aquel que se active al llegar al estado
operativo o CP4.
Para la configuración del telegrama se deberá utilizar la función contenida en el esclavo
siguiente:
1 void EcSlaveTrack :: TelegramType(EcTelegramType type);
En esta función se puede escoger entre 7 tipos de telegramas ya predefinidos y uno configurable.
En la variable type se deberá poner los valores de la tabla 5.2 en función de que telegrama se
quiera usar.
Por tanto si se quiere configurar el telegrama con un comando de posición y una realimenta-
ción de la misma, se puede configurar el telegrama predefinido VZ4, poniendo VZ4 en la variable
type.
En el caso de que se escoja el VZ7 se podrán configurar los IDN que se desee dentro del MDT
y el AT. Algunos IDN no pueden configurarse en el MDT, otros no pueden en el AT y otros no es
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Tabla 5.2: MDT y AT preconfigurados
MDT AT
VZ0 Sin datos cíclicos Sin datos cíclicos
VZ1 S-0-0080 Par comandado Sin datos cíclicos
VZ2 S-0-0036 Velocidad comandada S-0-0040 Realimentación de velocidad
VZ3 S-0-0036 Velocidad comandada S-0-0051/S-0-0053 Realimentación de
posición
VZ4 S-0-0047 Posición comandada S-0-0051/S-0-0053 Realimentación de
posición
VZ5 S-0-0047 Posición comandada y S-0-
0036 Velocidad comandada
S-0-0051/S-0-0053 Realimentación de
posición y S-0-0040 Realimentación de
velocidad
VZ6 S-0-0036 Velocidad comandada Sin datos cíclicos
VZ7 Configurable Configurable
posible en ninguno de los dos. En caso de configurar un IDN que no pueda ser configurado en
el MDT aparecerá el error C0104. Si el IDN mal configurado es en el AT el error C0106 será el
mostrado.
Para configurar el MDT se deberá usar la función definida en el esclavo siguiente:
1 void EcSlaveTrack :: setMDT(std::vector <int > listidn);
Donde listidn es un vector con los IDN que se quieren configurar en el MDT y el orden de estos
en el vector será el orden de los mismos en el MDT.
Para configurar el AT se deberá usar la función definida en el esclavo siguiente:
1 void EcSlaveTrack :: setAT(std::vector <int > listidn);
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Donde listidn es un vector con los IDN que se quieren configurar en el AT. El orden de estos en
el vector será el orden de los mismos en el AT.
5.1.3. Fase CP3 o Safe-Operacional
Una vez configurados todos los parámetros necesarios se puede proceder a pasar a la si-
guiente fase de la comunicación. Esta es la CP3 o Safe-Operational. Al iniciar el cambio de fase,
se activará automáticamente el CP3 transition check como ya se ha explicado anteriormente.
Para pasar a esta fase se deberá usar el comando de la librería SOEM:
1 switchState (EC_SATE_SAFE_OP);
El cuál está incluido en el comando de la librería cpp4ec:
1 bool EcMaster :: configure () throw(EcError);
Este será el comando que se deberá llamar desde el programa principal para pasar desde la
fase CP2 hasta la fase CP4, pasando por la CP3. Tal y como se ha configurado el proceso de
inicialización no será posible realizar ningún tipo de parametrización en esta fase, ya que se
pasará automáticamente a la fase CP4 si no hay ningún error.
En caso de pasar el P3 transition check, el sistema avanzará al estado safe-operational. En
esta fase empieza realmente la comunicación cíclica aunque no se tendrá aun control sobre ella.
Solamente sirve para la correcta configuración del sistema.
Al finalizar la fase CP3 se ejecutará el P4 transition check (S-0-0128). Este comprobará que
los parametros del IDN IDN list of operation data for CP3 (S-0-0019) se hayan configurado correc-
tamente y permitirá el paso a la última fase CP4. En caso de haber algún IDN mal configurado,
se guardará en el IDN IDN list of invalid operation data for CP4 (S-0-0022).
Internamente se llama a la siguiente función de SOEM para realizar el cambio entre la fase
CP3 y la fase CP4:
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1 switchState (EC_SATE_OPERATIONAL);
5.2. Estado operativo o CP4
Una vez se ha llegado a la fase operativa o CP4, la pantalla del controlador mostrará el
mensaje Ab. Esto significa que el sistema está listo para ser controlado y que el motor está
encendido. En caso de no estarlo o estar activada la seguridad, mostrará bb.
En este estado la comunicación cíclica es totalmente operativa, pero el sistema no actuará
hasta que se cambie la controlword del MDT a operativo. Para realizar este cambio se deberán
poner 1 en los bits 15 a 13 de la controlword (S-0-0134).
Esta acción se realiza mediante la llamada a la función:
1 void EcSlaveTrack :: start() throw(EcErrorSGDV):
Que se encarga de cambiar la controlword en el MDT.
Una vez se ha realizado todo lo comentado anteriormente, en la pantalla del controlador
aparecerá el mensaje AF. Esto significa que el sistema es plenamente controlable por el usuario.
Como resumen del proceso de inicialización, se muestra a continuación un programa que
iniciaría el sistema hasta dejarlo en estado operativo.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4
5 #include <iostream >
6 #include <vector >
7 #include <fstream >
8 #include <string >
9
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10 cpp4ec :: EcMaster master("rteth0" 1000000 , true); //Ciclo de 1ms con
Distributed clock
11 std::vector <cpp4ec :: EcSlave*> drivers;
12
13 int main ()
14 {
15 try
16 {
17 drivers.resize (0);
18 master.preconfigure;
19 drivers = master.getSlaves ();
20 (( cpp4ec :: EcSlaveTrack *) drivers [0]) ->
DefaultParameters ();
21 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(
TORQUE_CONTROL ,0);
22 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(
DRIVEINTERNALINTERPOLATION_CONTROL ,1);
23 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7
)
24 std::vector <int > idnlistMDT ={81 ,82 ,83 ,258 ,259};
25 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(
idnlistMDT);
26 std::vector <int > idnlistAT ={51 ,40 ,437 ,84 ,32817};
27 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT)
;
28 master.configure ();
29 usleep (25000); // Tiempo de espera para evitar el error
F2025
30 master.start();
31 //Aqui iria el codigo propio
32 master.stop();
33 master.reset();
34 }
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35 catch (EcError& e)
36 {
37 std::cout <<e.what()<<std::endl;
38 }
39 return (0);
40 }
En la línea 17 se inicializan a cero los esclavos virtuales generados en el ordenador.
En la línea 18 se llama a la función que permitirá al sistema avanzar desde la fase CP0 a
la CP2, donde se podrán realizar las diferentes configuraciones de los parámetros.
En la línea 19 se asocian los esclavos presentes en la red con los virtuales en el ordenador,
que habíamos inicializado anteriormente. En el caso de este proyecto solo hay un esclavo
en la red.
En la línea 20 se cargan los parámetros básicos almacenados en el documento XML.
En las líneas 21 y 22 se configuran los dos modos de operación que podrán ser utilizados
en la fase de operación. El primer modo de operación es el de par, configurado en la línea
21. El segundo es el de posición con interpolador interno, configurado en la línea 22.
En la línea 23 se escoge el tipo de telegrama que utilizará el sistema. Al ser el VZ7, se
deberán configurar manualmente los IDN presentes en el MDT y en el AT. Es importante
remarcar que no será posible acceder, durante la fase operativa, a ningún IDN que no sea
previamente configurado en este paso.
Entre las líneas 24 y 27 se realiza dicha configuración. En la línea 24 se crea y completa
el vector con los IDN que formarán el MDT según el orden deseado. En la línea 25 se
configura dicho MDT en el esclavo. De la misma manera se procede con el AT, como se
puede ver en las líneas 26 y 27.
En la línea 28 se llama a la función master.configure que hará que el sistema pase a las fases
CP3 y seguidamente a la CP4, no estando aún operativo completamente el sistema hasta
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que la función master.start de la línea 18 cambie la ControlWord y permita las operaciones
en el sistema.
En la línea 29 se deja un pequeño tiempo de espera entre el master.configure y el mas-
ter.start. Esto es debido a que en algunas ocasiones si se ejecuta el comando master.start
demasiado rápido, no habiendo terminado aún las comprobaciones para llegar a la fa-
se CP4. Con esta pequeña espera se asegura la finalización de todas las transiciones de
estado. En caso de usar el comando master.start sin haberse finalizado correctamente el
cambio de fase, el error F2025 aparecería en la pantalla del controlador.
En la línea 31 se debe introducir el código propio para que el sistema realice las operacio-
nes deseadas.
En las líneas 32 y 33 se realiza el proceso de cierre del sistema, llevándolo nuevamente
hasta la fase CP0, mediante las funciones master.stop y master.reset.
5.2.1. Comunicación cíclica
Una vez se ha establecido comunicación cíclica con el sistema solo será posible acceder a los
datos almacenados en el MDT y el AT. Para acceder a esta información se han implementado
dos funciones. Una para escribir en el MDT y otra para leer el AT.
La función encargada de escribir datos en el MDT es la siguiente:
1 bool EcSlaveTrack :: writeMDT (EcPDOEntry entry , int value)
Donde se debe especificar, en las variables de entrada, la posición del IDN en el MDT que se
quiere escribir, así como el valor a escribir.
Para especificar la entrada, se deberá escribir en la variable entry lo siguiente: FIRST_ENTRY
para la primera entrada, que siempre será la controlword, SECOND_ENTRY para la segunda y así
sucesivamente hasta la decimoquinta, que es el número máximo de entradas permitidas.
En la variable value se deberá introducir el valor a almacenar en la entrada anteriormente
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especificada. Este valor deberá ser siempre un entero, de 16 o 32 bits según que parámetro sea.
Es importante comprobar las unidades que utiliza el sistema para cada IDN en el manual Rexroth
Indradrive Drive Controllers Parameter Description [13], donde se podrá encontrar para cada IDN
el IDN correspondiente con la configuración pertinente de las unidades.
Una vez llamada la función para escribir información en el MDT es muy importante llamar
a la siguiente función:
1 void EcMaster :: update(void)
Si no se realiza el update del maestro, no se actualizarán los datos escritos y no llegarán hasta
el esclavo.
Para poder leer los datos almacenados en el AT se deberá llamar a la función:
1 bool EcSlaveTrack :: readAT (EcPDOEntry entry , int& value)
En esta función se deberán especificar las variables exactamente de la misma manera que se
especifican en la de escritura del MDT, pero teniendo en cuenta que ahora la variable value es
de salida.
En este caso no será necesario llamar a la función de update del maestro. Una vez llamada
la función de lectura del AT se obtendrá automáticamente el valor almacenado.
Entre las líneas 45 y 51 del programa B.4.3 del anexo B.4 (Página 126) se puede ver un
ejemplo práctico de uso de estas funciones para escribir en el MDT y leer del AT.
Capítulo 6
Programación de los modos de
operación
En este capítulo se mostrará el funcionamiento del sistema utilizando los controladores que
vienen implementados en el controlador, utilizando los modos vistos en el capítulo 4. También
se mostrarán varios programas que utilizan estos modos.
Todos los programas aquí explicados parten de la estructura de programa explicada en el
apartado 5.2 del capítulo 5 (Página 46).
El modo de par no se explicará ya que es el utilizado en los controladores del capítulo 7 y
será en ese donde se mostrarán ejemplos.
6.1. Modo de velocidad
Para el correcto funcionamiento de este controlador se deberá realizar una configuración
concreta al iniciar el programa.
Se debe escoger VELOCITY_CONTROL al configurar los modos de operación al inicio del
programa. El MDT requerirá, como mínimo, tener configurado el IDN correspondiente al co-
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mandado de velocidad. Este IDN es el S-0-0036. Es recomendable configurar el AT con el IDN
correspondiente a la realimentación de la velocidad, de esta forma se podrá monitorizar la velo-
cidad del sistema. El IDN correspondiente a la realimentación de velocidad es el S-0-0040. Por
tanto se podrán configurar los telegramas VZ2, VZ3 o VZ5, también se puede configurar el VZ7
y especificar manualmente los IDN.
6.1.1. Consigna de velocidad
En el programa B.4.1 del anexo B.4 (Página 116) se puede ver un ejemplo en el que se
implementa un control por velocidad. En este programa se puede especificar una velocidad
constante. El sistema seguirá esta velocidad durante un tiempo especificado en la constante
TIME.
En la Figura 6.1 se puede ver el comportamiento de la velocidad del sistema a la entrada
de un escalón. La velocidad de entrada es de 100mm/s. Se puede ver como el sistema alcanza
perfectamente la velocidad requerida con un sobrepico del 20 %, en el estacionario mantiene un
ruido de una amplitud del 2 %.
Figura 6.1: Respuesta a una consigna de velocidad
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6.1.2. Seguimiento de trayectoria de velocidad
En el programa B.4.1 del anexo B.4 (Página 119) se puede ver un ejemplo en que se imple-
menta un control de seguimiento de trayectorias de velocidad. Concretamente se ha implemen-
tado el seguimiento de la trayectoria senoidal de la ecuación (Eq. 6.1). Este perfil de velocidad
puede ser modificado fácilmente en la línea 43 del programa.
v(t) = 100 sin( pi10 t) (6.1)
En la Figura 6.2 se puede ver el resultado del seguimiento del perfil de velocidad de la
ecuación 6.1.
Figura 6.2: Seguimeinto de una trayectoria de velocidad
El sistema sigue la consigna correctamente, pero al igual que se vio en la Figura 6.1 existe
ruido en la velocidad, en este caso entorno al ±3 %.
6.2. Modo de posición con datos cíclicos
En este modo de control los datos se han de ir enviando al controlador de forma cíclica. Como
ya se ha explicado en el apartado 4.2.1 (Página 31), entre un dato enviado y el siguiente no
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puede haber una gran diferencia, puesto que si no el controlador mostrará un error y el sistema
se bloqueará por seguridad. Solamente se podrá seguir trayectorias, en caso de comandar una
posición alejada de la actual el sistema fallará.
Se deberá escoger POSITION_CONTROL al configurar los modos de operación al inicio del
programa. El MDT requerirá, como mínimo, tener configurado el IDN S-0-0047. Este IDN es el
correspondiente al comando de posición que hay que enviar en cada ciclo al controlador. En
el AT, es recomendable configurar el IDN S-0-0051, correspondiente al valor de posición del
sistema. Configurando este IDN se puede controlar la posición del sistema. Se podrá configurar
los telegramas VZ4, VZ5 o el VZ7. En el caso del VZ7 se deberán especificar manualmente los
IDN del MDT y el AT.
6.2.1. Seguimeinto de trayectoria de posición
En el programa B.4.2 del anexo B.4 (Página 121) se muestra un ejemplo donde se realiza
el seguimiento de trayectorias. Estas son calculadas utilizando la librería de C Reflexxes1. Esta
librería calcula una trayectoria en tiempo real, dada una posición inicial, posición final, máxima
velocidad y máxima aceleración.
En la Figura 6.3 se muestra un ejemplo en el que la velocidad máxima es de 500mm/s y la
aceleración máxima es de 500mm/s2. La trayectoria va desde la posición de 400mm hasta los
1650mm.
El sistema sigue la trayectoria proporcionada con un error de menos del 5 %, como se puede
ver en la Figura 6.4, una vez en el estacionario el error es del 0 %.
1http://www.reflexxes.com/
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Figura 6.3: Seguimeinto de una trayectoria de posición entre 400mm y 1500mm a una velocidad máxima de 0,5m/s
Figura 6.4: Error de posición durante seguimiento de trayectoria mostrado en la Fígura 6.3
56 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
Se ha realizado un segundo ejemplo aumentando la velocidad y la aceleración máxima de la
trayectoria para ver si el comportamiento es el mismo.
En este segundo ejemplo la velocidad y aceleraciones máximas en la trayectoria son de 2m/s
y 5m/s2 respectivamente y se puede ver el resultado en la Figura 6.5. El error de posicionamiento
durante esta trayectoria triplica el visto en la Figura 6.4, llegando para este ejemplo hasta 13 %.
El error una vez alcanzado el estacionario se mantiene en el 0 %.
Figura 6.5: Seguimeinto de una trayectoria de posición entre 400mm y 1500mm a una velocidad máxima de 2m/s
Se puede ver en los resultados de las dos experiencias que el controlador sigue la trayecto-
ria con un muy buen resultado. El error durante la trayectoria aumenta con la velocidad y la
aceleración pero el posicionamiento consigue un error en todos los casos del 0 %.
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Figura 6.6: Error de posición durante seguimiento de trayectoria mostrado en la Fígura 6.5
6.3. Modo de posición con interpolador interno
Este modo utiliza un interpolador propio de la unidad de control. Solo es necesario pro-
porcionarle una posición, una velocidad máxima y una aceleración máxima. Esto significa que
siempre será necesario el seguimiento de una trayectoria impuesta por el controlador.
Para este ejemplo se deberá escoger el modo DRIVEINTERNALINTERPOLATION_CONTROL
en la configuración de los modos de operación al inicio del programa.
En el MDT se deberá configurar como mínimo el IDN S-0-0258, en el que se especifica la
posición que se requiere alcanzar al final de la trayectoria. También se pueden configurar el IDN
S-0-0259 o el S-0-0260 para controlar la velocidad y aceleración máxima durante la trayectoria
respectivamente.
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6.3.1. Seguimiento de una trayectoria de posición
En el programa B.4.3 del anexo B.4 (Página 126) se presenta un ejemplo de programa en el
que se da una una posición final y el sistema calcula la trayectoria correspondiente. En la Figura
6.7 se puede ver el comportamiento del sistema ante dicha entrada. En este caso la velocidad
máxima permitida es de 500mm/s y la aceleración máxima de 500mm/s2.
Figura 6.7: Seguimeinto de una trayectoria de posición entre 400mm y 1500mm a una velocidad máxima de 0,5m/s
con el uso del interpolador de la unidad de control
El sistema sigue la trayectoria con un error menor del 5 %, como se puede ver en la Figura
6.8. Una vez llegado al estacionario el error disminuye hasta el 0 %.
Se puede aumentar la máxima velocidad con el fin de reducir el tiempo que se tarda en
alcanzar la posición final. En la Figura 6.9 se muestra la misma experiencia que en la Figura 6.7
pero aumentando la velocidad máxima hasta los 2m/s y la aceleración máxima hasta los 5m/s2.
De esta forma se alcanza la posición final mucho más rápido. Por otro lado vemos en la Figura
6.10 que el error de seguimiento aumenta hasta un 14 %, casi triplicando el error anterior. El
error en el estacionario sigue siendo del 0 %.
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Figura 6.8: Error de posición durante seguimiento de trayectoria mostrado en la Fígura 6.7
Figura 6.9: Seguimeinto de una trayectoria de posición entre 400mm y 1500mm a una velocidad máxima de 2m/s
con el uso del interpolador de la unidad de control
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Figura 6.10: Error de posición durante seguimiento de trayectoria mostrada en la Fígura 6.7
Como se ha podido ver en estas dos experiencias, el controlador de posición con interpola-
dor interno sigue las trayectorias con unos resultados muy buenos. Aunque presenta un error
considerable durante el transcurso de la trayectoria, siendo este creciente con la velocidad y
aceleración, no presenta ningún tipo de error en alcanzar la posición deseada.
6.4. Programas de demostración
En el anexo B.4 (Página 116) se pueden consultar otros ejemplos programados durante el
desarrollo del proyecto pero que no se ha considerado necesario añadir en la memoria ya que
funcionan todos a partir de los modos ya vistos en este capítulo.
Capítulo 7
Implementación de los controladores
por pares
En este capítulo se explicarán las diferentes implementaciones que se han realizado sobre el
modo de control por pares explicado en el capítulo 4.
7.1. PID
El primer controlador que se ha implementado es un controlador de posición PID de regula-
ción de la forma que se muestra en la ecuación (Eq. 7.1).
τ = −Kp · e−Ki ·
∫
e dt−Kd · e˙ (7.1)
Donde τ es el par comandado al sistema, e es el error de posición siendo entonces e˙ y
∫
e
su derivada y su integral correspondientemente. El error de posición y su derivada se calculan
directamente de las medidas obtenidas del sistema como se puede ver en las ecuaciones (Eq.
7.2) y (Eq. 7.3).
e = xd − x (7.2)
e˙ = x˙d − x˙ (7.3)
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Siendo x la posición real del sistema, xd la posición deseada, x˙ la velocidad real del sistema
y x˙d la velocidad deseada. Para el cálculo de
∫
e se ha realizado la integración numérica de la
ecuación (Eq. 7.4). El paso de integración será el tiempo de ciclo del sistema, que es 1ms en
todo el proyecto.
(
∫
e dt)n = (
∫
e dt)n−1 + e · h (7.4)
Para escoger de la forma más adecuada los parámetros de las constantes Kp, Ki y Kd se
realizará un proceso de sintonizado del sistema. El método utilizado así como los parámetros
resultantes serán explicados en el siguiente apartado.
7.1.1. Sintonizado
Muchos de los métodos de sintonizado que se pueden encontrar en la bibliografía están
diseñados para ser utilizados en lazo abierto como por ejemplo el método de lazo abierto de
Ziegler-Nichols[14] o el método de Cohen-Coon[15]. Pero el sistema de este proyecto, si se
toma como entrada el par y salida la posición, no es estable en lazo abierto. Por tanto estos
métodos no son validos en este caso.
Otros métodos como el de Ziegler-Nichols en lazo cerrado[16] evitan el problema de la
inestabilidad en lazo abierto. En el caso de este método se requiere obtener en el estacionario
unas oscilaciones mantenidas, utilizando un controlador proporcional que a la práctica no son
posibles de realizar en el sistema real. Otro método de lazo cerrado es el método de Tyreus-
Luyben [17] pero al igual que el anterior método requiere unas oscilaciones mantenidas que no
son alcanzables.
Se ha utilizado el método de sintonizado[18], que se realiza en lazo cerrado. Este método
genera las oscilaciones mantenidas necesarias para el método Ziegler-Nichols y el método de
Tyreus-Luyben en lazo cerrado obteniendo así los valores de la tabla 7.1 para las constantes del
controlador P, PI o PID.
En el apartado B.2 del anexo B (Página 111) se puede ver todo el procedimiento para obtener
dichos parámetros.
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Tabla 7.1: Parámetros del controlador PID según el método de Ziegler-Nichols y Tyreus-Luyben
Ziegler-Nichols Tyreus-Luyben
Kp Ki Kd Kp Ki Kd
P 1536,6684
PI 1396,9713 1,3544 960,4178 0,5130
PID 1807,8452 2,2573 0,1108 1396,9713 0,5130 0,1406
Resultados del PID
En el apartado C.1 del anexo C (Página 149) se pueden ver los resultados a una consigna de
posición del sistema con un controlador PID utilizando los diferentes parámetros de la tabla 7.1.
En todos los ejemplos se ha empezado con el sistema en la posición 300mm y se ha introducido
una consigna de 1000mm.
Estos resultados muestran como en todos los casos hay un sobrepico muy alto, esto es un
problema en el control del sistema puesto que puede hacer que el robot se salga del carril, o en
su defecto llegue a los topes de carrera y haga saltar la seguridad del sistema.
Aparte del sobrepico, también se puede ver como no se consigue alcanzar con precisión
la consigna, incluso con los controladores con parte integral, esto es debido a la alta fricción
estática presente. Al detenerse el sistema, este necesita más par para reanudar el movimiento
del que el controlador le proporciona.
7.1.2. Seguimiento de trayectorias
En este tipo de aplicaciones, donde es importante controlar la posición y velocidad del siste-
ma constantemente para evitar accidentes, es mejor utilizar un controlador con seguimiento de
trayectoria.
Para el control por seguimiento de trayectoria, será necesario tener una aceleración, veloci-
dad y posición deseada en cada punto de la trayectoria a realizar por el sistema. Se calculará el
64 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
par necesario en cada instante según la ecuación del controlador (Eq. 7.5).
τ = x¨d −Kp · e−Ki ·
∫
e dt−Kd · e˙ (7.5)
Se han utilizado los parámetros de la tabla 7.1, obtenidos en el apartado de sintonizado,
para realizar las pruebas con los controladores de posición con trayectoria. Se muestran los
resultados en el apartado C.2 del anexo C (Página 152).
Estos resultados son muy negativos, ya que en ningún caso se sigue con precisión las trayec-
torias definidas y en la mayoría de casos el sistema no es capaz de alcanzar la posición final de
la trayectoria.
Para intentar mejorar el comportamiento del PID con seguimiento de trayectorias, se ha
procedido a la sintonización manual de los valores de Kp, Kd y Ki. Este sintonizado manual se
basa en el método de ensayo-error, con el que después de varios intentos se han obtenido los
valores de la tabla 7.2.
Tabla 7.2: Parámetros del controlador PID obtenidos por ensayo-error
Kp Kint Kder
60000 200000 2000
Quedando por tanto el controlador como se muestra en la ecuación (Eq. 7.6).
τ = x¨d − 60000 · e− 200000 ·
∫
e dt− 2000 · e˙ (7.6)
En en apartado C.4 del anexo C (Página 165) se muestran los resultados para este con-
trolador en el seguimiento de varias trayectorias entre dos posiciones y el seguimiento de una
trayectoria senoidal.
Resultados del PID con seguiminto de trayectoria
Con el controlador de la ecuación (Eq. 7.6) se ha obtenido un comportamiento en el se-
guimiento de trayectorias con muy buenos resultados. Se puede observar como se obtiene un
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seguimiento durante la trayectoria con un error mínimo. Una vez se llega al estacionario el error
decrece hasta el 0 %, obteniendo un posicionamiento perfecto, con precisión milimétrica.
7.2. Controlador Adaptativo
El sistema esta concebido para el movimiento de un robot manipulador, el cual realiza mo-
vimientos a la vez que el sistema se desplaza. Estos movimientos generan unas reacciones sobre
el sistema de desplazamiento lineal que pueden afectar al control del mismo. También existen
en el sistema unas fricciones difícilmente medibles que influyen en el control. Por otro lado el
sistema con el tiempo sufre un deterioro que también puede afectar al control del mismo. Por
estas razones se ha considerado conveniente implementar un controlador con adaptación de
parámetros.
La ley de control del controlador utilizado es el mostrado en la ecuación (Eq. 7.7)[19].
τ = W (x, x˙)θˆm + (θˆ0 − f(x˙)θˆ1)zˆ + (θˆ0ζ0 − f(x˙)θˆ1ζ1) + kcr (7.7)
r = e˙+ kpe+ ki
∫
e dt (7.8)
Donde kc es una ganancia escalar positivo, ζ0(t) y ζ1(t) son estados auxiliares. Los parámetros
θˆm(t), θˆ0(t) y θˆ1(t) son estimados con las leyes de adaptación mostradas en (Eq. 7.9)
˙ˆ
θm = ΓW T (x, x˙)r, ˙ˆθ0 = γ0(zˆ + ζ0)r, ˙ˆθ1 = −γ1(zˆ + ζ1)f(x˙)r (7.9)
Donde γ0 y γ1 son ganancias escalares positivas y Γ ∈ <pxp es una matriz diagonal positiva de
ganancias. El estado no medible z(t) es observado mediante el observador(Eq. 7.10).
˙ˆz = x˙− f(x˙)zˆ, (7.10)
y los estados auxiliares ζ0(t) y ζ1(t) son actualizados según (Eq. 7.11).
ζ˙0 = −f(x˙)ζ˙0 + r, ζ˙1 = −f(x˙)ζ˙1 − f(x˙)r. (7.11)
La matrizW (x, x˙) ∈ <1xp es la mostrada en (Eq. 7.12) y θˆm es el vector de parametros estimados
mostrado en (Eq. 7.13).
W =
(
x¨d + kpe˙+ kie x˙
)
(7.12)
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θˆm =
Mˆ
Bˆ
 (7.13)
La función f(x˙) es una función de la fricción estática mostrada en (Eq. 7.14) obtenida del
modelo de fricción LuGre[20]. En el apartado B.1.2 del anexo B (Página 92) se muestra el
procedimiento para el cálculo de los diferentes parámetros presentes en el modelo de fricción.
En el apartado B.1.3 del anexo B (Página 101) se muestra un modelo realizado en matlab con
la intención de comprobar que el comportamiento del sistema corresponde con el modelo de
fricción utilizado.
f(x˙) = |x˙|
g(x˙) (7.14)
g(x˙) = Fc + (Fs − Fc)e−(
x˙
ν0
)α (7.15)
El controlador PID kcr presente en el controlador de la ecuación (Eq. 7.7) es el mismo que el
utilizado finalmente en el apartado 7.1.2, quedando este como se muestra en la ecuación (Eq.
7.16) y definiendo el error y su derivada como se muestra en (Eq. 7.17) y (Eq. 7.18).
kc · r = kc(e˙+ kpe+ ki
∫
e dt = 60000 · e+ 200000 ·
∫
e dt+ 2000 · e˙ (7.16)
e = xd − x (7.17)
e˙ = x˙d − x (7.18)
Finalmente se han escogido los valores constantes del controlador, los escogidos se muestran
en la tabla 7.3. Estos valores determinarán la velocidad de actualización de los parámetros
estimados en el controlador.
Tabla 7.3: Parametros constantes del controladores adaptativo
Γ1 Γ2 γ0 γ1
70 40 25 25
7.2.1. Resultados del controlador adaptativo
Los resultados obtenidos con este controlador son muy parecidos a los obtenidos con PID. En
en apartado C.4 del anexo C (Página 165) se pueden ver los resultados de este. Se deja pendiente
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de realizar las pruebas de este controlador mientras el robot Stäubli realiza operaciones. Este
controlador deberá mejorar el control del sistema delante de variaciones de inercia y fricción.
7.2.2. Comparación de los resultados obtenidos con el controlador PID, el con-
trolador adaptativo y el controlador nativo de la unidad de control
En la tabla 7.4 se muestra la media y el máximo del valor absoluto del error, ambos en
milímetros, para los tres controladores utilizados para el seguimiento de trayectorias. Estos son
el PID y el adaptativo implementados en este capítulo del proyecto, también se muestran los
resultados para el controlador nativo de la unidad de control explicado en los capítulos 4 y 6.
Se comparan los resultados de siete trayectorias entre la posición inicial de 300mm y la final
mostrada en la tabla, el tiempo de trayectoria es de 1s para todas ellas. El último resultado
corresponde al seguimiento de una trayectoria senoide con periodo de oscilación de 1s y una
amplitud de 1000mm.
Tabla 7.4: Comparación de resultados obtenidos con los tres controladores.
PID Adaptativo Nativo
Distancia |e|medio |e|max |e|medio |e|max |e|medio |e|max
400mm 0,8411 2,0968 0,7388 1,9436 3,8269 10,1540
500mm 1,3268 2,6791 1,2317 2,7826 7,7170 17,1340
600mm 1,8635 3,5557 1,7403 3,5149 12,9815 30,4590
700mm 2,3251 4,4142 2,2448 3,5149 17,0697 40,6130
800mm 2,8724 5,2060 2,6805 5,1700 22,9772 54,6510
900mm 3,4728 7,2100 3,3234 5,7687 25,3891 64,8500
1000mm 3,9510 7,8615 3,8423 7,2225 30,5126 75,0630
seno 0,1806 1,9590 0,1774 1,9056 54,5268 81,7100
Los resultados mostrados en la tabla 7.4 son la media de los obtenidos en las cinco réplicas
realizadas en el experimento.
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Vistos estos resultados se puede concluir que los dos controladores implementados en este
capítulo mejoran de forma notable el comportamiento obtenido con el controlador nativo. Si se
comparan los dos implementados, se aprecia una ligera mejoría en los resultados obtenidos con
el adaptativo frente a los obtenidos con el PID.
7.3. Programación del controlador
En el apartado B.4.4 del anexo B.4 (Página 128) se muestra el programa en C++ utilizado
para las pruebas de estos controladores. En las constantes del mismo se pueden modificar los
parámetros del controlador, permitiendo cambiar entre el adaptativo y el PID simple.
Capítulo 8
Impacto ambiental
8.1. Emisiones de gases y residuos nucleares derivados del consumo de energía
eléctrica
El sistema utilizado en este proyecto utiliza únicamente energía eléctrica para su funciona-
miento, por tanto directamente no produce contaminación atmosférica en el ambiente que lo
rodea. Pero hay que tener en cuenta que dicha electricidad proviene de la red eléctrica, y en su
generación si se produce contaminación atmosférica, así como residuos nucleares.
Según la WWF España, la emisión media de gases por kWh consumido en España, en su
último estudio, es de 0,161 kg CO2/kWh, 0,328 g SO2/kWh y 0,238 g NOx/kWh [21]. Conside-
rando un uso de 500 horas anuales, al ser un proyecto pensado para investigación no tendrá un
uso intensivo, se han calculado las emisiones de gases anuales producidos por la generación de
la electricidad utilizada. En la tabla 8.1 se muestran dichas emisiones de CO2, SO2 y NOx.
En el mismo estudio de WWF España[21] también se detallan los residuos radioactivos, di-
ferenciando entre los de alta actividad y los de baja y media actividad, que se producen por cada
kWh consumido. La producción media de residuos en España por kWh consumido es de 0,00211
cm3/kWh de residuos radioactivos de baja y media actividad y 0,257 mg/kWh de residuos de
alta actividad [21].
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Tabla 8.1: Emision de gases
Consumo anual Emisión Emisión total anual
[kWh/año ] [g/kWh ] [g/año ]
CO2 3.0501 161 491.050
SO2 3.0501 0,328 1.000,4
NOx 3.0501 0,238 725,9
En la tabla 8.2 se muestran la producción de residuos nucleares anuales asociada al consumo
eléctrico del sistema del proyecto.
Tabla 8.2: Producción de residuos radioactivos
Consumo anual [kWh/año ] Residuos por kWh Residuos anuales
Alta actividad 3.050 0,257 mg/kWh 783,85 mg/año
Baja y media actividad 3.050 0,00211 cm3/kWh 6,4355 cm3/año
Como se puede ver en las tablas, tanto la producción de gases como de residuos radioactivos
asociada al consumo de energía eléctrica del sistema es muy baja. Por tanto, el proyecto tendrá
un bajo impacto ambiental, en lo que a las emisiones de gases, nocivos para la atmósfera, y la
producción de residuos radioactivos se refiere.
8.2. Reciclaje
Los componentes a reciclar una vez terminada su vida útil en el laboratorio del IOC son los
ordenadores, el controlador, el carril y el robot.
Puesto que el uso de los elementos del sistema es muy bajo, al ser una instalación pensada
para la investigación, el carril, controlador y robot pueden ser fácilmente recomprados por otras
empresas para darles un uso industrial.
El carril está mayormente construido en acero, por tanto es un elemento fácilmente reciclable
1Consumo obtenido de multiplicar la potencia total de 6,1 kW, vista en el presupuesto, por las 500 horas anuales.
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ya que se puede fundir para hacer nuevas piezas.
El ordenador y otros dispositivos electrónicos deben ser recogidos según el real decreto
208/2005 vigente en España desde el 27 de Febrero de 2005, por los fabricantes, vendedores y
distribuidores de los mismos[22]. Estos dispositivos deben ser depositados en los denominados
“puntos limpios”. De todas formas el reciclaje de los componentes de un PC no resulta sencillo,
según Microelectronics and Computer Technoogy Corporation los componentes mayoritarios, así
como la eficiencia de su reciclaje, de un PC estándar[23] son los mostrados en la tabla 8.3.
Tabla 8.3: Materiales principales de un ordenador y eficiencia del reciclado de los mismos
Material Contenido (En % del peso total) Eficiencia del reciclado
Silício 24,8803 % 0 %
Plásticos 22,9907 % 20 %
Hierro 20,4712 % 80 %
Aluminio 14,1723 % 80 %
Cobre 6,9287 % 90 %
Plomo 6,2988 % 5 %
Zinc 2,2046 % 60 %
Estaño 1,0078 % 70 %
Níquel 0,8503 % 80 %
Otros 0,1953 % -
Se puede ver que una gran parte de los materiales es altamente reciclable. El problema
principal es la complicación para separar los materiales entre ellos, reduciendo de esta manera
las posibilidades de reciclar aquellos materiales más fácilmente reciclables.
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Capítulo 9
Presupuesto
El cálculo del presupuesto de este proyecto se ha dividido en dos partes: el coste del equipo
y material necesario y el coste de las horas de trabajo dedicadas para la realización del mismo.
Coste del equipo necesario para el proyecto
En la tabla 9.1 se muestra el precio del equipo necesario para la realización del proyecto.
Tabla 9.1: Coste del equipo utilizado para el proyecto
Equipo Unidades Precio [C/unidad] Coste total [C]
Controlador HCS02 y Motor 1 2.614,03 2.614,03
Carril 1 14.865 14.865
Ordenador 2 700 1.400
Para calcular el coste de uso del equipo se supone que el uso de este tienen una amortización
de cinco años, suponiendo 2.000h/año. Por tanto el coste de uso de los elementos se puede
calcular según la ecuación (Eq. 9.1).
coste de uso [C] = precio[C]
horas/año · años de amortización · horas de uso (9.1)
En la tabla 9.2 se puede ver el coste de utilización del equipo utilizado en este proyecto.
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Tabla 9.2: Coste de utilización del equipo del proyecto
Equipo Coste total[C] Horas de uso[h ] Coste de utilización[C]
Controlador HCS02 y Motor 2.614,03 260 67,96
Carril 14.865 260 386,49
Ordenador 1.400 1.000 140
En el coste de utilización de los elementos del equipo también se debe incluir el consumo
eléctrico de los mismos. El coste considerado por un kWh es de 0, 12C. Este es el precio medio
del kWh industrial en España obtenido de las estadísticas para precio de electricidad y gas
realizadas por eurostat[24]. En la tabla 9.3 se resume este coste.
Tabla 9.3: Coste estimados del consumo eléctrico del equipo
Equipo Potencia[W ] Horas de uso[h ] Consumo [kWh ] Coste [C]
Controlador HCS02 500 260 130 15,6
Motor Rexroth 5.000 260 1.300 156
Ordenador 300x2 1.000 600 72
Por tanto el coste final del equipo queda finalmente como se muestra en la tabla 9.4.
Tabla 9.4: Coste total del equipo del proyecto
Equipo Coste de utilización[C] Coste eléctrico[C] Coste total [C]
Controlador HCS02 y Motor 67,96 15,6+156 239,56
Carril Güdel 386,49 0 386,49
Ordenador 140 72 212
TOTAL 838,05
Coste de las horas dedicadas
Este proyecto ha sido realizado por un ingeniero junior con la colaboración de dos ingenieros
senior. El coste total de las horas dedicadas se muestra en la tabla 9.5.
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Tabla 9.5: Coste total de las horas dedicadas al proyecto
Horas[h ] Honorarios[C/h ] Coste total [C]
Ingeniero Júnior 1.355 30 40.650
Ingeniero Sénior 200 100 20.000
TOTAL 60.650
Coste total del proyecto
El coste total del proyecto, resultante de la suma del coste del equipo más el coste de las
horas dedicadas y se muestra en la tabla 9.6.
Tabla 9.6: Coste total del proyecto
Coste total [C]
Coste de utilización del equipo 838,05
Coste total de los honorarios 60.650
Coste total del proyecto 61.488,05
76 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
Capítulo 10
Conclusiones
A la finalización de este proyecto se ha logrado completar los objetivos establecidos al prin-
cipio del mismo. Los dos objetivos importantes eran la realización de la conexión con la unidad
de control con un ordenador y el control del movimiento del carril.
La conexión con la unidad de control ha sido establecida satisfactoriamente, pudiendo rea-
lizar en la actualidad cualquier operación sobre la unidad de control utilizando la conexión
EtherCAT y el protocolo SoE, solventado así el problema que suponía poder comunicarse úni-
camente mediante el programa Indradrive en Windows. Se ha otorgando a la librería cpp4ec la
posibilidad de realizar la comunicación con dispositivos SoE.
El proceso de desarrollo de la comunicación ha sido complejo. Esto es debido a la falta de
fuentes referentes al protocolo SoE y con este proyecto se deja una considerable información
sobre el tema, que será de gran ayuda para quien desee realizar comunicación con el mismo
protocolo en un futuro. Se han implementado las funciones más útiles e importantes para la
comunicación, dejando pendiente realizar más funciones que implementen los cientos de co-
mandos que la unidad de control tiene almacenados.
La realización del control por pares ha sido también una tarea complicada, debido a la
dificultad para ajustar unos parámetros adecuados. Finalmente se ha conseguido hallar unos
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adecuados para este proyecto. Una vez implementado el controlador con estos parámetros se
han obtenido unos resultados altamente satisfactorios. Se ha conseguido que el comportamiento
en el seguimiento de trayectorias mejore el resultado obtenido con los controladores nativos de
la unidad de control, con menos error en el seguimiento de la trayectoria.
La implementación del controlador adaptativo ha sido satisfactoria, pero no arroja una me-
joría significativa en el comportamiento del sistema. Por problemas técnicos no se han podido
realizar experiencias donde el robot realizará movimientos que pudieran hacer variar significa-
tivamente las condiciones del sistema, tales como cambios en la masa, inercia o fricción. Se deja
como tarea a realizar en un futuro el estudio del comportamiento de este controlador cuando el
robot Stäubli esté en funcionamiento.
En este proyecto no se ha abordado la sincronización entre el movimiento lineal desarrollado
y el robot Stäubli. Con este proyecto se facilita mucho la realización de esta sincronización,
dejando por tanto facilitado el camino para su futura implementación.
Anexos
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Anexo A
Protocolos de comunicación
A.1. EtherCAT
Telegrama EtherCAT
Como se puede ver en la Figura A.1, el EtherCAT frame está encapsulado en un Ethernet
frame. Cada EtherCAT frame puede tener mas de un EtherCAT datagram para los diferentes
esclavos. En caso de utilizar la cabecera IP, el protocolo EtherCAT puede ser utilizado a través
de routers en red.
En la Figura A.2 se puede ver un ejemplo con los datos en hexadecimal extraído de la comu-
nicación del sistema de este proyecto. En este ejemplo se han obviado los datos almacenados en
el datagrama ya que serán explicados con mayor detalle en la sección A.2. Dejando por tanto
para este ejemplo todo lo referente a la cabecera del telegrama de Ethernet, la cabecera de los
datos de EtherCAT y el FCS (Frame check sequence).
Los datos que la Figura A.2 muestra son los siguientes:
Dirección de destino: cuando la dirección de destino de la trama es 0xFFFFFFFFFFFF, el
mensaje es transmitido a todos los dispositivos de la red.
Dirección de origen: contiene la dirección de origen del mensaje.
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Figura A.1: Trama EtherCAT simple y trama EtherCAt por internet. Tomada de [25]
EtherType: indica el tipo de mensaje que se manda sobre el protocolo Ethernet. Este valor
deberá ser siempre 0x88A4 puesto que es el correspondiente a EtherCAT.
Cabecera de EtherCAT: indica la longitud del mensaje EtherCAT que irá a continuación así
como el tipo de mensaje. En el caso del ejemplo la cabecera es 0x3a10, que reordenada
queda como 0x103a y en binario 0b0001000000111010.
• Longitud: marca la longitud del mensaje de EtherCAT que vendrá a continuación, son
los bits 10 a 0. Por tanto en este ejemplo su valor es 0b00000111010 que en decimal
tiene un valor de 58bytes.
• Reservado: el bit 11 está reservado.
• Tipo: los bits 15 a 12 marcan el tipo de información de los datos que vienen a conti-
nuación. En el caso del ejemplo es 0b0001 que equivale a 1 en decimal que como se
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puede ver en la tabla A.1 corresponde a un datagrama de EtherCAT.
Tabla A.1: Tipo de trama de EtherCAT
0 Reservado 2-3 Reservado 5 Mailbox sobre IP
1 Datagram EtherCAT 4 Network Variables 6-15 Reservado para uso futuro
Datagrama: aquí está la información transmitida por el sistema que, como ya se ha comen-
tado antes, será explicada más en detalle en el apartado A.2.
FCS: el Frame Check Sequence o secuencia de comprobación de la trama, es una secuencia
para verificar la integridad de la información recibida. Este código no es mostrado por
wireshark[26].
Figura A.2: Trama EtherCAT. Modificada de [27]
Relojes distribuidos (Distributed Clocks)
En aquellas aplicaciones donde se requieren acciones simultáneas, la sincronización es muy
importante, como puede ser el caso de aplicaciones donde se tiene varios motores que deben
realizar movimientos coordinados. En contraste con la comunicación completamente síncrona,
cuya calidad sufre inmediatamente por los errores de comunicación, los relojes distribuidos sin-
cronizados tienen un alto nivel de tolerancia al temblor (jitter) en la comunicación del sistema.
Por tanto, la solución de EtherCAT para sincronizar los diferentes nodos en la red está basada
en los relojes distribuidos (DC).
La calibración de estos relojes en los nodos está basada en hardware. El tiempo del primer
DC del primer esclavo es cíclicamente distribuido al resto de dispositivos del sistema. Con este
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mecanismo, el reloj de cada esclavo puede ser ajustado con precisión al primer reloj de referen-
cia. El jitter resultante en el sistema es significativamente inferior a 1µs.
El tiempo enviado desde el reloj de referencia llega al resto de esclavos con un retraso.
Este retraso de propagación debe ser medido y compensado en cada esclavo para asegurar
sincronísmo y simultaneidad entre los diferentes esclavos de la red. Dicho retraso es medido al
inicio de la comunicación o de forma continua durante la operación, asegurando que los relojes
trabajan simultáneamente con menos de 1µs de retraso entre ellos.
Si todos los nodos tienen la misma información de tiempo, pueden escribir las salidas reque-
ridas de forma simultánea y fijar sus señales de entrada con alta precisión. En aplicaciones de
control de movimiento, la precisión del ciclo es también importante. En estas aplicaciones, la
velocidad es típicamente derivada de la medida de posición y por tanto es muy importante que
la medida de posición se realice a intervalos constantes. Pequeñas imprecisiones en la lectura
de posición se pueden trasladar a imprecisiones mayores en el cálculo de la velocidad, especial-
mente en tiempos de ciclo bajos. Con EtherCAT, la medida de posición es activada por el reloj
local y no la red del sistema, consiguiendo así mayor precisión.
Adicionalmente, el uso de los relojes distribuidos aligera el trabajo del maestro ya que accio-
nes como la medida de posición es activada por los relojes locales en vez de hacerlo cuando la
trama es recibida. El maestro no tiene tantos requisitos para mandar las tramas, lo que permite
que pueda estar implementado en software sobre hardware estándar de Ethernet. El maestro
EtherCAT solamente debe asegurarse que el telegrama es mandado antes de que la señal del DC
en el esclavo active las salidas [28].
A.2. Servo Drive Profile over EtherCAT (SoE)
IDN
Los IDN se representan como S-Y-XXXX o P-Y-XXXX, donde la letra S o P es el tipo de IDN,
siendo la S correspondiente a los IDN estándar, definidos por las especificaciones SERCOS, y la
P a los definidos por el fabricante del controlador. La Y corresponde al parameter set y puede ir
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de 0 a 7. El último bloque XXXX es el bloque de datos y puede ir de 0 a 4095.
Cada IDN tiene un tamaño de 2 bytes. El primer bit corresponde al tipo de IDN, los 3 bits
siguientes al parameter set y los últimos 12 al bloque de datos. Esto se puede ver en la Figura
A.3.
Figura A.3: Estrucuctura de un IDN. Tomada de[29]
Cada parámetro, al que hace referencia un IDN, tiene siete elementos o elementflags. Los
elementos 1 a 6 están definidos por el controlador y el maestro no puede cambiarlos, el séptimo
elemento es el valor de variable almacenada y si puede ser modificado. El número hexadecimal
Tabla A.2: Elementos de un IDN
1 0x00 número de IDN
2 0x02 Nombre
3 0x04 Atributo
4 0x08 Unidades
5 0x10 Mínimo
6 0x20 Máximo
7 0x40 Valor
de la segunda columna de la tabla A.2 será importante para realizar el acceso a cada uno de
elementos correspondientes, como se vio en el capítulo 5.
Para poder acceder a los parámetros y comandos a los que hace referencia un IDN se debe
convertir el IDN de la forma S-Y-XXXX o P-Y-XXXX a un número decimal. Para ello se deberán
seguir las siguientes pautas.
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1) El primer bloque o tipo de IDN puede corresponder a una S o una P, las cuales tienen la
equivalencia en hexadecimal que se puede ver en la tabla A.3.
Tabla A.3: Tipo de IDN a hexadecimal
S 0x0000
P 0x8000
2) El segundo bloque o parameter set se convierte según la tabla A.4.
Tabla A.4: Parameter set a hexadecimal
0 0x0000 2 0x2000 4 0x4000 6 0x6000
1 0x1000 3 0x3000 5 0x5000 7 0x7000
3) El tercer bloque o bloque de datos mantiene el mismo número en decimal.
Por último se debe pasar todos los números a decimal y realizar la suma. Se pueden ver dos
ejemplos en las ecuaciones (Eq. A.1) y (Eq. A.2).
S − 0− 0100 = 0x0000 + 0x0000 + 100 = 100 (A.1)
P − 7− 3056 = 0x8000 + 0x7000 + 3056 = 64496 (A.2)
Mapeado de datos en SoE
Dentro de la trama de EtherCAT, mostrada en la Figura A.1, en la parte reservada para
los datagramas EtherCAT es donde los telegramas correspondientes a SERCOS son almacenados
para su lectura y escritura por parte del maestro y los esclavos. En la Figura A.4 se puede ver que
cada datagrama EtherCAT consiste en una cabecera, los datos y un contador que es actualizado
por el esclavo para hacer saber al maestro que se ha realizado lo requerido.
En la Figura A.5 se muestra el contenido de la cabecera, los datos y el final de los datagramas
de EtherCAT obtenidos de el programa wireshark.
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Figura A.4: Estructura trama EtherCAT. Modificada de [11]
La cabecera consta de:
Comando(Cmd): Indica el tipo de telegrama enviado. En el caso de ejemplo, 0c indica que
el telegrama es del tipo LRW (Logical Memory Read Write).
Indice(Idx): es un contador que se incrementa cada vez que se envia una nueva trama.
Desde 00 hasta 0f.
Dirección: es la dirección del esclavo al que va dirigido el datagrama dentro de la red. En
este caso al haber solo un esclavo, esta dirección es siempre 00 00 00 00.
Longitud, R y M: estos 2 Bytes incluyen la longitud del datagrama así como información
sobre si es el último. Se deberá invertir el orden de los bytes antes de pasarlo a binario
para separar las diferentes informaciones. En el ejemplo se tiene 0x1e80, una vez invertido
quedará como 0x801e, en binario, 0b1000 0000 0001 1110.
• M: el bit 15 indica si es el último datagrama de la trama, en este caso como el valor
es 1 el presente datagrama será el último y único.
• R: los bits 14-12 estan reservados.
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Figura A.5: Datagrama de EtherCAT con valores reales estraidos de una trama leida con wireshark. Modificada
de[27]
• Longitud: los bits 11 a 0 indican el tamaño en Bytes de los datos almacenados en el
datagrama. En binario 0b000 0001 1110 y en decimal se obtiene que la longitud será
de 30Bytes.
IRQ (Interruption Request): indica que los datos a continuación forman el mensage envia-
do.
La estructura de los datos dentro del datagrama está dividida en MDT y AT.
MDT: paquete de información que el maestro envía al esclavo. El MDT estará compuesto
por:
• CW: es la Control Word o palabra de control correspondiente al IDN S-0-0134. Este
IDN está siempre configurado en los primeros 2 bytes del MDT y se deberá utilizar
para indicarle al esclavo el estado en que debe estar, así como el modo.
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• IDN configurados: hasta quince IDN se podrán configurar a continuación de la CW
dentro del MDT.
AT: paquete de datos que el maestro envía al esclavo para que este lo actualice con la
información correspondiente.
• SW: es la Status Word o palabra de estado correspondiente al IDN S-0-135. Este IDN
está siempre configurado en los primeros 2 bytes del AT y mostrará información del
esclavo, como su estado o su modo de operación.
• IDN configurados: hasta quince IDN se podrán configurar a continuación de la SW
dentro del AT.
El WKC(Working Counter) el cual marca por cuantos esclavos ha pasado el mensaje. El WKC es
incrementado en uno por accesos de lectura, en dos por accesos de escritura y en tres por accesos
de lectura-escritura. En este caso, el WKC está en 03 puesto que el único esclavo presente en la
red ha efectuado un acceso de lectura-escritura.
Finamente, la trama final del datagrama de EtherCAT consta de:
4 Bytes reservados que siempre muestran el valor 0x000e.
Idx: contador que varia entre 0x00 y 0x0f al igual que el de la cabecera
8 Bytes reservados que siempre presentan el valor 0x0110100908000000.
Contador: un contador de tiempo que marca el instante de envío del telegrama Ethernet.
Empieza en 0 y llega hasta los 4,29 segundos antes de reiniciarse. En el caso de la figura
A.5 el valor es 0x389933c7, que invertido y en decimal es 0xc7339938 ->3342047544ns
= 3,342047544 s.
IRQ: Interruption request que marca el final de la trama.
WC: contador que marca por cuantos esclavos ha pasado el telegrama de ethernet. En el
caso del ejemplo es 0x0100, que al invertirlo queda como 0x0001, que en decimal es 1.
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Anexo B
Anexos técnicos
B.1. Modelizado del sistema
B.1.1. Modelo de fricción
Para poder entender y mejorar el comportamiento de los controladores se ha realizado un
modelo en matlab del sistema y se ha procedido a validarlo con el sistema real. Para su valida-
ción, se ha procedido a la realización de diversos experimentos en el sistema real y en el modelo
con el fin de poder comparar los resultados y ver su similitud.
Con este modelo se pretende entender la fricción presente en el sistema y contrarrestarla en
el sistema real.
Uno de los problemas más importantes al realizar este modelo es la modelización de la
fricción en el sistema. Para esta modelización se ha utilizado el modelo de LuGre [20] (Eq. B.1
y Eq. B.2).
dz
dt
= ν − σ0 |ν|
g(ν)z (B.1)
F = σ0z + σ1(ν)
dz
dt
+ f(ν) (B.2)
Donde la función g(ν) que modela el efecto de Stribeck viene dada por la ecuación (Eq. B.3).
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g(ν) = Fc + (Fs − Fc)e−(
ν
ν0
)α (B.3)
Siendo f(ν) la fricción viscosa que viene dada por la ecuación (Eq. B.4).
f(ν) = α2ν (B.4)
Es util dejar decrecer σ2 con la velocidad como se muestra en (Eq. B.5).
σ1(ν) = σ1e−(ν/νd)
2
(B.5)
Se pueden obtener los parámetros estáticos Fc, Fs, ν0 y α2 mediante la minimización del
cuadrado de los errores. En el apartado B.1.2 se puede ver el procedimiento completo así como
los datos obtenidos.
Los valores para los parámetros estáticos obtenidos son los mostrados en la tabla B.1.
Tabla B.1: Parámetros de fricción estática según el modelo de fricción de LuGre obtenidos
α 2
Fc 7,3306 %
Fs 4,749 %
ν0 7,5853 mm/s
α2 0,0217 %mm/s∑ e2 11,8781
Los parámetros restantes, σ0, σ1 y νd, se han ido ajustando experimentalmente al realizar
el modelo para que los resultados sean lo más parecidos a la realidad ya que su estimación es
bastante laboriosa y complicada.
B.1.2. Obtención de los parámetros estáticos del modelo de fricción
En este apartado se explica el método utilizado para la obtención de los parámetros estáticos
del modelo LuGre de fricción. Para la obtención de estos parámetros se ha partido de un artículo
ya publicado [30].
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Partiendo del modelo de fricción presentado en las ecuaciones (Eq. B.1) y (Eq. B.2) y siguien-
do el artículo mencionado se pueden obtener los parámetros estáticos del modelo, Fc, Fs, ν0 y
α2, de forma experimental, sabiendo que si ν˙ = 0 entonces se cumple la ecuación (Eq. B.6).
dz
dt
= 0 = ν − σ0 |ν|
g(ν)z (B.6)
Quedando por tanto la relación mostrada en la ecuación (Eq. B.7).
ν = σ0
|ν|
g(ν)z (B.7)
Si de la ecuación (Eq. B.7) se aísla σ0z se obtiene la relación (Eq. B.8):
σ0z =
νg(ν)
|ν| (B.8)
Substituyendo las ecuaciones (Eq. B.4), (Eq. B.6) y (Eq. B.8) en la ecuación (Eq. B.2) se obtiene
la relación mostrada en las ecuaciones (Eq. B.9) y (Eq. B.10).
F = νg(ν)|ν| + α2ν (B.9)
F = sign(ν)g(ν) + α2ν (B.10)
Substituyendola ecuación (Eq. B.3) en la (Eq. B.10) queda como resultado lo mostrado en la
(Eq. B.11).
F = sign(ν)(Fc + (Fs − Fc)e−(
ν
ν0
)α) + α2ν (B.11)
En la ecuación (Eq. B.11) se muestra la fuerza de fricción F presente en el sistema si la
velocidad es constante durante el movimiento.
Si la velocidad es constante la aceleración será cero y por tanto, menospreciando toda fric-
ción que no sea la existente entre el carril y la plataforma, la única fuerza que se deberá realizar
sobre el sistema será de igual valor que la fricción. Esto se puede ver en la ecuaciones (Eq. B.12)
y (Eq. B.13).
Frealizada − Ffricción = m · 
0
a (B.12)
Frealizada = Ffricción (B.13)
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El procedimiento realizado consiste en poner el sistema a una velocidad constante y leer el
par que el motor realiza a esa velocidad. Puesto que la relación entre el par y la fuerza es una
constante, se ha dejado la fricción en unidades de porcentaje, de esta forma se simplifica los
cálculos.
Experimentalmente se ha comprobado que al establecer una velocidad constante en el sis-
tema, ni esta velocidad ni el par son realmente constantes sino que presentan cierto ruido,
por tanto se ha realizado la media de estos valores a lo largo de una trayectoria de 2 metros.
También se han desestimado aquellas medidas del inicio y final de la trayectoria por presentar
aceleración.
En la tabla B.2 se muestran los valores obtenidos durante este experimento.
Tabla B.2: Velocidades y fricciones obtenidas
Velocidad establecida Fricción media Velocidad media
0,025mm/s 52,1804 % 0,0239672mm/s
0,05mm/s 50,1967 % 0,0515095mm/s
0,075mm/s 50,1087 % 0,0774990mm/s
0,1mm/s 49,4359 % 0,0985992mm/s
0,125mm/s 48,3088 % 0,127329mm/s
0,15mm/s 48,4912 % 0,157877mm/s
0,175mm/s 48,0971 % 0,167827mm/s
0,2mm/s 47,5582 % 0,198168mm/s
0,225mm/s 47,2929 % 0,223999mm/s
0,25mm/s 47,2802 % 0,249574mm/s
0,25mm/s 53,2630 % 0,246265mm/s
0,5mm/s 50,4895 % 0,499097mm/s
0,75mm/s 49,1169 % 0,747802mm/s
1mm/s 48,6465 % 1,00262mm/s
1,25mm/s 48,5379 % 1,25196mm/s
Sigue en la página siguiente
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Velocidad establecida Fricción media Velocidad media
1,5mm/s 49,4868 % 1,49548mm/s
1,75mm/s 48,0035 % 1,75749mm/s
2mm/s 48,2924 % 1,99729mm/s
2,25mm/s 47,9755 % 2,22970mm/s
2,5mm/s 48,2573 % 2,49020mm/s
2,75mm/s 48,2354 % 2,75614mm/s
3mm/s 48,6613 % 2,99347mm/s
3,25mm/s 48,8221 % 3,23249mm/s
3,5mm/s 49,4080 % 3,50540mm/s
3,75mm/s 48,4095 % 3,77002mm/s
4mm/s 48,6986 % 3,98898mm/s
4,25mm/s 48,4176 % 4,24301mm/s
4,5mm/s 48,5045 % 4,49375mm/s
4,75mm/s 50,1932 % 4,76532mm/s
5mm/s 81,6916 % 4,99781mm/s
10mm/s 80,232 % 9,99698mm/s
15mm/s 81,2332 % 14,9959mm/s
20mm/s 81,7073 % 19,9919mm/s
25mm/s 81,8261 % 24,9895mm/s
30mm/s 82,7707 % 29,9858mm/s
35mm/s 83,0274 % 34,9880mm/s
40mm/s 83,1036 % 39,9963mm/s
45mm/s 83,7130 % 44,9796mm/s
50mm/s 84,0338 % 49,9883mm/s
55mm/s 84,9109 % 54,9919mm/s
60mm/s 85,5723 % 59,9810mm/s
65mm/s 86,4435 % 64,9736mm/s
Sigue en la página siguiente
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Velocidad establecida Fricción media Velocidad media
70mm/s 86,9924 % 69,9784mm/s
75mm/s 88,0599 % 74,9623mm/s
80mm/s 88,8240 % 79,9704mm/s
85mm/s 89,9635 % 84,9570mm/s
90mm/s 90,8367 % 89,9427mm/s
95mm/s 91,4899 % 94,9307mm/s
100mm/s 93,0677 % 99,9385mm/s
105mm/s 94,2969 % 104,927mm/s
110mm/s 95,5316 % 109,896mm/s
115mm/s 96,2911 % 114,892mm/s
120mm/s 97,9139 % 119,883mm/s
125mm/s 98,7806 % 124,862mm/s
130mm/s 100,450 % 129,852mm/s
135mm/s 101,208 % 134,828mm/s
140mm/s 102,610 % 139,818mm/s
145mm/s 103,621 % 144,785mm/s
150mm/s 105,129 % 149,767mm/s
155mm/s 105,837 % 154,766mm/s
160mm/s 107,112 % 159,716mm/s
165mm/s 108,101 % 164,695mm/s
170mm/s 109,456 % 169,648mm/s
175mm/s 110,890 % 174,591mm/s
180mm/s 111,885 % 179,605mm/s
185mm/s 113,149 % 184,559mm/s
190mm/s 113,906 % 189,540mm/s
195mm/s 114,937 % 194,522mm/s
200mm/s 116,588 % 199,407mm/s
Sigue en la página siguiente
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Velocidad establecida Fricción media Velocidad media
205mm/s 115,818 % 204,857mm/s
210mm/s 118,233 % 209,278mm/s
215mm/s 119,745 % 214,209mm/s
220mm/s 121,481 % 219,184mm/s
225mm/s 121,733 % 224,186mm/s
230mm/s 122,995 % 229,183mm/s
235mm/s 124,654 % 234,004mm/s
240mm/s 125,807 % 239,020mm/s
245mm/s 126,417 % 243,915mm/s
250mm/s 128,135 % 248,801mm/s
255mm/s 128,933 % 253,716mm/s
260mm/s 130,075 % 258,634mm/s
265mm/s 130,970 % 263,574mm/s
270mm/s 132,157 % 268,411mm/s
275mm/s 133,184 % 273,332mm/s
280mm/s 133,539 % 278,528mm/s
285mm/s 135,005 % 283,327mm/s
290mm/s 136,120 % 288,161mm/s
295mm/s 137,580 % 292,912mm/s
300mm/s 138,591 % 297,824mm/s
305mm/s 139,624 % 302,757mm/s
310mm/s 140,258 % 307,662mm/s
315mm/s 141,562 % 312,483mm/s
320mm/s 142,684 % 317,240mm/s
325mm/s 143,917 % 322,168mm/s
330mm/s 143,027 % 327,249mm/s
335mm/s 145,352 % 331,981mm/s
Sigue en la página siguiente
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Velocidad establecida Fricción media Velocidad media
340mm/s 146,495 % 336,841mm/s
345mm/s 147,181 % 341,555mm/s
350mm/s 148,708 % 346,442mm/s
355mm/s 149,792 % 351,314mm/s
360mm/s 150,293 % 356,576mm/s
365mm/s 151,484 % 361,837mm/s
370mm/s 152,379 % 366,233mm/s
375mm/s 153,922 % 370,597mm/s
380mm/s 154,913 % 376,400mm/s
385mm/s 156,077 % 380,324mm/s
390mm/s 156,656 % 384,895mm/s
395mm/s 157,353 % 390,078mm/s
400mm/s 159,168 % 394,768mm/s
405mm/s 160,094 % 399,337mm/s
410mm/s 160,451 % 404,532mm/s
415mm/s 162,201 % 409,095mm/s
420mm/s 163,095 % 413,562mm/s
425mm/s 164,180 % 418,487mm/s
430mm/s 165,738 % 423,285mm/s
435mm/s 164,861 % 428,556mm/s
440mm/s 167,259 % 432,771mm/s
445mm/s 168,633 % 437,293mm/s
450mm/s 169,290 % 441,993mm/s
455mm/s 170,989 % 446,968mm/s
460mm/s 171,565 % 451,495mm/s
465mm/s 170,803 % 457,327mm/s
470mm/s 173,717 % 461,129mm/s
Sigue en la página siguiente
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Velocidad establecida Fricción media Velocidad media
475mm/s 174,373 % 465,929mm/s
480mm/s 175,018 % 470,503mm/s
485mm/s 176,477 % 475,762mm/s
490mm/s 177,274 % 479,866mm/s
495mm/s 178,409 % 484,722mm/s
500mm/s 176,370 % 490,030mm/s
505mm/s 180,380 % 494,027mm/s
510mm/s 181,575 % 498,381mm/s
515mm/s 182,939 % 503,115mm/s
520mm/s 183,291 % 507,628mm/s
525mm/s 183,664 % 513,876mm/s
530mm/s 182,841 % 517,314mm/s
535mm/s 186,308 % 521,358mm/s
540mm/s 187,583 % 526,226mm/s
545mm/s 188,477 % 530,913mm/s
550mm/s 189,278 % 535,463mm/s
555mm/s 189,935 % 540,145mm/s
560mm/s 192,029 % 544,362mm/s
565mm/s 192,882 % 549,157mm/s
570mm/s 193,809 % 554,893mm/s
575mm/s 194,911 % 557,925mm/s
580mm/s 195,980 % 562,949mm/s
585mm/s 197,380 % 566,873mm/s
590mm/s 197,212 % 571,748mm/s
595mm/s 199,979 % 575,967mm/s
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Utilizando la velocidad media y el par medio, se han ajustado los parámetros Fc, Fs, ν0 y α2
para que la suma al cuadrado de los errores sea mínima. Siendo este mostrado en la ecuación
(Eq. B.15)
e = F (Fc, Fs, ν0, α2, v)− Ffricciónmedia (B.14)
e = sign(ν)(Fc + (Fs − Fc)e−(
ν
ν0
)α) + α2ν − Ffriccionmedia (B.15)
Utilizando las 147 medidas de la tabla B.2 se obtienen 147 ecuaciones de error con cuatro
incógnitas. Si se buscan los valores de Fc, Fs, ν0 y α2 tal que la suma de los errores al cuadra-
do calculados sea mínima, se pueden obtener los valores para dichos parámetros que más se
asemejen a la realidad.
El parámetro α de la función no se ha incluido en el cálculo de mínimos cuadrados, se han
mantenido constantes. Se han obtenido diferentes resultados de los parámetros para distintos
valores del parámetro α. Este se ha fijado en 1 o 2, tal como se muestra habitualmente en la
bibliografía existente[30]. En la tabla B.3 se muestran los resultados finales.
Tabla B.3: Parámetros estáticos del modelo de fricción LuGre
α 1 2
Fc 7,3276 % 7,3306 %
Fs 4,6035 % 4,749 %
ν0 9,3749 mm/s 7,5853 mm/s
α2 0,0217 %mm/s 0,0217
%
mm/s∑ e2 17,0212 11,8781
La suma de los errores al cuadrado es menor cuando α = 2, se ha escogido los parámetros
correspondientes a esta α para utilizar en el modelo.
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B.1.3. Modelo
El modelo se ha implementado con la herramienta simulink de Matlab. Para ello se ha defi-
nido un sistema lineal (Eq. B.16) y (Eq. B.17).
x¨m+ f = τ (B.16)
x¨m = τ − f (B.17)
Donde τ y f son respectivamente el par aplicado y la fricción en el sistema. Al pasar a espacio
de estados queda sistema (Eq. B.18) y (Eq. B.19).
x1 = x x˙1 = x˙ = x2 (B.18)
x2 = x˙ x˙2 = x¨ = τ−fm (B.19)
Tomando como entrada del sistema u = τ−fm se obtienen las matrices del espacio de estados A,
B, C y D mostradas en (Eq. B.20) y (Eq. B.21).
A =
 0 1
0 0
 B =
 0
1
 (B.20)
C =
 1 0
0 1
 D =
 0
0
 (B.21)
Quedando el sistema finalmente como se muestra en (Eq. B.22) y (Eq. B.23).
x˙ =
 0 1
0 0
 x+
 0
1
 u (B.22)
y =
 1 0
0 1
 x+
 0
0
 u (B.23)
Por otro lado se ha modelizado la fricción a partir de la velocidad que nos da el sistema y el
modelo de LuGre y una vez calculada la fricción, se introduce como parte de la entrada como se
puede ver en la Figura B.1.
Para poder realizar pruebas sobre este modelo del sistema, se ha implementado el mismo
PID de seguimiento de trayectoria que se está utilizando en el sistema real y que se puede ver
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en el capítulo 7.1.2. Su implementación se muestra en la ecuación (Eq. B.24) y en la FiguraB.2.
τ = x¨−Kpe−Kde˙−Ki
∫
edt (B.24)
Figura B.1: Modelo básico inicial
Figura B.2: Modelo con controlador PID
El primer problema que aparece en la simulación de este modelo es el hecho de que el
modelo de LuGre, con la condición inicial de z = 1, calcula una fuerza de fricción estática
constante mientras no existe movimiento en el sistema. Esto no se asemeja a la realidad ya que
dicha fuerza de fricción estática debería ser del mismo valor y signo contrario a la fuerza que se
está aplicando en el sistema. En la Figura B.3 se puede apreciar este efecto.
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Figura B.3: Fuerza comandada y fuerza de fricción en el modelo
Sabiendo que la entrada a nuestro sistema es τ−fm . Si la fricción es mayor que la fuerza co-
mandado y no existe movimiento, la fuerza efectiva resulta negativa. Al ser negativa, el sistema
comienza a desplazarse ayudado por a fuerza de fricción. Este efecto se puede apreciar en la
figura B.4, correspondiente al movimiento causado por las fuerzas de la Figura B.3.
Figura B.4: Gráfico del movimiento no real causado por la fuerza de fricción
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Para evitar este problema se ha añadido una función, de forma que si el sistema está en
reposo y la fricción es más alta que el valor absoluto del par comandado el resultado de τ − f
se fija a cero. De esta forma se evita el efecto descrito anteriormente. En la Figura B.5 se puede
ver como ahora el sistema ya no retrocede al inicio del movimiento, ni al final de este.
Figura B.5: Gráfico con problema de movimiento por fricción solucionado
También aparece un efecto no deseado al cambiar de signo la velocidad. Siendo la fricción
del modelo la mostrada en la ecuación (Eq. B.25).
F = σ0z + σ1(ν)
dz
dt
+ f(ν) (B.25)
Si crece la velocidad, también crece z˙ y con esta z. Siendo entonces la fuerza de fricción positiva
y de mismo signo que la velocidad. Al decrecer la velocidad y empezar a decrecer z˙, z empieza a
decrecer pero se mantiene positiva durante un corto periodo de tiempo. Si se mantiene z positiva
mientras ν y z˙ son negativas, en este caso la fricción resulte de signo contrario a la velocidad.
Se puede ver este efecto en la figura B.6, donde el sistema sigue una trayectoria senoidal. En
el instante de tiempo 10 segundos la velocidad empieza a ser negativa, pero la fricción sigue
siendo durante dos segundos positiva.
Este efecto no tiene ningún sentido físico ya que la fricción siempre deberá ser de sentido
contrario al movimiento. Pero en estas simulaciones se puede apreciar como en determinados
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Figura B.6: Gráfico que muestra el problema de fricción en el cambio de dirección del movimiento
momentos la fricción en vez de dificultar el movimiento lo facilita.
Para solventar este problem se ha propuesto hacer el cálculo de la fricción utilizando el valor
absoluto de la velocidad y después escoger el signo de la fuerza de fricción en función del signo
de la velocidad. De esta forma se asegura que la fricción será contraria al movimiento siempre.
Posteriormente se comprobará si los resultados obtenidos se asemejan a la realidad del sistema
o no.
Las ecuaciones del modelo de fricción de LuGre quedarán tal como se muestran en las ecua-
ciones (Eq. B.26), (Eq. B.27) y (Eq. B.28).
dz
dt
= |ν| − σ0 |ν|
g(ν)z (B.26)
g(ν) = Fc + (Fs − Fc)e−(
|ν|
ν0
)α (B.27)
F = sign(ν)(σ0z + σ1(ν)
dz
dt
+ α2|ν|) (B.28)
Realizando las modificaciones correspondientes, el modelo quedará como se puede ver en
la Figura B.7. Donde el bloque Función1 se encarga de evitar el movimiento del sistema cuando
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este está en reposo debido a la fricción. La función LuGre calcula la fricción y la función Signo
LuGre se encarga de determinar el signo de esta.
Figura B.7: Modelo del controlador completo en Matlab
B.1.4. Validación del modelo
Para la validación se han hecho varios experimentos en el sistema real y posteriormente se
han simulado los mismos experimentos en el modelo para su comparación.
Los primeros experimentos son de seguimiento de trayectoria para ir desde la posición de
300mm a varias posiciones siguiendo una trayectoria de posición (Eq. B.29), velocidad (Eq.
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B.30) y aceleración (Eq. B.31).
x(t) =

xini + amax 12 t2 Si 0 ≤ ttotal2
xini+xfin
2 + amax
ttotal
2 (t− ttotal2 )− amax 12(t− ttotal2 )2 Si ttotal2 ≤ t ≤ ttotal
xfin Si t > ttotal
(B.29)
x˙(t) =

amax · t Si 0 ≤ ttotal2
(amax ttotal2 )− amax(t− ttotal2 ) Si ttotal2 ≤ t ≤ ttotal
0 Si t > ttotal
(B.30)
x¨(t) =

amax Si 0 ≤ ttotal2
−amax Si ttotal2 ≤ t ≤ ttotal
0 Si t > ttotal
(B.31)
En la Figura B.8 se puede ver un ejemplo de trayectoria donde la posición inicial es xini =
300mm, la posición final es xfin=500mm y el tiempo total de la trayectoria es ttotal=2.5s.
En la Figura B.9 se puede ver el seguimiento de esta trayectoria en el modelo así como el par
comandado, la fricción del modelo y el par efectivo resultante τefec = τ − f .
En la Figura B.10 se puede ver el mismo resultado que el mostrado en la Figura B.9 pero en el
sistema real. En este solo se puede leer el par/fuerza comandada al sistema, para obtener el par
efectivo y la fricción se ha partido de la aceleración del sistema. Se puede ver el procedimiento
en el anexo B.3.
Se ha realizado el seguimiento de un seno entre las posiciones de 400mm y 1.300mm con
un periodo de 10 segundos, tanto en el modelo como en la realidad. La trayectoria se muestra
en las ecuaciones (Eq. B.32), (Eq. B.33), (Eq. B.34) y en la Figura B.11.
x = 450 sin(pi5 t−
pi
2 ) + 850 (B.32)
x˙ = 90pi cos(pi5 t−
pi
2 ) (B.33)
x¨ = −18pi2 sin(pi5 t−
pi
2 ) (B.34)
En la Figura B.12 se muestra el comportamiento del modelo frente a la trayectoria descrita y en
la Figura B.13 el comportamiento real del sistema.
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Figura B.8: Trayectorias deseadas
Figura B.9: Resultado obtenido del modelo de matlab, se muestra la posición y los pares del sistema
A la vista de estos resultados se puede concluir que el modelo se asemeja a la realidad y
puede servir para realizar pruebas en él, antes de realizarlas en el sistema real y evitar así
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Figura B.10: Resultado obtenido del sistema real con la misma experimentación de la Figura B.9
posibles accidentes producidos durante las pruebas.
Donde menos se asemeja el modelo a la realidad es cuando el sistema comanda un par pero
no se mueve debido a que no es capaz de vencer la fricción estática. En el sistema real se puede
apreciar como el par comandado y la fricción se mantienen iguales durante todo ese proceso,
mientras que en la simulación, la fricción toma un valor mínimo en módulo en función de la
velocidad. En la Figura B.12 se puede ver como cuando la velocidad es cero, la fricción y el τefec
oscilan entre la fricción estática en positivo y negativo.
Se pueden ver más simulaciones en el modelo y en el sistema real en el apartado C.5 del
anexo C (Página 173).
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Figura B.11: Trayectoría senoidal seguida por el sistema
Figura B.12: Resultado obtenido del modelo de matlab al seguir la trayectoria de la Figura B.11, se muestra la
posición y los pares del sistema
Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores 111
Figura B.13: Resultado obtenido del sistema real con la misma experimentación de la Figura B.12
B.2. Método de sintonizado del PID
Los pasos para obtener los parámetros del controlador PID en el método de sintonizado
utilizado son los siguientes:
Paso 1: Dejar al sistema llegar al estado estacionario.
Paso 2: Llevar el sistema a un nuevo punto estacionario.
Paso 3: Implementar un controlador on-off como el siguiente:
Si la ganancia del sistema es positiva, u =

u0 + h si e ≥ 0
u0 − h si e < 0
Si la ganancia del sistema es negativa, u =

u0 − h si e ≥ 0
u0 + h si e < 0
Paso 4: Dejar que el sistema llegue a realizar oscilaciones periódicas mantenidas.
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Paso 5: Medir el semiperiodo Pu y la amplitud de la oscilación mantenida obtenida en
el sistema, como se muestra en la Figura B.14. Obtener la última ganacia a partir de la
ecuación (Eq. B.35).
Ku =
4 · h
pi · a (B.35)
Figura B.14: Entrada y salida en el proceso de sintonizado [18]
Paso 6: usar las fórmulas de Ziegler-Nichols (Tabla B.4) o de Tyreus-Luyben (Tabla B.5)
para obtener los valores de Kp, Ki y Kd.
A continuación se realizarán los cálculos para la obtención de los parámetros del PID en el caso
particular del sistema del proyecto. Una vez el sistema ya ha llegado al estacionario, teniendo
en cuenta que la ganancia es positiva, se introduce el controlador on-off alrededor del punto
750mm.
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Tabla B.4: Fórmulas para sintonizar controladores PID según el método de Ziegler-Nichols [31]
Kp Kint Kder
P Ku2
PI Ku2,2
1,2
Pu
PID Ku1,7
2
Pu
Pu
8
Tabla B.5: Fórmulas para sintonizar controladores PID según el método de Tyreus-Luyben [31]
Kp Kint Kder
PI 3,2Ku 2, 2 · Pu
PID 2,2Ku 2, 2 · Pu Pu6,3
u =

750 + 50 si e ≥ 0
750− 50 si e < 0
Se debe tener en cuenta que se está trabajando con una constante proporcional en el sistema
de valor Kp = 2.800 puesto que si no el sistema es muy lento. Si contemplamos esta ganancia
como parte de la entrada, se debe multiplicar el controlador por una constante de valor 2.800.
u =

2, 100,000 + 140,000 si e ≥ 0
2,100,000− 140,000 si e < 0
Una vez aplicado este controlador la respuesta del sistema es la que se muestra en la figura B.15.
En estos gráficos se puede obtener los valores de a, Pu y h necesarios para utilizar este método.
a = 58 (B.36)
Pu = 0, 886 (B.37)
h = 140,000 (B.38)
Por tanto si se utiliza la ecuación B.35 se tiene que los resultados para Ku y Pu son los
mostrados en la tabla B.6.
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Figura B.15: Entrada y salida en el proceso de sintonizado
Tabla B.6: Parámetros obtenidos en el sintonizado
Ku 3.073,3368
Pu 0,886
Finalmente si se utilizan los valores de la tabla B.6 se obtienen los parámetros del PID, según
Ziegler-Nichols (tabla B.4) o Tyreus-Luyben (tabla B.5), que se muestran en la tabla B.7.
Tabla B.7: Parámetros del controladores PID según el método de Ziegler-Nichols y Tyreus-Luyben
Ziegler-Nichols Tyreus-Luyben
Kp Kint Kder Kp Kint Kder
P 1.536,6684
PI 1.396,9713 1,3544 960,4178 0,5130
PID 1.807,8452 2,2573 0,1108 1.396,9713 0,5130 0,1406
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B.3. Cálculo del par efectivo y de la fricción en el sistema real
Con el controlador del sistema solamente se puede obtener el par efectuado por el motor.
No es posible obtener medidas de realimentación del par, ni medidas de la fricción presente en
el sistema.
Para obtener estas medidas, las cuales son útiles para realizar comparaciones con el modelo
de fricción obtenido en matlab, se ha realizado el procedimiento que a continuación se explica.
Partiendo de la ecuación (Eq. B.39), donde la Frealizada es la fuerza realizada 1, Ffriccion es
la suma de todas las fuerzas de fricción presentes entre el carril y el sistema móvil, m = 149Kg2
es la masa del sistema móvil y a la aceleración del mismo, la cual si se puede medir.
Frealizada − Ffricción = m · a (B.39)
Conociendo la fuerza realizada, la masa y la aceleración se puede obtener el valor de la
Fuerza de fricción. También se puede obtener lo que se denominará Fuerza efectiva, según la
ecuación (Eq. B.40), que es la fuerza que se realiza sobre el sistema una vez descontada la parte
necesaria para vencer la fricción.
Fefectiva = Frealizada − Ffricción = m · a (B.40)
En la figura B.16 se muestra un ejemplo real del sistema en el que se ha obtenido la fricción y el
par efectivo a partir de la aceleración.
1Puesto que el par y la fuerza mantienen una relación constante tal que 10N=1 % del par, la Frealizada =
10 · Parrealizado.
2Masa aproximada, la cual aporta unos resultados más parecidos a la realidad en la fricción.
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Figura B.16: Posición, par comandado, par de fricción y par efectivo en una trayecotria del sistema
B.4. Programas de demostración
B.4.1. Control por velocidad
Los programas de esta sección utilizan el control de velocidad nativo de la unidad de control.
Seguimiento de una velocidad
En este programa se introduce una velocidad constante y el programa la sigue durante un
tiempo especificado en la constante TIME.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <pthread.h>
5 #include <fstream >
6 #include <iostream >
7 #include <vector >
8 #include <string >
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9 #define TIME 3000000 //in us , actual is 3 seconds
10 #define MAXVELOCITY 250
11 #define MINVELOCITY -250
12 cpp4ec :: EcMaster master("rteth0" ,1000000 , true); // 1ms and with DC
13 std::vector <cpp4ec :: EcSlave*> drivers;
14 int main ()
15 {
16 int status ,position ,velocity;
17 pthread_t pt;
18 try
19 {
20 drivers.resize (0);
21 master.preconfigure ();
22 drivers = master.getSlaves ();
23 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
24 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(TORQUE_CONTROL ,0);
25 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(VELOCITY_CONTROL
,1);
26 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
27 std::vector <int > idnlistMDT ={36};
28 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
29 std::vector <int > idnlistAT ={40};
30 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
31 master.configure ();
32 usleep (250000); // Little waiting to avoid the error F2025
33 master.start();
34 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FIRST_ENTRY ,status);
35 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,velocity
);
36 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(THIRD_ENTRY ,position)
;
37 while (velocity != 250 )
38 {
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39 std::cout <<"Enter a Velocity between "<<MAXVELOCITY <<"mm/s and "
<<MINVELOCITY <<"mm/s or 0 to exit "<<std::endl;
40 std::cin >>velocity;
41 if(( velocity < MAXVELOCITY) && (velocity > MINVELOCITY))
42 {
43 velocity = velocity *60*1000;
44 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(
SECOND_ENTRY ,velocity);
45 master.update ();
46 usleep(TIME);
47 for (int i=1;i<20;i++)
48 {
49 velocity = velocity/i;
50 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(
THIRD_ENTRY ,velocity);
51 master.update ();
52 }
53 }
54 }
55 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FIRST_ENTRY ,status);
56 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,velocity
);
57 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(THIRD_ENTRY ,position)
;
58 master.stop();
59 master.reset();
60 }
61 catch (EcError& e)
62 {
63 std::cout <<e.what()<<std::endl;
64 }
65 return (0);
66 }
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Seguimiento de un perfil velocidad
En este programa se crea un perfil de velocidad de forma senoidal con amplitud de 100mm/s
y periodo de 20s. El sistema sigue dicho perfil de velocidad.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <pthread.h>
5 #include <fstream >
6 #include <iostream >
7 #include <vector >
8 #include <string >
9
10 cpp4ec :: EcMaster master("rteth0" ,1000000 , true); // 1ms and with DC
11 std::vector <cpp4ec :: EcSlave*> drivers;
12
13 int main ()
14 {
15 int status ,position ,velocity;
16 try
17 {
18 drivers.resize (0);
19 /* The master and slaves are configured */
20 master.preconfigure ();
21 /* The slaves vector is get , in this demo , one EcSlave is conected
in the net */
22 drivers = master.getSlaves ();
23 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
24 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(VELOCITY_CONTROL
,0);
25 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
26 // Configuration of the MDT and AT
27 std::vector <int > idnlistMDT ={47, 36};
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28 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
29 std::vector <int > idnlistAT ={51 ,40 ,84 ,32816};
30 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
31
32 /* The master and slaves are configured */
33 master.configure ();
34 /* The master and slaves are started */
35 usleep (250000); // Little waiting to avoid the error F2025
36 master.start();
37 int velocitysin;
38 float t;
39 t=0;
40 bool end=false;
41 while (!end)
42 {
43 velocitysin =100* sin (0.31415*t)*60*1000;
44 std::cout <<velocitysin <<std::endl;
45 t=t+0.001;
46 std::cout <<t<<std::endl;
47 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(THIRD_ENTRY ,
velocitysin);
48 master.update ();
49 usleep (1000);
50 if (t>20){
51 end=true;
52 }
53 }
54 velocity =0;
55 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(THIRD_ENTRY ,
velocity);
56 master.update ();
57 usleep (1000000);
58 /* The master and slaves are stopped and reset */
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59 master.stop();
60 master.reset();
61 }
62 catch (EcError& e)
63 {
64 /* if there are any spected error it would be printed on the screen
*/
65 std::cout <<e.what()<<std::endl;
66 }
67 return (0);
68 }
B.4.2. Control de posición con introducción de datos cíclicos
Los programas de esta sección utilizan el controlador nativo de posición con introducción de
datos de forma cíclica.
Seguimeinto de trayectoria
Este programa permite alcanzar una posición deseada mediante el seguimiento de una tra-
yectoria de posición proporcionada al controlador. Esta trayectoria no puede hacer exceder la
velocidad máxima ni la aceleración máxima. En caso de hacerlo el sistema se bloquearía.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <fstream >
5 #include <iostream >
6 #include <vector >
7 #include <pthread.h>
8 #include <fstream >
9 #include <string >
10 #include "ReflexxesAPI.h"
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11 #include "RMLPositionFlags.h"
12 #include "RMLPositionInputParameters.h"
13 #include "RMLPositionOutputParameters.h"
14 #define CYCLE_TIME_IN_SECONDS 0.001
15 #define NUMBER_OF_DOFS 1
16 #define MAXPOSITION 1700
17 #define MINPOSITION 300
18 #define VELOCITY 120000000 //10^3mm/min this is the real maximum
velocity that are used in the profile calculation of the trajectory
19 #define MAXVELOCITY91 284666656 //10^3mm/min this is the maximun
velocity preset in the drive to avoid a F2037 problem
20 #define ACCELERATION 50000000
21 cpp4ec :: EcMaster master("rteth0" ,1000000 , true);// 1ms and with DC
22 std::vector <cpp4ec :: EcSlave*> drivers;
23 int pos , vel , acce;
24 int main ()
25 {
26 int ResultValue =0;
27 ReflexxesAPI *RML=NULL;
28 RMLPositionInputParameters *IP=NULL;
29 RMLPositionOutputParameters *OP=NULL;
30 RMLPositionFlags Flags;
31 RML=new ReflexxesAPI(NUMBER_OF_DOFS , CYCLE_TIME_IN_SECONDS);
32 IP=new RMLPositionInputParameters(NUMBER_OF_DOFS);
33 OP=new RMLPositionOutputParameters(NUMBER_OF_DOFS);
34 int position , initialPosition , velocity , acceleration , newposition ,
currentposition;
35 pthread_t pt, pt2;
36 int res;
37 try
38 {
39 drivers.resize (0);
40 master.preconfigure ();
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41 drivers = master.getSlaves ();
42 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
43 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(POSITION_CONTROL
,0);
44 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
45 int value =100000000000;
46 ec_SoEwrite (1, 0, 0x40 , 138, 4, &value ,EC_TIMEOUTRXM);
47 std::vector <int > idnlistMDT ={47 ,91 ,258};
48 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
49 std::vector <int > idnlistAT ={51 ,40 ,164};
50 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
51 master.configure ();
52 usleep (250000); // Little waiting to avoid the error F2025
53 master.start();
54 int position;
55 master.update ();
56 usleep (2000);
57 master.update ();
58 usleep (1000000);
59 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(THIRD_ENTRY ,
MAXVELOCITY91);
60 master.update ();
61 int targetPosition , desiredPosition = 1, velocity = VELOCITY ,
initialposition;
62 bool finish = false;
63 std:: ofstream myfile;
64 myfile.open ("position.txt");
65 while (desiredPosition != 0)
66 {
67 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,
position);
68 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(THIRD_ENTRY ,
velocity);
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69 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FOURTH_ENTRY ,
acceleration);
70 std::cout <<"Initial position: "<<position /10000<<std::endl;
71 std::cout <<"Enter a position between "<<MAXPOSITION <<"mm and "
<<MINPOSITION <<"mm or 0 to exit "<<std::endl;
72 std::cin >>desiredPosition;
73 IP->CurrentPositionVector ->VecData [0]= position;
74 IP->CurrentVelocityVector ->VecData [0]= velocity *10/60;
75 IP->CurrentAccelerationVector ->VecData [0]= acceleration;
76 IP->MaxVelocityVector ->VecData [0]= VELOCITY *10/60;
77 IP->MaxAccelerationVector ->VecData [0]= ACCELERATION;
78 IP->MaxJerkVector ->VecData [0]=1000;
79 IP->TargetPositionVector ->VecData [0]= desiredPosition *10000;
80 IP->TargetVelocityVector ->VecData [0]= 0;
81 IP->SelectionVector ->VecData [0]= true;
82 if(( desiredPosition < MAXPOSITION) && (desiredPosition >
MINPOSITION))
83 {
84 std::cout <<"Actual position(in): "<<position /10000<<std::
endl;
85 bool end=false;
86 ResultValue =0;
87 while (( ResultValue != ReflexxesAPI ::
RML_FINAL_STATE_REACHED)||(! end))
88 {
89 usleep (1000);
90 ResultValue = RML ->RMLPosition (*IP , OP , Flags)
;
91 if (ResultValue < 0)
92 {
93 printf("An error occurred ( %d).\n", ResultValue
);
94 break;
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95 }
96 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(
SECOND_ENTRY ,OP ->NewPositionVector ->VecData [0]);
97 master.update ();
98 pos= OP ->NewPositionVector ->VecData [0];
99 vel= 60*(OP ->NewVelocityVector ->VecData [0]) /10;
100 acce= OP ->NewAccelerationVector ->VecData [0];
101 *IP->CurrentPositionVector =*OP->NewPositionVector;
102 *IP->CurrentVelocityVector =*OP->NewVelocityVector;
103 *IP->CurrentAccelerationVector =*OP->
NewAccelerationVector;
104 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(
SECOND_ENTRY ,currentposition);
105 l << (float)pos/10000<<"mmd "<< (float)currentposition
/10000 <<"mm"<< std::endl;
106 if (abs(desiredPosition *10000 - currentposition) <100)
107 {
108 end=true;
109 }
110 }
111 }
112 }
113 usleep (1000000);
114 master.stop();
115 master.reset();
116 delete RML;
117 delete IP;
118 delete OP;
119 exit(EXIT_SUCCESS) ;
120 }
121 catch (EcError& e)
122 {
123 /* if there are any spected error it would be printed on the screen
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*/
124 std::cout <<e.what()<<std::endl;
125 }
126 return (0);
127 }
B.4.3. Control de posición con interpolador interno
Seguimiento de trayectoria
Este programa permite alcanzar una posición deseada mediante el seguimiento de una tra-
yectoria dada por el controlador sin sobrepasar una velocidad y aceleración máximas.
Al ejecutar el programa se puede introducir la posición que se desea alcanzar.
En la línea 11 se puede modificar la constante que guarda velocidad máxima, en mm/s, de
operación del sistema. En la línea 12 se puede modificar de igual manera la máxima aceleración,
en mm/s2.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <iostream >
5 #include <vector >
6 #include <pthread.h>
7 #include <fstream >
8 #include <string >
9 #define MAXPOSITION 1700
10 #define MINPOSITION 300
11 #define VELOCITY 500 //mm/s
12 #define ACCELERATION 500 //mm/s^2
13 cpp4ec :: EcMaster master("rteth1" ,1000000 , true); // 1ms and with DC
14 std::vector <cpp4ec :: EcSlave*> drivers;
15 int main ()
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16 {
17 int position , initialPosition , res;
18 pthread_t pt;
19 try
20 {
21 drivers.resize (0);
22 master.preconfigure ();
23 drivers = master.getSlaves ();
24 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
25 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(
DRIVEINTERNALINTERPOLATION_CONTROL ,0);
26 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
27 std::vector <int > idnlistMDT ={258 ,259 ,260};
28 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
29 std::vector <int > idnlistAT ={51 ,40 ,437};
30 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
31 int value=ACCELERATION *1000;
32 ec_SoEwrite (1, 0, 0x40 , 138, 4, &value ,EC_TIMEOUTRXM);
33 master.configure ();
34 usleep (250000); // Little waiting to avoid the error F2025
35 master.start();
36 int targetPosition =1000, sw , vel , acce;
37 bool finish = false;
38 while (targetPosition != 0 )
39 {
40 std::cout <<"Enter a position between "<<MAXPOSITION <<"mm and "
<<MINPOSITION <<"mm or 0 to exit "<<std::endl;
41 std::cin >>targetPosition;
42 if(( targetPosition < MAXPOSITION) && (targetPosition >
MINPOSITION))
43 {
44 targetPosition = targetPosition *10000;
45 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(
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SECOND_ENTRY ,targetPosition);
46 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(
THIRD_ENTRY ,VELOCITY *60*1000);
47 master.update ();
48 finish = false;
49 while (! finish)
50 {
51 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(
SECOND_ENTRY ,position);
52 if(abs(position - targetPosition) < 10000 )
53 finish = true;
54 usleep (1000);
55 }
56 }
57 }
58 usleep (1000000);
59 master.stop();
60 master.reset();
61 }
62 catch (EcError& e)
63 {
64 /* if there are any spected error it would be printed on the screen
*/
65 std::cout <<e.what()<<std::endl;
66 }
67 return (0);
68 }
B.4.4. Controlador PID y adaptativo por par
Este programa permite controlar el seguimiento de trayectorias de posición mediante la
utilización de los dos controladores por pares implementados.
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1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <time.h>
5 #include <sys/time.h>
6 #include <iostream >
7 #include <vector >
8 #include <pthread.h>
9 #include <fstream >
10 #include <string >
11 #include <boost/thread.hpp >
12 #include <boost/asio.hpp >
13 #include <boost/date_time/posix_time/posix_time.hpp >
14 #define MAXPOSITION 1800
15 #define MINPOSITION 100
16 #define VELOCITY 200 //mm/s
17 #define lamda 2
18 #define Kp 500
19 #define K1 1
20 #define PI 3.14159265359
21 #define TIME 1
22 #define Fc 73.306
23 #define Fs 47.49
24 #define v0 7.5853/1000
25 #define alpha 2
26 #define T1 70
27 #define T2 50
28 #define g0 25
29 #define g1 25
30 #define Kc 2000
31 #define Ka 0
32 cpp4ec :: EcMaster master("rteth0" ,1000000 , true); // 1ms and with DC
33 std::vector <cpp4ec :: EcSlave*> drivers;
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34 void profile(double t, double *posd ,double *veld ,double *acced){
35 *posd =450* sin((PI*t/TIME) -(PI/2))+850;
36 *veld =450* cos((PI*t/TIME) -(PI/2))*(PI/TIME);
37 *acced = -450*sin((PI*t/TIME) -(PI/2))*(PI/TIME)*(PI/TIME);
38 }
39 void profile3(double time ,double tt , double posi , double posf ,double *
posd ,double *veld ,double *acced){
40 float t=time/tt;
41 *posd=posi*pow(1-t,7)+7*t*posi*pow(1-t,6) +21* pow(t,2)*posi*pow(1-t,5)
+35* pow(t,3)*posi*pow(1-t,4) +35* pow(t,4)*posf*pow(1-t,3) +21* posf*
pow(t,5)*pow(1-t,2)+7* posf*pow(t,6)*(1-t)+posf*pow(t,7);
42 *veld =(1/tt)*(( -140* posi +140* posf)*(pow(t,3)*pow(1-t,3)));
43 *acced =(1/ pow(tt ,2))*(140*( posf -posi)*(3* pow(t,2)*pow(1-t,3) -3*pow(t
,3)*pow(1-t,2)));
44 if(t>1){
45 *posd=posf;
46 *veld =0;
47 *acced =0;
48 }
49 }
50 void update ();
51 int k=0;
52 double f,g,r,b,u;
53 bool end=false , bool endtotal=false;
54 double a=0, m=300, t=0, e=0, ei=0, de=0, M=0, B=0, o0=0, o1=0, z=0, e0
=0, e1=0, h=0.001;
55 double posd , veld , acced , to , posf , positiond , velocityd , feedacceled ,
posin , posintereal , posi;
56 int feedaccele;
57 struct timeval firsttime;
58 int velocity , position , desiredposition , torquefeedback , file;
59 bool finish = false;
60 int feedtorque =0;
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61 struct timeval start , endd;
62 char type;
63 std::vector <char* > buffer;
64 int16 torque=0, torqueb =0;
65 int main ()
66 {
67 int position , initialPosition;
68 int res;
69 try
70 {
71 drivers.resize (0);
72 master.preconfigure ();
73 /* The slaves vector is get , in this demo , three EcSlaveSGDV are
conected in the net */
74 drivers = master.getSlaves ();
75 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
76 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(TORQUE_CONTROL ,0)
;
77 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
78 std::vector <int > idnlistMDT ={81};
79 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
80 std::vector <int > idnlistAT ={51 ,40 ,84 ,164};
81 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
82 int value =1;
83 master.configure ();
84 usleep (250000); // Little waiting to avoid the error F2025
85 master.update ();
86 master.start();
87 usleep (10000);
88 master.update ();
89 usleep (1000000);
90 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,
position);
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91 posi =(( double)position)/10000;
92 position=position /10000;
93 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(THIRD_ENTRY ,velocity
);
94 velocity=velocity /(60*1000);
95 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FOURTH_ENTRY ,
feedtorque);
96 master.update ();
97 bool start=false;
98 char ok;
99 std::cout <<"START? yes/no"<<std::endl;
100 while (! start){
101 std::cin >> ok;
102 if (ok==’y’)
103 start=true;
104 }
105 std::cout <<"Sinus or position?"<<std::endl;
106 std::cin >> type;
107 std:: ofstream p("/srv/robotica/carril/ec4cpp/profileadap.txt");
108 p.precision (std:: numeric_limits <double >:: digits10 + 2);
109 gettimeofday (&firsttime , NULL);
110 int i=0;
111 while (! endtotal){
112 if (type==’p’){
113 std::cout <<"Enter a position between " <<300<<"mm and " <<1500<<
"mm"<<std::endl;
114 std::cin >>posf;
115 if (posf ==0){
116 endtotal=true;
117 }
118 if (posf >1500){
119 posf =1500;
120 }else if (posf <300){
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121 posf =300;
122 }
123 }
124 end=false;
125 std:: thread thread(update);
126 thread.join();
127 if (k >10000){
128 endtotal=true;
129 }
130 for (int j=0;j<buffer.size();j++){
131 p <<buffer[j]<<std::endl;
132 }
133 for (int j=0;j<buffer.size();j++)
134 delete [] buffer[j];
135 posi=posf;
136 }
137 usleep (1000000);
138 master.stop();
139 master.reset();
140 }
141 catch (EcError& e)
142 {
143 std::cout <<e.what()<<std::endl;
144 }
145 return (0);
146 }
147
148 void update ()
149 {
150 boost ::asio:: io_service io;
151 boost ::asio:: deadline_timer timer(io);
152 int updateTime = h*1000000;
153 timer.expires_from_now(boost :: posix_time :: microseconds(updateTime));
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154 int i = 0;
155 t=0;
156 while (!end){
157 gettimeofday (&start , NULL);
158 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,
position);
159 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(THIRD_ENTRY ,
velocity);
160 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FOURTH_ENTRY ,
torquefeedback);
161 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(FIFTH_ENTRY ,
feedaccele);
162 feedacceled =(( double)feedaccele)/1000;
163 torquefeedback =( int16)torquefeedback;
164 positiond =(( double)position)/10000;
165 velocityd =(( double)velocity)/(60*1000);
166 if (type==’s’){
167 profile(t,&posd ,&veld ,& acced);
168 k++;
169 }else if (type==’p’){
170 profile3(t, 1, posi , posf , &posd ,&veld ,& acced);
171 }
172 e=(posd -positiond)/1000; //m
173 de=(veld -velocityd)/1000; //m/s
174 ei=ei+h*e;
175 r=de+30*e+100* ei;
176 b=(acced /1000) +30*de+100*e;
177 g=Fc+(Fs-Fc)*exp(-pow(std::abs(velocityd /1000)/v0,alpha));
178 f=std::abs(velocityd /1000)/g;
179 e0=e0 -h*(f*e0+r);
180 e1=e1 -h*f*(e1 -r);
181 z=z+h*(( velocityd /1000) -f*z);
182 o1=o1 -h*g1*f*r*(z+e1);
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183 o0=o0+h*g0*(z+e0)*r;
184 M=M+h*T1*b*r;
185 B=B+h*T2*( velocityd /1000)*r;
186 u=b*M+( velocityd /1000)*B+(o0-f*o1)*z+(o0*e0-f*o1*e1)+Kc*r+Ka*((
double)acced)/1000;
187 to=u; //Here en Newton
188 torque =( int16)to;
189 torqueb=torque;
190 if (torque <Tl && torque >-Tl){
191 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(SECOND_ENTRY ,
torque);
192 }else{
193 if (torque >Tl){
194 torque=Tl;
195 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(SECOND_ENTRY ,
torque);
196 }else if (torque <-Tl){
197 torque=-Tl;
198 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(SECOND_ENTRY ,
torque);
199 }
200 }
201 master.update ();
202 if (type==’p’){
203 if (std::abs(positiond -posf) <0.1){
204 end=true;
205 torque =0;
206 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(SECOND_ENTRY ,
torque);
207 master.update ();
208 }
209 }else if (type==’s’){
210 if (k >10000){
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211 end=true;
212 }
213 }
214 t=t+h;
215 gettimeofday (&endd , NULL);
216 double bucleTime = ((endd.tv_sec * 1000000 + endd.tv_usec)- (start
.tv_sec * 1000000 + start.tv_usec));
217 bucleTime /= 1000;
218 double startTime =(( start.tv_sec * 1000000 + start.tv_usec)) -((
firsttime.tv_sec * 1000000 + firsttime.tv_usec));
219 startTime /=1000;
220 buffer.resize(i+1);
221 buffer[i]=new char [1000];
222 file=sprintf( buffer[i], "\ %f \ %f \ %f \ %f ", bucleTime , startTime ,
posd , positiond);
223 i++;
224 timer.wait();
225 timer.expires_from_now(boost :: posix_time :: microseconds(updateTime)
);
226 }
227 }
B.4.5. Control mediante diales
Este programa permite controlar la posición del sistema mediante el uso de unos diales
externos.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include "/srv/robotica/carril/dialbox/src/dialbox.h"
5 #include <iostream >
6 #include <vector >
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7 #include <pthread.h>
8 #include <fstream >
9 #include <string >
10 #define MAXIMPOSITION 18000000
11 #define MINIMPOSITION 1100000
12 cpp4ec :: EcMaster master("rteth0" ,1000000 , true); // 1ms and with DC
13 std::vector <cpp4ec :: EcSlave*> drivers;
14 int position ,velocity=0, acceleration , lastValue = 0, actualposition ,
positioninit =0;
15 int offsetVelocity = 50000000 , offsetAcceleration = 50000000;
16 void print_velocity(int dial , int value)
17 {
18 if(dial == 1){
19 position = positioninit+value *50000;
20 if (position <MAXIMPOSITION && position >MINIMPOSITION){
21 std::cout <<"position target: "<<position /10000<<"mm"<<std::endl;
22 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(SECOND_ENTRY ,
position);
23 master.update ();
24 }else{
25 if (position >= MAXIMPOSITION){
26 std::cout <<"position target: "<<MAXIMPOSITION /10000<<"mm"<<std::
endl;
27 }else if (position <= MINIMPOSITION){
28 std::cout <<"position target: "<<MINIMPOSITION /10000<<"mm"<<std::
endl;
29 }
30 }
31 }
32 if(dial ==2){
33 velocity = offsetVelocity + value *10000000;
34 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(THIRD_ENTRY ,
velocity);
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35 master.update ();
36 std::cout <<"actual velocity: "<<velocity <<std::endl;
37 }
38 if(dial ==3){
39 acceleration = offsetAcceleration + value *10000000;
40 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(FOURTH_ENTRY ,
acceleration);
41 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(FIFTH_ENTRY ,
acceleration);
42 master.update ();
43 std::cout <<"actual acceleration: "<<acceleration <<std::endl;
44 }
45 }
46 int main (){
47 int res;
48 try
49 {
50 drivers.resize (0);
51 std:: string port = "/dev/ttyS0";
52 Dial_box dials(port);
53 dials.trigger.connect (& print_velocity);
54 master.preconfigure ();
55 drivers = master.getSlaves ();
56 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
57 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(
DRIVEINTERNALINTERPOLATION_CONTROL ,0);
58 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7);
59 std::vector <int > idnlistMDT ={258 ,259 ,260 ,359};
60 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
61 std::vector <int > idnlistAT ={51 ,40 ,164};
62 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
63 int value =100000000;
64 ec_SoEwrite (1, 0, 0x40 , 138, 4, &value ,EC_TIMEOUTRXM);
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65 master.configure ();
66 usleep (250000);
67 master.start();
68 usleep (10000);
69 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(SECOND_ENTRY ,
positioninit);
70 std::cout <<"Initial position: "<<positioninit <<std::endl;
71 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(THIRD_ENTRY ,
offsetVelocity);
72 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(FOURTH_ENTRY ,
offsetAcceleration);
73 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(FIFTH_ENTRY ,
offsetAcceleration);
74 dials.start ();
75 int stop =0;
76 while (stop != 1){
77 std::cin >> stop;
78 }
79 dials.stop();
80 usleep (1000000);
81 master.stop();
82 master.reset();
83 }
84 catch (EcError& e){
85 std::cout <<e.what()<<std::endl;
86 }
87 return (0);
88 }
B.4.6. Reset de la posición del encoder
Con este programa se puede restablecer la posición de referencia. Para su utilización se debe
colocar el robot en la posición deseada, ya sea con un programa de posicionamiento o de forma
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manual, para posteriormente ejecutar este programa.
Entre las lineas 18 y 30 se realiza la configuración como si de un programa normal se tratara
ya que si no se configura el esclavo no se puede modificar la referencia.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <iostream >
5 #include <vector >
6 #include <pthread.h>
7 #include <fstream >
8 #include <string >
9 cpp4ec :: EcMaster master("rteth0" ,1000000 , true); // 1ms and with DC
10 std::vector <cpp4ec :: EcSlave*> drivers;
11 int main ()
12 {
13 int position , initialPosition;
14 pthread_t pt;
15 int res;
16 try
17 {
18 drivers.resize (0);
19 master.preconfigure ();
20 drivers = master.getSlaves ();
21 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
22 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(TORQUE_CONTROL
,0);
23 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ1);
24 std::vector <int > idnlistMDT ={81};
25 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
26 std::vector <int > idnlistAT ={51};
27 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
28 int value = -100000;
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29 ec_SoEwrite (1, 0, 0x40 , 50, 4, &value ,EC_TIMEOUTRXM);
30 master.configure ();
31 usleep (250000); // Little waiting to avoid the error F2025
32 std::cout <<"\n"<<"Setting reference"<<std::endl;
33 (( cpp4ec :: EcSlaveTrack *) drivers [0]) ->SetReference ();
34 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> ClearError ();
35 usleep (1000000);
36 std::cout <<"\n"<<"Reference has changed"<<"\n"<<std::endl;
37 master.reset();
38 usleep (100000);
39 }
40 catch (EcError& e)
41 {
42 std::cout <<e.what()<<std::endl;
43 }
44 return (0);
45 }
B.5. Funciones del esclavo en C++
En este anexo se muestran las diferentes funciones en C++ que se han diseñado a lo largo
de este proyecto. Están pensadas para ser utilizadas directamente por el usuario para el control
del esclavo, incluyendo una pequeña descripción sobre su funcionalidad. El archivo completo
en C++ se puede consultar en el CD adjunto con los nombres nombre Ec_SlaveHCS02.cpp y
Ec_SlaveHCS02.h.
Marca de tiempo del telegrama EtherCAT
Con esta función se obtiene el instante de tiempo en que se recibe el telegrama de etherCAT.
1 bool EcSlaveTrack :: readTimestamp (unsigned long& time)
2 {
3 slaveInMutex.lock();
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4 memcpy (&time , inputBuf + inputSize - timestampSize , timestampSize);
5 slaveInMutex.unlock ();
6 }
Cargar parámetros por defecto
Con esta función se cargan los parámetros establecidos por defecto en el XML. Este se de-
be llamar configure_CARRIL.xml y se debe configurar según lo explicado en el apartado 5.1.2
(Página 39) de este proyecto.
1 void EcSlaveTrack :: DefaultParameters ()
2 {
3 for (unsigned int i = 0; i < m_params.size(); i++){
4 ec_SoEwrite(m_slave_nr , 0, m_params[i]. elementflags , m_params
[i].idn , m_params[i].size , &( m_params[i].param),
EC_TIMEOUTRXM);
5 if(EcatError)
6 throw(EcErrorSGDV(EcErrorSGDV ::ECAT_ERROR ,m_slave_nr ,
getName ()));
7 }
8 }
Escribir en el MDT
Con esta función se escriben datos en la posición deseada del MDT. En la variable entry se
debe especificar la posición de la información según se ha descrito en el apartado 5.2.1 (Página
49). En la variable value se introduce el valor del IDN almacenado en la anterior posición.
1 bool EcSlaveTrack :: writeMDT (EcPDOEntry entry , int value) throw(
EcErrorSGDV)
2 {
3 if(entry < 0 || entry >= outputObjects.size())
4 {
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5 std::cout <<"entry "<<entry <<std::endl;
6 std::cout <<"outputsize "<<outputObjects.size()<<std::endl;
7 throw(EcErrorSGDV(EcErrorSGDV :: WRONG_ENTRY_ERROR ,m_slave_nr ,
getName ()));
8 }
9 slaveOutMutex.lock();
10 memcpy (pBufferOut + outputObjects[entry].offset , &value ,
outputObjects[entry ]. byteSize);
11 slaveOutMutex.unlock ();
12 }
Leer del AT
Con esta función se leen datos de la posición deseada del AT. En la variable entry se debe
especificar la posición de la información según se ha descrito en el apartado 5.2.1 (Página 49).
En la variable value se guardará el valor del IDN almacenado en la anterior posición.
1 bool EcSlaveTrack :: readAT (EcPDOEntry entry , int& value)
2 {
3 if(entry <0 || entry >= inputObjects.size())
4 throw(EcErrorSGDV(EcErrorSGDV :: WRONG_ENTRY_ERROR ,m_slave_nr ,
getName ()));
5 slaveInMutex.lock();
6 memcpy (&value , inputBuf + inputObjects[entry].offset , inputObjects[
entry ]. byteSize);
7 slaveInMutex.unlock ();
8 }
Leer un IDN en que se almacenan IDNs
Algunos IDN contienen cadenas donde se almacenan otros IDN, por ejemplo el IDN S-0-0019
(IDN list of operation data for CP3) se almacenan aquellos IDN que han sido incorrectamente con-
figurados antes de pasar a la fase de comunicación número tres. Para leer estos IDN no bastará
144 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
con utilizar la función ec_SoEread(), se deberá utilizar la función explicada en este apartado.Esta
función devuelve un std::vector con los IDN almacenados en el IDN especificado en la variable
idn.
1 std::vector <int > EcSlaveTrack :: readIDNofIDNs(int idn , bool print)
2 {
3 int idnsize =300;
4 char *list2 = new char[idnsize ];]]]]
5 ec_SoEread (1,0, 0x40 , idn , &idnsize , list2 , EC_TIMEOUTRXM);
6 int i;
7 std::vector <int > idnlist;
8 idnlist.resize(idnsize /2);
9 int16 value =0;
10 for(i=0;i<idnlist.size();i++){
11 memcpy( &value ,list2 +2*i,2);
12 idnlist[i] = value;
13 }
14 if (print){
15 for (i=0;i<idnlist.size();i++)
16 std::cout <<idnlist[i]<<std::endl;
17 }
18 delete [] list2;
19 return idnlist;
20 }
Configurar el MDT
Esta función permite configurar la estructura del MDT a partir de un std::vector, introducido
en la variable listidn que contenga todos los IDNs a configurar.
1 void EcSlaveTrack :: setMDT(std::vector <int > listidn)
2 {
3 int listSize =4+2* listidn.size();
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4 char *list = new char[listSize ];
5 int idn = 2* listidn.size();
6 memcpy(list , &idn ,2);
7 idn = 30;
8 memcpy(list+2, &idn ,2);
9 int i;
10 for (i=0;i<listidn.size();i++){
11 idn = listidn[i];
12 memcpy(list +4+2*i, &idn ,2);
13 }
14 ec_SoEwrite (1, 0, 0x40 , 24, listSize , list ,EC_TIMEOUTRXM);
15 delete [] list;
16 }
Configurar el AT
Esta función permite configurar la estructura del AT a partir de un std::vector, introducido
en la variable listidn que contenga todos los IDNs a configurar.
1 void EcSlaveTrack :: setAT(std::vector <int > listidn)
2 {
3 int listSize =4+2* listidn.size();
4 char *list = new char[listSize ];
5 int idn = 2* listidn.size();
6 memcpy(list , &idn ,2);
7 idn = 30;
8 memcpy(list+2, &idn ,2);
9 int i;
10 for (i=0;i<listidn.size();i++) {
11 idn = listidn[i];
12 memcpy(list +4+2*i, &idn ,2);
13 }
14 ec_SoEwrite (1, 0, 0x40 , 16, listSize , list ,EC_TIMEOUTRXM);
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15 delete [] list;
16 }
Configurar modo de operación
Con esta función se configuran los modos de operación que se podrán utilizar en el controla-
dor. En la variable mode se introduce el modo, según lo explicado en el apartado 5.1.2 (Página
39) y en la variable nmode se escribe el número donde se configura el modo, siendo el cero el
modo que se cargará por defecto al iniciar el sistema.
1 void EcSlaveTrack :: modeSetUp(EcMode mode , int nmode)
2 {
3 int idn =32;
4 if (nmode >=0 && nmode <=3){
5 idn =32+ nmode;
6 }else if (nmode >3 && nmode <=7){
7 idn =284+ nmode -4;
8 }
9 ec_SoEwrite (1, 0, 0x40 , idn , 2, &mode ,EC_TIMEOUTRXM);
10 }
Escoger tipo de telegrama
Con esta función se puede escoger la configuración para los IDN en el MDT y en el AT. Se
puede escoger entre 8 opciones, escribiendo el valor correspondiente en la variable type según
se ha detallado en el apartado 5.1.2 (Página 39).
1 void EcSlaveTrack :: TelegramType(EcTelegramType type)
2 {
3 ec_SoEwrite (1, 0, 0x40 , 15, 2, &type ,EC_TIMEOUTRXM);
4 }
Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores 147
Borrar mensage de error
Con esta función se borra el mensaje que puede quedar en la pantalla del controlador des-
pués de un error que no obligue a apagar el sistema.
1 void EcSlaveTrack :: ClearError ()
2 {
3 int clear = 3;
4 ec_SoEwrite (1, 0, 0x40 , 99, 2, &clear ,EC_TIMEOUTRXM);
5 clear = 0;
6 ec_SoEwrite (1, 0, 0x40 , 99, 2, &clear ,EC_TIMEOUTRXM);
7 std::cout <<"Master configured !!!"<<std::endl;
8 usleep (200000);
9 }
Cambiar referencia
Con esta función se cambia el sistema de referencia que utiliza el controlador para calcu-
lar las distancias. Esta función se debe usar bajo unas circunstancias concretas que han sido
detalladas en el ejemplo mostrado en el programa B.4.6 del anexo B.4 (Página 139).
1 void EcSlaveTrack :: SetReference ()
2 {
3 int value= 3;
4 ec_SoEwrite (1, 0, 0x40 , 32780, 2, &value ,EC_TIMEOUTRXM);
5 value =0;
6 ec_SoEwrite (1, 0, 0x40 , 32780, 2, &value ,EC_TIMEOUTRXM);
7 }
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Anexo C
Gráficos de los resultados
C.1. Sintonizado del PID
Figura C.1: Controlador P para seguimiento de trayectoria según método Ziegler-Nichols
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Figura C.2: Controlador PI para seguimiento de trayectoria según método Ziegler-Nichols
Figura C.3: Controlador PID para seguimiento de trayectoria según método Ziegler-Nichols
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Figura C.4: Controlador PI para seguimiento de trayectoria según método Tyreus-Luyben
Figura C.5: Controlador PID para seguimiento de trayectoria según método Tyreus-Luyben
152 Comunicación y control de un sistema de desplazamiento lineal para robots manipuladores
C.2. PID con seguimiento de trayectoria
Figura C.6: Controlador P para seguimiento de trayectoria según método Ziegler-Nichols
Figura C.7: Controlador PI para seguimiento de trayectoria según método Ziegler-Nichols
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Figura C.8: Controlador PID para seguimiento de trayectoria según método Ziegler-Nichols
Figura C.9: Controlador PI para seguimiento de trayectoria según método Tyreus-Luyben
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Figura C.10: Controlador PID para seguimiento de trayectoria según método Tyreus-Luyben
C.3. PID con seguimeinto de trayectoria con parámetros obtenidos por ensayo-
error
En este apartado se presentan los resultados obtenidos en el seguimiento de trayectorias con
el uso del controlador PID mostrado en la ecuación (Eq. C.2).
τ = ad − 60000 · e− 200000 ·
∫
e− 2000 · e˙ (C.1)
En las Figuras C.31 a C.44 se muestran la trayectorias, así como los errores de posición del siste-
ma en la trayectoria. En todos los ejemplos se empieza en la posición de 300mm. Las ecuaciones
que rigen la trayectoria seguida son la ecuación (Eq. C.2) para la posición, la ecuación (Eq. C.4)
para la velocidad y la ecuación (Eq. C.4) para la aceleración.
x = xini · (1− t)7 + 7 · t · xini · (1− t)6 + 21 · t2 · xini · (1− t)5 + 35 · t3 · xini · (1− t)4
+35 · t4 · xfin · (1− t)3 + 21 · t5 · xfin · (1− t)2 + 7 · t6 · xfin · (1− t) + t7 · xfin
(C.2)
x˙ = 1
ttotal
· (−140 · xini + 140 · xfin) · t3 · (1− t)3 (C.3)
x¨ = 1
t2total
· (140(xfin − xini) · (3 · t2 · (1− t)3 − 3 · t3 · (1− t)2)) (C.4)
Siendo t = trealttotal donde ttotal es el tiempo total de duración de la trayectoria.
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Figura C.11: Trayectoria real del sistema entre 300mm y 400mm
Figura C.12: Error de posición en la trayectoria entre 300mm y 400mm
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Figura C.13: Trayectoria real del sistema entre 300mm y 500mm
Figura C.14: Error de posición en la trayectoria entre 300mm y 500mm
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Figura C.15: Trayectoria real del sistema entre 300mm y 600mm
Figura C.16: Error de posición en la trayectoria entre 300mm y 600mm
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Figura C.17: Trayectoria real del sistema entre 300mm y 700mm
Figura C.18: Error de posición en la trayectoria entre 300mm y 700mm
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Figura C.19: Trayectoria real del sistema entre 300mm y 800mm
Figura C.20: Error de posición en la trayectoria entre 300mm y 800mm
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Figura C.21: Trayectoria real del sistema entre 300mm y 900mm
Figura C.22: Error de posición en la trayectoria entre 300mm y 900mm
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Figura C.23: Trayectoria real del sistema entre 300mm y 1000mm
Figura C.24: Error de posición en la trayectoria entre 300mm y 1000mm
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En las siguientes Figuras (Figura C.45 a Figura C.30) se muestra el seguimiento de una
trayectoria senoidal de diferentes frecuencias, pero de misma amplitud.
Figura C.25: Trayectoria senoidal del sistema
Figura C.26: Error de posición en la trayectoria senoidal
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Figura C.27: Trayectoria senoidal del sistema
Figura C.28: Trayectoria senoidal del sistema
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Figura C.29: Trayectoria senoidal del sistema
Figura C.30: Trayectoria senoidal del sistema
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C.4. Adaptativo con seguimeinto de trayectoria
Figura C.31: Trayectoria real del sistema entre 300mm y 400mm
Figura C.32: Error de posición en la trayectoria entre 300mm y 400mm
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Figura C.33: Trayectoria real del sistema entre 300mm y 500mm
Figura C.34: Error de posición en la trayectoria entre 300mm y 500mm
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Figura C.35: Trayectoria real del sistema entre 300mm y 600mm
Figura C.36: Error de posición en la trayectoria entre 300mm y 600mm
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Figura C.37: Trayectoria real del sistema entre 300mm y 700mm
Figura C.38: Error de posición en la trayectoria entre 300mm y 700mm
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Figura C.39: Trayectoria real del sistema entre 300mm y 800mm
Figura C.40: Error de posición en la trayectoria entre 300mm y 800mm
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Figura C.41: Trayectoria real del sistema entre 300mm y 900mm
Figura C.42: Error de posición en la trayectoria entre 300mm y 900mm
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Figura C.43: Trayectoria real del sistema entre 300mm y 1000mm
Figura C.44: Error de posición en la trayectoria entre 300mm y 1000mm
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En las siguientes Figuras (Figura C.45 a Figura C.30) se muestra el seguimiento de una
trayectoria senoidal de diferentes frecuencias, pero de misma amplitud.
Figura C.45: Trayectoria senoidal del sistema
Figura C.46: Error de posición en la trayectoria senoidal
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C.5. Comparación entre simulaciones del modelo realizado en matlab y el siste-
ma real.
Figura C.47: Trayectoria real del sistema entre 300mm y 600mm
Figura C.48: Trayectoria en el modelo entre 300mm y 600mm
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Figura C.49: Trayectoria real del sistema entre 300mm y 700mm
Figura C.50: Trayectoria en el modelo entre 300mm y 700mm
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Figura C.51: Trayectoria real del sistema entre 300mm y 800mm
Figura C.52: Trayectoria en el modelo entre 300mm y 800mm
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Anexo D
Manual de usuario
En el presente manual se pretende explicar detalladamente como utilizar el sistema de mo-
vimiento lineal presente en el laboratorio de robótica del IOC, sin requerir más conocimientos
que los necesarios para realizar la programación, compilación y ejecución de un programa en
C++.
D.1. Requisitos
Para poder utilizar el sistema de movimiento lineal de este proyecto se requieren los siguien-
tes puntos:
Disponer de un ordenador, que actuará como maestro, con una distribución DEBIAN Xeno-
mai 2.6.3 de tiempo real. En el caso del IOC, actualmente, se utiliza el ordenador TITAN,
cuyas especificaciones se pueden ver en el apartado 3.1.2 (Página 3.1.2) de este proyecto.
Tener instalada la librería SOEM.
Disponer de permisos de administrador para poder realizar tareas de tiempo real.
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D.2. Activación del tiempo real en el computador
Antes de ejecutar cualquier programa se deberá cargar el paquete de tiempo real. Este pro-
ceso se puede realizar desde el terminal ejecutando el archivo load_rtnet.sh. En los ordenadores
del IOC está almacenado en el directorio /usr/local/rtnet/sbin.
El código mostrado a continuación realiza la activación del tiempo real si se ejecuta desde la
terminal.
1 sudo /usr/local/rtnet/sbin/load_rtnet.sh
Una vez ya se ha realizado el anterior paso ya se puede ejecutar cualquiera de las demostra-
ciones realizadas en este proyecto, que están almacenadas en el directorio /srv/robotica/carri-
l/ec4cpp/build/tests.
D.3. Configuración de parámetros básicos mediante el XML
En el XML se pueden configurar todos los parámetros que se desee. Estos no necesitarán
reconfigurarse en el programa, evitando así la necesidad de volver a compilar cada vez que se
modifica un parámetro.
El archivo XML debe estar almacenado en el directorio donde se ejecutan los programas y su
nombre debe ser CONFIGURE_CARRIL.xml.
En su estructura se deberá introducir el IDN, tamaño, elementflag y el valor. El resto de
parámetros son meramente informativos y no son necesarios para la correcta configuración.
1 <parameter >
2 <structure >
3 <param type="string" name"description"> Descripcion </param>
4 <param type="string" name"name"> Nombre </param>
5 <param type="integer" name"idn"> IDN del parametro </param>
6 <param type="integer" name"elementflags"> 0x40</param>
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7 <param type="integer" name"size"> Medida (byte)</param>
8 <param type="integer" name"editability"> Fase de edicion </param >
9 <param type="integer" name"value"> Valor del parametro </param >
10 <\structure >
11 <\parameter >
D.4. Uso de los programas de demostración proporcionados con este proyecto
En este proyecto se han diseñado y programado diferentes ejemplos para el movimiento del
carril. Para su uso se deberán ejecutar con permisos de administrador. A continuación se detallan
las funciones de cada uno de ellos.
D.4.1. Control de velocidad
Con el programa velocity.cpp se puede establecer una velocidad constante durante un tiempo
dado. En las constantes declaradas al inicio del programa se puede configurar la velocidad máxi-
ma y mínima que se podrá introducir. También se configura el tiempo que estará en movimiento
el sistema a la velocidad estipulada.
Una vez ejecutado el programa, este preguntará la velocidad que se quiere utilizar y esta
deberá ser introducida por pantalla mediante el teclado. En caso de escribir un cero, el programa
desconectará el controlador de forma correcta devolviéndolo a la fase CP0.
D.4.2. Control de posición con introducción de datos cíclicos
Con el programa positioncyclic.cpp se seguirán trayectorias de posición. En este programa se
han implementado los perfiles con la librería reflexxes, que genera un perfil entre dos posiciones
dadas. En las constantes definidas al inicio del programa se pueden configurar tanto los lími-
tes de posición del movimiento del carril como la velocidad y aceleración máxima durante el
movimiento.
Una vez ejecutado se podrá introducir por pantalla la posición a la que se desea moverlo. Si
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se introduce un cero se desconectará correctamente el sistema devolviendolo a la fase CP0.
D.4.3. Control de posición con uso del interpolador interno
Con el programa position.cpp se puede mover el robot a una posición concreta siguiendo la
trayectoria que interpola la unidad de control. No es posible seguir otra trayectoria diferente. En
las constantes del programa se pueden configurar tanto los límites de posición como la velocidad
máxima durante el movimiento.
Una vez ejecutado se podrá introducir por pantalla la posición a la que se desea mover. Si se
introduce un cero se desconectará correctamente el sistema.
D.4.4. Control de posición mediante los diales
El programa positionDial.cpp es una aplicación práctica del modo de posición con interpola-
dor interno utilizado en el programa anterior. Utiliza la librería dialbox para controlar la posición
mediante el movimiento de unos diales. En las constantes del programa se puede configurar la
posición máxima y mínima que se pueden alcanzar.
Una vez ejecutado el programa se podrán utilizar los diales para el movimiento. Con el dial
número 1 se modifica la posición, con el número 2 la velocidad máxima del movimiento y con
el número 3 la aceleración máxima. Para una respuesta rápida entre el movimiento del dial
de posición y el movimiento real del carril se recomienda aumentar la velocidad y aceleración
máxima en los diales 2 y 3. Si estos tienen unos valores elevados es posible controlar la velocidad
controlando la velocidad con que se mueve el dial de posición.
Si se introduce en cualquier momento un cero con el teclado el programa apagará el sistema
correctamente.
D.4.5. Control de posición mediante controlador de par
Con el programa torquecontrol.cpp se pueden seguir trayectorias de posición utilizando los
controladores implementados en el proyecto. En las constantes del programa se pueden configu-
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rar los límites del movimiento, como en el resto de los ejemplos anteriores. También se pueden
modificar todas las constantes de los controladores.
Una vez ejecutado el programa pedirá si se quiere activar el sistema, para lo que introducire-
mos una y, seguidamente se podrá escoger entre el seguimiento de una trayectoria senoidal (Los
parámetros de esta se pueden modificar en las constantes del programa) introduciendo una s o
una trayectoria entre dos posiciones introduciendo una p. Si se escoge la trayectoria senoidal el
sistema empezará directamente a seguirla. Si se escoge el posicionamiento, el programa pedirá
la posición a la que se desea ir. Esta posición se podrá introducir mediante el teclado, en caso de
introducir un cero el programa desconectará la unidad de control correctamente.
D.5. Creación de nuevos programas
En este apartado se explicará cómo realizar un nuevo programa partiendo de una plantilla
básica.
La plantilla a utilizar es la ya explicada en el apartado 5.2 (Página 5.2) de este proyectoy
se mostrará obviando las explicaciones de aquello que no esté directamente relacionado con la
configuración y utilización del sistema.
1 #include "EcMaster.h"
2 #include "EcSlaveTrack.h"
3 #include "EcSlave.h"
4 #include <iostream >
5 #include <vector >
6 #include <fstream >
7 #include <string >
8 cpp4ec :: EcMaster master("rteth0" 1000000 , true); //Ciclo de 1ms con
Distributed clock
9 std::vector <cpp4ec :: EcSlave*> drivers;
10 int main ()
11 {
12 try
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13 {
14 drivers.resize (0);
15 master.preconfigure;
16 drivers = master.getSlaves ();
17 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> DefaultParameters ();
18 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(TORQUE_CONTROL ,0);
19 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> modeSetUp(POSITION_CONTROL
,1);
20 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> TelegramType(VZ7)
21 std::vector <int > idnlistMDT ={81 ,82};
22 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setMDT(idnlistMDT);
23 std::vector <int > idnlistAT ={51 ,40};
24 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> setAT(idnlistAT);
25 int value =100;
26 int size =2;
27 int idn =82;
28 ec_SoEwrite (1, 0, 0x40 , idn , size , &value ,EC_TIMEOUTRXM);
29 ec_SoEread (1,0, 0x40 , idn , size , &value , EC_TIMEOUTRXM);
30 master.configure ();
31 master.start();
32 //Aqui iria el codigo propio
33 master.stop();
34 master.reset();
35 }
36 catch (EcError& e)
37 {
38 std::cout <<e.what()<<std::endl;
39 }
40 return (0);
41 }
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Configuración
En la línea 8 se escoge el puerto de rteth que se utiliza para la configuración, actualmente
en TITAN se utiliza el 0. También se puede escoger el tiempo de ciclo, en este ejemplo está en
1ms, pero se puede bajar hasta 0,5ms. Los DC clocks deben estar activados para el correcto
funcionamiento.
Modos de control
En las líneas 18 y 19 se configuran los modos de operación que estarán disponibles durante
la comunicación cíclica. El modo configurado en la primera posición será el utilizado por defecto
una vez se llegue a la comunicación cíclica. Se pueden añadir más modos aparte de los dos del
ejemplo. Los modos implementados actualmente son los mostrados en la tabla D.1.
Tabla D.1: Modos de control programables
Control por Par TORQUE_CONTROL
Control por velocidad VELOCITY_CONTROL
Control de posición con introducción POSITION_CONTROL
de valores cíclica
Control de posición con interpolación DRIVEINTERNALINTERPOLATION_CONTROL
interna
Configuración de los telegramas MDT y AT
Durante la comunicación se intercambian con la unidad de control los telegramas MDT y
AT, que deben ser configurados al inicio del programa. Existe la posibilidad de escoger entre 8
telegramas distintos presentados en la tabla D.2.
Estos telegramas se escogen en el código de la línea 20. Si se escoge el VZ7 se deberá configu-
rar los IDN presentes en el MDT y el AT según se muestra en las líneas 22 y 24 respectivamente.
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Tabla D.2: MDT y AT preconfigurados
MDT AT
VZ0 Sin datos cíclicos Sin datos cíclicos
VZ1 S-0-0080 Par comandado Sin datos cíclicos
VZ2 S-0-0036 Velocidad comandada S-0-0040 Realimentación de velocidad
VZ3 S-0-0036 Velocidad comandada S-0-0051/S-0-0053 Realimentación de
posición
VZ4 S-0-0047 Posición comandada S-0-0051/S-0-0053 Realimentación de
posición
VZ5 S-0-0047 Posición comandada y S-0-
0036 Velocidad comandada
S-0-0051/S-0-0053 Realimentación de
posición y S-0-0040 Realimentación de
velocidad
VZ6 S-0-0036, Velocidad comandada Sin datos cíclicos
VZ7 Configurable Configurable
Acceso de los IDN
El accesos para lectura o escritura de los IDN puede realizarse de dos formas. La primera
opción es de forma acíclica, esta comunicación se podrá realizar con cualquier IDN independien-
temente de si se ha configurado este en un AT o MDT o no se ha configurado en ninguno de los
dos. Para realizar esta escritura o lectura se deben utilizar las funciones presentadas en las lineas
28 y 29 respectivamente. Estas podrán ser utilizadas después de realizar el master.preconfigure
(línea 15) y antes de realizar el master.start (línea 31).
La segunda opción de comunicación es cíclica. Solo se podrá realizar con aquellos IDN pre-
viamente configurados en el MDT o AT y una vez realizado el master.configure. Para escribir y
leer en estos se debe usar las funciones del Ec_slaveTrack.cpp mostradas a continuación.
1 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> writeMDT(entry ,value);
2 (( cpp4ec :: EcSlaveTrack *) drivers [0]) -> readAT(entry ,value);
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Donde entry es la posición en el MDT o AT de los datos a consultar y se deberá escribir FIRST_ENTRY
para la primera entrada, SECOND_ENTRY para la segunda y así sucesivamente. En la variable
value se leerá o escribirá el valor deseado.
Después del uso de la función writeMDT se ha de utilizar la función master.update() para
actualizar los datos en la unidad de control.
D.6. IDN más importantes
En esta sección se detallan aquellos IDN más importantes y frecuentemente utilizados para
facilitar al usuario su rápida utilización. También se muestra si es posible configurarlos en el
MDT, en el AT, en ninguno o en ambos. Estos IDN se muestran en la tabla D.3.
Tabla D.3: IDN más importantes
IDN Tamaño [Bytes] Descripción MDT/AT
S-0-0001 2 Intervalo de tiempo en que se actualizan
nuevos datos en la unidad de control
-
S-0-0002 2 Intervalo de tiempo de transmisión de los
datos cíclicos (MDT y AT)
-
S-0-0036 4 Velocidad comandada MDT
S-0-0040 4 Realimentación de la velocidad AT
S-0-0047 4 Posición comandada en el modo de control
de posición cíclica
MDT
S-0-0051 4 Realimentación de la posición AT
S-0-0080 2 Par comandado en el modo de control de par MDT
S-0-0084 2 Realimentación del par AT
S-0-0091 4 Límite de velocidad en valor absoluto MDT
S-0-0092 2 Límite de par en valor absoluto MDT
Sigue en la página siguiente
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IDN Tamaño [Bytes] Descripción MDT/AT
S-0-0138 4 Límite de aceleración en valor absoluto MDT
S-0-0258 4 Comando de posición en el modo de posi-
ción con interpolador interno
MDT
S-0-0259 4 Máxima velocidad en la trayectoria de posi-
ción del modo con interpolador interno
MDT
S-0-0260 4 Máxima aceleración en la trayectoria de po-
sición del modo con interpolador interno
MDT
D.7. Reset de la referencia de posición del sistema
En caso de querer cambiar la referencia de la posición del motor se puede utilizar el progra-
ma de demostración incluido en el proyecto, denominado Set_absoluto_position.cpp.
El procedimiento a seguir es el siguiente.
1. Posicionar el sistema allí donde se desee colocar la referencia. Este posicionamiento se pue-
de realizar manualmente siempre que este este completamente apagado o con cualquiera
de los programas utilizados para posicionamiento.
2. Ejecutar el programa de cambio de referencia.
3. Al ejecutar el siguiente programa la referencia ya se habrá cambiado correctamente.
Anexo E
Contenido del CD
El contenido del CD adjunto a este proyecto es el siguiente:
Una copia de la memoria y los anexos.
El programario desarrollado para el uso del esclavo EtherCAT basado en SERCOS.
El programario desarrollado para el uso del sistema desarrollado en este proyecto.
Modelo de matlab.
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