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RESUMO
Um problema muito comum nas empresas é a falta de dados organi-
zados, os quais quando armazenados em fontes distintas complicam o
autoconhecimento. A centralização dos dados facilita a busca por in-
formações que podem ser respostas para as ações que a empresa pode
tomar. A utilização da ferramenta de Data Warehouse ajuda a armaze-
nar esses dados de forma íntegra, consistente, temporal e serve de apoio
à tomada de decisão. Além dessa centralização dos dados, a transpa-
rência deles contribui para a governança, que é uma série de práticas
as quais alinham os interesses de todos os stakeholders, de uma organi-
zação seja ela pública ou privada. Neste trabalho, é proposto melhorar
a governança e proporcionar a necessária transparência de dados re-
lacionados ao mercado de certiﬁcação digital no Brasil. O resultado
desse projeto pode ser utilizado pelo Instituto Nacional de Tecnologia
da Informação (ITI), autarquia federal responsável pela Infraestrutura
de Chaves Públicas Brasileira (ICP-Brasil). Para isso, foi realizado
um estudo do mercado e proposto um modelo de coleta e divulgação
de dados. O modelo foi implementado e testado, concluindo-se que o
mesmo é viável e fornece um panorama das informações do mercado
que podem ajudar sua compreensão.
Palavras-chave: Data Warehouse, Transparência, Governança, Cer-
tiﬁcado Digital, ICP-Brasil

ABSTRACT
A common problem in companies is the lack of organized data, which
when stored in diﬀerent sources complicates self-knowledge. Centrali-
zing the data facilitates the search for information that can be responses
to the actions that the company can take. The use of the Data Wa-
rehouse tool helps to store this data with integrity, consistency, tempo-
rality and supports decision making. In addition to this centralization
of data, their transparency contributes to governance, which is a series
of practices that align the interests of all stakeholders, of an organiza-
tion whether public or private. In this work, it is proposed to improve
governance and provide the necessary transparency of data related to
the digital certiﬁcation market in Brazil. The result of this project
can be used by the National Institute of Information Technology (ITI),
federal authority responsible for the Brazilian Public Key Infrastruc-
ture (PKI-Brazil). For this, a market study was carried out and a
data collection and dissemination model was proposed. The model was
implemented and tested in a ﬁctitious scenario, concluding that it is
feasible and provides an overview of the market information that may
help its understanding.
Keywords: Data Warehouse, Transparency, Governance, Digital Cer-
tiﬁcate, PKI-Brazil
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1 INTRODUÇĂO
Organizar grandes quantidades de dados é uma tarefa comum em
várias organizações, a qual muitas vezes pode tornar-se um obstáculo.
O problema dá-se pela existência de dados de diversas fontes, tais como:
planilhas, documentos e arquivos, que se encontram espalhados entre
os setores de uma organização. Segundo (SINGH, 2001), grande parte
das organizações sofre com uma abundância de dados redundantes e
inconsistentes. Assim, em geral, o problema não é a falta de dados,
mas a diﬁculdade em administrar com eﬁciência, para acessar e utilizar
esses dados como apoio à tomada de decisão.
Dados consistentes, organizados e centralizados, geram informa-
ções de qualidade que podem servir de suporte à tomada de decisão nas
organizações. Para que exista real compreensão de um mercado, den-
tre várias informações que precisam ser conhecidas, é necessário saber
em quais produtos investir, o que ele solicita de tecnologia, o perﬁl do
cliente deste mercado, dentre outras perguntas estratégicas que podem
gerar vantagem competitiva a quem retém as respostas. Como comen-
tam (PORéM; SANTOS; BELLUZO, 2012) "no ambiente competitivo e de
rápidas mudanças que as organizações enfrentam, a informação é es-
sencial para sua sobrevivência, mas não a informação em si, em sua
forma física e estática, e sim a gestão da informação e de seu ﬂuxo a
ﬁm de gerar conhecimento e consequentemente oferecer subsídios para
as tomadas de decisões nas empresas".
O Instituto Nacional de Tecnologia da Informação (ITI ), autar-
quia federal responsável pela Infraestrutura de Chaves Públicas Brasi-
leira, tem informações sobre o mercado de certiﬁcação digital. A Ins-
trução Normativa no 14 regulamenta que as Autoridades Certiﬁcadoras
enviem os dados presentes nos anexos 1 e 2 da normativa. O primeiro
solicita informações como: política de certiﬁcação, Autoridade Certiﬁ-
cadora, Autoridade Registradora, mês, ano, quantidade de certiﬁcados
por política e por pessoa física/pessoa jurídica/equipamento-aplicação.
Já o segundo solicita: nome da AC, mês, ano, município e UF do titular
do certiﬁcado, somatório dos certiﬁcados emitidos e revogados.
"Art. 1o Todas as Autoridades Certiﬁcadoras
(AC) que emitam certiﬁcados digitais para usuá-
rio ﬁnal deverão enviar mensalmente, até o dé-
cimo dia do mês seguinte à emissão, os referi-
dos certiﬁcados, as biometrias atreladas a cada
certiﬁcado e as informações sobre os certiﬁcados
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digitais emitidos."(ITI, 2016)
No entanto, além dos dados não serem concentrados em uma
base de dados, a transparência disponibiliza apenas os dados com um
contexto pequeno resultando em poucas informações. Vale ressaltar que
essas informações que foram comentadas não são de cunho ﬁnanceiro,
como as de divulgação obrigatória regida pela Lei da Transparência,
mas sim informações qualitativas, quantitativas e demográﬁcas sobre
a certiﬁcação digital no país. Ao se estudar casos de regulação de
produtos e serviço similares no Brasil, percebeu-se que essa regulação
é feita por agências reguladoras. Tais agências simplesmente ditam as
regras que devem ser seguidas pelo mercado. O ideal seria o instituto
regular o mercado, para poder ter esse controle sobre esse, visto que o
mesmo não tem essa competência atualmente.
Para alcançar uma boa governança, além de existir a transpa-
rência, que é obrigatória por lei, faz-se necessária a divulgação de in-
formações da organização. Essa divulgação trás conﬁança e clareza da
situação do setor para com os stakeholders, segundo o (IBGC, 2015).
Com a disponibilização dos dados é possível transformar eles em infor-
mações e posteriormente em conhecimento para o processo de tomada
de decisão das empresas e do próprio. Com isso, é possível perceber
tendências de mercado, detectar possíveis clientes, dentre outras ações.
O enfoque do projeto é a transparência dos dados e informa-
ções de certiﬁcados e mídias armazenadoras do mercado de certiﬁcação
digital brasileiro, que são produto para a extração de conhecimento
e tomada de decisão. Utilizando a tecnologia para a extração de da-
dos das empresas de certiﬁcação digital, acredita-se na possibilidade
de juntar dados, atribuindo a eles um contexto, e transformá-los em
informação.
Os dados serão coletados, disponibilizados de forma conﬁável e
servirão para análise na hora da tomada de decisão, prática essa que já é
comum em algumas autarquias federais. A transparência traz conﬁança
aos stakeholders, clareza da situação do mercado perante a população
e serve de apoio às decisões estratégicas das empresas de certiﬁcação e
para o ITI.
O mercado de certiﬁcação digital não é apenas baseado na emis-
são dos certiﬁcados e suas mídias, mas também contempla software de
assinatura; prestação de serviços, seguros, auditoria, datacenters, con-
sultoria, aplicações ( ex. nota ﬁscal eletrônica, sistema de coleta de
assinaturas, GED/Workﬂow), site seguro, sigilo de documentos eletrô-
nicos, preservação de documentos eletrônicos, hardware criptográﬁcos
incluindo HSMs, carimbo do tempo, dentre outros. O trabalho em ques-
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tão irá estudar mais especiﬁcamente a parte de certiﬁcados e mídias.
Porém o mesmo pode ser estendido para outros produtos.
A metodologia utilizada neste trabalho é a pesquisa exploratória
e aplicada, contando com análises e estudos para a compreensão do
mercado com relação aos certiﬁcados e mídias vendidos. Assim, levan-
tando exemplos de transparência de informações de vários mercados
regulados analisando os modelos de cada um e propondo uma solução
para a falta de informações do mercado de certiﬁcação digital brasileiro.
Com isso, é proposto um modelo de transparência de dados e in-
formações para a ICP-Brasil, Infraestrutura de Chaves Públicas do Bra-
sil mantido pelo ITI, o qual é fruto de um estudo de mercado aplicado
junto aos conhecimentos tecnológicos desenvolvidos durante a gradua-
ção. O intuito desta proposta é encontrar uma solução para o problema
de falta de dados e informações divulgados sobre o mercado nacional
de certiﬁcação digital.
1.1 JUSTIFICATIVA
O mercado de certiﬁcação digital, segundo o (BRASIL, 2016),
está em constante crescimento. Dados disponibilizados mostram que
desde 2005 foram emitidos 14 milhões de certiﬁcados e desses 3.266.560
foram emitidos apenas em 2015. Outra pesquisa promovida pelo portal,
considerando o valor médio de 340 reais por certiﬁcado, constata que o
setor faturou mais de um bilhão de reais no ano de 2015.
O portal ainda comenta que o mercado cresceu 20% ao ano nos
últimos cinco anos. Nesse ritmo, o mercado será o dobro até 2020.
Todos esses valores levam a conclusão que o mercado de certiﬁcação
tem muito potencial.
A transparência, coleta de dados e informações da área de certi-
ﬁcação digital são quase ausentes no cenário atual o que impedem um
conhecimento mais exato sobre a situação do mercado. Nota-se que a
maioria das notícias divulgadas com informações sobre o mercado não
são precisas, mas muitas vezes são informações não conﬁáveis, diferente
das disponibilizadas na forma da lei pelo ITI, baseadas em estimativas
de uma ou outra empresa.
Analisando o site do ITI, percebe-se a existência da informa-
ção de quantidade de certiﬁcados emitidos por autoridade certiﬁcadora
mensalmente. Os anos disponibilizados são de 2010 até 2017. Essa
informação é superﬁcial, visto que não se sabe que tipo de certiﬁcado
foi vendido, a política de certiﬁcação usada e se uma mídia foi vendida
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junto ao certiﬁcado. Também não existe uma informação de venda
demográﬁca que mostre a situação por regiões, estados e cidades.
Neste trabalho propõe-se que seja feita uma coleta mais deta-
lhada dos dados e com isso como a proposta por este projeto, ajudará
a mensurar informações, com qualidade e precisão, sobre o mercado de
certiﬁcação digital brasileiro. Com este trabalho será possível calcular
uma aproximação mais real do faturamento do mercado com emissões
de certiﬁcados e mídias (ex. Token USB e Cartão Inteligente). Tam-
bém podem serem compreendidos quais são os produtos mais vendidos
e quais são as regiões que mais demandam produtos do mercado, assim
como, quais Autoridades Certiﬁcadoras e Registradoras vendem/emi-
tem mais certiﬁcados. Por meio dessas informações é possível gerar
conhecimento sobre o mercado.
As empresas de certiﬁcação digital podem utilizar essa ferra-
menta de transparência como fonte de informações para obter: vanta-
gens competitivas, busca por novos clientes e investir em produtos com
mais saída por região demográﬁca. Umas das atribuições do ITI são
as de homologar, auditar e ﬁscalizar a AC Raiz e os seus prestadores
de serviço, como Autoridades Certiﬁcadoras e Registradoras. Sendo
assim, entender sobre o mercado no qual essas prestadoras estão envol-
vidas ajuda no processo de tomada de decisão das ações do instituto ao
executar essas funções. Para investidores, clientes e sociedade será um
bom veículo de informações sobre o mercado, que pode servir de estudo,
como também no apoio do processo de tomada de decisão na hora de
investir no setor ou adquirir um produto do mercado de certiﬁcação.
1.2 OBJETIVOS
1.2.1 Objetivos Gerais
Desenvolver um modelo de transparência de dados e informa-
ções do mercado de certiﬁcação digital que colete e armazene dados da
venda e emissão de certiﬁcados digitais da ICP-Brasil, como de mídia
de armazenamento, validade, modelo, dentre outros dados qualitativos
e demográﬁcos envolvidos no processo. Apresentar e simular o ﬂuxo de
dados desde a compra do certiﬁcado até a disponibilização no site de
transparência que disponibiliza as informações para a sociedade. Criar
um website que apresente gráﬁcos com informações do mercado de cer-
tiﬁcação, que foram coletadas, e que permita a realização de pesquisas
sobre esses, montadas pelo usuário, que respondam perguntas estraté-
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gicas sobre o mercado.
1.2.2 Objetivos Especíﬁcos
• Realizar um estudo sobre os certiﬁcados digitais e mídias de ar-
mazenamento do mercado de certiﬁcação digital brasileiro;
• Modelar um Data Mart, base de dados que representa um pro-
cesso de negócio de uma organização, que represente uma ven-
da/emissão de um certiﬁcado digital;
• Desenvolver um Web Service, solução utilizada na integração de
sistemas, para o envio e transmissão das informações armazena-
das;
• Desenvolver uma loja virtual de Autoridades Certiﬁcadoras para
simular a coleta de dados do agendamento em pontos de atendi-
mento das Autoridades Registradoras;
• Criar um manual com instruções para o envio dos dados;
• Desenvolver um website que apresente gráﬁcos e que permita pes-
quisas sobre as variáveis do mercado de certiﬁcação digital;
• Simular o funcionamento do modelo.
1.3 LIMITAÇÕES
O conﬂito de interesses faz com que a transparência gere opiniões
divergentes. Uma destas é de que o acesso a informações estratégicas
do mercado de certiﬁcação digital por todas as Autoridades Certiﬁca-
doras pode prejudicar aquelas que já estão consolidadas no mercado,
dando oportunidades, com a utilização das informações disponibiliza-
das, ao surgimento de novas empresas e, portanto, concorrentes. Por
isso, pode ser esperada uma resistência das Autoridades Certiﬁcadoras
para a divulgação desses dados, o que complica o processo de coleta e
disponibilização. Já para os investidores e clientes, a divulgação é es-
sencial para tomada de decisão na compra de produtos ou investimento
no mercado.
Nesse contexto tenta-se assumir a ideia de que o acesso a informa-
ções traz também benefícios para o mercado, incluindo as Autoridades
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Certiﬁcadoras, que hoje em dia, tem posse apenas de suas informações,
contando assim com uma visão mais fechada do mercado.
1.4 METODOLOGIA
As metodologias utilizadas neste trabalho são de pesquisa explo-
ratória e aplicada. Exploratória, pois será investigado um assunto e
produzido informações e aplicada pelo fato de produzir conhecimento
para uma aplicação prática especíﬁca.
Para entender melhor sobre o assunto foi realizada uma ampla
pesquisa bibliográﬁca, em artigos, livros e na Internet. Com isso, o de-
senvolvimento deste trabalho começou com um estudo da transparência
de dados e informações dos mercados de algumas autarquias federais
brasileiras, como: Agência Nacional de Aviação Civil (ANAC), Agên-
cia Nacional de Telecomunicações (ANATEL), Agência Nacional do
Cinema (ANCINE), Agência Nacional de Energia Elétrica (ANEEL),
Agência Nacional do Petróleo, Gás Natural e Biocombustíveis (ANP),
Superitendência de Seguros Privados (SUSEP), entre outras.
Estas são autarquias federais que regulam o mercado que as diz
respeito. Primeiramente foi pesquisado nos websites das agências o fun-
cionamento da transparência de dados e informações, desde sua dispo-
nibilização até a forma de envio por parte das empresas que pertencem
ao mercado em questão. Por meio deste, foram avaliados os pontos
fracos e fortes de cada modelo de transparência.
Com base no estudo, foi idealizado um modelo de transparência
de dados e informações de mercado para a ICP-Brasil. Em seguida, a
atividade realizada foi de estudo de mercado, compreendendo as prin-
cipais variáveis que compõem o mercado de certiﬁcação da ICP-Brasil.
A segunda parte do desenvolvimento trata-se da criação do Data Mart,
base de dados orientada a um processo de negócio de uma organização,
venda/emissão, que pode representar as seguintes vendas:
• De um certiﬁcado sem mídia;
• De um certiﬁcado e mídia;
O Data Mart foi construído com intuito de responder perguntas estraté-
gicas sobre o mercado. Posteriormente, foi criado umWeb Service para
o envio e acesso aos dados armazenados no Data Mart venda/emissão
e da tabela de transição. Dessa forma, foi desenvolvido um website de
uma Autoridade Certiﬁcadora para simulação de venda de produtos e
do comportamento de envio de informações para o Data Mart.
29
Por ﬁm, utilizou-se todos esses dados de vendas e emissões das
empresas de certiﬁcação digital para criar um website que apresente
informações sobre o mercado de certiﬁcação digital brasileiro. É dese-
jado que essa representação se dê por meio de gráﬁcos que respondam
às perguntas estratégicas além de uma funcionalidade de consulta dos
dados que possibilite o agrupamento e ﬁltro desses.
Com o projeto pronto, a última etapa é simular o funcionamento
da coleta e disponibilização de dados para assim poder tirar conclusões
do modelo sugerindo trabalhos futuros e melhorias.
1.5 ORGANIZAÇÃO DOS CAPÍTULOS
O trabalho foi dividido em quatro capítulos, sendo que o primeiro
traz a introdução, os objetivos a serem obtidos, justiﬁcativas do por que
o mesmo tem relevância, as limitações encontradas, as metodologias
utilizadas e o tópico em questão. No capítulo dois será apresentada
toda a revisão bibliográﬁca que foi realizada antes do desenvolvimento
do trabalho. Foram pesquisados assuntos relacionados aos conceitos
presentes e tecnologias usadas, para que exista uma contextualização
trazendo melhor compreensão ao leitor.
O capítulo três mostra todo o processo de desenvolvimento do
trabalho, começando pela parte do estudo realizado, seguido da criação
do modelo de dados, extração dos dados até a sua disponibilização no
módulo web de transparência. Neste capítulo também é apresentado
os resultados da simulação da proposta. O último capítulo apresenta a
conclusão e possíveis trabalhos futuros.
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2 REVISÃO BIBLIOGRÁFICA
Neste capítulo são apresentados os conceitos fundamentais abor-
dados durante esse trabalho.
2.1 GOVERNANÇA CORPORATIVA
Em meados dos anos 80 às atenções do mundo voltaram-se a go-
vernança, quando prejuízos de alta dimensão foram causados ao mer-
cado devido a escândalos ﬁnanceiros descobertos nas organizações dos
Estados Unidos. Então, grandes investidores das instituições passaram
a ir contra as organizações que executavam uma administração irregular
como explica (SERRãO; BORGES, 2005).
Com isso, a teoria mais aceita do surgimento da governança cor-
porativa é de que essa nasce para resolver o clássico "conﬂito de agên-
cia". Esse conﬂito consiste em um cenário onde os acionistas (proprie-
tários) delegam aos administradores (agentes especializados) o poder de
tomada de decisão sobre a empresa (nos termos da lei). Contudo, nem
todas as decisões tomadas estão de acordo com os acionistas, fazendo
com que surjam divergências de opiniões e interesses. Entretanto, todos
os envolvidos têm pelo menos um objetivo em comum: o melhor para a
organização. Sendo assim, a governança aplica um conjunto eﬁciente de
práticas que seguem os objetivos e interesses de todos os stakeholders,
dando a mesma importância a todos, de maneira ética, responsável,
transparente e monitorada para que possa se assegurar que o compor-
tamento dos administradores estejam sempre alinhados com o melhor
para a empresa, segundo (IBGC, 2015).
Com a modernização e o acesso facilitado à informação, as or-
ganizações começaram a enxergar a necessidade de adaptar-se às mu-
danças ambientais, sociais e tecnológicas para poder permanecer no
mercado. (GOMES, 2007) ressalta que devido ao crescimento da ativi-
dade produtiva e o aumento da competitividade global, impactos no
meio ambiente e no desenvolvimento social são inevitáveis e por isso
é necessário buscar um equilíbrio entre os fatores. (SILVA et al., 2016)
complementa que tanto instituições públicas quanto privadas, neces-
sitam de adequação aos padrões para alcançar os objetivos, pois as
organizações são cobradas por seus atos ambientais e sociais, como co-
mentado anteriormente. Nesse cenário, a ética e valores organizacionais
tornam-se cada vez mais indispensáveis.
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As organizações sofrem muitas transformações durante sua exis-
tência e isso está relacionado diretamente com o surgimento de novas
tecnologias. Os investimentos dessas acarretam um elevando custo às
organizações, que passam a ter produtos, serviços e processos depen-
dentes da TI (Tecnologia da Informação). Esses investimentos auxiliam
na competitividade estratégica e operacional com a utilização de pode-
rosas ferramentas segundo (ALBERTIN, 1999).
Valores como honestidade, integridade, responsabilidade, inde-
pendência, visão de longo prazo e preocupação genuína com os im-
pactos causados por suas atividades são fundamentais para o sucesso
duradouro das organizações.
Não existe um conceito único para governança.
• Para o (IBGC, 2015), a governança corporativa "é o sistema pelo
qual as empresas e demais organizações são dirigidas, monitora-
das e incentivadas, envolvendo os relacionamentos entre sócios,
conselho de administração, diretoria, órgãos de ﬁscalização e con-
trole e demais partes interessadas".
• A (CVM, 2002) considera governança corporativa como “um con-
junto de práticas que tem por ﬁnalidade otimizar o desempenho
de uma companhia, protegendo investidores, empregados e cre-
dores facilitando assim, o acesso ao capital".
• Para (ANDRADE; ROSSETI, 2004), pode-se deﬁnir a governança
como "um conjunto de valores, princípios, propósitos e regras
que regem o sistema de poder entre os mecanismos de gestão das
corporações, buscando a maximização da riqueza dos acionistas
e o atendimento dos direitos de outras partes interessadas, mini-
mizando oportunismos conﬂitantes com esse ﬁm".
Para o (IBGC, 2015), os princípios básicos da governança são :
• Transparência: consiste em disponibilizar as informações da or-
ganização, para gerar conﬁança perante a sociedade. Uma boa
transparência vai além da prestação de contas, a mesma dispo-
nibiliza mais informação do que é obrigada, de uma maneira es-
pontânea.
• Equidade: caracteriza-se pelo tratamento justo e isonômico de to-
dos os sócios e demais partes interessadas (stakeholders), levando
em consideração seus direitos, deveres, necessidades, interesses e
expectativas.
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• Accountability (prestação de contas): os agentes de governança
devem prestar contas de sua atuação de modo claro, conciso, com-
preensível e tempestivo, assumindo integralmente as consequên-
cias de seus atos e omissões. Atuando com diligência e responsa-
bilidade no âmbito dos seus papéis.
• Responsabilidade Corporativa: os gestores devem zelar pela pere-
nidade das organizações e, assim, devem estimar ações de ordem
social e ambiental na deﬁnição de negócios e operações. Assim,
também devem pensar os gestores públicos com relação ao dire-
cionamento dos seus gastos a curto e longo prazos.
2.2 GOVERNANÇA PÚBLICA
No contexto histórico, o que possibilitou pensar na governança
aplicada ao setor público foi a crise ﬁscal nos anos 80, conhecida como
"década perdida", que exigiu um novo arranjo econômico e político
internacional, com a intenção de tornar o Estado mais eﬁciente segundo
(TCU, 2014).
A governança foi inicialmente desenvolvida para empresas pri-
vadas, dessa maneira, a governança pública herdou diversos aspectos
da corporativa. Segundo o (IBGC, 2015), o código de boas práticas de
governança vem adaptando-se ao longo do tempo para abranger todos
os tipos de organizações, como terceiro setor, cooperativas, estatais,
fundações e órgãos governamentais, entre outros.
Foram destacados dois conceitos de governança pública.
(BIZERRA, 2011) compreende a governança pública como um
"conjunto de princípios básicos e práticas que conduzem a adminis-
tração pública ao alcance da eﬁciência, eﬁcácia e efetividade nos seus
resultados, através de um melhor gerenciamento dos seus processos e
de suas atividades, promovendo a prestação de contas responsável (ac-
countability) e a transparência de suas ações".
Já o (TCU, 2014) entende como "um conjunto de mecanismos de
liderança, estratégia e controle postos em prática para avaliar, direcio-
nar e monitorar a gestão, com vistas à condução de políticas públicas
e à prestação de serviços de interesse da sociedade".
Cabe à governança pública oferecer um conjunto de princípios e
elementos comuns, adaptados à realidade de cada país, estados ou mu-
nicípios, considerando aspectos relacionados à liderança, integridade,
compromisso, responsabilidade, integração e transparência, com o ob-
jetivo de maximizar o bem-estar da sociedade, segundo (FERREIRA et
34
al., 2010).
Assim como na governança corporativa, a pública segue prin-
cípios muitos parecidos, dos quais serão comentados três, que foram
levantados em um estudo da (IFAC, 2013) como fundamentais para o
setor público, que são :
• A transparência é mais do que estruturas ou processos. Essa é
considerada uma atitude e crença entre os intervenientes chaves,
políticos, funcionários públicos e outros stakeholders, a quem a
informação deve ser exibida. Para (CRUZ; SILVA; SANTOS, 2010)
signiﬁca "a possibilidade do acompanhamento claro e transpa-
rente da execução orçamentária, assim como das ﬁnanças públicas
de todos os órgãos que se utilizam de recursos públicos".
• A integridade tem como base a honestidade, elevados padrões de
decência e probidade na gestão dos recursos públicos.
• A responsabilidade em prestar contas (accountability) é o processo
pelo qual as entidades do setor público e os indivíduos dentro de-
las, submetem-se ao escrutínio externo, apresentando respostas
à sociedade em função da responsabilidade recebida. (PEREIRA,
2010) também ressalta que "o termo accountability é aceito como
o conjunto de mecanismos e procedimentos que induzem os ges-
tores públicos a prestar contas dos resultados de suas ações à
sociedade, garantindo-se dessa forma maior nível de transparên-
cia e exposição pública das políticas públicas".
Por meio dos conceitos mostrados acima, a transparência e ac-
countability parecem muito semelhantes, ambos trazem a ideia de exibi-
ção dos dados ﬁnanceiros para os interessados. Sobre a accountability,
o (IFAC, 2013) esclarece que refere-se à forma como a gestão da orga-
nização demonstra a sua responsabilidade ﬁnanceira na administração
do dinheiro público e seu desempenho no uso de recursos. (SILVA et al.,
2016) aﬁrma que de certo modo, a accountability pode ser alcançada
por meio da transparência.
2.3 TRANSPARÊNCIA
Primeiramente, é necessário ressaltar que o conceito de transpa-
rência abordado neste trabalho não está relacionado à transparência
ﬁnanceira. Como já foi explicado na seção de Governança Corporativa,
a transparência "vai além da prestação de contas". Uma boa transpa-
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rência não se trata apenas da disponibilização das informações obriga-
tórias, mas sim, de uma pró-atividade na divulgação de informações,
do modo como a informação é exibida, com consistência e inteligibili-
dade, estando em linguagem acessível para o entendimento do público
em geral, segundo (SARTORI, 2001).
Outros autores tem uma ideia muito semelhante às citadas an-
teriormente.
Para (BERNANDO; SEDIYAMA; REIS, 2015), para que a transpa-
rência tenha valor, a mesma deve atender os requisitos de compreen-
sibilidade, comparabilidade, conﬁabilidade e ser divulgada em tempo
hábil para que a informação não se comprometa.
(CRUZ; SOUSA, 2008) acredita que a transparência são as infor-
mações livres, disponíveis e compreensíveis. A acessibilidade da infor-
mação deve utilizar meios de comunicação adequados e disponibilizada
de forma completa para que alcance aos interessados.
(PLATT et al., 2007), aﬁrmam que os três elementos a serem con-
siderados na transparência são: publicidade, compreensibilidade das
informações e utilidade das informações.
O compromisso normativo com a produção de informação íntegra
se dá pelo processo construtivo da informação, tornando o mesmo fun-
damental para o estabelecimento do entendimento público.(FILGUEIRAS,
2011) acrescenta que esse compromisso faz parte da política de trans-
parência, visto que a informação deve chegar de forma clara para a
sociedade.
Além de fornecer à sociedade a transparência dessas informações
sobre o setor em especíﬁco, a divulgação da informação é fundamen-
tal para gerar conhecimento para o processo de tomada de decisão dos
interessados. Assim, segundo (MALACRIDA; YAMAMOTO, 2006), "a evi-
denciação clara, objetiva e completa possibilita um maior grau de con-
ﬁabilidade e segurança ao se decidir por uma alternativa em detrimento
de outras".
Essa transparência vem sendo exibida nos sites do governo, como
Portal da Transparência, sites de agências reguladoras, entre outros.
(ALBERTIN, 1999) aﬁrma que os avanços nas Tecnologias da Informação
e Comunicação (TICs) têm contribuído de forma signiﬁcativa para a
promoção da transparência no setor público.
Com isso, a internet está tornando-se um meio propício de di-
vulgação ampla e transparente de informações sobre governo (CRUZ et
al., 2012). Isso é justiﬁcado, segundo (BERNANDO; SEDIYAMA; REIS,
2015), pelo fato de que a internet melhora a transparência por parte
do governo uma vez que facilita a comunicação entre governo e cida-
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dãos fortalecendo a relação Estado-Sociedade. Informações ﬁnanceiras,
orçamentos, avaliação de programas e projetos de iniciativa do poder
público podem estar disponibilizado para interessados como (CRUZ et
al., 2012) explica.
2.4 AUTARQUIAS FEDERAIS
Segundo a Constituição Brasileira de 1998 no Decreto lei 200/67
Art. 5o, as autarquias são pessoas jurídicas de direito público, criadas
por um decreto federal, de administração autônoma, que exercem ati-
vidades típicas do Estado. Essas têm como ﬁnalidade a prestação de
serviço público, comum na administração pública. Sua atuação requer
uma gestão administrativa e ﬁnanceira descentralizada.
(MEIRELLES et al., 1966) descreve as autarquias como seres ad-
ministrativos autônomos, criado por lei especíﬁca, com personalidade
jurídica de Direito Público interno, patrimônio próprio e atribuições
estatais especíﬁcas.
Segundo (SILVA, 2008), as autarquias não devem exercer ativida-
des econômicas no sentido estrito mas sim, atividades típicas de Estado.
Sendo consideradas de regime de direito administrativo, essas podem
contratar servidores por concurso, obedecendo a lei de licitações (Lei
no 8.666/93), pagar seus débitos por meio de precatórios, dentre outras
obrigatoriedades. A autarquia terá o mesmo regime da pessoa política,
como a União, o Estado, o Distrito Federal ou o Município, que a tiver
criado. Contudo, a lei instituidora pode estabelecer regras especíﬁcas
para a própria autarquia.
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2.5 CRIPTOGRAFIA
Segundo (HOUSLEY; POLK, 2001) a palavra criptograﬁa tem como
origem as palavras gregas kryptós ("escondido") e gráphein ("escrita").
Para alcançar esses termos, mensagens privadas são embaralhadas para
que não se possa entender o signiﬁcado das mesmas. Ou seja, uma in-
formação depois de criptografada passa de sua forma original para uma
ilegível.
Um algoritmo criptográﬁco é uma sequência de passos que são
executados para cifrar e decifrar mensagens e informações. Desde o en-
vio da mensagem pelo remetente, onde o mesmo escolhe uma forma de
cifrar a mensagem, até os passos que o receptor tem que executar para
decifrar a mensagem. A maioria dos algoritmos utilizam duas entradas:
a mensagem em si e um valor secreto conhecido como chave. Existem
muitos algoritmos e esses são diferenciados pela segurança oferecida e o
tipo de chave utilizada. (HOUSLEY; POLK, 2001) classiﬁca a criptograﬁa
em duas categorias: Simétrica e Assimétrica.
2.5.1 Criptograﬁa Simétrica
A criptograﬁa simétrica, também conhecida como sistema da
chave secreta compartilhada, é caracterizada pelo uso de um única
chave tanto pelo emissor quanto receptor. Para explicar o funciona-
mento foram criados dois indivíduos: Alice e Bob. Alice quer enviar
uma mensagem secreta para Bob, então ela escolhe um algoritmo para
cifrar a mensagem e utiliza uma chave que tanto ela quanto Bob co-
nhecem. Usando a chave e o algoritmo, Alice cifra a mensagem e envia
para Bob. Bob utiliza o algoritmo com a chave compartilhada para
decifrar a mensagem (texto cifrado) de Alice e enﬁm Bob pode ler a
mensagem de Alice.
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e cifra a mensagem. Como as chaves se completam e apenas Bob tem
posse da chave privada, Bob decifra a mensagem com o algoritmo e
sua chave privada. O fato de somente Bob possuir sua chave privada
garante que apenas ele poderá decifrar a mensagem.
Figura 2 – Ilustração criprtográﬁa assimétrica cifrando com a chave
pública de Bob.
Caso Alice queira garantir que Bob saiba que foi ela quem enviou
a mensagem, Alice usa sua chave privada junto a um algoritmo para
cifrar a mensagem e envia para Bob. Bob utiliza a chave pública de
Alice junto ao algoritmo para decifrar a mensagem, com isso Bob sabe
que foi Alice que cifrou.
2.5.3 Resumo criptográﬁco
Resumo criptográﬁco, também conhecido como hash, consiste
na saída de uma função matemática que é gerada a partir de um texto
de entrada. O hash é unidirecional, após uma mensagem passar pela
função matemática não é possível reverter o procedimento. Outro fator
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saber se a mensagem foi alterada.
2.7 CERTIFICADO DIGITAL
Um certiﬁcado é o elemento mais básico de uma Infraestrutura
de Chaves Públicas (ICP), também conhecido como certiﬁcado de chave
pública. O mesmo contém a chave pública que associa o usuário com a
chave privada correspondente, segundo (HOUSLEY; POLK, 2001). Com
isso, é possível resolver o problema de determinar quem detém a chave
privada correspondente a certa chave pública. Exempliﬁcando, Alice
tem o certiﬁcado de Bob, com isso, se ela usar a chave pública que
esse certiﬁcado contém para cifrar uma mensagem, Alice saberá que
somente Bob pode decifrar a mesma, uma vez que somente Bob tem a
chave privada correspondente.
Sendo um objeto puramente digital, é possível carregar os certi-
ﬁcados em um computador. Um certiﬁcado é composto pelo nome do
proprietário, chave pública, organização ao qual o dono pertence, en-
dereço de correio eletrônico, data de emissão e de expiração, nome da
parte conﬁável que emitiu o certiﬁcado, número de série adicionado pelo
emissor, dentre outras informações. Por ﬁm, esse conteúdo é assinado
pelo emissor e adicionado ao certiﬁcado.
O certiﬁcado pode ser comparado a um RG (Carteira de Identi-
dade), que contém uma assinatura, as informações do proprietário e é
emitida por um órgão responsável que garante sua veracidade, só que
usado para identiﬁcar-se virtualmente. É considerado o meio mais se-
guro de distribuição de chaves públicas dentro de uma rede, segundo
(SILVA; LENTO, 2004).
2.8 INFRAESTRUTURA DE CHAVES PÚBLICAS DO BRASIL
Uma Infraestrutura de Chaves Públicas (ICP) é um órgão que
tem como objetivo manter uma estrutura de emissão de chaves públi-
cas. Ele é composto por: um Comitê Gestor, AC-Raiz, ACs, ARs e
ACTs. No caso da ICP-Brasil, esta aplica políticas de certiﬁcação, pro-
tocolos técnicos, regimes normativos, procedimentos, trabalhando com
a relação de conﬁança com as partes que utilizam certiﬁcados digitais.
(COPALO, 2003) complementa que uma ICP desempenha também a ta-
refa de gerenciar o ciclo de vida dos certiﬁcados, uma vez que certiﬁca-
dos podem ser revogados, como no caso de comprometimento da chave
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privada de determinado titular de um certiﬁcado digital. A primeira
função de uma ICP é permitir, por meio das Autoridades Certiﬁcado-
ras, a distribuição e o uso de chaves públicas e certiﬁcados com garantia
de segurança.
Nesse aspecto é que, em nível nacional, surge a importância da
Infraestrutura de Chaves Públicas Brasileira, a ICP-Brasil, que foi ins-
tituída pela Medida Provisória no 2.200, de 28 de junho de 2001.
Segundo o (ITI, 2016), a Infraestrutura de Chaves Públicas Bra-
sileira (ICP-Brasil) é "uma cadeia hierárquica e de conﬁança que vi-
abiliza a emissão de certiﬁcados digitais para identiﬁcação virtual do
cidadão”. O ITI, além de desempenhar o papel de Autoridade Certiﬁ-
cadora Raiz (AC-Raiz), tem as funções de credenciar e descredenciar os
demais participantes da cadeia, supervisionar e realizar auditoria dos
processos.
Segundo (COPALO, 2003) a ICP-Brasil é composta pelo: Comitê
Gestor da ICP-Brasil e Cadeia de Autoridades Certiﬁcadoras. Essa
cadeia, segundo o (ITI, 2016), contém Autoridade Certiﬁcadora Raiz –
AC Raiz, Autoridades Certiﬁcadoras – AC, Autoridades de Registro –
AR e ACT - Autoridade Certiﬁcadora do Tempo.
O Comitê Gestor da ICP-Brasil, vinculado à Casa Civil da Presi-
dência da República, é a autoridade gestora das políticas relacionadas
ao tema Tecnologia da Informação. O Comitê é composto por cinco
representantes da sociedade civil, integrantes de setores interessados
designados pelo Presidente da República e um representante do Minis-
tério da Justiça; Ministério da Fazenda; Ministério do Desenvolvimento,
Indústria e Comércio Exterior; Ministério do Planejamento, Orçamento
e Gestão; Ministério da Ciência e Tecnologia; Casa Civil da Presidência
da República e Gabinete de Segurança Institucional da Presidência da
República.
A Autoridade Certiﬁcadora Raiz (AC-Raiz) é a primeira autori-
dade da cadeia de certiﬁcação. É responsável por emitir, distribuir,
renovar, revogar e gerenciar as chaves públicas dos certiﬁcados das
autoridades certiﬁcadoras de nível imediatamente subsequente ao seu.
Existe uma relação de conﬁança com essa autoridade, onde se acredita
que a mesma é conﬁável, sendo assim, tudo que essa assina também é,
gerando uma cadeia de conﬁança, que traz segurança ao sistema. Po-
demos compará-la a um cartório que segue, da mesma forma, critérios
legais, obedece padrões e formatos técnicos estabelecidos em regimes
normativos. O (ITI, 2016) ressalta que a AC também é responsável
"por emitir a lista de certiﬁcados revogados (LCR) e de ﬁscalizar e
auditar as Autoridades Certiﬁcadoras (ACs), Autoridades de Registro
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(ARs) e demais prestadores de serviço habilitados na ICP-Brasil". Por
ﬁm, a AC-Raiz também é responsável por ﬁscalizar as ACs, averiguar
se todas estão em conformidade com as diretrizes e normas técnicas
estabelecidas pelo Comitê Gestor da ICP-Brasil.
A Autoridade Certiﬁcadora (AC) é responsável por emitir, dis-
tribuir, renovar, revogar e gerenciar de chaves públicas. Tem a respon-
sabilidade de veriﬁcar se o titular do certiﬁcado possui a chave privada
que corresponde à chave pública que faz parte do certiﬁcado. O (ITI,
2016) ressalta que a AC também é responsável "por emitir a lista de
certiﬁcados revogados (LCR) e de ﬁscalizar e auditar as Autoridades
Certiﬁcadoras (ACs), Autoridades de Registro (ARs) e demais presta-
dores de serviço habilitados na ICP-Brasil. Por ﬁm, a AC-Raiz também
é responsável por ﬁscalizar as ACs, averiguar se todas estão conformi-
dade com as diretrizes e normas técnicas estabelecidas pelo Comitê
Gestor da ICP-Brasil.
Uma Autoridade de Registro (AR) é responsável pela interface
entre o usuário e a Autoridade Certiﬁcadora. Vinculada a uma AC,
tem por objetivo o recebimento, validação, encaminhamento de solici-
tações de emissão ou revogação de certiﬁcados digitais e identiﬁcação,
de forma presencial de seus solicitantes. É responsabilidade da AR
manter registros de operações. Ela pode estar ﬁsicamente localizada
em uma AC ou ser uma entidade de registro remota.
Uma Autoridade Certiﬁcadora do Tempo (ACT) é uma entidade
na qual os usuários de serviços de Carimbo do Tempo conﬁam para
emitir Carimbos do Tempo. A ACT tem a responsabilidade geral pelo
fornecimento do Carimbo do Tempo, conjunto de atributos fornecidos
pela parte conﬁável do tempo que, associado a uma assinatura digital,
confere provar a existência em determinado período. A ACT atesta não
apenas a questão temporal de uma transação, mas também o conteúdo.
2.9 INSTITUTO NACIONAL DE TECNOLOGIA DA INFORMA-
ÇÃO
O Instituto Nacional de Tecnologia da Informação (ITI) é uma
autarquia federal vinculada à Casa Civil da Presidência da República,
cujo objetivo é manter a Infraestrutura de Chaves Públicas Brasileira
- ICP-Brasil, a mesma é a AC - Raiz da cadeia de certiﬁcação da ICP-
Brasil, sendo assim a primeira autoridade certiﬁcadora. Com a Medida
Provisória 2.200-2 de 24 de agosto de 2001 foi criada legalmente a ICP-
Brasil. A partir desse marco o Brasil possui uma infraestrutura de
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chaves públicas, que é monitorada pelo ITI, o qual segue regras de
funcionamento ditadas pelo Comitê Gestor da ICP-Brasil. O (ITI, 2016)
categoriza suas funções como as seguintes segundo a Medida Provisória
No 2.200-2 artigo 4o.
• Coordenar o funcionamento da ICP-Brasil;
• Estabelecer a política, os critérios e as normas técnicas para o
credenciamento das ACs, das ARs e dos demais prestadores de
serviço de suporte à ICP-Brasil, em todos os níveis da cadeia de
certiﬁcação;
• Estabelecer a política de certiﬁcação e as regras operacionais da
AC-Raiz;
• Homologar, auditar e ﬁscalizar a AC-Raiz e os seus prestadores
de serviço;
• Estabelecer diretrizes e normas técnicas para a formulação de
políticas de certiﬁcados e regras operacionais das AC e das AR e
deﬁnir níveis da cadeia de certiﬁcação;
• Aprovar políticas de certiﬁcados, práticas de certiﬁcação e regras
operacionais, credenciar e autorizar o funcionamento das ACs e
das ARs, bem como autorizar a AC-Raiz a emitir o correspon-
dente certiﬁcado;
• Identiﬁcar e avaliar as políticas de ICP externas, negociar e apro-
var acordos de certiﬁcação bilateral, regras de interoperabilidade
e outras formas de cooperação internacional;
• Certiﬁcar, quando for o caso, sua compatibilidade com a ICP-
Brasil, observado o disposto em tratados, acordos ou atos inter-
nacionais;
• Atualizar, ajustar e revisar os procedimentos e as práticas esta-
belecidas para a ICP-Brasil, garantir sua compatibilidade e pro-
mover a atualização tecnológica do sistema e a sua conformidade
com as políticas de segurança;
2.10 DATA WAREHOUSE
Segundo (INMON, 2000) um Data Warehouse (DW) é uma co-
leção de dados, orientados a um assunto, integrado, tempo-variante,
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não volátil e que serve de suporte ao gerenciamento dos processos de
tomada de decisão, deﬁnindo cada termo da seguinte maneira :
• Orientado a Assunto: dados sobre um assunto em particular da
organização.
• Integrado: os dados, provenientes de várias fontes, são reunidos
no armazém.
• Tempo-variante: os dados são identiﬁcados em um período no
tempo.
• Não volátil : os dados são estáveis em um armazém de dados
(DW). Esses são adicionados, mas nunca removidos. Isto capacita
ao gerenciamento, uma visão consistente dos negócios.
Segundo (KIMBALL; ROSS, 2013) um Data Warehouse não é nada
mais que a união de vários Data Marts, onde cada Data Mart (DM)
representa os dados de um único processo de negócio.
Inmon utiliza a metodologia top-down, onde se requer a cons-
trução completa do Data Warehouse para posterior disponibilização
dos Data Mart. O projeto em questão acredita que um olhar "dividir
para conquistar"como o de Kimball, com a metodologia bottom-up, seja
mais adequado para o desenvolvimento, visto a menor complexidade da
construção de um Data Mart, pelo fato de que esse é uma parte do DW.
2.10.1 Ciclo de vida de um Data Warehouse
O esquema representado na ﬁgura 4 é conhecido como ciclo de
vida de um DW, segundo (KIMBALL; ROSS, 2013). Para cada implemen-
tação de um projeto de DW existe um início e um ﬁm, além tempos
especíﬁcos para cada etapa do processo. No caso desse projeto se-
rão executadas as etapas de : Modelagem Dimensional (Dimensional
Modeling"), Projeto Físico (Physical Design) e Data Staging Design &
Development o qual será chamada de Extração, Transformação e Carga
(ETL).
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Figura 5 – Exemplo adapatado de um fato. Fonte: (KIMBALL; ROSS,
2013)
Dimensões
As tabelas de dimensões são complementares a tabela de fatos
e contêm dados textuais e descritivos do negócio. Nelas também é
encontrada uma chave primária, que serve para integridade referencial,
para cada registro. Essas são vitais para a identiﬁcação e ﬁltros. Juntos,
as dimensões e os fatos foram um esquema estrela.
Figura 6 – Exemplo adaptado de uma dimensão. Fonte:(KIMBALL;
ROSS, 2013)
Ao projetar uma modelagem dimensional, deve ser levado em
consideração o nível de detalhamento desejado, chamado de granulari-
dade. Sendo assim, quanto menor a granularidade de um fato, maior o
nível de detalhamento. No esquema estrala da ﬁgura 7, a granularidade
é uma venda.
Figura 7 – Exemplo adapatado de esquema estrela. Fonte: (KIMBALL;
ROSS, 2013)
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Existem três dimensões: data, produto e loja, as mesmas contêm
os atributos descritivos e a chave primária. Ao centro temos a tabela de
fato que apresenta todas as chaves primárias das tabelas de dimensão
e atributos quantitativos.
2.10.3 Projeto Físico
Após a modelagem dimensional ser criada, essa precisa ser tradu-
zida para modelagem física, conhecida como planejamento estrutural,
em um banco de dados.
Segundo (TODESCO, 2003), essa etapa consiste na escolha de qual
Sistema de Gerenciamento de Banco de Dados (SGBD) será utilizado,
o modelo físico dos dados, tamanho do DW, projeção de crescimento e
as conﬁgurações da máquina que armazenará o DW. Com isso algumas
etapas são destacadas :
• Deﬁnição de padrões: são deﬁnidos os padrões de nomenclatura
para nome de tabelas, colunas, índices, entre outros objetos do
banco.
• Projeto físico das tabelas e colunas: fase onde são aplicados pa-
drões de nomenclatura, como por exemplo, toda coluna que re-
presenta um valor numérico começa com "num_". Também são
deﬁnidos os tipos das colunas, a decisão sobre a situação dos va-
lores nulos e as deﬁnições das chaves primárias e estrangeiras.
• Plano de indexação: devem ser analisadas as colunas que neces-
sitam de um índice. Nessa etapa regras de criação de índices são
estipuladas. Como por exemplo, escolher o tipo de índice ade-
quado para uma coluna, como a b-tree. O nome deve seguir o
padrão das etapas anteriores.
• Estimativa de tamanho: para que se possa escolher a máquina
correta para o armazenamento do DW é necessário realizar es-
timativas do tamanho que o mesmo ocupará. Para realizar essa
estimativa leva-se em conta o crescimento que o mesmo terá e o
tamanho atual estimado.
• Partições: análise da possibilidade de criação de partições das
tabelas.
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2.10.4 ETL
A sigla ETL signiﬁca extração, transformação e carga de dados.
Nessa etapa os dados serão capturados da fonte, transformados e carre-
gados no modelo dimensional. Cada DW tem um fonte, com isso essa
etapa torna-se diferente a cada projeto. Essa etapa é dividida em 10
passos segundo (TODESCO, 2003).
• Plano Básico: é realizada a análise das fontes de origem dos dados,
os critérios de atualização e o mapeamento entre o sistema fonte
de dados até o destino na modelagem dimensional.
• Ferramentas de extração: quanto a escolha da ferramenta de ex-
tração, deve-se levar em consideração as tecnologias adotadas até
o momento, além da etapa anterior. É recomendada que a ferra-
menta adquirida não mude em nenhuma etapa do projeto.
• Projeto detalhado: de forma gráﬁca, deve ser apresentado, deta-
lhadamente, o ﬂuxo dos dados desde a fonte até o modelo ﬁnal.
Deve constar a maneira como as tabelas de fatos e dimensões se-
rão construídas, como a carga das mesmas será efetuada e como
serão realizadas as transformações dos dados.
• Carga de dimensões estáticas: existe um tratamento diferente
para cada fonte dos dados. Para todos os casos te a necessidade
de padronizar os tipos para adequação com o modelo dimensional
destino, utilização de chaves artiﬁciais incrementais e junção de
várias informações do relacional para formação de uma dimensão.
• Carga de dimensões de modiﬁcação lenta: essa etapa trata os
dados que sofrem modiﬁcação nas dimensões. Primeiramente é
realizada uma comparação dos dados já existentes no modelo di-
mensional com os dados que serão carregados da fonte. Os dados
novos devem ser inseridos utilizando o identiﬁcador sequencial ao
último registro da dimensão do modelo dimensional. Existem ou-
tras formas de tratar a modiﬁcação lenta sem perder o histórico
de modiﬁcações.
• Carga das dimensões remanescentes: essas dimensões são comu-
mente construídas a mão e os dados são frutos de planilhas, inse-
rindo os mesmos com comando SQL.
• Carga dos fatos: para a carga das tabelas de fato é aconselhável
a criação de uma tabela de auditoria. Essa armazena os logs das
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transações para que seja possível a realização do monitoramento
do processo. Valores nulos devem ser tratados. Esses podem ser
ocasionados pela não existência dos dados na fonte ou por algum
erro na regra que os gera.
• Carga incremental dos fatos: fazer o processo gradualmente é ex-
tremamente importante para a carga das tabelas, inserindo novas
transações. É comum fazer a carga primeiramente em tabelas
auxiliares para que posteriormente as tabelas de fato sejam subs-
tituídas.
• Carga das tabelas de agregação: são tabelas criadas a partir de
consultas, nessa etapa a carga dos agregados é realizada.
• Automação da transição: deve ser levada em consideração, no
processo de automação, a infraestrutura disponível, experiência
da equipe e a complexidade dos processos de estagiamento. Os
processos sequenciais devem notiﬁcar os próximos sempre que ﬁ-
nalizados. Por ﬁm, é necessária a limpeza e garantia da qualidade
dos dados contínua durante todos os estágios do processo.
2.11 DADO, INFORMAÇÃO E CONHECIMENTO
Dado, informação e conhecimento são muito importantes para à
tomada de decisão das organizações e na maioria das vezes seus signi-
ﬁcados são confundidos aﬁrma (ANGELONI, 2003).
O dado é o elemento para construção de informação, algo sem
contexto deﬁnido. Segundo (DAVENPORT, 1998) eles são considerados
matéria prima para a informação. Sendo assim, dados sem qualidade
levam a informações e decisões igualmente sem. Já (FERREIRA, 1999),
considera dado elemento da informação em formato adequado para o
armazenamento, processamento e transmissão.
Sobre o dado na informática, (HOUAISS; VILLAR, 2001) aﬁrma
que dado é a informação capaz de ser processada por um computa-
dor. (SHEDROFF, 1999) acrescenta que o dado é produto de pesquisa,
criação, coleta, e descoberta.
A informação é a agregação de valores aos dados, trazendo um
contexto e signiﬁcado a esses. Para (FERREIRA, 1999) a informação são
dados sobre alguém ou algo. (ANGELONI, 2003) compreende informação
como a situação de decisão perante um conjunto de dados, ou seja,
dados com contexto que auxiliam no fornecimento de uma solução para
uma decisão.
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O conhecimento seria uma informação interpretada, processada,
relacionada e armazenada, assim podendo auxiliar no processo de to-
mada de decisão segundo (CHOO, 1999). Para (LAUDON; LAUDON,
1999), conhecimento é o conjunto de ferramentas conceituais e categóri-
cas que são utilizadas por uma pessoa para criar, colecionar, armazenar
e compartilhar informações.
(SHEDROFF, 1999) complementa essa ideia destacando a com-
pensação por qualquer experiência como conhecimento. (DAVENPORT;
PRUSAK, 1998) acreditam que conhecimento é uma junção de experi-
ência, valores, informação e insight experimentado.
A imagem abaixo sintetiza as diferenças entre dado, informação
e conhecimento.
Figura 8 – Dado x Informação x Conhecimento por (DAVENPORT, 1998)
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3 PROPOSTA DE MODELO DE TRANSPARÊNCIA
A proposta consiste em mostrar uma solução para resolver o
problema da falta de transparência de dados e informações do mercado
de certiﬁcação digital brasileiro. Para modelar uma proposta para o
mercado da ICP-Brasil, foi realizado um estudo baseado nos dados e
informações de transparência de mercado de algumas autarquias fede-
rais brasileiras.
A ideia é capturar os dados das vendas e emissão de produtos
de certiﬁcação digital. Sendo assim, ao realizar uma compra em um
site de uma empresa de certiﬁcação digital, os dados da compra se-
rão enviados, via Web Service, para um banco de dados centralizado.
É importante comentar que ao realizar uma compra são escolhidos os
produtos, dentre vários certiﬁcados e mídias, e ao ﬁnalizar a compra
dados pessoais do cliente são requisitados. Após o pagamento, uma
visita a Autoridade Registradora é agendada para que seja realizada a
validação dos documentos do cliente e solicitação da emissão do cer-
tiﬁcado. Caso aconteça algum problema e o certiﬁcado não possa ser
emitido, no caso de alguma irregularidade, por exemplo, a Autoridade
Registradora não enviará um sinal de emitido e nem a data de emissão.
Desse processo, são requisitados os dados demográﬁcos do cli-
ente, AC, AR e ponto de atendimento envolvidos nessa venda e emis-
são do certiﬁcado digital, além das informações do produto comprado.
Caso seja mais de um produto, a venda de cada um é armazenada
separadamente. Esses dados foram escolhidos baseado no que o ITI
já solicita junto aos dados que são apresentados nas lojas virtuais das
ACs, como: modelo do certiﬁcado, validade, mídia de armazenamento,
dentre outros.
Vale ressaltar, que os dados dos clientes que são enviados não
expõe sua identidade, sendo assim, a partir dos mesmos não é possível
identiﬁcar o titular desse certiﬁcado. Esses dados serão armazenados
em um Data Warehouse, que para esse escopo, inicialmente contém um
Data Mart.
Para a construção desse DW, algumas perguntas estratégicas
foram criadas para que o mesmo respondesse. Para isso foi criado
um website onde serão disponibilizadas, as informações capturadas, em
forma de consultas e gráﬁcos. Com isso, todos os interessados no mer-
cado terão acesso à informações que podem ter várias utilidades como
: servir de apoio à tomada de decisão, base para estudo, curiosidade,
entre outros objetivos.
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Para a elaboração do modelo, o tópico facilidade de uso foi muito
destacado. Foi notado que muitas autarquias requisitam o envio dos
dados via arquivo, o que gera muito trabalho, além de uma periodici-
dade mensal, que é muito longa. Com isso, foi decidido automatizar
essa tarefa, diminuindo o trabalho de envio dos dados e o período de
execução, para algo mais próximo do tempo real.
Ao se falar de facilidade de uso, não pode-se deixar de lado a
usabilidade do sistema perante ao usuário. Como já comentado, uma
boa transparência exibe os dados com acessibilidade, consistência e
compreensibilidade. Por essa razão foram tomados cuidados extras
com a usabilidade do sistema de transparência.
3.1 PESQUISA DE PRODUTOS CERTIFICADO EMÍDIA DOMER-
CADO DE CERTIFICAÇÃO
Esta seção mostra os produtos do mercado de certiﬁcação digital
que foram selecionados para o trabalho. A partir de uma pesquisa
nos websites das Autoridades Certiﬁcadoras, foram levantados todos os
certiﬁcados e mídias armazenadoras vendidas pelas mesmas. Existem
muitas Autoridades Certiﬁcadoras e algumas dessas foram escolhidas,
sem motivos especiais, para a realização do estudo. As autoridades
são: Valid Certiﬁcadora Digital, Serpro, Serasa Experian, Certisign,
AC Sincor, Fenacon, Prodemge, Imprensa Oﬁcial, AC OAB e Boa Vista
Certiﬁcadora.
A pesquisa começou com a busca das informações dos certiﬁcados
e mídias vendidos nos websites das Autoridades Certiﬁcadoras. Com
isso, foi constatado que muitos produtos iguais possuem nomes diferen-
tes dependendo da AC. Então, foi realizada uma etapa de padronização
de nomes. Dentro todos os produtos, os mesmos foram agrupados e se-
parados por similaridade. Como exemplo, existe o grupo ﬁnanceiro que
foi utilizado para agrupar certiﬁcados do mercado ﬁnanceiro, como o
SPB e C3.
Esse agrupamento ajuda a classiﬁcar o uso do certiﬁcado, visto
que cada certiﬁcadora possui um padrão de nomes. As mídias foram
divididas em três grupos, pelo mesmo motivo que os certiﬁcados.
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3.2 MÍDIA DE ARMAZENAMENTO
São dispositivos criptográﬁcos utilizados para armazenar o cer-
tiﬁcado digital, podendo ser um cartão, token, celular ou computador.
No caso do cartão, o certiﬁcado digital do usuário ﬁca armazenado em
um chip anexado a mídia. O acesso do certiﬁcado, é feito através de
uma senha e para que o cartão inteligente seja lido é utilizada uma lei-
tora. Já o token, tem seu acesso utilizando a porta USB como conexão.
Quando a política do certiﬁcado é do tipo do tipo A1, o armazenamento
ocorre no computador ou celular do usuário e também tem seu acesso
através de uma senha.
• Token Criptográﬁco
Figura 9 – Token. Fonte: (TBN1, 2016).
• Leitora de cartão inteligente
Figura 10 – Leitora. Fonte: (IMAGENS, 2016).
• Cartão Inteligente
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Figura 11 – Cartão Inteligente. Fonte: (ARQUIVEI, 2015).
3.3 PADRONIZAÇÃO DE NOMES DE CERTIFICADOS E CLASSI-
FICAÇÃO EM GRUPOS
O e-CPF é a versão digital do CPF, que permite realizar ope-
rações de pessoa física com validade jurídica pela internet. O mesmo
serve para o e-CNPJ, que é a versão digital do CNPJ.
Grupo Modelo Política Validade Mídia
e-CPF e-CPF A1 1 ano armazenado no computador/mo-
bile
e-CPF A3 1/1,5/2/3
ano(s)
cartão/cartão+leitora/token/sem
mídia
e-
CNPJ
e-
CNPJ
A1 1 ano armazenado no computador/mo-
bile
e-CPF A3 1/1,5/2/3
ano(s)
cartão/cartão+leitora/token/sem
mídia
Tabela 1 – Informações dos certiﬁcados e-CPF e e-CNPJ.
Para os dois modelos apresentados, ainda existem as versões para
ME (Microempresa), EPP (Empresas de Pequeno Porte), MEI (Micro-
empreendedor Individual), EI (Empresário Individual) e EIRELI (Em-
presa Individual de Responsabilidade Limitada). Os certiﬁcados e-CPF
com CEI servem para identiﬁcar pessoas físicas. Nele é incluído o nú-
mero do CEI (Cadastro Especiﬁco do INSS).
Também existem certiﬁcados utilizando o NIS (Número de Iden-
tiﬁcação Social), destinado a pessoas que recebem auxílio do governo,
o PIS (Programa de Integração Social), destinado aos trabalhadores de
empresa privada, o PASEP (Programa de Formação do Patrimônio do
Servidor), semelhante ao PIS mas para funcionários públicos e o NIT
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(Número de Identiﬁcação do Trabalhador) destinado aos contribuinte
individuais e para aqueles que pagam o imposto de renda. Basicamente
NIS/PIS/PASEP/NIT tratam de cadastros que geram uma identiﬁca-
ção para a pessoa cadastrada.
Esses certiﬁcados foram classiﬁcados no grupo "Conectividade
Social".
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Grupo Modelo Política Validade Mídia
Conectividade
Social
e-CPF com
NIS/PIS/ PA-
SEP/NIT
A1 1 ano armazenado no
computador
e-CPF com
NIS/PIS/ PA-
SEP/NIT
A3 1/3 ano(s) cartão/cartão +
leitora/token/-
sem mídia
Conectividade
Social
e-CNPJ com
ME/EPP/
MEI/EI/ EI-
RELI
A1 1 ano armazenado no
computador
e-CNPJ com
ME/EPP/
MEI/EI/ EI-
RELI
A3 1/1,5/2/3
ano(s)
cartão/cartão +
leitora/token/-
sem mídia
Conectividade
Social
e-CPF com CEI A1 1 ano armazenado no
computador
e-CPF com CEI A3 1/3/5 ano(s) cartão/cartão +
leitora/token/-
sem mídia
Tabela 2 – Informações dos certiﬁcados e-CPF e e-CNPJ.
Os grupos seguintes são NF-e|NFC-e e CT-e. O certiﬁcado NF-
e|NFC-e é voltado para empresas que necessitam emitir e assinar notas
ﬁscais eletrônicas ou notas ﬁscais de consumidor eletrônicas.
Grupo Política Validade Mídia
NF-e|NFC-e A1 1 ano armazenado no computador
A3 1/3 ano(s) cartão/cartão+leitora/token/sem
mídia/para HSM
CT-e A1 1 ano armazenado no computador
A3 1/3 ano(s) cartão/cartão+leitora/token/sem
mídia/para HSM
Tabela 3 – Informações dos certiﬁcados NF-e|NFC-e e CT-e.
Já o CT-e é para empresas que desejam emitir ou assinar notas
ﬁscais de serviço de transporte de cargas.
Certiﬁcado para o mercado ﬁnanceiro, como o nome diz, são
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certiﬁcados voltados para o ramo ﬁnanceiro. Dentre eles existem: C3
(Câmara de Cessões de Crédito), SEC (Serviço de Transporte de Da-
dos), SELTEC (Serviço de Liquidação de Títulos em Cartório), CTC
(Central de Transferência de Crédito), SCG (Sistema de Controle de
Garantias), SCC (Serviço de Controle de Consignação), SPB (Sistema
de Pagamentos Brasileiro), que "são especíﬁcos para acesso as opera-
ções de transferência de arquivos entre os servidores das instituições
ﬁnanceiras conforme as normas da Câmara Interbancária de Pagamen-
tos", segundo a (DIGITAL, 2016).
A COMPE (Centralizadora de Compensação de Cheques) possui
um tipo de certiﬁcado próprio para autenticação em seu sistema, que
liquida as obrigações interbancárias relacionadas com cheques de valor
inferior ao VLB-Cheque (R$ 250 mil), ainda segundo a (DIGITAL, 2016).
Para o Sistema de Empréstimo Consignado Online é utilizado o
certiﬁcado ECO (Empréstimo Consignado Online). Também existe o
Certiﬁcado Cadastro Positivo, que permite a troca de arquivos entre
as instituições ﬁnanceiras e o ambiente SEC (Serviço Eletrônico Com-
partilhado), para acesso às informações de cadastro positivo (histórico
ﬁnanceiro de uma organização).
Também foi classiﬁcado o grupo de certiﬁcados para Servidor e
Aplicação.
• Certiﬁcado de Assinatura de Código : São utilizados por progra-
madores que desejam assinar digitalmente o código dos softwares
que o mesmo desenvolveu.
• Certiﬁcado para servidor : Para organizações que procuram a ga-
rantia da ICP-Brasil para identiﬁcação, privacidade e integridade
dos dados trafegados entre o navegador do seu cliente ao servidor
web, utilizando SSL, segundo (CERTISIGN, 2016). Ainda tendo
as opções de validação rápida, com processo de emissão simpliﬁ-
cado, validação completa, onde o processo de validação e emissão
do certiﬁcado é mais rigoroso, agregando maior valor e conﬁabi-
lidade, validação avançada (EV), que torna a barra de endereços
verde sinalizando alta segurança e múltiplos domínios e wildcard,
para certiﬁcar vários domínios e subdomínios com apenas um cer-
tiﬁcado.
E por ﬁm os certiﬁcados destinados a "Conselhos Proﬁssionais".
• Certiﬁcado para Corretora de Seguros : Destinado tanto para
pessoa física quanto para jurídica corretor de seguros.
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• Certiﬁcado Digital OAB : Certiﬁcado destinado aos advogados
associados a Ordem dos Advogados do Brasil.
• Certiﬁcado Digital CRM : Certiﬁcado destinado a médicos com
inscritos no Conselho Regional de Medicina.
Após a padronização separamos os certiﬁcados em oito grupos :
• e-CPF
• e-CNPJ
• CT-e
• NF-e|NFC-e
• Conectividade Social (ex. e-CPF com NIS/PIS/PASEP/NIT, e-
CNPJ com ME/EPP/MEI/EI/EIRELI e e-CPF com CEI)
• Financeiro
• Servidor e Aplicação
• Conselhos Proﬁssionais (ex. CRM, OAB, Corretores de Seguro)
Vale ressaltar que esses certiﬁcados foram os mapeados em al-
guns sites de Autoridades Certiﬁcadoras, sendo assim, novos podem ser
encontrados e novos grupos criados. Para esse projeto iremos começar
com o que foi encontrado.
3.4 PERGUNTAS ESTRATÉGICAS
O Data Mart tem como objetivo responder as seguintes pergun-
tas estratégicas:
• Quais regiões brasileiras tem comprado/emitido mais certiﬁcados
digitais este ano?
• Qual estado tem a maior quantidade de autoridades certiﬁcadoras
até o momento?
• Qual estado tem a maior quantidade de autoridades registradoras
até o momento?
• Qual é a quantidade de pontos de atendimento por estado?
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• Quais são os estados que têm comprado mais certiﬁcados digitais
até o momento?
• Quais são os cinco grupos de certiﬁcados que mais venderam até
o momento?
• Qual é o grupo de certiﬁcado mais vendido por região até o mo-
mento?
• Qual é o faturamento com certiﬁcados e mídias no Brasil até o
momento?
• Qual o dia da semana que tem o maior número de venda de
produtos de certiﬁcação?
• Qual o tipo de pessoa que mais comprou produtos de certiﬁcação
até o momento?
• Qual é a mídia de armazenamento mais comprada, junto ao cer-
tiﬁcado, até o momento?
• Qual serviço de atendimento da Autoridade Registradora mais
solicitado: Ponto de Atendimento ou Atendimento Domiciliar?
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4 DESENVOLVIMENTO DA PROPOSTA
4.1 MODELAGEM DIMENSIONAL
A modelagem dimensional desse trabalho, como mostra a ﬁgura
12, representa um Data Mart de venda/emissão, com granularidade
de uma venda/emissão de um certiﬁcado digital. A periodicidade de
atualização dos dados é diária e o envio para a área de transição é
em tempo real. Os dados não são enviados diretamente ao DM, pois
os mesmos vão para uma tabela provisória e o envio para o modelo
dimensional só ocorre quando o certiﬁcado for emitido e seus dados
conﬁrmados pela Autoridade Registradora, sendo assim, apenas dados
de certiﬁcados emitidos chegam ao modelo dimensional.
• dim_prestadora_servico_certiﬁcacao: Esta dimensão pode re-
presentar duas entidades: Autoridade Certiﬁcadora ou Autori-
dade Registradora. Sendo assim, um certiﬁcado é comprado em
uma empresa de certiﬁcação digital (Autoridade Certiﬁcadora)
e emitido junto a Autoridade Registradora. As informações co-
letadas para essa dimensão são as demográﬁcas (cidade, estado
e região), o nome fantasia da empresa e o tipo, que classiﬁca a
empresa como AR ou AC.
• dim_ponto_atendimento: Esta dimensão caracteriza o local onde
a Autoridade Registradora realiza a avaliação dos documentos e
posterior emissão, ou seja, o local físico. O atendimento pode ser
realizado no próprio local ou em domicílio. Por isso, o mesmo
apresenta as informações de nome fantasia, cidade, estado, região
e tipo de atendimento .
• dim_midia: Esta dimensão representa, caso exista, a mídia ar-
mazenadora do certiﬁcado, junto ao seu identiﬁcador único e o
tipo da mídia (ex. Cartão).
• dim_data_emissao: Esta dimensão representa a data na qual o
certiﬁcado daquela venda foi emitido.
• dim_pessoa: Esta dimensão é composta por um identiﬁcador
único, pelas caracteristicas demográﬁcas (cidade, estado e região),
da pessoa que compra o certiﬁcado e pelo tipo de pessoa: física
ou jurídica.
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• dim_certiﬁcado: Esta dimensão caracteriza o certiﬁcado vendido.
É composto por um identiﬁcador único, a descrição do grupo no
qual certiﬁcado foi classiﬁcado, um modelo (Ex: ECO), a política
de certiﬁcação utilizada (Ex: A3), e a validade, em anos, do
certiﬁcado.
• ft_venda_emissao: Tabela de fato que representa uma venda de
um certiﬁcado que foi emitido.
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Figura 12 – Modelagem dimensional do Data Mart venda.
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ﬁscal eletrônica, para advogados credenciados à OAB, para corretores
de seguros, dentre outros. Ainda podendo escolher a política de cer-
tiﬁcação, como A1 e A3, que são as mais populares, além da validade
do mesmo e o local de armazenamento do certiﬁcado (token, cartão,
mobile, dentre outros).
Com o certiﬁcado ideal escolhido, basta adicionar o mesmo ao
carrinho, e caso não tenha uma conta associada ao site da autoridade
é necessário a realização de um cadastro, que solicita, na maioria dos
websites, o tipo da pessoa: física ou jurídica e suas informações especí-
ﬁcas, telefone, e-mail, endereço, bairro, cep, cidade e estado. Essas são
as informações mais solicitadas, porém alguns sites também solicitam
informações mais pessoais como, por exemplo, a proﬁssão do cliente.
Visto que alguns dados expõem o cliente, os únicos dados utili-
zados sobre o mesmo são o tipo de pessoa (física ou jurídica), cidade,
estado e região.
Após a realização do pagamento, é necessária a realização do
agendamento da emissão do certiﬁcado. Esta etapa consiste na vali-
dação dos dados do requerente, sendo esta realizada por um ponto de
atendimento de uma Autoridade Registradora, escolhido no momento
do agendamento. Vale lembrar que o atendimento pode ser domiciliar,
onde o Agente de Registro vai até o domicílio da pessoa realizar a va-
lidação. Os documentos necessários para realização da validação são
mostrados pela Autoridade Certiﬁcadora no seu próprio website. Os
documentos abaixo, apresentados na maioria dos websites das Autori-
dades Certiﬁcadoras, são os solicitados no dia da validação perante a
Autoridade Registradora.
Em caso de pessoa física:
• Dois documentos diferentes de identiﬁcação;
• CPF;
• Comprovante de endereço em nome do titular do certiﬁcado –
emitido há, no máximo, três meses;
• Foto 3x4 recente (caso a foto do documento de identiﬁcação tenha
mais de 5 anos).
Dependendo da ﬁnalidade do certiﬁcado, pode ser preciso apre-
sentar também:
• Comprovante do título de eleitor;
• Cartão do NIS/PIS/PASEP/NIT;
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• Extrato do FGTS;
• Número de habilitação ou identiﬁcação proﬁssional emitido por
conselho de classe ou órgão competente;
• Cartão Cidadão;
• Comprovante do Comprovante do Cadastro Especíﬁco matrícula
do INSS (CEI).
Em caso de pessoa jurídica: Documentos da Empresa
• Documento de constituição;
• Se existir, alteração(ões) contratual(ais);
• Se aplicável, documentos de eleição da diretoria vigente;
• Cartão do CNPJ impresso um dia antes da validação presencial;
Documentos do representante legal cadastrado na Receita Fede-
ral
• 2 documentos diferentes de identiﬁcação;
• Cadastro de Pessoa Física - CPF;
• Comprovante de endereço emitido há, no máximo, 3 meses, em
nome do titular do certiﬁcado;
• Foto 3x4 recente;
• Documento que comprove poderes para representar a empresa;
• Originais não podem ser substituídos por cópia autenticada.
Em caso de ME/EPP/MEI/EI/EIRELI, levar certidão com a
comprovação. Em caso de certiﬁcados SSL, também existirá a validação
do domínio, instalação e teste. Na validação presencial será realizada
a coleta de biometria.
Todas essas informações foram retiradas da fonte (SERASA, 2017).
Após isso, caso não seja encontrada nenhuma irregularidade, o
certiﬁcado é emitido e entregue ao cliente.
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4.2.3 Ferramentas de extração
Para a extração dos dados, foi criado umWeb Service que recebe
todos os dados necessários para a carga das dimensões e tabela de fato,
provenientes do site de venda de certiﬁcados digitais das Autoridades
Certiﬁcadoras. Com isso, após todos os dados serem capturados, o cli-
ente realiza uma requisição POST para o Web Service e envia os dados
para a área de transição, que neste caso é uma tabela desnormalizada.
Para isso foi criado um manual de envio de dados visando facilitar a
compreensão da estrutura e assegurar a qualidade dos dados.
4.2.4 Manual de envio de dados
O envio dos dados perante as Autoridades Certiﬁcadoras deverá
ocorrer quando o agendamento do certiﬁcado for realizado. Esses dados
serão enviados para um banco de dados temporário e desnormalizado.
Uns dos principais pontos a se ressaltar nessa coleta é a qualidade e
padronização dos dados. Para que a base de dados tenha essa quali-
dade é necessário que o envio dos dados siga exatamente os padrões de
nomenclatura abaixo.
Figura 14 – Método post que salva as informações da venda do certiﬁ-
cado digital.
O Web Service Rest, implementado em Java, recebe um objeto
vendaInfo, via requisição POST, com os atributos na ﬁgura 15.
Para melhor compreensão, segue abaixo cada atributo desta classe
e qual dado que a mesma espera receber. Nenhum atributo pode ter
o valor nulo, ou seja, todos devem ser preenchidos, tornando isso uma
responsabilidade da Autoridade Certiﬁcadora. O atributo identiﬁcador
irá ser criado no próprio banco de dado.
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Figura 15 – Atributos e seus tipos requisitados para envio das informa-
ções de venda.
Dados demográﬁcos da autoridade certiﬁcadora:
• “nomeFantasiaAC”: nome da Autoridade Certiﬁcadora (Nome
Fantasia exatamente igual ao que consta na Receita Federal);
• “cidadeAC”: cidade onde a Autoridade Certiﬁcadora é localizada;
• “estadoAC”: estado onde a Autoridade Certiﬁcadora é localizada;
• “regiaoAC”: região onde o estado é localizado (Norte, Sul, Su-
deste, Sudoeste e Nordeste).
Dados demográﬁcos da Autoridade Registradora:
• “nomeFantasiaAR”: nome da Autoridade Registradora (Nome
Fantasia exatamente igual ao que consta na Receita Federal);
• “cidadeAR”: cidade onde a Autoridade Registradora é localizada;
• “estadoAR”: estado onde a Autoridade Registradora é localizada;
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• “regiaoAR”: região onde o estado é localizado (Norte, Sul, Su-
deste, Sudoeste e Nordeste).
Dados demográﬁcos e qualitativos do ponto de atendimento:
• nomeFantasiaPA: Nome do ponto de atendimento (Nome Fanta-
sia exatamente igual ao que consta na Receita Federal);
• “cidadePA”: cidade onde ponto de atendimento é localizado;
• “estadoPA”: estado onde ponto de atendimento é localizado;
• “regiaoPA”: região onde ponto de atendimento estado é localizado
(Norte, Sul, Sudeste, Sudoeste e Nordeste);
• “tipoAtendimentoAR” : tipo do atendimento (Agendamento em
Domicílio ou Ponto de Atendimento).
Dados demográﬁcos da pessoa que comprou o certiﬁcado:
• “desPessoa”: tipo de pessoas (Pessoa Física ou Pessoa Jurídica );
• “cpfCnpj”: CPF ou CNPJ da pessoa neste padrão : 999.999.999-
99 para CPF e para CNPJ 99.999.999/9999-99.
• “cidadePessoa”: cidade onde a pessoa mora;
• “estadoPessoa”: estado onde a pessoa mora;
• “regiaoPessoa”: Região onde estado é localizado (Norte, Sul, Su-
deste, Sudoeste e Nordeste).
Dados do certiﬁcado comprado:
• “desGrupo”: Feita uma análise dos modelos comerciais de certiﬁ-
cados digitais criamos alguns grupos. Caso algum certiﬁcado de
alguma Autoridade Certiﬁcadora não se encaixe dentre um deles
novos grupos podem ser criados.
– e-CPF
– e-CNPJ
– CT-e
– NF-e|NFC-e
– Conectividade Social (e-CPF com NIS/PIS/PASEP/NIT, e-
CNPJ com ME/EPP/MEI/EI/EIRELI e e-CPF com cei)
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– Financeiro
– Servidor e Aplicação
– Conselhos Proﬁssionais (CRM, OAB, Corretores de Seguro)
• “desModelo”: A descrição do modelo consiste em um nome comer-
cial que identiﬁca o uso do certiﬁcado para certo grupo, mesmo
que por natureza todas sejam A3 ou A1. Um exemplo disso é o
e-CPF, que é destinado a pessoas físicas. Caso algum modelo de
certiﬁcado vendido pela autoridade certiﬁcadora não esteja pre-
sente na lista, novos modelos podem ser adicionados. Seguem os
nomes dos modelos elencados.
– e-CPF;
– e-CNPJ;
– NF-e|NFC-e;
– CT-e;
– e-CPF NIS/PIS/PASEP/NIT;
– e-CNPJ ME/EPP/MEI/EI/EIRELI;
– e-PF;
– C3 (Câmara de Cessões de Crédito);
– SEC (Serviço de Transporte de Dados);
– SELTEC (Serviço de Liquidação de Títulos em Cartório);
– CTC (Central de Transferência de Crédito);
– SCG(Sistema de Controle de Garantias);
– SCC (Serviço de Controle de Consignação);
– SPB (Sistema de Pagamentos Brasileiro);
– COMPE (Centralizadora de Compensação de Cheques);
– ECO (Empréstimo Consignado Online);
– Validação Simpliﬁcada;
– Validação Completa;
– Múltiplos Domínios;
– Wildcard;
– Validação Avançada (EV);
– Certiﬁcado de Assinatura de Código;
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– Certiﬁcado para Corretora de Seguros;
– Certiﬁcado OAB;
– Certiﬁcado CRM;
• “desPolitica”: A descrição da política é caracterizada por: A1,
A2, A3, A4, S1, S2, S3 e S4, sendo que a A1 e A3 são os mais
comuns;
• “desValidade”: A validade é dada em anos como as a seguir: 1
ano, 2 anos, 3 anos, 5 anos e 1,5 anos.
• “desMidia”: As mídias cadastradas são:
– Token Criptográﬁco USB;
– Cartão Inteligente + Leitora de cartão inteligente;
– Cartão Inteligente;
– Mobile;
Caso o certiﬁcado não venha em uma mídia coloque no campo :
– Sem Mídia de Armazenamento.
No caso de certiﬁcados A1 onde a mídia é armazenada no com-
putador:
– Software.
• Data na qual o agendamento foi realizado: Para que não exista
divergências do formato da data pedimos que sejam enviados os ti-
mestamps do momento em que o agendamento foi realizado tanto
no atributo "data"quando no "dataLong".
• Data na qual o certiﬁcado foi emitido: Para que não exista diver-
gências do formato da data pedimos que sejam enviados os times-
tamps do momento em que o agendamento foi realizado tanto no
atributo "dataEmissao"quando no “dataEmissaoLong”.
• Flags de transmitido e emitido: As duas ﬂags inicialmente devem
ser adicionadas como false, tanto “ﬂEmitido” quando “ﬂTransmi-
tido”.
• “vlPreco”: Corresponde ao valor pago pelo certiﬁcado em reais,
se não existir, basta colocar o valor de zero reais.
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Os nomes de cidade e estado devem seguir o padrão dos correios.
Para isso é sugerido que seja utilizada a base de dados dos correios ou
outra que siga o mesmo padrão. Esse consiste em: utilizar a primeira
letra maiúscula seguida por minúsculas e acentos presentes, por exem-
plo: “Florianópolis”, “Santa Catarina”, “São Paulo”, entre outros. Essa
padronização é de extrema importância, pois sem elas o agrupamento
dos dados é prejudicado. Para o exemplo do projeto ﬁzemos requisições
ao "https://viacep.com.br/".
Para segurança dos dados, utilizamos o protocolo SSL com au-
tenticação mútua, ou seja, para fazer uma autenticação no sistema, é
necessária a utilização de um certiﬁcado digital emitido pela mesma
AC que emitiu o certiﬁcado digital do servidor.
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• 1.6: Envio dos dados para o modelo dimensional alterando a ﬂag
de transmitido para verdadeiro na tabela temporária.
• 2.1: Consulta realizada pelo usuário no portal transparência.
• 2.2: Aplicação web faz a chamada do Web Service.
• 2.3: Web Service consulta os dados na base.
• 2.4: Base de dados retorna os dados para o Web Service.
• 2.5: Web Service retorna os dados a aplicação web.
• 2.6: Usuário visualiza o resultado de sua consulta.
4.2.6 Carga de dimensões, carga dos fatos, tratamento de
valores nulos, carga incremental e automatização
Mesmo os dados tendo como fonte o envio pelo Web Service,
foi utilizada a tabela temporária para assegurar que aqueles dados de
compra do certiﬁcado pertencem a um certiﬁcado que foi emitido. Com
isso é assegurado que apenas certiﬁcados emitidos sejam enviados ao
Data Mart.
Para que o envio dos dados de certiﬁcados emitidos ocorra, foi
implementado um script. Para melhor compreensão do mesmo será
explicado primeiramente o Web Service que recebe as requisições, o
funcionamento do SSL e depois o funcionamento do script.
4.2.7 Web Service
Web Service foi utilizado para a comunicação entre o script de
dados e o modelo dimensional, além de fornecer serviços de consultas
para o portal de transparência e realizar a comunicação com a base de
dados temporária. Vale comentar que o mesmo foi desenvolvido usando
arquitetura REST com Java versão 1.8, JAX-RS versão 2.0, Hibernate
versão 5.1.0, que é um framework para o mapeamento objeto-relacional,
e Java Persistence API (JPA) versão 2.0 que é uma API padrão da
linguagem Java que descreve uma interface comum para frameworks de
persistência de dados. O SGBD utilizado foi o MySQL na versão 6.3.
Com isso foram criados serviços de inserção nas dimensões do
Data Mart, comentados a seguir.
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Figura 21 – Trecho de código dos métodos montaQuery e setParame-
tros.
NesseWeb Service também existem métodos GET que retornam
todos os atributos que chamamos de "ﬁltros"para as consultas. Foi
cuidado do detalhe de apenas mostrar opções que fazem sentido, como
por exemplo, se o ﬁltro de região for adicionado com a opção "Sul",
então é necessário garantir que no ﬁltro “Estado” apareçam apenas
os estados do sul. O trecho de código abaixo representa esse tipo de
tratamento que também é efetuado para os demais campos.
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Figura 22 – Trecho de código do métodos métodos montaQuery e set-
Parametros.
O código da ﬁgura 22 procura pelas cidades das Autoridades
Registradoras. Existem quatro casos possíveis, o primeiro a pessoa
selecionou "Todas"as regiões e "Todos"os estados, sendo assim, não
existem parâmetros para consulta. O segundo caso a pessoa selecionou
"Todas"para regiões mas selecionou um estado especíﬁco, sendo assim
o estado vai como parâmetro para consulta. A mesma situação do
terceiro caso se repete, porém foi selecionada uma região especíﬁca
e no campo estado foi selecionado "Todos", sendo assim a consulta
recebe região como parâmetro. Por ﬁm, caso região e estado tenham
sido selecionados uma região e um estado especíﬁco então os dois serão
parâmetros da consulta.
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Figura 23 – Método que altera os dados da tabela temporária.
Os métodos sobre a tabela temporária, ou área de transição, de
salvar, excluir, alterar, busca por CPF ou CNPJ e data de agendamento
e busca por certiﬁcados emitidos mas não transmitidos ao Data Mart,
também fazem parte desse Web Service.
Figura 24 – Método GET que retorna os certiﬁcados que foram emitidos
mas não foram enviados para o Data Mart ainda.
Este método é utilizado pela Autoridade Registradora para al-
terar os valores de data de emissão e flag de emitido, caso o certiﬁcado
seja emitido com sucesso e todos os dados do requerente sejam conﬁrma-
dos. Para retornar as informações de venda do certiﬁcado, a Autoridade
Registradora utiliza o CPF/CNPJ e a data do agendamento.
Figura 25 – Trecho do método de busca venda.
Este método é chamado pelo script para que os dados dos certi-
ﬁcados que foram emitidos saiam da tabela temporária e sejam adicio-
nados ao Data Mart.
Outro método do Web Service é o de salvar os logs, que é muito
semelhante aos outros métodos de salvar, salvo a parte de veriﬁcação
de existência do dado.
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• 4. Se a veriﬁcação der positiva, o cliente envia seu certiﬁcado
para o servidor.
• 5. O servidor veriﬁca, assim como cliente fez, as credenciais do
cliente.
• 6. Se a veriﬁcação der positiva, o servidor libera o acesso ao
recurso protegido solicitado pelo cliente.
Para a implementação dessa conexão segura no Apache Tomcat
foi utilizado o OpenSSL, que é uma biblioteca de criptograﬁa de pro-
pósito geral (OPENSSL, ) e Keytool, que gerencia um KeyStore (banco
de dados) de chaves criptográﬁcas, cadeias de certiﬁcados X.509 e cer-
tiﬁcados conﬁáveis (ORACLE, 2016).
Para melhor compreensão foi utilizado como “Cliente” o website
de uma Autoridade Certiﬁcadora, Autoridade Registradora, website de
transparência e script. Isso aconteceu, pois todos são clientes do servi-
dor.
• Criação do par de chaves para a Autoridade Certiﬁcadora, Servi-
dor e Cliente.
– openssl genrsa -des3 -out cacert.key 4096
– openssl genrsa -out servidor.key 2048
– openssl genrsa -out cliente.key 2048
• Criação de um certiﬁcado auto assinado para a Autoridade Cer-
tiﬁcadora.
– openssl req -new -x509 -days 3650 -key cacert.key -out ca-
cert.pem
• Geração das requisições dos certiﬁcados que serão assinados pela
CA.
– openssl req -new -key servidor.key -out servidor.csr
– openssl req -new -key cliente.key -out
– cliente.csr
• Assinatura do certiﬁcado do servidor e cliente com o certiﬁcado
da Autoridade Certiﬁcadora criada.
– openssl x509 -req -in servidor.csr -out servidor.crt -sha256 -
CA cacert.pem -CAkey cacert.key -CAcreateserial -days 3650
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– openssl x509 -req -in cliente.csr -out cliente.crt -sha256 -CA
cacert.pem -CAkey
• Criação da KeyStore, classe Java que armazena chaves e certiﬁca-
dos, utilizando a extensão JKS que é um tipo de KeyStore padrão
no Java (ORACLE, 2010).
– openssl pkcs12 -export -in cacert.srl -inkey cacert.key -certﬁle
cacert.srl -out ca.p12
– sudo keytool -importkeystore -srckeystore ca.p12 -srcstoretype
pkcs12 -destkeystore ca.jks -deststoretype JKS
– sudo openssl pkcs12 -export -in cliente.crt -inkey servidor.key
-certﬁle servidor.crt -out cliente.p12
– sudo keytool -importkeystore -srckeystore servidor.p12 -srcstoretype
pkcs12 -destkeystore servidor.jks -deststoretype JKS
– sudo openssl pkcs12 -export -in cliente.crt -inkey cacert.key
-certﬁle cliente.crt -out cliente.p12
– sudo keytool -importkeystore -srckeystore cliente.p12 -srcstoretype
pkcs12 -destkeystore cliente.jks -deststoretype JKS
• E por ﬁm, foi alterada a conﬁguração do Tomcat, do servidor,
para utilizar o protocolo TLS/SSL, adicionando ao clientAuth o
valor true, que faz com que o cliente tenha que se autenticar com
um certiﬁcado emitido pela mesma Autoridade Certiﬁcadora que
emitiu o certiﬁcado do servidor, conﬁgurando uma autenticação
mútua. Também foi adicionado o caminho onde foi armazenado o
certiﬁcado do servidor e o certiﬁcado da Autoridade Certiﬁcadora.
4.2.9 Script
O script serve para transmitir os dados da base temporária e
encaminhar os mesmos para o modelo dimensional. O mesmo foi agen-
dado com o programa Crontab, que edita o arquivo onde o usuário es-
peciﬁca um comando a ser executada em certo horário pelo Cron, que é
um serviço de execução de comandos agendados segundo (WIKIPEDIA,
2017).
O script funciona da seguinte maneira :
• Primeiramente é adicionado os certiﬁcados ao keyStore e ao trustS-
tore.
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• Depois é feita a conexão utilizando SSL.
• Com isso, é enviada uma requisição para o servidor solicitando
todos os certiﬁcados que foram emitidos, mas não foram transmi-
tidos para o modelo dimensional.
• Após recuperar os mesmos, caso existam, são utilizados os atri-
butos de cada tupla retornada, adicionando nas dimensões e re-
cuperando o identiﬁcador que a mesma recebe no banco de dados.
Com isso, todos os identiﬁcadores são inseridos na tabela de fato
junto com o valor do certiﬁcado.
• Por ﬁm é realizada uma alteração na tabela temporária na flag
de transmitido, alterando a mesma para verdadeiro e adicionado
na tabela de logs o log da ação.
Vale ressaltar que a data de emissão e a flag de emitido são alte-
radas pela Autoridade Registrada utilizando o método "alterarVenda".
A Autoridade Registradora tem acesso a esses dados utilizando o Web
Service igualmente.
Quanto aos valores nulos, esses não chegam ao modelo dimensi-
onal visto que a tabela temporária não aceita valores nulos. A Autori-
dade Certiﬁcadora, segundo o manual, deve ser responsável pelo envio
de todos os dados. Para evitar problemas com dados nulos, é impor-
tante colocar os campos do cadastro, que são necessários para o envio,
como obrigatórios. Mesmo assim, foi utilizada a tabela de logs no script
para poder ter controle do ﬂuxo de dados.
Para a realização da simulação do funcionamento, foi adicionado
a data de emissão no próprio script. O script também atualiza uma
tabela de log cada vez que envia os dados ao Data Mart.
4.3 TRANSPARÊNCIA WEB
Como já comentado, o ITI disponibiliza todo o mês em uma
planilha as informações de emissão de certiﬁcados. Na ﬁgura 27 pode-
mos notar que as informações são apenas de quantidade de certiﬁcados
emitidos por Autoridade Certiﬁcadora, mês da emissão.
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Figura 27 – Planilha, resumida, com dados de emissão de certiﬁcados
digitais divulgada pelo ITI.
Visto que poucas informações são divulgadas, como mostrado
anteriormente, a proposta tem como objetivo disponibilizar de maneira
mais completa, detalhada e de fácil compreensão as informações de
venda/emissão de certiﬁcados digitais. Para isso, os dados coletados
são apresentados no website em forma de Gráﬁcos Demográﬁcos, Outros
gráﬁcos (gráﬁcos de barra), Consultas, Dados Históricos e Relatórios
Anuais. A tela inicial está apresentada na ﬁgura 28.
Figura 28 – Tela Inicial do website de transparência.
Algumas informações técnicas importantes sobre o desenvolvi-
mento web desse trabalho :
• Utilização do framework, da linguagem de programação JavaS-
cript, conhecido como AngularJS na versão 1.5.3.
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• Utilização do framework de HTML, CSS e JavaScript chamadado
Bootstrap na versão 3.3.7
• Back-end foi implementado em Java
• O SGBD utilizado foi o MySQL.
A escolha do AngularJS se deu apenas pela facilidade de imple-
mentação e tempo de desenvolvimento do trabalho. Porém, pelo fato de
ser uma linguagem de front-end que roda no lado do cliente e tem seu
código disponível para consulta, o que quebra a segurança de apenas al-
guns clientes terem acesso ao certiﬁcado que permite acesso ao servidor,
e de não ter sido achado no framework nenhuma maneira de utilizar o
certiﬁcado na requisição, a linguagem não se torna indicada para uti-
lização fora do ambiente que será simulado simular. Ao pesquisar em
alguns sites de venda de certiﬁcado de Autoridades Certiﬁcadoras, foi
percebido que todos os sites pesquisados utilizam linguagens que rodam
do lado do servidor. Para mascarar esse problema, mas não resolver, foi
utilizado um back-end em Java em conjunto ao front-end para realizar
a autenticação e simular o funcionamento da proposta.
Para apresentar os próximos capítulos, foi simulada a compra/e-
missão de noventa e nove certiﬁcados digitais, durante uma semana,
para que fosse possível apresentar o funcionamento da proposta. Foram
cadastrados noventa e nove usuários na loja web de cinco Autoridades
Certiﬁcadoras distintas, realizada a compra e o agendamento do aten-
dimento. Foi simulado que todos os noventa e nove certiﬁcados foram
emitidos para que o script enviasse os dados ao modelo dimensional.
O cenário montado não demonstra a realidade do mercado, mas sim
uma situação ﬁctícia que serve apenas para mostrar o funcionamento
do sistema.
Vale ressaltar que dez das doze perguntas formuladas para que
o Data Mart respondesse foram respondidas com os gráﬁcos. A per-
gunta de faturamento total e grupos de certiﬁcados mais vendidos foram
respondidas a "busca dinâmica"e a ferramentas de front-end. Na reali-
dade, o DM responde diversas perguntas com suas variáveis, mais para
este trabalho foram usadas apenas essas.
4.3.1 Gráﬁcos
A ideia de apresentar a situação do mercado de certiﬁcação digi-
tal em gráﬁcos é interessante pois visualmente é possível extrair conhe-
cimento das informações transmitidas pelos esses. Para representar os
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dados demográﬁcos, foram utilizados gráﬁcos do território brasileiro e
um gráﬁco de pizza para região. Visto a pouca quantidade de dados adi-
cionada a base serão apenas mostrados os dados por estado e região,
porém é possível responder às mesmas questões dos gráﬁcos para ci-
dade, visto que essa informação também é encontrada na base. Abaixo
seguem todos os gráﬁcos disponibilizados no site de transparência.
Figura 29 – Número de certiﬁcados emitidos por estado.
O gráﬁco da ﬁgura 29 representa a quantidade de certiﬁcados
emitidos por estado. Como pode ser observado, o estado de São Paulo
foi o que teve o maior número de emissões. Para ver a quantidade de
emissões, o usuário precisa apenas passar o mouse por cima do estado
desejado. No cenário mostrado, São Paulo teve vinte e dois certiﬁcados
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emitidos. Estados com as cores mais claras como Acre, Tocantins,
Roraima, entre outros, tiveram apenas um certiﬁcado.
Figura 30 – Número de certiﬁcados emitidos por região.
No gráﬁco por região ﬁca ainda mais claro, dentro do cenário que
foi simulado, que a região centro-oeste é a região com mais certiﬁcados
emitidos. Após análise do gráﬁco 29 pode ser concluído que o estado de
São Paulo faz com que esse resultado seja bem expressivo alcançando
quase 50% dos certiﬁcados.
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Figura 31 – Número de Autoridades Certiﬁcadoras por estado.
O gráﬁco da ﬁgura 31 representa a quantidade de Autoridades
Certiﬁcadoras por estado. Como já comentado, existem apenas cinco
Autoridades Certiﬁcadoras cadastradas no cenário e isso pode ser visu-
alizado no mapa. Observando o mapa, é percebido que as Autoridades
Certiﬁcadoras pertencem aos estados da Bahia, São Paulo, Pará, Santa
Catarina e Distrito Federal.
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Figura 32 – Número de Autoridades Registradoras por estado.
A ﬁgura 32 representa a quantidade de Autoridades Registra-
doras por estado. Pode ser observado no gráﬁco que a região norte,
nordeste, exceto a Bahia e centro-oeste aparecem com apenas uma Au-
toridade Registradora. Já a região sul, todos os estados apresentam
duas. A região com mais Autoridades Registradoras é a sudeste, ex-
ceto o Espírito Santo, onde São Paulo aparece com seis ARs.
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Figura 33 – Número de pessoas que compraram/emitiram um certiﬁ-
cado digital por estado.
O gráﬁco da ﬁgura 33 representa a quantidade de pessoas que
compraram/emitiram um certiﬁcado por estado. Novamente São Paulo
com o maior valor e a região sudeste liderando.
94
Figura 34 – Número de pontos de atendimento por estado.
O número de pontos de atendimento por estado segue muito
parecido com a quantidade de Autoridades Registradoras, onde nova-
mente São Paulo aparece na frente com seis pontos de atendimento.
Agora serão apresentados os gráﬁcos de barra que apresentam
informações relacionadas com o processo de venda/emissão de certiﬁ-
cados.
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Figura 38 – Consulta com ﬁltros.
Na ﬁgura 39 e 40 são apresentados os campos de cada ﬁltro.
Esses contém as opções que existem na base de dados, por exemplo,
são mostradas apenas as mídias que estão presentes na base de dados.
Figura 39 – Consulta com ﬁltros selecionados.
Outro ponto é que uma vez que selecionada uma região apenas
os estados daquela região aparecem e o mesmo serve para estado e
cidade. Para todos os campos, caso não se deseje selecionar um espe-
cíﬁco, existe a opção de selecionar "Todos"ou "Todas"dependendo do
gênero da palavra.
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Figura 40 – Consulta com ﬁltros continuação.
Um detalhe interessante da consulta é a possibilidade de usar o
ﬁltro com um período de tempo como mostra a ﬁgura 41.
Figura 41 – Consulta com período deﬁnido.
Caso não se deseje selecionar um período basta selecionar “To-
dos”, assim como nos outros ﬁltros.
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Vale lembrar que o CSV de download pode ser importando a
um banco de dados e utilizado por alguma ferramenta de front-end de
Data Warehouse, mesmo que esse já venha com as tabelas unidas em
um única tupla, como é o caso desse.
Figura 42 – Exemplo de consulta.
4.3.3 Dados Históricos e Relatórios Anuais
Uma coisa muito comum em um Data Warehouse é a utilização
dos dados históricos. Sendo assim, são disponibilizadas para o usuário
as bases ﬁltradas por ano e a base completa com todos os anos exceto
o atual. Com isso o usuário pode fazer comparações por ano e en-
tender melhor como foi o desenvolvimento do mercado durante esses.
Para isso, são utilizadas ferramentas de front-end como as que serão
apresentadas.
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Figura 43 – Dados históricos por ano.
Algo muito comum nas autarquias federais, responsáveis pelo
mercado, é um relatório anual, que consiste em um resumo de como foi
o ano para o setor. No mesmo constam informações como: quanto foi
arrecadado, o quanto esse cresceu além de informações estatísticas dos
dados relacionados ao mesmo.
Figura 44 – Relatórios por ano.
Vale ressaltar que "Dados Históricos"e "Relatórios Anuais"não
participaram da simulação do modelo, visto que o mesmo simulou ape-
nas uma semana do exercício de venda/compra e emissão de certiﬁca-
dos. O desenvolvimento dessas partes requer a utilização do projeto
durante no mínimo um ano para que se tenha recolhido dados suﬁcien-
tes para que seja possível a realização da análise do mercado.
4.3.4 Ferramentas de front-end
As ferramentas de front-end são voltadas ao usuário ﬁnal. Essas
focam na usabilidade do sistema para que qualquer pessoa de qualquer
área de uma organização possa utilizar sem a necessidade de auxílio
da área de TI. Essas ferramentas possibilitam a visualização das infor-
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mações de maneira mais amigável, como por exemplo, em gráﬁcos. As
mesmas também ajudam na tomada de decisão daqueles que as utilizam
como (PRIMAK, 2008) explica.
O trabalho irá apresentar duas ferramentas, uma paga e outra
gratuita.
4.3.4.1 Metabase
A primeira coisa que é visualizada ao abrir o website (META-
BASE, 2017) da ferramenta é a frase : "Metabase é a maneira fácil, de
código aberto para que todos em sua empresa possam fazer perguntas
e aprender com os dados".
A escolha do Metabase como ferramenta gratuita de front-end
se deu pela facilidade de instalação e uso. A instalação levou menos de
5 minutos, sem diﬁculdades. O programa é executado por um arquivo
com a extensão".jar", e no navegador o mesmo ocupa a porta 3000.
Ao acessar o Metabase, é requisitada a realização de um cadastro e
conexão com o banco de dados.
Com o Metabase é possível selecionar uma tabela, ﬁltrar, agrupar
por algum campo além de selecionar o tipo de saída, podendo ser em
forma de gráﬁco ou tabela.
O Metabase aceita os seguintes banco de dados : BigQuery,
Create, Druid, Google Analytics, H2, MySQL, PostgreSQL, Amazon
RedShift, SQLite, SQLServer.
Não foi encontrada a possibilidade de importar um arquivo CSV,
então o arquivo foi importado ao banco de dados MySQL. Em seguida
foi realizada a seguinte consulta procurando a resposta para a pergunta:
"Qual é o grupo de certiﬁcado mais vendido por região brasileira?".
Figura 45 – Figura do gráﬁco da consulta executada no metabase.
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4.3.4.2 Tableau
O Tableau é uma empresa de software de visualização de dados.
Um dos seus softwares é uma ferramenta de front-end de BI, a qual será
utilizada nesse trabalho. Assim como o Metabase, o Tableau torna as
análises dos dados mas fácil.
O Tableau aceita arquivos como fonte de dados, diferente do
Metabase, além de aceitar mais bancos de dados como fonte. A des-
vantagem da utilização da ferramenta é que essa cobra por sua licença.
Para a realização de consultas com respostas em gráﬁco, o usuá-
rio pode selecionar as variáveis desejadas e arrastar para os eixos x e y
do mesmo.
Foi respondida a mesma pergunta feita no Metabase utilizando
o Tableau, como pode ser visto na ﬁgura 46.
Figura 46 – Figura do gráﬁco de uma consulta realizada no Tableau.
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4.4 SIMULAÇÃO DO FUNCIONAMENTO DA PROPOSTA
Como já comentado, foi realizada a simulação de compra de no-
venta e nove certiﬁcados para testar o modelo. Essa seção irá apresentar
o ﬂuxo dos dados da compra/emissão de um certiﬁcado digital até a
chegada do mesmo no modelo dimensional. O ﬂuxo começa acessando
o site de uma Autoridade Certiﬁcadora e selecionando o certiﬁcado
desejado.
• Na tela inicial do site da Autoridade Certiﬁcadora ﬁctícia apare-
cem links para acessar certiﬁcados a partir de seus grupos como
mostram as ﬁguras 47 e 48. Apenas o grupo de Conectividade
Social ﬁcou separado devido a grande quantidade de produtos.
Figura 47 – Tela inicial da loja web.
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Figura 48 – Continuação tela inicial da loja web.
• Após clicar no grupo desejado aparecem várias opções de certiﬁca-
dos. Na ﬁgura 49 pode ser visualizado certiﬁcados do grupo "Co-
nectividade Social", especiﬁcamente os certiﬁcados e-CPF NIS/-
PIS/PASEP/NIT.
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Figura 49 – Tela com as opções de certiﬁcado digital do grupo Conec-
tividade Social.
• Após análises das necessidades do cliente, o mesmo selecione o
produto desejado clicando em "Comprar". Então o certiﬁcado é
enviado para o carrinho como é mostrado na ﬁgura 50.
Figura 50 – Carrinho com os produtos selecionado pelo cliente.
• O cliente pode continuar comprando, limpar o carrinho ou ﬁnali-
zar a compra. Como o objetivo é apenas comprar um certiﬁcado,
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foi clicado em "Finalizar Compra". Com isso, a página foi dire-
cionada para a tela de login já que o cliente não estava logado.
Como o cliente ainda não tem conta, foi clicado em "Não é ca-
dastrado? Cadastre-se". Caso o cliente tivesse um cadastro no
site, o mesmo colocaria seu login e senha sem a necessidade do
cadastro.
Figura 51 – Tela de login.
• A tela de cadastro permite tanto o cadastro de pessoa física
quanto jurídica, como pode ser visto na ﬁgura 52.
Figura 52 – Cadastro pessoa júridica.
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• Como pode ser visualizado na ﬁgura 53, uma veriﬁcação de e-mail
é realizada. Isso acontece para evitar problemas com o login, visto
que esse utiliza o e-mail.
Figura 53 – Aviso de e-mail já casdastrado.
• Também é veriﬁcado a unicidade do CPF e CNPJ no sistema para
que não existam problemas nas próximas etapas do processo de
coleta de dados.
Figura 54 – Aviso de CPF/CNPJ já cadastrado.
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• O cadastro de pessoa física contém os campos: tipo de pessoa,
Nome, CPF, RG, Telefone, E-mail, Senha, CEP, Rua, Comple-
mento, Bairro, Cidade e Estado. O cadastro é extremamente im-
portante para a garantia da qualidade dos dados dessa proposta.
Os campos: Rua, Bairro, Cidade e Estado não podem ser editados
e são preenchidos automaticamente após a inserção do CEP. Foi
utilizado da máscara para garantir que o CPF e CNPJ venham
no formato solicitado pelo manual. Quando menos o cliente tiver
que digitar melhor para a qualidade dos dados.
Figura 55 – Tela com o cadastro de uma pessoa física.
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• Foi escolhida a data e o horário do atendimento e clicado em
"Agendar".
Figura 59 – Continuação do agendamento com a seleção da data e
horário do mesmo.
• Após conﬁrmar os dados do agendamento, os dados cadastrais do
usuário, dados do agendamento e dados da Autoridade Certiﬁca-
dora são enviados para tabela temporária.
Figura 60 – Conﬁrmação do agendamento.
• Conﬁrmado o agendamento, um tela com os documentos neces-
sários para apresentação no dia do atendimento são exibidos.
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Figura 63 – Tela de visualização dos dados de agendamento e cancela-
mento do mesmo.
• Fazendo uma consulta a base temporária, pode ser observado que
o dado novo foi adicionado olhado o CPF (No caso 836.078.486-
88) e data do agendamento. Note que as ﬂags de emitido e trans-
mitido apresentam o valor zero, ou seja, false.
Figura 64 – Consulta a base temporária.
• Foram alteradas a flag de emitido e a data de emissão para que
fosse simulado que a Autoridade Registradora emitiu o certiﬁ-
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cado. O script é rodado inserindo os dados das dimensões e ta-
bela de fato, além de alterar a flag de transmitido. A tabela de
logs também é atualizada.
Figura 65 – Execução do script.
• Ao realizar consulta novamente a data de emissão aparece e po-
demos ver que as duas flags foram alteradas para verdadeiro.
Figura 66 – Tela inicial da loja web continuação.
• Assim que adicionados no modelo dimensional, os dados já ﬁcam
disponíveis no site de transparência. A ﬁgura 67 mostra que a
quantidade de certiﬁcados emitidos mudou de noventa e nove para
cem, além do aumento da arrecadação.
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Figura 67 – Tela de transparência já com a adição do dado novo.
• Os gráﬁcos também são atualizados, pode ser observado que an-
tes existiam apenas três certiﬁcados emitidos no estado de Santa
Catarina e agora são quatro.
Figura 68 – Tela inicial da loja web continuação.
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5 CONCLUSÃO E TRABALHOS FUTUROS
O meio mais conﬁável e preciso para se adquirir conhecimento
sobre uma organização é a partir dos dados que a essa gera. Esses dados,
quando centralizados, têm um grande poder de informação e tornam-
se muito importantes para as decisões estratégicas das empresas. O
conhecimento dessas informações por todos ajuda as áreas estratégicas
da organização, assim como, àqueles que dependem da mesma. No
caso do mercado de certiﬁcação digital e do ITI o conhecimento da
situação do mercado e das emissões de certiﬁcados digitais são a base
para qualquer tomada de decisão. Sem a detenção dos mesmos as
informações se tornam "achismos", não trazendo conﬁança.
A pesquisa de mercado mostrou que existem muitas variáveis
importantes no mercado de certiﬁcação digital, como as ACs, ARs, os
pontos de atendimento das ARs, o requerente do certiﬁcado, AGRS, a
ICP-Brasil, o ITI, os certiﬁcados, as mídias que armazenam os mesmos,
dentre várias outras. Para criar uma proposta de coleta e disponibiliza-
ção de dados, com um escopo mais simples, foram selecionadas algumas
das variáveis mais importantes no processo de venda e emissão do cer-
tiﬁcado digital. Também foi observado que a venda de um certiﬁcado
segue um padrão e esse foi utilizado para gerar a proposta. Com isso,
o estudo de mercado foi essencial para uma melhor compreensão do
projeto e decisivo na hora da criação do modelo.
O resultado desse trabalho mostra que com uma arquitetura
adequada é possível extrair informações das Autoridades Certiﬁcado-
ras sem a necessidade do trabalho humano contínuo, como acontece
atualmente, utilizando-se da automatização do processo. Também foi
concluído que o modelo proposto é viável e não exige muitas mudan-
ças de código para as Autoridades Certiﬁcadoras. O manual de dados
foi muito importante para a padronização e qualidade dos dados. O
desenvolvimento seguiu as instruções desse e os dados chegaram com
qualidade ao modelo dimensional. Essa qualidade pode ser vista pelo
fato de que as consultas conseguiram agrupar os atributos sem redun-
dância. A modelagem do Data Mart do Data Warehouse respondeu as
perguntas criadas, sendo assim, a modelagem cumpriu com os objeti-
vos.
O desenvolvimento das partes da proposta tais como, loja de
vendas, manual, Web Service, script e transparência foram integradas
e alcançaram os objetivos de coleta e disponibilização dos dados, sendo
a demonstração da proposta a prova disso.
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Com isso, pode ser concluído que a proposta é viável e funciona
como o esperado. A captura, centralização de dados em um modelo di-
mensional e disponibilização para visualização respondem às perguntas
do mercado e podem ajudar nas tomadas de decisão do mesmo.
Como trabalhos futuros, sugere-se a aplicação dessa proposta em
um ambiente real para que seja possível testá-la. Com isso, poderá ser
descoberta a sua efetividade e encontrar possíveis problemas.
O mercado de certiﬁcação digital possui outros produtos além
de certiﬁcados e mídias por isso, este trabalho pode ser estendido para
contemplar os outros produtos para que exista uma compreensão total
do mercado.
Outro trabalho interessante seria estudar os pacotes de assina-
tura vendidos pelos sites das Autoridades Certiﬁcadoras. Esses pacotes
fornecem, por um período de tempo limitado, todo o suporte para certa
quantidade de assinaturas. Sendo assim, o valor de um certiﬁcado du-
rante esse tempo se tornaria zero, diﬁcultando a estimativa de custo de
um certiﬁcado. Uma possível solução seria incluir no Data Warehouse
um novo Data Mart que represente a venda dos pacotes por assinatura.
Ainda sobre o estudo do valor do certiﬁcado, seria interessante
adicionar ao modelo a renovação de um certiﬁcado. A renovação im-
pacta no valor do mesmo, pois muitas vezes as Autoridades Certiﬁca-
doras realizam a renovação sem cobrar do cliente. A renovação poderia
também ser um novo Data Mart.
Por ﬁm, outro assunto que deve ser tratado é a redundância do
sistema, ou seja, a criação de um backup do servidor para que o sistema
tenha alta disponibilidade.
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interceptorsConfig.js
angular.module("siteCertificado").config(function
($httpProvider) {
$httpProvider.interceptors.push("errorInterceptor");
});
routeConfig.js
angular.module("siteCertificado").config(function
($routeProvider) {
$routeProvider.when("/e-CPF", {
templateUrl: "view/e-CPF.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/e-CNPJ", {
templateUrl: "view/e-CNPJ.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/NF-e", {
templateUrl: "view/NF-e.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/CT-e", {
templateUrl: "view/CT-e.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/conectividadeCNPJ", {
templateUrl: "view//conectividadeCNPJ.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/conectividadeCPF", {
templateUrl: "view/conectividadeCPF.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/cei", {
templateUrl: "view/cei.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/financeiro", {
templateUrl: "view/financeiro.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/servidor", {
templateUrl: "view/servidor.html",
controller: "insereNoCarrinhoCtrl"
});
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$routeProvider.when("/outros", {
templateUrl: "view/outros.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/midia", {
templateUrl: "view/midia.html",
controller: "insereNoCarrinhoCtrl"
});
$routeProvider.when("/cadastro", {
templateUrl: "view/cadastro.html",
controller: "cadastroCtrl"
});
$routeProvider.when("/pagamento", {
templateUrl: "view/pagamento.html",
controller: "compraCtrl"
});
$routeProvider.when("/agendamento", {
templateUrl: "view/agendamento.html",
controller: "agendamentoCtrl"
});
$routeProvider.when("/cancelarAgendamento", {
templateUrl: "view/cancelarAgendamento.html",
controller: "agendamentoCtrl"
});
$routeProvider.when("/documentos", {
templateUrl: "view/documentos.html",
});
$routeProvider.when("/agendamentoConfirmar", {
templateUrl: "view/agendamentoConfirmar.html",
controller: "agendamentoCtrl"
});
$routeProvider.when("/pedidos", {
templateUrl: "view/pedidos.html",
controller: "pedidosCtrl"
});
$routeProvider.when("/perfil", {
templateUrl: "view/perfil.html",
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controller: "usuarioCtrl"
});
$routeProvider.when("/login", {
templateUrl: "view/login.html",
controller: "usuarioCtrl"
});
$routeProvider.when("/error", {
templateUrl: "view/error.html"
});
$routeProvider.when("/produtos", {
templateUrl: "view/produtos.html",
});
$routeProvider.when("/home", {
templateUrl: "view/index.html",
controller: "loginCtrl"
});
$routeProvider.when(’/carrinho’, {
templateUrl: ’view/carrinho.html’,
controller: "compraCtrl"
});
$routeProvider.otherwise({redirectTo: "/produtos"});
});
angular.module("siteCertificado").controller( "agendamentoCtrl",
function ($scope, $filter, $window, compraService,
usuarioService, produtoService, localizacaoService,
$location, agendamentoService) {
// PSC (Prestadora de servico de certificacao podendo ser uma
AC, AR entre outras)
var PSC = function(tipo, nomeFantasia, endereco, cidade,
estado, regiao) {
this.tipo = tipo;
this.nomeFantasia = nomeFantasia;
this.endereco = endereco;
this.cidade = cidade;
this.estado = estado;
this.regiao = regiao;
};
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// Ponto de Atendimento
var PA = function(tipo, nomeFantasia, endereco, cidade,
estado, regiao, ar) {
this.tipo = tipo;
this.nomeFantasia = nomeFantasia;
this.endereco = endereco;
this.cidade = cidade;
this.estado = estado;
this.regiao = regiao;
this.ar = ar;
};
// Armazena os dados do agendamento
$scope.dadosAgendamento = {};
// Informa as informaces da AC do site
$scope.ac = new PSC("Autoridade Certificadora", "LabSec AC",
"Rua Tal, 000, Bairro, 8888-888", "Florianpolis", "SC",
"Sul");
// Data de hoje
$scope.dataDeHoje = new Date();
// Data mnima que pode ser selecionada para o agendamento,
no caso seria a data de hoje, nao podendo selecionar
datas anteriores
$scope.dataMin = new Date(
$scope.dataDeHoje.getFullYear(),
$scope.dataDeHoje.getMonth(),
$scope.dataDeHoje.getDate() + 1
);
// Data mxima que pode ser selecionada para o agendamento,
no caso seria 4 meses a partir do atual, nao podendo
selecionar datas posteriores
$scope.dataMax = new Date(
$scope.dataDeHoje.getFullYear(),
$scope.dataDeHoje.getMonth() + 4,
$scope.dataDeHoje.getDate()
);
// Armazena o certificado a ser agendado
$scope.certificado = {};
// Seleciona as ar’s por estado selecionado na pagina de
agendamento
$scope.paPorEstado;
var Estado = function(nome, sigla) {
this.nome = nome;
this.sigla = sigla;
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};
$scope.estados = [
new Estado("Acre","AC"),
new Estado("Alagoas","AL"),
new Estado("Amap","AP"),
new Estado("Amazonas","AM"),
new Estado("Bahia","BA"),
new Estado("Cear","CE"),
new Estado("Distrito Federal","DF"),
new Estado("Esprito Santo","ES"),
new Estado("Gois","GO"),
new Estado("Maranho","MA"),
new Estado("Mato Grosso","MT"),
new Estado("Mato Grosso do Sul","MS"),
new Estado("Minas Gerais","MG"),
new Estado("Par","PA"),
new Estado("Paraba","PB"),
new Estado("Paran","PR"),
new Estado("Pernambuco","PE"),
new Estado("Piau","PI"),
new Estado("Rio de Janeiro","RJ"),
new Estado("Rio Grande do Norte","RN"),
new Estado("Rio Grande do Sul","RS"),
new Estado("Rondnia","RO"),
new Estado("Roraima","RR"),
new Estado("Santa Catarina","SC"),
new Estado("So Paulo","SP"),
new Estado("Sergipe","SE"),
new Estado("Tocantins","TO")
];
$scope.ar = [
new PSC("Autoridade Registradora", "Rio
Branco AR",
"Rua Tal, 000, Bairro, 8888-888", "Rio
Branco", "Acre", "Norte"),
new PSC("Autoridade Registradora", "Macei AR",
"Rua Tal, 000, Bairro, 8888-888", "Macei",
"Alagoas", "Nordeste"),
new PSC("Autoridade Registradora", "Macap AR",
"Rua Tal, 000, Bairro, 8888-888", "Macap",
"Amap", "Norte"),
new PSC("Autoridade Registradora", "Manaus
AR",
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"Rua Tal, 000, Bairro, 8888-888", "Manaus",
"Amazonas", "Norte"),
new PSC("Autoridade Registradora", "Salvador
AR",
"Rua Tal, 000, Bairro, 8888-888", "Salvador",
"Bahia", "Nordeste"),
new PSC("Autoridade Registradora", "Feira de
Santana AR",
"Rua Tal, 000, Bairro, 8888-888", "Feira de
Santana", "Bahia", "Nordeste"),
new PSC("Autoridade Registradora", "Fortaleza
AR",
"Rua Tal, 000, Bairro, 8888-888",
"Fortaleza", "Cear", "Nordeste"),
new PSC("Autoridade Registradora", "Braslia
AR",
"Rua Tal, 000, Bairro, 8888-888", "Distrito
Federal", "Centro-Oeste" ),
new PSC("Autoridade Registradora", "Vitria
AR",
"Rua Tal, 000, Bairro, 8888-888", "Vitria",
"Esprito Santo", "Sudeste"),
new PSC("Autoridade Registradora", "Goinia
AR",
"Rua Tal, 000, Bairro, 8888-888", "Goinia",
"Gois", "Centro-Oeste" ),
new PSC("Autoridade Registradora", "So Lus
AR",
"Rua Tal, 000, Bairro, 8888-888", "So Lus",
"Maranho", "Nordeste"),
new PSC("Autoridade Registradora", "Cuiab AR",
"Rua Tal, 000, Bairro, 8888-888", "Cuiab",
"Mato Grosso", "Centro-Oeste"),
new PSC("Autoridade Registradora", "Campo
Grande AR",
"Rua Tal, 000, Bairro, 8888-888", "Campo
Grande", "Mato Grosso do Sul",
"Centro-Oeste"),
new PSC("Autoridade Registradora", "Belo
Horizonte AR",
"Rua Tal, 000, Bairro, 8888-888", "Belo
Horizonte", "Minas Gerais", "Sudeste"),
new PSC("Autoridade Registradora", "Uberlndia
AR",
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"Rua Tal, 000, Bairro, 8888-888",
"Uberlndia", "Minas Gerais", "Sudeste"),
new PSC("Autoridade Registradora", "Contagem
AR",
"Rua Tal, 000, Bairro, 8888-888", "Contagem",
"Minas Gerais", "Sudeste"),
new PSC("Autoridade Registradora", "Belm AR",
"Rua Tal, 000, Bairro, 8888-888", "Belm",
"Par", "Norte"),
new PSC("Autoridade Registradora", "Joo
Pessoa AR",
"Rua Tal, 000, Bairro, 8888-888", "Joo
Pessoa", "Paraba", "Nordeste"),
new PSC("Autoridade Registradora", "Curitiba
AR",
"Rua Tal, 000, Bairro, 8888-888", "Curitiba",
"Paran", "Sul"),
new PSC("Autoridade Registradora", "Londrina
AR",
"Rua Tal, 000, Bairro, 8888-888","Londrina",
"Paran", "Sul" ),
new PSC("Autoridade Registradora", "Maring
AR",
"Rua Tal, 000, Bairro, 8888-888","Maring",
"Paran", "Sul"),
new PSC("Autoridade Registradora", "Recife
AR",
"Rua Tal, 000, Bairro, 8888-888", "Recife",
"Pernambuco", "Nordeste"),
new PSC("Autoridade Registradora", "Teresina
AR",
"Rua Tal, 000, Bairro, 8888-888", "Teresina",
"Piau", "Nordeste"),
new PSC("Autoridade Registradora", "Rio de
Janeiro AR",
"Rua Tal, 000, Bairro, 8888-888", "Rio de
Janeiro", "Rio de Janeiro", "Sudeste"),
new PSC("Autoridade Registradora", "So Gonalo
AR",
"Rua Tal, 000, Bairro, 8888-888", "So
Gonalo", "Rio de Janeiro", "Sudeste"),
new PSC("Autoridade Registradora", "Duque de
Caxias AR",
"Rua Tal, 000, Bairro, 8888-888", "Duque de
Caxias", "Rio de Janeiro", "Sudeste"),
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new PSC("Autoridade Registradora", "Natal
AR", "Natal",
"Rua Tal, 000, Bairro, 8888-888", "Rio Grande
do Norte", "Nordeste"),
new PSC("Autoridade Registradora", "Porto
Alegre AR",
"Rua Tal, 000, Bairro, 8888-888", "Porto
Alegre", "Rio Grande do Sul", "Sul"),
new PSC("Autoridade Registradora", "Caxias do
Sul AR",
"Rua Tal, 000, Bairro, 8888-888", "Caxias do
Sul", "Rio Grande do Sul", "Sul"),
new PSC("Autoridade Registradora", "Pelotas
AR",
"Pelotas", "Rua Tal, 000, Bairro, 8888-888",
"Rio Grande do Sul", "Sul"),
new PSC("Autoridade Registradora", "Porto
Velho AR",
"Rua Tal, 000, Bairro, 8888-888", "Porto
Velho", "Rondnia", "Norte"),
new PSC("Autoridade Registradora", "Boa Vista
AR",
"Rua Tal, 000, Bairro, 8888-888", "Boa
Vista", "Roraima", "Norte"),
new PSC("Autoridade Registradora",
"Florianpolis AR",
"Rua Tal, 000, Bairro, 8888-888",
"Florianpolis", "Santa Catarina", "Sul"),
new PSC("Autoridade Registradora", "Joinville
AR",
"Rua Tal, 000, Bairro, 8888-888",
"Joinville", "Santa Catarina", "Sul"),
new PSC("Autoridade Registradora", "So Paulo
AR",
"Rua Tal, 000, Bairro, 8888-888", "So Paulo",
"So Paulo", "Sudeste"),
new PSC("Autoridade Registradora", "Guarulhos
AR",
"Rua Tal, 000, Bairro, 8888-888",
"Guarulhos", "So Paulo", "Sudeste"),
new PSC("Autoridade Registradora", "Campinas
AR",
"Rua Tal, 000, Bairro, 8888-888", "Campinas",
"So Paulo", "Sudeste"),
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new PSC("Autoridade Registradora", "Sorocaba
AR",
"Rua Tal, 000, Bairro, 8888-888", "Sorocaba",
"So Paulo", "Sudeste"),
new PSC("Autoridade Registradora", "Santos
AR",
"Rua Tal, 000, Bairro, 8888-888", "Santos",
"So Paulo", "Sudeste"),
new PSC("Autoridade Registradora", "So
Bernardo do Campo AR",
"Rua Tal, 000, Bairro, 8888-888", "So
Bernardo do Campo", "So Paulo",
"Sudeste"),
new PSC("Autoridade Registradora", "Aracaju
AR",
"Rua Tal, 000, Bairro, 8888-888", "Aracaju",
"Sergipe", "Norte"),
new PSC("Autoridade Registradora", "Palmas
AR", "Rua Tal, 000,
Bairro, 8888-888", "Palmas", "Tocantins",
"Norte")
];
$scope.pa = [
new PA("Ponto Atendimento", "Rio Branco AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Rio Branco", "Acre", "Norte", new
PSC("Autoridade Registradora", "Rio Branco
AR", "Rua Tal, 000, Bairro, 8888-888", "Rio
Branco", "Acre", "Norte")),
new PA("Ponto Atendimento", "Macei AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Macei", "Alagoas", "Nordeste", new
PSC("Autoridade Registradora", "Macei AR",
"Rua Tal, 000, Bairro, 8888-888", "Macei",
"Alagoas", "Nordeste")),
new PA("Ponto Atendimento", "Macap AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Macap", "Amap", "Norte", new
PSC("Autoridade Registradora", "Macap AR",
"Rua Tal, 000, Bairro, 8888-888", "Macap",
"Amap", "Norte")),
new PA("Ponto Atendimento", "Manaus AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Manaus", "Amazonas", "Norte", new
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PSC("Autoridade Registradora", "Manaus AR",
"Rua Tal, 000, Bairro, 8888-888", "Manaus",
"Amazonas", "Norte")),
new PA("Ponto Atendimento", "Salvador AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Salvador", "Bahia", "Nordeste", new
PSC("Autoridade Registradora", "Salvador
AR", "Rua Tal, 000, Bairro, 8888-888",
"Salvador", "Bahia", "Nordeste")),
new PA("Ponto Atendimento", "Feira de Santana AR
- Ponto 1", "Rua Tal, 000, Bairro,
8888-888", "Feira de Santana", "Bahia",
"Nordeste", new PSC("Autoridade
Registradora", "Feira de Santana AR", "Rua
Tal, 000, Bairro, 8888-888", "Feira de
Santana", "Bahia", "Nordeste")),
new PA("Ponto Atendimento", "Fortaleza AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Fortaleza", "Cear", "Nordeste", new
PSC("Autoridade Registradora", "Fortaleza
AR", "Rua Tal, 000, Bairro, 8888-888",
"Fortaleza", "Cear", "Nordeste")),
new PA("Ponto Atendimento", "Braslia AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Braslia", "Distrito Federal",
"Centro-Oeste", new PSC("Autoridade
Registradora", "Braslia AR", "Rua Tal, 000,
Bairro, 8888-888", "Distrito Federal",
"Centro-Oeste" )),
new PA("Ponto Atendimento", "Vitria AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Vitria", "Esprito Santo", "Sudeste", new
PSC("Autoridade Registradora", "Belo
Horizonte AR", "Rua Tal, 000, Bairro,
8888-888", "Belo Horizonte", "Minas Gerais",
"Sudeste")),
new PA("Ponto Atendimento", "Goinia AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Goinia", "Gois", "Centro-Oeste", new
PSC("Autoridade Registradora", "Goinia AR",
"Rua Tal, 000, Bairro, 8888-888", "Goinia",
"Gois", "Centro-Oeste" )),
new PA("Ponto Atendimento", "So Lus AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888", "So
Lus", "Maranho", "Nordeste", new
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PSC("Autoridade Registradora", "So Lus AR",
"Rua Tal, 000, Bairro, 8888-888", "So Lus",
"Maranho", "Nordeste")),
new PA("Ponto Atendimento", "Cuiab AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Cuiab", "Mato Grosso", "Centro-Oeste", new
PSC("Autoridade Registradora", "Cuiab AR",
"Rua Tal, 000, Bairro, 8888-888", "Cuiab",
"Mato Grosso", "Centro-Oeste")),
new PA("Ponto Atendimento", "Campo Grande AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Campo Grande", "Mato Grosso do Sul",
"Centro-Oeste",new PSC("Autoridade
Registradora", "Campo Grande AR", "Rua Tal,
000, Bairro, 8888-888", "Campo Grande",
"Mato Grosso do Sul", "Centro-Oeste")),
new PA("Ponto Atendimento", "Belo Horizonte AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Belo Horizonte", "Minas Gerais", "Sudeste",
new PSC("Autoridade Registradora", "Belo
Horizonte AR", "Rua Tal, 000, Bairro,
8888-888", "Belo Horizonte", "Minas Gerais",
"Sudeste")),
new PA("Ponto Atendimento", "Uberlndia AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Uberlndia", "Minas Gerais", "Sudeste", new
PSC("Autoridade Registradora", "Uberlndia
AR", "Rua Tal, 000, Bairro, 8888-888",
"Uberlndia", "Minas Gerais", "Sudeste")),
new PA("Ponto Atendimento", "Contagem AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Contagem", "Minas Gerais", "Sudeste", new
PSC("Autoridade Registradora", "Contagem
AR", "Rua Tal, 000, Bairro, 8888-888",
"Contagem", "Minas Gerais", "Sudeste")),
new PA("Ponto Atendimento", "Belm AR - Ponto 1",
"Rua Tal, 000, Bairro, 8888-888", "Belm",
"Par", "Norte", new PSC("Autoridade
Registradora", "Belm AR", "Rua Tal, 000,
Bairro, 8888-888", "Belm", "Par", "Norte")),
new PA("Ponto Atendimento", "Joo Pessoa AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Joo Pessoa", "Paraba", "Nordeste", new
PSC("Autoridade Registradora", "Joo Pessoa
AR", "Rua Tal, 000, Bairro, 8888-888", "Joo
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Pessoa", "Paraba", "Nordeste")),
new PA("Ponto Atendimento", "Curitiba AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Curitiba", "Paran", "Sul", new
PSC("Autoridade Registradora", "Curitiba
AR", "Rua Tal, 000, Bairro, 8888-888",
"Curitiba", "Paran", "Sul")),
new PA("Ponto Atendimento", "Maring AR - Ponto
1", "Rua Tal, 000, Bairro,
8888-888","Maring", "Paran", "Sul", new
PSC("Autoridade Registradora", "Maring AR",
"Rua Tal, 000, Bairro, 8888-888","Maring",
"Paran", "Sul")),
new PA("Ponto Atendimento", "Recife AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Recife", "Pernambuco", "Nordeste", new
PSC("Autoridade Registradora", "Teresina
AR", "Rua Tal, 000, Bairro, 8888-888",
"Teresina", "Piau", "Nordeste")),
new PA("Ponto Atendimento", "Teresina AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Teresina", "Piau", "Nordeste", new
PSC("Autoridade Registradora", "Rio de
Janeiro AR","Rua Tal, 000, Bairro,
8888-888", "Rio de Janeiro", "Rio de
Janeiro", "Sudeste")),
new PA("Ponto Atendimento", "Rio de Janeiro AR -
Ponto 1","Rua Tal, 000, Bairro, 8888-888",
"Rio de Janeiro", "Rio de Janeiro",
"Sudeste", new PSC("Autoridade
Registradora", "Rio de Janeiro AR","Rua Tal,
000, Bairro, 8888-888", "Rio de Janeiro",
"Rio de Janeiro", "Sudeste")),
new PA("Ponto Atendimento", "So Gonalo A - Ponto
1R", "Rua Tal, 000, Bairro, 8888-888", "So
Gonalo", "Rio de Janeiro", "Sudeste", new
PSC("Autoridade Registradora", "So Gonalo
AR", "Rua Tal, 000, Bairro, 8888-888", "So
Gonalo", "Rio de Janeiro", "Sudeste")),
new PA("Ponto Atendimento", "Duque de Caxias AR
- Ponto 1", "Rua Tal, 000, Bairro,
8888-888", "Duque de Caxias", "Rio de
Janeiro", "Sudeste", new PSC("Autoridade
Registradora", "Duque de Caxias AR", "Rua
Tal, 000, Bairro, 8888-888", "Duque de
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Caxias", "Rio de Janeiro", "Sudeste")),
new PA("Ponto Atendimento", "Natal AR - Ponto
1", "Natal", "Rua Tal, 000, Bairro,
8888-888", "Rio Grande do Norte",
"Nordeste", new PSC("Autoridade
Registradora", "Natal AR", "Natal", "Rua
Tal, 000, Bairro, 8888-888", "Rio Grande do
Norte", "Nordeste")),
new PA("Ponto Atendimento", "Porto Alegre AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Porto Alegre", "Rio Grande do Sul", "Sul",
new PSC("Autoridade Registradora", "Porto
Alegre AR", "Rua Tal, 000, Bairro,
8888-888", "Porto Alegre", "Rio Grande do
Sul", "Sul")),
new PA("Ponto Atendimento", "Pelotas AR - Ponto
1", "Pelotas", "Rua Tal, 000, Bairro,
8888-888", "Rio Grande do Sul", "Sul", new
PSC("Autoridade Registradora", "Pelotas AR",
"Pelotas", "Rua Tal, 000, Bairro, 8888-888",
"Rio Grande do Sul", "Sul")),
new PA("Ponto Atendimento", "Porto Velho AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Porto Velho", "Rondnia", "Norte", new
PSC("Autoridade Registradora", "Porto Velho
AR", "Rua Tal, 000, Bairro, 8888-888",
"Porto Velho", "Rondnia", "Norte")),
new PA("Ponto Atendimento", "Boa Vista AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Boa Vista", "Roraima", "Norte", new
PSC("Autoridade Registradora", "Boa Vista
AR", "Rua Tal, 000, Bairro, 8888-888", "Boa
Vista", "Roraima", "Norte")),
new PA("Ponto Atendimento", "Florianpolis AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Florianpolis", "Santa Catarina", "Sul", new
PSC("Autoridade Registradora", "Florianpolis
AR", "Rua Tal, 000, Bairro, 8888-888",
"Florianpolis", "Santa Catarina", "Sul")),
new PA("Ponto Atendimento", "Joinville AR -
Ponto 1", "Rua Tal, 000, Bairro, 8888-888",
"Joinville", "Santa Catarina", "Sul", new
PSC("Autoridade Registradora", "Joinville
AR", "Rua Tal, 000, Bairro, 8888-888",
"Joinville", "Santa Catarina", "Sul")),
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new PA("Ponto Atendimento", "So Paulo AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888", "So
Paulo", "So Paulo", "Sudeste", new
PSC("Autoridade Registradora", "So Paulo
AR", "Rua Tal, 000, Bairro, 8888-888", "So
Paulo", "So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "Guarulhos A - Ponto
1R", "Rua Tal, 000, Bairro, 8888-888",
"Guarulhos", "So Paulo", "Sudeste",new
PSC("Autoridade Registradora", "Guarulhos
AR", "Rua Tal, 000, Bairro, 8888-888",
"Guarulhos", "So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "Campinas AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Campinas", "So Paulo", "Sudeste", new
PSC("Autoridade Registradora", "Campinas
AR", "Rua Tal, 000, Bairro, 8888-888",
"Campinas", "So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "Sorocaba AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Sorocaba", "So Paulo", "Sudeste", new
PSC("Autoridade Registradora", "Sorocaba
AR", "Rua Tal, 000, Bairro, 8888-888",
"Sorocaba", "So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "Santos AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Santos", "So Paulo", "Sudeste", new
PSC("Autoridade Registradora", "Santos AR",
"Rua Tal, 000, Bairro, 8888-888", "Santos",
"So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "So Bernardo do
Campo AR - Ponto 1", "Rua Tal, 000, Bairro,
8888-888", "So Bernardo do Campo", "So
Paulo", "Sudeste", new PSC("Autoridade
Registradora", "So Bernardo do Campo AR",
"Rua Tal, 000, Bairro, 8888-888", "So
Bernardo do Campo", "So Paulo", "Sudeste")),
new PA("Ponto Atendimento", "Aracaju AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Aracaju", "Sergipe", "Norte", new
PSC("Autoridade Registradora", "Aracaju AR",
"Rua Tal, 000, Bairro, 8888-888", "Aracaju",
"Sergipe", "Norte", new PSC("Autoridade
Registradora", "Aracaju AR", "Rua Tal, 000,
Bairro, 8888-888", "Aracaju", "Sergipe",
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"Norte"))),
new PA("Ponto Atendimento", "Palmas AR - Ponto
1", "Rua Tal, 000, Bairro, 8888-888",
"Palmas", "Tocantins", "Norte", new
PSC("Autoridade Registradora", "Palmas AR",
"Rua Tal, 000, Bairro, 8888-888", "Palmas",
"Tocantins", "Norte", new PSC("Autoridade
Registradora", "Palmas AR", "Rua Tal, 000,
Bairro, 8888-888", "Palmas", "Tocantins",
"Norte")) )
];
// Carrega dados do service
$scope.carregaDados = function() {
$scope.certificado = agendamentoService.getCertificado();
$scope.dadosAgendamento = agendamentoService.getDados();
}
// A partir de um estado selecionado sao retornadas as ARs
daquele estado
$scope.pasDeUmEstado = function() {
var pasFiltroEstado = [];
for (var i = 0; i < $scope.pa.length; i++) {
if($scope.dadosAgendamento.estado != null &&
($scope.dadosAgendamento.estado ==
$scope.pa[i].estado ||
$scope.dadosAgendamento.estado.nome ==
$scope.pa[i].estado)) {
pasFiltroEstado.push($scope.pa[i]);
}
}
$scope.paPorEstado = [];
$scope.paPorEstado = pasFiltroEstado;
$scope.atualizaPasPorEstadoNoService();
}
// Atualiza no service as ARs daquele estado
$scope.atualizaPasPorEstadoNoService = function() {
compraService.setPasPorEstado($scope.paPorEstado);
}
// Seta os dados de venda que sero enviados para o nosso
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// Web Service de transico para que apos a emisso os dados
vao para o DW
$scope.setDadosVenda = function(preco) {
dadosVenda = {};
if(usuarioService.getUsuario().tipo == "Pessoa Fsica") {
dadosVenda.cpfCnpj =
usuarioService.getUsuarioInformacoesPessoa().cpf;
} else if (usuarioService.getUsuario().tipo == "Pessoa
Jurdica") {
dadosVenda.cpfCnpj =
usuarioService.getUsuarioInformacoesPessoa().cnpj;
}
dadosVenda.nomeFantasiaAC =
$scope.dadosAgendamento.ac.nomeFantasia;
dadosVenda.cidadeAC = $scope.dadosAgendamento.ac.cidade;
dadosVenda.estadoAC = $scope.dadosAgendamento.ac.estado;
dadosVenda.regiaoAC = $scope.dadosAgendamento.ac.regiao;
dadosVenda.nomeFantasiaPA =
$scope.dadosAgendamento.pa.nomeFantasia;
if($scope.dadosAgendamento.tipoAtendimentoAR ==
"Atendimento em Domiclio") {
dadosVenda.cidadePA = $scope.dadosAgendamento.cidade;
dadosVenda.estadoPA =
$scope.dadosAgendamento.estado.nome;
dadosVenda.regiaoPA =
$scope.verificaRegiao(dadosVenda.estadoPA);
} else {
dadosVenda.cidadePA = $scope.dadosAgendamento.pa.cidade;
dadosVenda.estadoPA = $scope.dadosAgendamento.pa.estado;
dadosVenda.regiaoPA =
$scope.verificaRegiao($scope.dadosAgendamento.pa.estado);
}
dadosVenda.nomeFantasiaAR =
$scope.dadosAgendamento.pa.ar.nomeFantasia;
dadosVenda.cidadeAR = $scope.dadosAgendamento.pa.ar.cidade;
dadosVenda.estadoAR = $scope.dadosAgendamento.pa.ar.estado;
dadosVenda.regiaoAR =
$scope.verificaRegiao($scope.dadosAgendamento.pa.ar.estado);
dadosVenda.desModelo = $scope.certificado.modelo;
dadosVenda.desGrupo = $scope.certificado.grupo;
dadosVenda.desPolitica = $scope.certificado.politica;
dadosVenda.desValidade = $scope.certificado.validade;
dadosVenda.desMidia = $scope.certificado.midia;
dadosVenda.desPessoa = usuarioService.getUsuario().tipo;
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dadosVenda.cidadePessoa =
usuarioService.getUsuario().cidade;
dadosVenda.estadoPessoa =
usuarioService.getUsuario().estado;
dadosVenda.regiaoPessoa =
$scope.verificaRegiao(usuarioService.getUsuario().estado);
dadosVenda.vlPreco = preco;
dadosVenda.flTransmitido = false;
dadosVenda.flEmitido = false;
dadosVenda.data = Date.now();
dadosVenda.dataLong = dadosVenda.data;
dadosVenda.tipoAtendimentoAR =
$scope.dadosAgendamento.tipoAtendimentoAR;
return dadosVenda;
}
// Verifica regio de um estado
$scope.verificaRegiao = function(estado) {
var norte = $.inArray(estado,
[ "Acre", "Amap", "Amazonas", "Par", "Rondnia",
"Roraima", "Tocantins"]) !== -1;
var nordeste = $.inArray(estado,
[" Maranho ", " Piau ", " Cear ", "Rio Grande do Norte",
"Pernambuco",
" Paraba ", "Sergipe", "Alagoas", "Bahia"])!== -1;
var centroOeste = $.inArray(estado,
["Mato Grosso", "Mato Grosso do Sul", "Gois",
"Brasila"])!== -1;
var sudeste = $.inArray(estado,
[" So Paulo", "Rio de Janeiro", "Esprito Santo", "Minas
Gerais"])!== -1;
var sul = $.inArray(estado,
[" Paran ", "Rio Grande do Sul", "Santa Catarina"])!== -1;
if(sul){
return "Sul";
} else if(norte){
return "Norte";
} else if(nordeste) {
return "Nordeste"
} else if(centroOeste){
return "Centro-Oeste";
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} else if(sudeste) {
return "Sudeste";
}
}
// Redireciona para a pgina de pedidos
$scope.voltar = function(){
$location.path("/pedidos");
}
// Redireciona para a pagina de pedidos
$scope.cancelarAgendamento = function(){
$location.path("/pedidos");
}
// Cancela o agendamento
$scope.cancelarAgendamento = function(){
var dadosVenda = {};
usuario = usuarioService.getUsuario();
usuarioTipo =
usuarioService.getUsuarioInformacoesPessoa();
if(usuario.tipo == "Pessoa Fsica") {
var cpfCnpj = usuarioTipo.cpf;
} else if(usuario.tipo == "Pessoa Jurdica") {
var cpfCnpj = usuarioTipo.cnpj;
}
dataAgendamento = new
Date($scope.dadosAgendamento.dataEfetuacaoAgendamento);
dataAgendamento2 = dataAgendamento.getTime();
console.log(dataAgendamento2);
// Retorna os dados de venda daquele usuario passando o
cpfCnpj e a data
agendamentoService.retornarDadosVenda(cpfCnpj,
dataAgendamento2).then(function(data){
dadosVenda = data;
agendamentoService.excluirDadosVenda(dadosVenda).then(function(data){
// Exclu o agendamento passando o certificado
agendamentoService.cancelarAgendamento($scope.certificado).then(function(data){
pedidosCertificados =
produtoService.getPedidosCertificados();
for (var i = 0; i < pedidosCertificados.length;
i++) {
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if(pedidosCertificados[i].id ==
$scope.certificado.id){
$scope.certificado.agendado = false;
pedidosCertificados[i].agendado = false;
}
}
// Atualiza os pedidos no service
produtoService.setPedidosCertificados(pedidosCertificados);
$scope.dadosAgendamento = {};
agendamentoService.setDados($scope.dadosAgendamento);
$window.alert("Agendamento cancelado com
sucesso!");
$location.path("/pedidos");
});
});
});
}
// Cancelar antes de agendar na pagina de confimarco, apos
clicar cancelar
// todos os dados so limpados
$scope.cancelar = function() {
$scope.dadosAgendamento = {};
$scope.certificado = {};
agendamentoService.setDados($scope.dadosAgendamento);
agendamentoService.setCertificado($scope.certificado);
$location.path("/pedidos");
}
// Ao cadastrar redirecionado para a confirmacao do
agendamento e os dados sao salvos no service
$scope.confirmarAgendamento = function() {
usuario = usuarioService.getUsuario();
$scope.dadosAgendamento.ac = $scope.ac;
agendamentoService.setDados($scope.dadosAgendamento);
agendamentoService.setCertificado($scope.certificado);
$location.path("/agendamentoConfirmar");
}
$scope.atualizarDadosEnderecoPeloCep = function () {
localizacaoService.getEnderecosByCep($scope.dadosAgendamento.cep)
.then(function(data){
$scope.dadosAgendamento.endereco = data;
for (var i = 0; i < $scope.estados.length; i++) {
var estado = $scope.estados[i];
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if(estado.sigla ==
$scope.dadosAgendamento.endereco.uf){
$scope.dadosAgendamento.estado = estado;
}
}
$scope.dadosAgendamento.bairro =
$scope.dadosAgendamento.endereco.bairro;
$scope.dadosAgendamento.cidade =
$scope.dadosAgendamento.endereco.localidade;
$scope.dadosAgendamento.logradouro =
$scope.dadosAgendamento.endereco.logradouro;
$scope.pasDeUmEstado();
});
}
$scope.mudaVariaveisEndereco = function() {
$scope.dadosAgendamento.logradouro =
$scope.dadosAgendamento.pa.endereco;
$scope.dadosAgendamento.cidade =
$scope.dadosAgendamento.pa.cidade;
}
// Funco onde os dados do agendamento so setados
$scope.setDadosAgendamento = function(data){
dadosParaAgendamento = {};
dadosParaAgendamento.endereco =
$scope.dadosAgendamento.logradouro;
dadosParaAgendamento.cidade =
$scope.dadosAgendamento.cidade;
dadosParaAgendamento.estado =
$scope.dadosAgendamento.estado.nome;
dadosParaAgendamento.ar =
$scope.dadosAgendamento.pa.nomeFantasia;
dadosParaAgendamento.data =
$scope.dadosAgendamento.dataAgendamento;
dadosParaAgendamento.horario =
$scope.dadosAgendamento.horario;
dadosParaAgendamento.dataEfetuacaoAgendamento = data;
dadosParaAgendamento.dataEfetuacaoAgendamentoLong = data;
dadosParaAgendamento.tipoAtendimentoAR =
$scope.dadosAgendamento.tipoAtendimentoAR;
return dadosParaAgendamento;
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}
// Agendar a emisso
$scope.agendar = function(){
// retornada as informaces completas daquele pedido de
certificado
produtoService.retornarCertificado($scope.certificado.id).then(function(data){
preco = $scope.certificado.preco;
$scope.certificado = data;
dadosVenda = $scope.setDadosVenda(preco);
dadosParaAgendamento =
$scope.setDadosAgendamento(dadosVenda.data);
dadosParaAgendamento.certificado = $scope.certificado;
// Com os dados de venda setados enviado ao web service
agendamentoService.enviarDadosVenda(dadosVenda).then(function(data){
// Com os dados do agendamento setados enviado ao
web service
agendamentoService.agendar(dadosParaAgendamento).then(function(data){
pedidosCertificado =
produtoService.getPedidosCertificados();
for (var i = 0; i < pedidosCertificado.length;
i++) {
if(pedidosCertificado[i].id ==
$scope.certificado.id){
$scope.certificado.agendado = true;
pedidosCertificado[i].agendado = true;
}
}
// Os dados de pedidos de certificado sao
alterados visto que
// esta certificado foi agendado
produtoService.setPedidosCertificados(pedidosCertificado);
// O certificado tambem alterado no banco
produtoService.alterarCertificado($scope.certificado).then(function(data){
if($scope.dadosAgendamento.tipoAtendimentoAR
=== "Agendamento em Domiclio"){
$window.alert("Como sua opo foi
agendamento em
domiclio a confirmao do agendamento
estar sujeito
a aprovao da AR que analisar se sua
localizao est
dentro da rea de atendimento!");
} else {
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$window.alert("Agendamento realizado com
sucesso!");
}
$scope.dadosAgendamento = {};
agendamentoService.setDados($scope.dadosAgendamento);
$location.path("/documentos");
});
});
});
});
}
// Carrega os do service dados toda vez que o controller
chamado
$scope.carregaDados();
});
angular.module("siteCertificado").controller(’cadastroCtrl’,
function($scope, $window, $location, md5, $interval,
compraService,
usuarioService, localizacaoService) {
// Armazena os dados do cadastro
$scope.dados;
// Armazena os dados do usurio aps o cadastro
$scope.usuario = {};
// Armazena os dados do usurio por tipo aps o cadastro
$scope.usuarioInformacoesPessoa = {};
// Armazena as informaces do carrinho
$scope.carrinho = [];
var Estado = function(nome, sigla) {
this.nome = nome;
this.sigla = sigla;
};
$scope.estados = [
new Estado("Acre","AC"),
new Estado("Alagoas","AL"),
new Estado("Amap","AP"),
new Estado("Amazonas","AM"),
new Estado("Bahia","BA"),
new Estado("Cear","CE"),
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new Estado("Distrito Federal","DF"),
new Estado("Esprito Santo","ES"),
new Estado("Gois","GO"),
new Estado("Maranho","MA"),
new Estado("Mato Grosso","MT"),
new Estado("Mato Grosso do Sul","MS"),
new Estado("Minas Gerais","MG"),
new Estado("Par","PA"),
new Estado("Paraba","PB"),
new Estado("Paran","PR"),
new Estado("Pernambuco","PE"),
new Estado("Piau","PI"),
new Estado("Rio de Janeiro","RJ"),
new Estado("Rio Grande do Norte","RN"),
new Estado("Rio Grande do Sul","RS"),
new Estado("Rondnia","RO"),
new Estado("Roraima","RR"),
new Estado("Santa Catarina","SC"),
new Estado("So Paulo","SP"),
new Estado("Sergipe","SE"),
new Estado("Tocantins","TO")
];
// Funco para cadastro fazendo validaces e chamando a funco
que cadastra efetivamente
$scope.cadastrar = function(){
// Verifica se o e-mail ja existe, se sim, no deixa o
cadastro ser efetuado, caso no o cadastro continua
usuarioService.verificaSeEmailJaExiste($scope.dados.email).then(function(data){
verificacaoEmail = data;
if(verificacaoEmail) {
// Verifica o tipo da pessoa e ve se o CPF ou CNPJ ja
esto no sistema, caso sim no deixa cadastrar
if($scope.dados.tipo == "Pessoa Fsica") {
usuarioService.verificaSeCPFJaExiste($scope.dados.cpf).then(function(data){
validacao = data;
if(validacao){
// Chama a funco que continuar a etapa de
cadastro e e o efetuar realmente
$scope.cadastroContinuacao();
} else {
$window.alert(’CPF j cadastrado no
sistema!’);
}
});
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} else if ($scope.dados.tipo == "Pessoa Jurdica") {
usuarioService.verificaSeCNPJJaExiste($scope.dados.cnpj).then(function(data){
validacao = data;
if(validacao){
// Chama a funco que continuar a etapa de
cadastro e e o efetuar realmente
$scope.cadastroContinuacao();
} else {
$window.alert(’CNPJ j cadastrado no
sistema!’);
}
});
}
} else {
$window.alert(’E-mail j cadastrado no sistema’);
}
});
}
// Esta funco efetua o cadastro realmente
$scope.cadastroContinuacao = function(){
$scope.usuario.tipo = $scope.dados.tipo;
$scope.usuario.telefone = $scope.dados.telefone;
$scope.usuario.email = $scope.dados.email;
$scope.usuario.senha = md5.createHash($scope.dados.senha);
$scope.usuario.cep = $scope.dados.cep;
$scope.usuario.logradouro = $scope.dados.logradouro;
$scope.usuario.bairro = $scope.dados.bairro;
$scope.usuario.cidade = $scope.dados.cidade;
$scope.usuario.estado = $scope.dados.estado;
usuarioService.cadastraUsuario($scope.usuario).then(function(data){
$scope.autentica();
});
}
// Essa funco serve para autenticar depois do CADASTRO para
que as
// informaces de pessoa por tipo sejam salvas, garantindo
// que o usuario j foi cadastrado e resgatando seu ID para
posterior cadastro da pessoa por tipo.
$scope.autentica = function() {
usuarioService.autentica($scope.usuario.email,
$scope.usuario.senha)
.then(function(data){
$scope.usuario = data;
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if($scope.dados.tipo === ’Pessoa Fsica’) {
$scope.usuarioInformacoesPessoa.nome =
$scope.dados.nome;
$scope.usuarioInformacoesPessoa.cpf =
$scope.dados.cpf;
$scope.usuarioInformacoesPessoa.usuario =
$scope.usuario;
usuarioService.cadastraPF($scope.usuarioInformacoesPessoa)
.then(function(data){
$scope.setVariaveisLogado();
});
} else if($scope.dados.tipo === ’Pessoa Jurdica’) {
$scope.usuarioInformacoesPessoa.razaoSocial =
$scope.dados.razaoSocial;
$scope.usuarioInformacoesPessoa.nomeFantasia =
$scope.dados.nomeFantasia;
$scope.usuarioInformacoesPessoa.cnpj =
$scope.dados.cnpj;
$scope.usuarioInformacoesPessoa.usuario =
$scope.usuario;
usuarioService.cadastraPJ($scope.usuarioInformacoesPessoa)
.then(function(data){
$scope.setVariaveisLogado();
});;
}
});
}
// Aps fazer o cadastro por completo todas as variveis de
logado sao setadas
$scope.setVariaveisLogado = function() {
usuarioService.setUsuario($scope.usuario);
usuarioService.setUsuarioInformacoesPessoa($scope.usuarioInformacoesPessoa);
usuarioService.setCredenciais($scope.usuario.email,
$scope.usuario.senha);
usuarioService.setLogado(true);
$location.path("/perfil");
}
// Esta funco busca o endereo pelo CEP e ao retornar as
// informaes seta todas as variveis de endereo
$scope.atualizarDadosEnderecoPeloCep = function () {
localizacaoService.getEnderecosByCep($scope.dados.cep).then(function(data){
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$scope.endereco = data;
for (var i = 0; i < $scope.estados.length; i++) {
var estado = $scope.estados[i];
if(estado.sigla == $scope.endereco.uf){
$scope.dados.estado = estado.nome;
}
}
$scope.dados.bairro = $scope.endereco.bairro;
$scope.dados.cidade = $scope.endereco.localidade;
$scope.dados.logradouro = $scope.endereco.logradouro;
});
}
$scope.carregaCarrinho = function() {
$scope.carrinho = compraService.getCarrinho();
console.log($scope.carrinho);
}
$scope.carregaCarrinho();
});
angular.module("siteCertificado").controller
( "compraCtrl", function ($scope, $rootScope, compraService,
produtoService,
usuarioService, $location) {
var Produto = function(descricao, quantidade) {
this.descricao = descricao;
this.quantidade = quantidade * 1;
};
$scope.endereco;
$scope.produtos = {};
$scope.contador = 0;
// Carrega produtos do service que armazena as informaces dos
produtos do carrinho
$scope.carregaProdutos = function() {
$scope.produtos = compraService.getCarrinho();
}
// Adiciona um produto ao carrinho
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$scope.adicionaProduto = function(descricao, quantidade) {
novo = new Produto(descricao, quantidade);
compraService.adicionaProduto(novo);
}
// Soma o valor dos produtos do carrinho
$scope.precoTotal = function() {
return compraService.valorTotal();
}
// Conta o total de itens do carrinho
$scope.contaTotalItensCarrinho = function() {
return compraService.totalItens();
}
// Limpa o carrinho
$scope.limparCarrinho = function() {
compraService.limparCarrinho();
$scope.carregaProdutos();
}
// Redireciona para a pgina de agendamento
$scope.direcionarParaAgendamento = function() {
$location.path("/agendamento");
}
// Redirenciona para a pgina de produtos
$scope.continuarComprando = function() {
$location.path("/produtos");
}
// Ao finalizar a compra esse metodo verifica se o usurio
esta logado,
// se estiver ja direciona o mesmo direto para pagamento,
// caso no , ele direciona para o cadastro
$scope.direciona = function() {
if($rootScope.globals.usuarioAtual){
$location.path("/pagamento");
} else {
$location.path("/login");
}
}
// Este mtodo aps o pagamento pega os produtos do carrinho
e os tranforma em pedidos
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$scope.salvaPedidos = function() {
var pedidoComTipo = {};
var produtos = [];
for (var i = 0; i < $scope.produtos.length; i++) {
pedidoComTipo = $scope.produtos[i];
// Como armazenavamos o produto e sua quantidade, por
exemplo 2 tokens, agora temos que tranformar em
dois pedidos
for (var x = 0; x < pedidoComTipo.quantidade; x++) {
var produto = {};
// Classifica o pedido
if (pedidoComTipo.politica !== undefined) {
if(pedidoComTipo.midia === "Sem Mdia de
Armazenamento" ) {
produto.tipo = "Certificado sem mdia";
} else {
produto.tipo = "Certificado com mdia";
}
} else {
produto.tipo = "Mdia";
}
// Cria um cdigo identificador nico para o pedido
var codigo = "";
var caracteresPermitidos =
"ABCDEFGHIJKLMNOPQRSTUVWXYZabcdefghijklmnopqrstuvwxyz0123456789";
while( codigo.length < 12) {
codigo +=
caracteresPermitidos.charAt(Math.floor
(Math.random() * caracteresPermitidos.length));
}
produto.horario = Date.now();
produto.horarioLong = Date.now();
produto.identificadorSecundario = codigo;
produto.usuario = usuarioService.getUsuario();
produto.preco = pedidoComTipo.valor;
produto.produtoComTipo = pedidoComTipo;
produtos.push(produto);
}
}
// Aps pedidos criados estes so enviados para
serem salvos
$scope.salvaProdutos(produtos);
}
// Agora o produto eh salvo
153
$scope.salvaProdutos = function(produtos) {
var contador = 0;
produtosComTipo = [];
console.log(produtos);
for (var a = 0; a < produtos.length; a++) {
var produto = produtos[a];
var produtoTipo = produtos[a].produtoComTipo;
// Salva produto
produtoService.salvarProduto(produto).then(function(data){
contador++;
if(contador == produtos.length ){
$scope.retornaDados(produtos);
}
});
}
$scope.retornaDados = function(produtos){
contador = 0;
var produtosComTipo = [];
for (var i = 0; i < produtos.length; i++) {
var produto = produtos[i];
produtoService.retornarUltimoProduto(produto.usuario.id,
produto.identificadorSecundario)
.then(function(data){
console.log(data);
for (var x = 0; x < produtos.length; x++) {
if(data.identificadorSecundario ==
produtos[x].identificadorSecundario){
var produtoTipo = produtos[x].produtoComTipo;
produtoTipo.produto = data;
console.log(produtoTipo);
produtoService.salvarCertificado(produtoTipo).then(function(data){
});
contador++;
}
}
if(contador == produtos.length ){
$scope.atualizarPedidos();
}
});
}
}
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// Este mtodo retorna os pedidos do banco e set os mesmos no
service
$scope.atualizarPedidos = function() {
usuario = usuarioService.getUsuario();
produtoService.retornarMidias(usuario.id).then(function(data){
pedidos = [];
pedidosCompletos = data;
for(var c = 0; c < pedidosCompletos.length; c++){
var pedido = {};
pedido.id = pedidosCompletos[c].id;
pedido.descricao = pedidosCompletos[c].descricao;
pedido.preco = pedidosCompletos[c].produto.preco;
pedido.horario = pedidosCompletos[c].produto.horario;
pedidos.push(pedido);
}
produtoService.setPedidosMidias(pedidos);
produtoService.retornarCertificados(usuario.id).then(function(data){
pedidos = [];
pedidosCompletos = data;
for(var d = 0; d < pedidosCompletos.length; d++){
var pedido = {};
pedido.id = pedidosCompletos[d].id;
pedido.descricao =
pedidosCompletos[d].descricao;
pedido.preco =
pedidosCompletos[d].produto.preco;
pedido.horario =
pedidosCompletos[d].produto.horario;
pedido.agendado =
pedidosCompletos[d].agendado;
pedidos.push(pedido);
}
produtoService.setPedidosCertificados(pedidos);
$scope.limparCarrinho();
$location.path("/pedidos");
});
});
}
}
// Redireciona para carrinho
$scope.cancelar = function() {
$location.path("/carrinho");
}
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$scope.carregaProdutos();
});
angular.module("siteCertificado").controller("insereNoCarrinhoCtrl",
function ($scope, compraService) {
var Certificado = function(grupo, descricao, modelo,
politica, midia, validade, valor, quantidade) {
this.grupo = grupo;
this.descricao = descricao;
this.modelo = modelo;
this.politica = politica;
this.midia = midia;
this.validade = validade;
this.valor = valor * 1;
this.quantidade = quantidade * 1;
};
var Midia = function(descricao, valor, quantidade) {
this.descricao = descricao;
this.valor = valor * 1;
this.quantidade = quantidade * 1;
};
$scope.eCPF = [
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 1 ano de validade
armazenado em Token Criptogrfico USB",
"e-CPF", "A3","Token Criptogrfico USB","1
ano", 340, 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 3 anos de validade
armazenado em Token Criptogrfico USB",
"e-CPF", "A3","Token Criptogrfico USB","3
anos", 440, 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A1 de 1 ano de validade
armazenado em seu computador", "e-CPF",
"A1","Software","1 ano", 150, 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A1 de 1 ano de validade
armazenamento mobile", "e-CPF",
"A1","Mobile","1 ano", 200 , 0),
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new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 1 ano de validade compra
sem mdia de armazenamento", "e-CPF",
"A3","Sem Mdia de Armazenamento","1 ano",
139 , 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 1 ano de validade
armazenado em Carto Inteligente", "e-CPF",
"A3","Carto Inteligente","1 ano", 200, 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 1 ano de validade
armazenado em Carto Inteligente + Leitora
de carto inteligente", "e-CPF",
"A3","Carto Inteligente + Leitora de carto
inteligente","1 ano", 340 , 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 3 anos de validade
compra sem mdia de armazenamento",
"e-CPF", "A3","Sem Mdia de
Armazenamento","3 anos", 220 , 0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente", "e-CPF",
"A3","Carto Inteligente","3 anos", 280 ,
0),
new Certificado("e-CPF", "e-CPF poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente + Leitora
de carto inteligente", "e-CPF",
"A3","Carto Inteligente + Leitora de carto
inteligente","3 anos", 440 , 0)
];
$scope.eCNPJ = [
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 1 ano de validade
armazenado em Token Criptogrfico USB",
"e-CNPJ", "A3","Token Criptogrfico
USB","1 ano", 400, 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 3 anos de validade
armazenado em Token Criptogrfico USB",
"e-CNPJ", "A3","Token Criptogrfico
USB","3 anos", 535 , 0),
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new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A1 de 1 ano de validade
armazenado em seu computador", "e-CNPJ",
"A1","Software","1 ano", 220 , 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A1 de 1 ano de validade
armazenamento mobile", "e-CNPJ",
"A1","Mobile","1 ano", 200 , 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 1 ano de validade
compra sem mdia de armazenamento",
"e-CNPJ", "A3","Sem Mdia de
Armazenamento","1 ano", 220 , 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 1 ano de validade
armazenado em Carto Inteligente",
"e-CNPJ", "A3","Carto Inteligente","1
ano", 270, 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 1 ano de validade
armazenado em Carto Inteligente + Leitora
de carto inteligente", "e-CNPJ",
"A3","Carto Inteligente + Leitora de
carto inteligente","1 ano", 400 , 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 3 anos de validade
compra sem mdia de armazenamento",
"e-CNPJ", "A3","Sem Mdia de
Armazenamento","3 anos", 320 , 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente",
"e-CNPJ", "A3","Carto Inteligente","3
anos", 370, 0),
new Certificado("e-CNPJ", "e-CNPJ poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente + Leitora
de carto inteligente", "e-CNPJ",
"A3","Carto Inteligente + Leitora de
carto inteligente","3 anos", 535, 0)
];
$scope.NFe = [
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new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 1 ano de
validade armazenado em Token Criptogrfico
USB", "NF-e|NFC-e", "A3","Token
Criptogrfico USB","1 ano", 615 , 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 3 anos de
validade armazenado em Token Criptogrfico
USB", "NF-e|NFC-e", "A3","Token
Criptogrfico USB","3 anos", 700, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A1 de 1 ano de
validade armazenado em seu computador",
"NF-e|NFC-e", "A1","Software","1 ano",
320, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 1 ano de
validade compra sem mdia de
armazenamento", "NF-e|NFC-e", "A3","Sem
Mdia de Armazenamento","1 ano", 295, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 1 ano de
validade armazenado em Carto
Inteligente", "NF-e|NFC-e", "A3","Carto
Inteligente","1 ano", 475, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 1 ano de
validade armazenado em Carto Inteligente
+ Leitora de carto inteligente",
"NF-e|NFC-e", "A3","Carto Inteligente +
Leitora de carto inteligente","1 ano",
610, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 3 anos de
validade compra sem mdia de
armazenamento", "NF-e|NFC-e", "A3","Sem
Mdia de Armazenamento","3 anos", 510, 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 3 anos de
validade armazenado em Carto
Inteligente", "NF-e|NFC-e", "A3","Carto
Inteligente","3 anos", 560 , 0),
new Certificado("NF-e|NFC-e", "NF-e|NFC-e
poltica de certificado A3 de 3 anos de
validade armazenado em Carto Inteligente
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+ Leitora de carto inteligente",
"NF-e|NFC-e", "A3","Carto Inteligente +
Leitora de carto inteligente","3 anos",
700, 0)
];
$scope.CTe = [
new Certificado("CT-e", "CT-e poltica de
certificado A3 de 1 ano de validade
armazenado em Token Criptogrfico USB",
"CT-e", "A3","Token Criptogrfico USB","1
ano", 200 , 0),
new Certificado("CT-e", "CT-e poltica de
certificado A3 de 3 anos de validade
armazenado em Token Criptogrfico USB",
"CT-e", "A3","Token Criptogrfico USB","3
anos", 673 , 0),
new Certificado("CT-e", "CT-e poltica de
certificado A1 de 1 ano de validade
armazenado em seu computador", "CT-e",
"A1","Software","1 ano", 320 , 0),
new Certificado("CT-e", "CT-e poltica de
certificado A3 de 3 anos de validade
compra sem mdia de armazenamento",
"CT-e", "A3","Sem Mdia de
Armazenamento","3 anos", 470 , 0),
new Certificado("CT-e", "CT-e poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente", "CT-e",
"A3","Carto Inteligente","3 anos", 566 ,
0),
new Certificado("CT-e", "CT-e poltica de
certificado A3 de 3 anos de validade
armazenado em Carto Inteligente + Leitora
de carto inteligente", "CT-e",
"A3","Carto Inteligente + Leitora de
carto inteligente","3 anos", 673 , 0)
];
$scope.conectividadeCPF = [
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 3 anos de
validade armazenado em Token Criptogrfico
USB com NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Token
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Criptogrfico USB","3 anos", 427 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 3 anos de
validade armazenado em Carto Inteligente +
Leitora de carto inteligente com
NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Carto
Inteligente + Leitora de carto
inteligente","3 anos", 427 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 3 anos de
validade armazenado em Carto Inteligente
com NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Carto
Inteligente","3 anos", 276 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 1 ano de
validade armazenado em Token Criptogrfico
USB com NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Token
Criptogrfico USB","1 ano", 336 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 1 ano de
validade armazenado em Carto Inteligente +
Leitora de carto inteligente com
NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Carto
Inteligente + Leitora de carto
inteligente","1 ano", 336 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 1 ano de
validade armazenado em Carto Inteligente
com NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Carto
Inteligente","1 ano", 213 , 0),
new Certificado("Conectividade Social", "e-CPF
poltica de certificado A3 de 1 ano de
validade compra sem mdia de armazenamento
com NIS/PIS/PASEP/NIT", "e-CPF
NIS/PIS/PASEP/NIT", "A3","Sem Mdia de
Armazenamento","1 ano", 149 , 0),
];
$scope.conectividadeCNPJ = [
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new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 3
anos de validade armazenado em Token
Criptogrfico USB com
ME/EPP/MEI/EI/EIRELI", "e-CNPJ
ME/EPP/MEI/EI/EIRELI", "A3","Token
Criptogrfico USB","3 anos", 300 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 3
anos de validade armazenado em Carto
Inteligente + Leitora de carto inteligente
com ME/EPP/MEI/EI/EIRELI", "e-CNPJ
ME/EPP/MEI/EI/EIRELI", "A3","Carto
Inteligente + Leitora de carto
inteligente","3 anos", 323 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 3
anos de validade armazenado em Carto
Inteligente com ME/EPP/MEI/EI/EIRELI",
"e-CNPJ ME/EPP/MEI/EI/EIRELI", "A3","Carto
Inteligente","3 anos", 212 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 1 ano
de validade armazenado em Token
Criptogrfico USB com
ME/EPP/MEI/EI/EIRELI", "e-CNPJ
ME/EPP/MEI/EI/EIRELI", "A3","Token
Criptogrfico USB","1 ano", 200 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 1 ano
de validade armazenado em Carto
Inteligente + Leitora de carto inteligente
com ME/EPP/MEI/EI/EIRELI", "e-CNPJ
ME/EPP/MEI/EI/EIRELI", "A3","Carto
Inteligente + Leitora de carto
inteligente","1 ano", 167 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 1 ano
de validade armazenado em Carto
Inteligente com ME/EPP/MEI/EI/EIRELI",
"e-CNPJ ME/EPP/MEI/EI/EIRELI", "A3","Carto
Inteligente","1 ano", 157 , 0),
new Certificado("Conectividade Social",
"e-CNPJ poltica de certificado A3 de 1 ano
de validade compra sem mdia de
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armazenamento com ME/EPP/MEI/EI/EIRELI",
"e-CNPJ ME/EPP/MEI/EI/EIRELI", "A3","Sem
Mdia de Armazenamento","1 ano", 200 , 0)
];
$scope.cei = [
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 1
ano de validade armazenado em Token
Criptogrfico USB", "e-PF com CEI",
"A3","Token Criptogrfico USB","1 ano",
360, 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 1
ano de validade armazenado em Carto
Inteligente + Leitora de carto
inteligente", "e-PF com CEI", "A3","Carto
Inteligente + Leitora de carto
inteligente","1 ano", 360, 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A1 de 1
ano de validade armazenado em seu
computador", "e-PF", "A1","Software","1
ano", 128 , 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 1
ano de validade compra sem mdia de
armazenamento", "e-PF com CEI", "A3","Sem
Mdia de Armazenamento","1 ano", 128 , 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 1
ano de validade armazenado em Carto
Inteligente", "e-PF com CEI", "A3","Carto
Inteligente","1 ano", 200, 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 3
anos de validade armazenado em Token
Criptogrfico USB", "e-PF com CEI",
"A3","Token Criptogrfico USB","3 anos",
420 , 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 3
anos de validade compra sem mdia de
armazenamento", "e-PF com CEI", "A3","Sem
Mdia de Armazenamento","3 anos", 420, 0),
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new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 3
anos de validade armazenado em Carto
Inteligente", "e-PF com CEI", "A3","Carto
Inteligente","3 anos", 270, 0),
new Certificado("Conectividade Social", "e-PF
com CEI poltica de certificado A3 de 3
anos de validade armazenado em Carto
Inteligente + Leitora de carto
inteligente", "e-PF com CEI", "A3","Carto
Inteligente + Leitora de carto
inteligente","3 anos", 420 , 0)
];
$scope.financeiro = [
new Certificado("Financeiro", "C3 (Cmara de
Cesses de Crdito) poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "C3 (Cmara de Cesses de
Crdito)", "A1","Software","1 ano", 1882,
0),
new Certificado("Financeiro", "SEC (Servio de
Transporte de Dados) poltica de certificado A1
de 1 ano de validade armazenado em seu
computador", "SEC (Servio de Transporte de
Dados)", "A1","Software","1 ano", 1882 , 0),
new Certificado("Financeiro", "SELTEC (Servio de
Liquidao de Ttulos em Cartrio ) poltica de
certificado A1 de 1 ano de validade armazenado
em seu computador", "SELTEC (Servio de
Liquidao de Ttulos em Cartrio)",
"A1","Software","1 ano", 1882 , 0),
new Certificado("Financeiro", "CTC (Central de
Transferncia de Crdito) poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "CTC (Central de Transferncia de
Crdito)", "A1","Software","1 ano", 1882 , 0),
new Certificado("Financeiro", "SCG(Sistema de
Controle de Garantias) poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "SCG(Sistema de Controle de
Garantias)", "A1","Software","1 ano", 1882 ,
0),
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new Certificado("Financeiro", "SCC (Servio de
Controlede Consignao) poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "SCC (Servio de Controlede
Consignao)", "A1","Software","1 ano", 1882 ,
0),
new Certificado("Financeiro", "SPB (Sistema de
Pagamentos Brasileiro) poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "SPB (Sistema de Pagamentos
Brasileiro)", "A1","Software","1 ano", 1882 ,
0),
new Certificado("Financeiro", "COMPE
(Centralizadora de Compensao de Cheques)
poltica de certificado A1 de 1 ano de validade
armazenado em seu computador", "COMPE
(Centralizadora de Compensao de Cheques)",
"A1","Software","1 ano", 1882 , 0),
new Certificado("Financeiro", "ECO (Emprstimo
Consignado Online) poltica de certificado A1
de 1 ano de validade armazenado em seu
computador", "ECO (Emprstimo Consignado
Online)", "A1","Software","1 ano", 920 , 0)
];
$scope.servidor = [
new Certificado("Servidor e Aplicao",
" Validao Simplificada poltica de
certificado A1 de 1 ano de validade
armazenado em seu computador", "Validao
Simplificada", "A1","Software","1 ano",
125 , 0),
new Certificado("Servidor e Aplicao",
" Validao Completa poltica de certificado
A1 de 1 ano de validade armazenado em seu
computador", "Validao Completa",
"A1","Software","1 ano", 580 , 0),
new Certificado("Servidor e Aplicao", "Mltiplos
Domnios poltica de certificado A1 de 1
ano de validade armazenado em seu
computador", "Mltiplos Domnios",
"A1","Software","1 ano", 1200 , 0),
new Certificado("Servidor e Aplicao", "Wildcard
poltica de certificado A1 de 1 ano de
validade armazenado em seu computador",
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"Wildcard", "A1","Software","1 ano", 770 ,
0),
new Certificado("Servidor e Aplicao",
" Validao Avanada (EV) de certificado A1
de 1 ano de validade armazenado em seu
computador", "Validao Avanada (EV)",
"A1","Software","1 ano", 2290 , 0),
new Certificado("Servidor e Aplicao",
"Certificado de Assinatura de Cdigo
poltica de certificado A1 de 1 ano de
validade armazenado em seu computador",
"Certificado de Assinatura de Cdigo ",
"A1","Software","1 ano", 1290, 0),
];
$scope.outros = [
new Certificado("Conselhos Profissionais",
"Certificado para Corretora de Seguros
poltica de certificado A3 de 3 anos de
validade compra sem mdia de armazenamento",
"Certificado para Corretora de Seguros",
"A3","Sem Mdia de Armazenamento","3 anos",
322, 0),
new Certificado("Conselhos Profissionais",
"Certificado OAB poltica de certificado A3
de 3 anos de validade compra sem mdia de
armazenamento", "Certificado OAB",
"A3","Sem Mdia de Armazenamento","3 anos",
130 , 0),
new Certificado("Conselhos Profissionais",
"Certificado CRM poltica de certificado A3
de 3 anos de validade compra sem mdia de
armazenamento", "Certificado CRM",
"A3","Sem Mdia de Armazenamento","3 anos",
130 , 0)
];
// Adiciona produto no carrinho do service
$scope.adicionaProduto = function(produto, quantidade) {
produto.quantidade = quantidade;
compraService.adicionaProduto(produto);
}
});
angular.module("siteCertificado").controller( "pedidosCtrl",
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function ($scope, $location, produtoService, usuarioService,
agendamentoService) {
// Lista com os pedidos de mdias do usurio
$scope.pedidosMidias = {};
// Lista com os pedidos de certificado do usurio
$scope.pedidosCertificados = {};
// Conta o total de pedidos de mdias
$scope.contaTotalMidias = function() {
return $scope.pedidosMidias.length;
}
// Retorna os pedidos de mdia do service e seta neste
controller
$scope.retornarMidias = function() {
$scope.pedidosMidias = produtoService.getPedidosMidias();
}
// Conta o total de pedidos de certificados
$scope.contaTotalCertificados = function() {
return $scope.pedidosCertificados.length;
}
// Retorna os pedidos de certificado do service e seta neste
controller
$scope.retornarCertificados = function() {
$scope.pedidosCertificados =
produtoService.getPedidosCertificados();
}
// Seta o pedido de certificado que ser agendado
$scope.direcionarParaAgendamento = function(certificado) {
agendamentoService.setCertificado(certificado);
$location.path("/agendamento");
}
// Seta o pedido de certificado que ser agendado
$scope.agendar = function(certificado) {
agendamentoService.setCertificado(certificado);
$location.path("/agendamento");
}
// Retorna os dados do agendamento de um pedido
$scope.retornarAgendamento = function(certificado){
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agendamentoService.retornarAgendamento(certificado.id).then(function(data){
agendamentoService.setDados(data);
agendamentoService.setCertificado(certificado);
$location.path("/cancelarAgendamento");
});
}
// So carregados os pedidos de midias e certificados toda
vez que o controller chamado
$scope.retornarCertificados();
$scope.retornarMidias();
});
angular.module("siteCertificado").controller(’usuarioCtrl’,
function($scope, $rootScope, $location, md5, usuarioService,
produtoService, localizacaoService) {
// Variavel booleana que identifica se o usuario esta logado
ou nao
$rootScope.logado;
// Informacoes do usuario
$scope.usuario;
// Informacoes do usuario por tipo, podendo ser pessoa fisica
ou juridica
$scope.usuarioInformacoesPessoa;
// Armenzena os pedidos de midia
$scope.pedidosMidias;
// Armazena os certificados
$scope.pedidosCertificado;
// Carrega as variaveis do service para este controller
$scope.carregaVariaveis = function(){
$rootScope.logado = usuarioService.getLogado();
$scope.usuario = usuarioService.getUsuario();
$scope.usuarioInformacoesPessoa =
usuarioService.getUsuarioInformacoesPessoa();
$scope.pedidosMidias = produtoService.getPedidosMidias();
$scope.pedidosCertificado =
produtoService.getPedidosCertificados();
}
// Realiza o login autenticando o usuario e retornando as
// infomaes do mesmo e direcionado para a pgina de produtos
$scope.login = function(email, senha) {
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senhaHash = md5.createHash(senha);
usuarioService.autentica(email,
senhaHash).then(function(data){
$scope.usuario = data;
usuarioService.setUsuario(data);
usuarioService.setCredenciais(email, senhaHash);
$scope.buscarInformacoesUsuario($scope.usuario.id,
$scope.usuario.tipo);
$scope.carregarCertificados($scope.usuario.id);
$scope.carregarMidias($scope.usuario.id);
$rootScope.logado = true;
usuarioService.setLogado(true);
$location.path(’/produtos’);
}, function errorCallback(data) {
$window.alert("E-mail ou senha invlida!");
});
}
// Logout onde limpado todas as variveis inclusive as
armazenadas nos cookies
$scope.logout = function() {
usuarioService.setLogado(false);
usuarioService.setUsuario(null);
usuarioService.setUsuarioInformacoesPessoa(null);
usuarioService.limparCredenciais();
produtoService.setPedidosMidias(null);
produtoService.setPedidosCertificados(null);
}
// Retorna as informaes por tipo de pessoa
$scope.buscarInformacoesUsuario = function(id, tipo){
if(tipo == ’Pessoa Fsica’) {
usuarioService.infosUsuarioPF(id).then(function(data){
$scope.usuarioInformacoesPessoa = data;
usuarioService.setUsuarioInformacoesPessoa(data);
});
} else if (tipo == ’Pessoa Jurdica’) {
usuarioService.infosUsuarioPJ(id).then(function(data){
$scope.usuarioInformacoesPessoa = data;
usuarioService.setUsuarioInformacoesPessoa(data);
});
}
}
169
// Carrega certificados do banco de dados, enviando o id do
usurio,
// e para nao sobrecarregar os cookies
// apenas alguns dados so selecionados
$scope.carregarCertificados = function(id){
produtoService.retornarCertificados(id).then(function(data){
pedidos = [];
pedidosCompletos = [];
pedidosCompletos = data;
for(var i = 0; i < pedidosCompletos.length; i++){
var pedido = {};
pedido.id = pedidosCompletos[i].id;
pedido.descricao = pedidosCompletos[i].descricao;
pedido.preco = pedidosCompletos[i].produto.preco;
pedido.horario = pedidosCompletos[i].produto.horario;
pedido.agendado = pedidosCompletos[i].agendado;
pedidos.push(pedido);
}
$rootScope.pedidosCertificado = pedidos;
produtoService.setPedidosCertificados(pedidos);
});
}
// Carrega as mdias do banco de dados, enviando o id do
usurio,
// e para no sobrecarregar apenas alguns dados so
// selecionados
$scope.carregarMidias = function(id){
produtoService.retornarMidias(id).then(function(data){
pedidos = [];
pedidosCompletos = [];
pedidosCompletos = data;
for(var i = 0; i < pedidosCompletos.length; i++){
var pedido = {};
pedido.id = pedidosCompletos[i].id;
pedido.descricao = pedidosCompletos[i].descricao;
pedido.preco = pedidosCompletos[i].produto.preco;
pedido.horario = pedidosCompletos[i].produto.horario;
pedidos.push(pedido);
}
$rootScope.pedidosMidias = pedidos;
produtoService.setPedidosMidias(pedidos);
});
}
170
// Todas vez que o controller chamado as variveis so
carregadas
$scope.carregaVariaveis();
});
angular.module("siteCertificado").directive("uiAlert", function
() {
return {
templateUrl: "view/alert.html",
replace: true,
restrict: "AE",
scope: {
title: "@"
},
transclude: true
};
});
angular.module("siteCertificado").factory("errorInterceptor",
function ($q, $location) {
return {
responseError: function (rejection) {
if (rejection.status === 404) {
$location.path("/error");
}
return $q.reject(rejection);
}
};
});
angular.module("siteCertificado").service("agendamentoService",
function ($q, $window, config, $http) {
// Certificado a ser agendando a emisso
certificado = {};
// Dados do agendamento
dadosAgendamento = {};
var _getCertificado = function () {
return certificado;
}
var _setCertificado = function (cert) {
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certificado = cert;
}
var _getDados = function () {
return dadosAgendamento;
}
var _setDados = function (dados) {
dadosAgendamento = dados;
}
// Agendar emisso
var _agendar = function (dadosAgendamento) {
var deffered = $q.defer();
$http.post(config.baseUrl +"/rest/agendamento/agendar",
dadosAgendamento )
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao agendar atendimento para emisso
do certificado!");
});
return deffered.promise;
};
// Enviar dados da venda
var _enviarDadosVenda = function (dadosVenda) {
var deffered = $q.defer();
$http.post( config.urlWS +
"/rest/vendaInfo/salvarVendaInfo", dadosVenda )
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
console.log("Falha ao enviar os dados da venda do
certificado"+ data);
$window.alert("Falha ao agendar atendimento para emisso
do certificado!");
});
return deffered.promise;
};
// Excluir dados venda
var _excluirDadosVenda = function (venda) {
var deffered = $q.defer();
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$http.post(config.urlWS +
"/rest/vendaInfo/excluirVendaInfo", venda)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao excluir dados de venda!" +
data);
});
return deffered.promise;
};
// Retornar dados de venda
var _retornarDadosVenda = function (cpfCnpj, data) {
cpfCnpj = cpfCnpj.replace("/","a");
var deffered = $q.defer();
$http.get(config.urlWS +
"/rest/vendaInfo/buscarVendaInfoPorCpfCnpjEData/"
+ cpfCnpj +"&"+ data).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados de venda!" +
data);
});
return deffered.promise;
};
// Cancelar o agendamento
var _cancelarAgendamento = function (certificado) {
var deffered = $q.defer();
$http.post(config.baseUrl +
"/rest/agendamento/cancelarAgendamento", certificado)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
console.log(data);
$window.alert("Falha ao cancelar o agendamento!");
});
return deffered.promise;
};
// Retornar o agendamento
var _retornarAgendamento = function (id) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/agendamento/retornarAgendamento/"+ id)
.success(function(data) {
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deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao resgatar o agendamento.");
});
return deffered.promise;
};
return {
retornarAgendamento : _retornarAgendamento,
excluirDadosVenda : _excluirDadosVenda,
cancelarAgendamento : _cancelarAgendamento,
retornarDadosVenda : _retornarDadosVenda,
getDados : _getDados,
setDados : _setDados,
enviarDadosVenda : _enviarDadosVenda,
getCertificado : _getCertificado,
setCertificado : _setCertificado,
agendar : _agendar
};
});
angular.module("siteCertificado").service("compraService",
function ($q, localizacaoService, $window, $cookieStore) {
// Carrinho com produtos
carrinho = [];
// ARs por estado selecionado
this.pasFiltroEstado = [];
this.setPasPorEstado = function(pas) {
this.pasFiltroEstado = pas;
}
this.getPasFiltroEstado = function() {
return this.pasFiltroEstado;
}
// Adiciona produto no carrinho
this.adicionaProduto = function(produto) {
if (produto.quantidade != 0) {
var encontrado = false;
for (var i = 0; i < carrinho.length && !encontrado; i++) {
var produtoCarrinho = carrinho[i];
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// Caso o produto j esteja apenas adiciona a quantidade
if (produto.descricao == produtoCarrinho.descricao) {
encontrado = true;
produtoCarrinho.quantidade =
this.paraNumero(produto.quantidade +
produtoCarrinho.quantidade);
}
if (produtoCarrinho.quantidade <= 0) {
carrinho.splice(i, 1);
}
}
}
// Se no tiver adiciona o produto
if (!encontrado ) {
carrinho.push(produto);
}
// Salva carrinho nos cookies
$cookieStore.put(’carrinho’, carrinho);
}
// Carrega carrinhos dos cookies
this.getCarrinho = function() {
if($cookieStore.get(’carrinho’) === undefined){
return carrinho;
} else {
carrinho = $cookieStore.get(’carrinho’);
return carrinho;
}
}
// Procura por um produto especfico
this.getProduto = function(descricao) {
for (var i = 0; i < carrinho.length; i++) {
var produto = carrinho[i];
if(produto.descricao == descricao) {
return produto;
}
}
return null;
}
// Torna valor em nmero
this.paraNumero = function(valor) {
valor = valor * 1;
return isNaN(valor) ? 0 : valor;
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}
// Limpa carrinho tanto varivel quanto nos cookies
this.limparCarrinho = function() {
carrinho = [];
$cookieStore.remove(’carrinho’);
}
// Calcula valor total
this.valorTotal = function() {
var total = 0;
for (var i = 0; i < carrinho.length; i++) {
var produto = carrinho[i];
total += this.paraNumero(produto.quantidade *
produto.valor);
}
return total;
}
// Conta o total de itens no carrinho
this.totalItens = function() {
var total = 0;
for (var i = 0; i < carrinho.length; i++) {
var produto = carrinho[i];
total += this.paraNumero(produto.quantidade);
}
return total;
}
});
angular.module("siteCertificado").service("localizacaoService",
function ($http, $window, config, $q, viaCEP) {
this.deffered = $q.defer();
// Busca por CEP na base de dados e retorna o endereo
referente ao CEP
var _getEnderecosByCep = function (cep) {
var deffered = $q.defer();
viaCEP.get(cep).then(function(data) {
deffered.resolve(data);
}, function errorCallback(data) {
$window.alert("CEP invlido!");
});
return deffered.promise;
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};
return {
getEnderecosByCep: _getEnderecosByCep,
};
});
angular.module("siteCertificado").service("produtoService",
function ($q, $http, $window, config, $cookieStore, $rootScope,
usuarioService) {
// Pedidos mdias
pedidosMidias = {};
// Pedidos Certificados
pedidosCertificados = {};
// Seta pedidos de midias nos cookies
var _setPedidosMidias = function (midias) {
pedidosMidias = midias;
if(pedidosMidias === null){
$cookieStore.remove(’pedidosMidias’);
} else {
$cookieStore.put(’pedidosMidias’, pedidosMidias);
}
}
// Seta pedidos de certificados nos cookies
var _setPedidosCertificados = function (certificados) {
pedidosCertificados = certificados;
if(pedidosCertificados === null){
$cookieStore.remove(’pedidosCertificados’);
} else {
$cookieStore.put(’pedidosCertificados’,
pedidosCertificados);
}
}
// Retorna pedidos de mdias dos cookies
var _getPedidosMidias = function () {
if($cookieStore.get(’pedidosMidias’) !== undefined) {
pedidosMidias = $cookieStore.get(’pedidosMidias’);
}
return pedidosMidias;
}
177
// Retorna pedidos de certificados dos cookies
var _getPedidosCertificados = function () {
if($cookieStore.get(’pedidosCertificados’) !== undefined) {
pedidosCertificados =
$cookieStore.get(’pedidosCertificados’);
}
return pedidosCertificados;
}
// Alterar certificado
var _alterarCertificado = function (certificado) {
var deffered = $q.defer();
$http.post(config.baseUrl
+"/rest/produto/alterarCertificado", certificado)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
console.log("Falha ao alterar o certificado.");
$window.alert("Falha ao agendar atendimento para emisso
do certificado");
});;
return deffered.promise;
};
// Retorna certificado enviando seu id
var _retornarCertificado = function (id) {
var deffered = $q.defer();
$http.get(config.baseUrl
+"/rest/produto/retornarCertificado/"+ id)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao resgatar o certificado.");
});
return deffered.promise;
};
// Retorna mdia enviando seu id
var _retornarMidias = function (id) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/produto/retornarMidias/"+
id)
.success(function(data) {
deffered.resolve(data);
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}).error(function(data) {
$window.alert("Falha ao resgatar a(s) mdia(s).");
});
return deffered.promise;
};
// Retorna os certificados de um usurio mandando o id do
usurio
var _retornarCertificados = function (id) {
var deffered = $q.defer();
$http.get(config.baseUrl
+"/rest/produto/retornarCertificados/"+ id)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao resgatar o(s) certificado(s).");
});
return deffered.promise;
};
// Retorna ltimo produto adiciona pelo id do usurio e
idSecundario (codigo)
var _retornarUltimoProduto = function (id,
identificadorSecundario) {
var deffered = $q.defer();
$http.get(config.baseUrl
+"/rest/produto/retornarUltimoProduto/"+ id + "&" +
identificadorSecundario).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
console.log("Falha ao retornar ltimo produto adiciona
no sistema.")
$window.alert("Falha ao salvar produto no sistema.");
});
return deffered.promise;
};
// Salva produto
var _salvarProduto = function (produto) {
var deffered = $q.defer();
$http.post(config.baseUrl + "/rest/produto/salvarProduto",
produto)
.success(function(data) {
deffered.resolve(data);
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}).error(function(data) {
$window.alert("Falha ao salvar produto no sistema." +
data);
});
return deffered.promise;
};
// Salva mdia
var _salvarMidia = function (midia) {
var deffered = $q.defer();
$http.post(config.baseUrl + "/rest/produto/salvarMidia",
midia).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao salvar compra da mdia no
sistema.");
});
return deffered.promise;
};
// Salva certificado
var _salvarCertificado = function (certificado) {
var deffered = $q.defer();
$http.post(config.baseUrl +
"/rest/produto/salvarCertificado", certificado)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao salvar compra do certificado no
sistema.");
});
return deffered.promise;
};
return {
alterarCertificado : _alterarCertificado,
retornarCertificado : _retornarCertificado,
getPedidosMidias : _getPedidosMidias,
getPedidosCertificados : _getPedidosCertificados,
setPedidosMidias : _setPedidosMidias,
setPedidosCertificados : _setPedidosCertificados,
retornarUltimoProduto : _retornarUltimoProduto,
retornarMidias : _retornarMidias,
retornarCertificados : _retornarCertificados,
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salvarProduto : _salvarProduto,
salvarMidia : _salvarMidia,
salvarCertificado : _salvarCertificado
};
});
angular.module("siteCertificado").service("usuarioService",
function ($base64, $window, $http, $cookieStore, $rootScope,
$timeout, $q, config) {
this.logado;
this.usuario;
this.usuarioInformacoesPessoa;
// Set da variavel logado no service e nos cookies
var _setLogado = function (logado) {
this.logado = logado;
$cookieStore.put(’logado’, this.logado);
}
// Set da das informacoes do usuario no service e nos cookies
var _setUsuario = function (usuario) {
this.usuario = usuario;
if(this.usuario === null){
$cookieStore.remove(’usuario’);
} else {
$cookieStore.put(’usuario’, this.usuario);
}
}
// Set da das informacoes do usuario por pessoa no service e
nos cookies
var _setUsuarioInformacoesPessoa = function
(usuarioInformacoesPessoa) {
this.usuarioInformacoesPessoa = usuarioInformacoesPessoa;
if(this.usuarioInformacoesPessoa === null){
$cookieStore.remove(’usuarioInformacoesPessoa’);
} else {
$cookieStore.put(’usuarioInformacoesPessoa’,
this.usuarioInformacoesPessoa);
}
}
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// Get da varivel logado, caso o usurio esteja logado
retirada a informaces dos cookies
var _getLogado = function () {
if($rootScope.globals.usuarioAtual) {
this.logado = $cookieStore.get(’logado’);
}
return this.logado;
}
// Get da usurio, caso o usurio esteja logado retirada a
informaces dos cookies
var _getUsuario = function () {
if($rootScope.globals.usuarioAtual) {
this.usuario = $cookieStore.get(’usuario’);
}
return this.usuario;
}
// Get da varivel usurio por pessoa, caso o usurio esteja
logado retirada a informaces dos cookies
var _getUsuarioInformacoesPessoa = function () {
if($rootScope.globals.usuarioAtual) {
this.usuarioInformacoesPessoa =
$cookieStore.get(’usuarioInformacoesPessoa’);
}
return this.usuarioInformacoesPessoa;
}
// Set das credenciais no browser
var _setCredenciais = function (email, senha) {
$rootScope.globals = {
usuarioAtual: {
email: email,
senha: senha
}
};
$cookieStore.put(’globals’, $rootScope.globals);
}
// Limpa as credenciais
var _limparCredenciais = function () {
$rootScope.globals = {};
$cookieStore.remove(’globals’);
}
182
// Funco get que verifica a partir do e-mail e de senha do
usurio
// sua autenticidade e retorna as informaces do usurio
var _autentica = function (email, senha) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/usuario/autenticar/"+
email +"&"+ senha)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("E-mail ou senha invlida." + data);
});
return deffered.promise;
};
// Funcao get, que retorna true ou false, que verifica se o
e-mail j existe na base de dados
var _verificaSeEmailJaExiste = function (email) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/usuario/emailValido/"+
email)
.success(function(data) {
deffered.resolve(data);
});
return deffered.promise;
};
// Funco get, que retorna true ou false, que verifica se o
CPF j existe na base de dados
var _verificaSeCPFJaExiste = function (cpf) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/usuario/cpfValido/"+ cpf)
.success(function(data) {
deffered.resolve(data);
});
return deffered.promise;
};
// Funco get, que retorna true ou false, que verifica se o
CNPJ j existe na base de dados
var _verificaSeCNPJJaExiste = function (cnpj) {
var deffered = $q.defer();
cnpj = cnpj.replace("/", "a");
console.log(cnpj);
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$http.get(config.baseUrl +"/rest/usuario/cnpjValido/"+
cnpj)
.success(function(data) {
deffered.resolve(data);
});
return deffered.promise;
};
// Funco post que cadastra um usurio
var _cadastraUsuario = function (usuario) {
var deffered = $q.defer();
$http.post(config.baseUrl +
"/rest/usuario/cadastrarUsuario", usuario)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao cadastrar usurio.");
});
return deffered.promise;;
};
// Funco post que cadastra as informaces de pessoa fsica
var _cadastraPF = function (usuarioPF) {
var deffered = $q.defer();
$http.post(config.baseUrl +
"/rest/usuario/cadastrarPessoaFisica", usuarioPF)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao cadastrar pessoa fsica.");
});;
return deffered.promise;
};
// Funco post que cadastra infomaces de pessoa jurdica
var _cadastraPJ = function (usuarioPJ) {
var deffered = $q.defer();
$http.post(config.baseUrl +
"/rest/usuario/cadastrarPessoaJuridica", usuarioPJ)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao cadastrar pessoa jurdica.");
});
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return deffered.promise;
};
// Funco get que a partir do id do usurio retorna informaces
da pessoa fsica
var _infosUsuarioPF = function (idUsuario) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/usuario/infosUsuarioPf/"+
idUsuario)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar as informaes da pessoa
fsica.");
});
return deffered.promise;
};
// Funco get que a partir do id do usurio retorna informaces
da pessoa jurdica
var _infosUsuarioPJ = function (idUsuario) {
var deffered = $q.defer();
$http.get(config.baseUrl +"/rest/usuario/infosUsuarioPj/"+
idUsuario)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar as informaes da pessoa
jurdica." + data);
});
return deffered.promise;
};
return {
getUsuario : _getUsuario,
getUsuarioInformacoesPessoa : _getUsuarioInformacoesPessoa,
getLogado : _getLogado,
setUsuario : _setUsuario,
setUsuarioInformacoesPessoa : _setUsuarioInformacoesPessoa,
setLogado : _setLogado,
setCredenciais : _setCredenciais,
limparCredenciais : _limparCredenciais,
autentica : _autentica,
verificaSeEmailJaExiste : _verificaSeEmailJaExiste,
verificaSeCPFJaExiste : _verificaSeCPFJaExiste,
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verificaSeCNPJJaExiste : _verificaSeCNPJJaExiste,
cadastraUsuario : _cadastraUsuario,
cadastraPF : _cadastraPF,
cadastraPJ : _cadastraPJ,
infosUsuarioPF :_infosUsuarioPF,
infosUsuarioPJ : _infosUsuarioPJ
};
});
angular.module("siteCertificado").value("config", {
baseUrl: "https://ip:8443/WebServiceRest",
urlWS : "https://servidor:8443/icp-ws"
});
angular.module("siteCertificado",
["ngMessages","ngRoute","ngMask","angular-md5",
"base64","ngCookies", "angular.viacep", "ngMaterial"]).run(run);
run.$inject = [’$rootScope’, ’$location’, ’$cookies’, ’$http’];
function run($rootScope, $location, $cookies, $http) {
$rootScope.globals = $cookies.getObject(’globals’) || {};
// Aqui feita a verificaco das pginas , pois com o nao
logado nem todas
// as pginas so permitidas
$rootScope.$on(’$locationChangeStart’, function (event,
next, current) {
var paginasRestritasLogado = $.inArray($location.path(),
[ ’/perfil’, ’/pagamento’,
’/carrinho’, ’/pedidos’, ’/produtos’, ’/CT-e’,’/e-CNPJ’,
’/e-CPF’,
’/conectividadeCNPJ’, ’/conectividadeCPF’, ’/cei’,
’/error’, ’/financeiro’,
’/midia’, ’/NF-e’, ’/outros’, ’/servidor’,
’/agendamento’,
’/agendamentoConfirmar’, ’/cancelarAgendamento’,
’/documentos’]) === -1;
var paginasRestritasNaoLogado =
$.inArray($location.path(),
[ ’/login’, ’/cadastro’, ’/carrinho’, ’/produtos’,
’/CT-e’,
’/e-CNPJ’, ’/e-CPF’, ’/conectividadeCNPJ’,
’/conectividadeCPF’,
’/cei’, ’/error’, ’/financeiro’,
’/midia’, ’/NF-e’, ’/outros’, ’/servidor’,
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’/documentos’]) === -1;
var logado = $rootScope.globals.usuarioAtual;
// Dependendo do estado (logado ou nao logado) caso entre
// em uma pgina proibida redirecionado para uma pgina
padro
// e permitida para aquele estado
if (paginasRestritasNaoLogado && !logado) {
$location.path(’/login’);
} else if (paginasRestritasLogado && logado) {
$location.path(’/produtos’);
}
});
}
agendamento.html
<div ng-if="certificado.descricao">
<img ng-src="img\produtos\fluxo4.png" alt="fluxo" id="fluxo" >
<div class="jumbotron">
<form name="agendamentoForm">
<h3>Dados do Agendamento</h3>
<h4>{{certificado.descricao}}</h4>
<br/>
<select class="form-control"
ng-model="dadosAgendamento.tipoAtendimentoAR">
<option value="">Selecione o tipo</option>
<option>Atendimento em Domiclio</option>
<option>Ponto de Atendimento</option>
</select>
<div ng-if="dadosAgendamento.tipoAtendimentoAR ===
’Atendimento em Domiclio’">
<input class="form-control" type="text"
ng-model="dadosAgendamento.cep" name="cep"
placeholder="CEP"
ng-change="atualizarDadosEnderecoPeloCep()"
ng-model="maskModel" mask="99999-999"
ng-required="true" />
<input class="form-control" type="text"
ng-model="dadosAgendamento.logradouro"
name="endereco" placeholder="Logradouro"
ng-required="true" disabled="disabled" />
<input class="form-control" type="text"
placeholder="Cidade"
class="form-control"
ng-model="dadosAgendamento.cidade"
ng-required="true"
disabled="disabled" />
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<input class="form-control" type="text"
placeholder="Estado"
class="form-control"
ng-model="dadosAgendamento.estado.nome"
ng-required="true"
disabled="disabled" />
<h4>Selecione o ponto de atendimento da AR de sua
preferncia </h4>
<select name="ar" class="form-control"
ng-model="dadosAgendamento.pa"
ng-disabled="!dadosAgendamento.estado"
ng-options="pa.nomeFantasia for pa in paPorEstado"
ng-required="true">
<option value="">Selecione o Ponto de
Atendimento</option>
</select>
<input class="form-control" type="text"
ng-model="dadosAgendamento.pa.endereco"
name="endereco" placeholder="Logradouro"
ng-required="true" disabled="disabled" />
<input class="form-control" type="text"
placeholder="Cidade"
class="form-control"
ng-model="dadosAgendamento.pa.cidade"
ng-required="true"
disabled="disabled" />
<input class="form-control" type="text"
placeholder="Estado"
class="form-control"
ng-model="dadosAgendamento.pa.estado"
ng-required="true"
disabled="disabled" />
</div>
<div ng-if="dadosAgendamento.tipoAtendimentoAR ===
’Ponto de Atendimento’">
<h4>Selecione o estado em qual deseja realizar seu
atendimento </h4>
<select name="estado" class="form-control"
ng-model="dadosAgendamento.estado"
ng-change="pasDeUmEstado()" ng-options="estado.nome
for estado in estados" ng-required="true">
<option value="">Selecione o estado</option>
</select>
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<h4>Selecione o ponto de atendimento da AR de sua
preferncia </h4>
<select name="ar" class="form-control"
ng-change="mudaVariaveisEndereco()"
ng-model="dadosAgendamento.pa"
ng-disabled="!dadosAgendamento.estado"
ng-options="pa.nomeFantasia for pa in paPorEstado"
ng-required="true">
<option value="">Selecione a AR</option>
</select>
<input class="form-control" type="text"
ng-model="dadosAgendamento.logradouro"
name="endereco" placeholder="Logradouro"
ng-required="true" disabled="disabled" />
<input class="form-control" type="text"
placeholder="Cidade"
class="form-control"
ng-model="dadosAgendamento.cidade"
ng-required="true" disabled="disabled" />
</div>
<h4>Selecione a data do seu atendimento</h4>
<md-datepicker name="data" id="data"
ng-model="dadosAgendamento.dataAgendamento"
ng-disabled="!dadosAgendamento.pa"
md-placeholder=""
md-min-date="dataMin" md-max-date="dataMax"
ng-required="true"></md-datepicker>
<h4>Selecione o horrio do seu atendimento </h4>
<select name="horario" class="form-control"
ng-model="dadosAgendamento.horario"
ng-disabled="!dadosAgendamento.dataAgendamento"
ng-required="true">
<option value="">Selecione o horrio</option>
<option>08:00:00</option>
<option>09:00:00</option>
<option>10:00:00</option>
<option>11:00:00</option>
<option>12:00:00</option>
<option>13:00:00</option>
<option>14:00:00</option>
<option>15:00:00</option>
<option>16:00:00</option>
<option>17:00:00</option>
<option>18:00:00</option>
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</select>
</form>
<br/>
<button class="btn btn-primary btn-block"
ng-click="confirmarAgendamento()"
ng-disabled="agendamentoForm.$invalid">Agendar</button>
<button class="btn btn-block btn-danger"
ng-click="cancelar()" >Cancelar</button>
<br/>
<div ng-show="agendamentoForm.estado.$dirty"
ng-messages="agendamentoForm.estado.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, selecione um estado!</div>
</div>
<div ng-show="agendamentoForm.ar.$dirty"
ng-messages="agendamentoForm.ar.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, selecione uma autoridade registradora!</div>
</div>
<div ng-show="agendamentoForm.horario.$dirty"
ng-messages="agendamentoForm.horario.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, selecione um horrio para o agendamento!</div>
</div>
<div ng-show="agendamentoForm.data.$dirty"
ng-messages="agendamentoForm.data.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, selecione uma data para o agendamento!</div>
</div>
</div>
</div>
<div class="jumbotron" ng-if="!certificado.descricao">
<h3> necessrio selecionar um certificado para poder
realizar o agendamento!</h3>
</div>
agendamentoConfirmar.html
<div ng-if="dadosAgendamento.pa">
<img ng-src="img\produtos\fluxo4.png" alt="fluxo" id="fluxo" >
<div class="jumbotron">
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<div>
<h3>Dados do Agendamento</h3>
{{certificado.descricao}}
<h4>Tipo de agendamento </h4>
{{dadosAgendamento.tipoAtendimentoAR}}
<h4>Nome da Autoridade de Registro e Pronto
Atendimento</h4>
{{dadosAgendamento.pa.nomeFantasia}}
<h4>Logradouro </h4> {{dadosAgendamento.logradouro}}
<h4>Cidade</h4> {{dadosAgendamento.cidade}}
<h4>Estado</h4> {{dadosAgendamento.estado.nome}}
<h4>Data</h4> {{dadosAgendamento.dataAgendamento |
date:"dd/MM/yyyy"}}
<h4> Horrio </h4> {{dadosAgendamento.horario }}
</div>
<br/>
<button class="btn btn-primary btn-block"
ng-click="agendar()" >Agendar</button>
<button class="btn btn-block btn-danger"
ng-click="cancelar()">Cancelar</button>
<br/>
</div>
</div>
<div class="jumbotron"
ng-if="!dadosAgendamento.pa.nomeFantasia">
<h3> necessrio um agendamento para que o mesmo se
confirme!</h3>
</div>
alert.html
<div class="ui-alert">
<div class="ui-alert-title">{{title}}</div>
<div class="ui-alert-message" ng-transclude></div>
</div>
cadastro.html
<div ng-if="carrinho.length">
<img ng-src="img\produtos\fluxo2.png" alt="fluxo" id="fluxo"/>
</div>
<div class="jumbotron" id="login">
<h2 class="form-signin-heading">Cadastro</h2>
<div>
<form name="contatoForm">
<select class="form-control" ng-model="dados.tipo">
<option value="">Selecione o tipo</option>
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<option>Pessoa Fsica</option>
<option>Pessoa Jurdica</option>
</select>
<div ng-if="dados.tipo === ’Pessoa Fsica’">
<input class="form-control" type="text"
ng-model="dados.nome"
name="nome" placeholder="Nome" ng-required="true"
/>
<input class="form-control" type="text"
ng-model="dados.cpf" name="cpf"
placeholder="CPF"
ng-pattern="/^\d{3}\.\d{3}\.\d{3}\-\d{2}$/"
ng-model="maskModel" mask="999.999.999-99"
ng-required="true" />
<input class="form-control" type="text"
ng-model="dados.rg" name="rg"
placeholder="RG"
ng-model="maskModel" ng-required="true" />
</div>
<div ng-if="dados.tipo === ’Pessoa Jurdica’">
<input class="form-control" type="text"
ng-model="dados.nomeFantasia" name="nomeFantasia"
placeholder="Nome Fantasia" ng-required="true" />
<input class="form-control" type="text"
ng-model="dados.cnpj" name="cnpj"
placeholder="CNPJ"
ng-pattern="/^\d{2}\.\d{3}\.\d{3}\/\d{4}\-\d{2}$/"
ng-model="maskModel" mask="99.999.999/9999-99"
ng-required="true" />
<input class="form-control" type="text"
ng-model="dados.razaoSocial"
name="razaoSocial" placeholder="Razo Social"
ng-required="true" />
</div>
<input class="form-control" type="text"
ng-model="dados.telefone"
name="telefone" placeholder="Telefone"
ng-pattern="/^\(\d{2}\)\ \d{4,5}\-\d{4}$/"
ng-model="maskModel"
mask="(99) 9?9999-9999" ng-required="true" />
<input class="form-control" type="text" name="email"
type="email"
ng-model="dados.email" placeholder="Email"
ng-pattern="/^[^\s@]+@[^\s@]+\.[^\s@]{2,}$/"
ng-required="true" />
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<input class="form-control" name="senha"
type="password"
ng-model="dados.senha" placeholder="Senha"
ng-required="true" />
<input class="form-control" type="text"
ng-model="dados.cep" name="cep"
placeholder="CEP"
ng-change="atualizarDadosEnderecoPeloCep()"
ng-model="maskModel" mask="99999-999"
ng-required="true" />
<input class="form-control" type="text"
ng-model="dados.logradouro"
name="endereco" placeholder="Logradouro"
ng-required="true"
disabled="disabled" />
<input class="form-control" type="text"
ng-model="dados.complemento"
name="complemento" placeholder="Complemento"
ng-required="true" />
<input class="form-control" type="text"
placeholder="Bairro"
class="form-control" ng-model="dados.bairro"
ng-required="true"
disabled="disabled" />
<input class="form-control" type="text"
placeholder="Cidade"
class="form-control" ng-model="dados.cidade"
ng-required="true"
disabled="disabled" />
<input class="form-control" type="text"
placeholder="Estado"
class="form-control" ng-model="dados.estado"
ng-required="true"
disabled="disabled" />
</form>
<div ng-show="contatoForm.nome.$dirty"
ng-messages="contatoForm.nome.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo nome!</div>
</div>
<div ng-show="contatoForm.cpf.$dirty"
ng-messages="contatoForm.cpf.$error">
<div ng-message="required" class="alert
alert-danger">Por
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favor, preencha o campo CPF!</div>
</div>
<div ng-show="contatoForm.cnpj.$dirty"
ng-messages="contatoForm.cnpj.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo CNPJ!</div>
</div>
<div ng-show="contatoForm.razaoSocial.$dirty"
ng-messages="contatoForm.razaoSocial.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo Razo Social!</div>
</div>
<div ng-show="contatoForm.nomeFantasia.$dirty"
ng-messages="contatoForm.nomeFantasia.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo Nome Fantasia!</div>
</div>
<div ng-show="contatoForm.email.$dirty"
ng-messages="contatoForm.email.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo e-mail!</div>
</div>
<div ng-show="contatoForm.senha.$dirty"
ng-messages="contatoForm.senha.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo senha!</div>
</div>
<div ng-show="contatoForm.endereco.$dirty"
ng-messages="contatoForm.endereco.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o campo endereo!</div>
</div>
<div ng-show="contatoForm.cidade.$dirty"
ng-messages="contatoForm.cidade.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o cidade!</div>
</div>
<div ng-show="contatoForm.estado.$dirty"
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ng-messages="contatoForm.estado.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o estado!</div>
</div>
<div ng-show="contatoForm.cep.$dirty"
ng-messages="contatoForm.cep.$error">
<div ng-message="required" class="alert
alert-danger">Por
favor, preencha o CEP!</div>
</div>
<div ng-show="contatoForm.telefone.$error.pattern"
class="alert alert-danger">O campo telefone deve ter
o formato
(DD)DDDDD-DDDD.</div>
<div ng-show="contatoForm.email.$error.pattern"
class="alert alert-danger">O e-mail digitado
invlido.</div>
<button class="btn btn-primary btn-block"
ng-click="cadastrar()"
ng-disabled="contatoForm.$invalid">Adicionar
Contato</button>
<button class="btn btn-danger btn-block"
ng-click="continuarComprando()">Cancelar</button>
</div>
</div>
cancelarAgendamento.html
<div class="jumbotron">
<div ng-if="dadosAgendamento.ar">
<div>
<h3>Dados do Agendamento</h3>
{{certificado.descricao}}
<h4>Tipo de agendamento </h4>
{{dadosAgendamento.tipoAtendimentoAR}}
<h4>Nome da Autoridade de Registro e Pronto
Atendimento</h4> {{dadosAgendamento.ar}}
<h4>Logradouro </h4> {{dadosAgendamento.logradouro}}
<h4>Cidade</h4> {{dadosAgendamento.cidade}}
<h4>Estado</h4> {{dadosAgendamento.estado}}
<h4>Data</h4> {{dadosAgendamento.data |
date:"dd/MM/yyyy"}}
<h4> Horrio </h4> {{dadosAgendamento.horario }}
</div>
<br/>
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<button class="btn btn-danger btn-block"
ng-click="cancelarAgendamento()" >
Cancelar Agendamento</button>
<button class="btn btn-block btn-primary"
ng-click="cancelar()">Voltar</button>
<br/>
</div>
<div ng-if="!dadosAgendamento.ar">
<h3> necessrio um agendamento para que o mesmo se
confirme!</h3>
</div>
</div>
carrinho.html
<div class="container-fluid">
<div class="row-fluid">
<img ng-src="img\produtos\fluxo1.png" alt="fluxo"
id="fluxo" >
<div>
<table class="table table-bordered">
<tr class="well">
<td><b>Item</b></td>
<td class="tdCenter"><b>Quantidade</b></td>
<td class="tdRight"><b>Preo</b></td>
<td />
</tr>
<tr ng-hide="contaTotalItensCarrinho() > 0">
<td class="tdCenter" colspan="4">Seu carrinho est
vazio.</td>
</tr>
<tr ng-repeat="produto in produtos">
<td>{{produto.descricao}}</td>
<td class="tdCenter">
<div class="input-append">
<input class="span3 text-center" type="tel"
ng-model="produto.quantidade" />
<button class="btn btn-success" type="button"
ng-disabled="produto.quantidade >= 1000"
ng-click="adicionaProduto(produto.descricao,
1)">+</button>
<button class="btn btn-inverse" type="button"
ng-disabled="produto.quantidade <= 1"
ng-click="adicionaProduto(produto.descricao,
-1)">-</button>
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</div>
</td>
<td class="tdRight">{{produto.quantidade *
produto.valor | currency}}
</td>
<td class="tdCenter" title="remove from cart"><a
href=""
ng-click="adicionaProduto(produto.descricao,
-100000)">
<i class="glyphicon glyphicon-remove"></i></a>
</td>
</tr>
<tr class="well">
<td><b>Total</b></td>
<td
class="tdCenter"><b>{{contaTotalItensCarrinho()}}</b></td>
<td class="tdRight"><b>{{precoTotal() |
currency}}</b></td>
<td />
</tr>
</table>
</div>
<div>
<p class="text-info">
<button class="btn btn-block btn-info"
ng-click="continuarComprando()">Continuar
Comprando</button>
</p>
</div>
<div>
<p class="text-info">
<button class="btn btn-block btn-danger"
ng-click="limparCarrinho()"
ng-disabled="contaTotalItensCarrinho() < 1">
<i class="icon-trash icon-white" /> Limpar Carrinho
</button>
</p>
</div>
<div>
<p class="text-info">
<button class="btn btn-block btn-success"
ng-click="direciona()"
ng-disabled="contaTotalItensCarrinho() <
1">Finalizar
Compra</button>
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</p>
</div>
</div>
</div>
cei.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in cei |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
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conectividadeCNPJ.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in conectividadeCNPJ |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia}}.jpg
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
conectividadeCPF.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
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<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in conectividadeCPF |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
CT-e.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
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<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in CTe |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia}}.jpg
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
documentos.html
<div class="jumbotron">
<div>
<h3>Documentos necessrios para levar no dia do
agendamento da emisso do certificado
na autoridade resgitradora. Sendo obrigatria a
apresentao os documentos originais ou cpias
autenticas
(salve excees mencionadas abaixo). </h3>
<h4>Em caso de pessoa fsica :</h4>
<ul>
<li>Dois documentos diferentes de identificao; </li>
<li>CPF;</li>
<li>Comprovante de endereo em nome do titular do
certificado emitido h, no mximo, trs
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meses;</li>
<li>Foto 3 4 recente (caso a foto do documento de
identificao tenha mais de 5 anos).</li>
</ul>
<b>Dependendo da finalidade do certificado, voc pode
precisar apresentar tambm:</b>
<ul>
<li>Comprovante do ttulo de eleitor;</li>
<li> Carto do NIS/PIS/PASEP/NIT;</li>
<li>Extrato do FGTS;</li>
<li> Nmero de habilitao ou identificao
profissional emitido por conselho de classe ou
rgo competente;</li>
<li> Carto Cidado ; </li>
<li>Comprovante do Comprovante do Cadastro Especfico
matrcula do INSS (CEI).</li>
</ul>
<h4>Em caso de pessoa jridica :</h4>
<b>Documentos da Empresa</b>
<ul>
<li>Documento de constituio ; </li>
<li>Se existir, alterao ( es ) contratual(ais); </li>
<li>Se aplicvel, documentos de eleio da diretoria
vigente;</li>
<li> Carto do CNPJ impresso um dia antes da validao
presencial;</li>
</ul>
<b>Documentos do representante legal cadastrado na
Receita Federal</b>
<ul>
<li>2 documentos diferentes de identificao;</li>
<li>Cadastro de Pessoa Fsica - CPF;</li>
<li>Comprovante de endereo emitido h, no mximo , 3
meses, em nome do titular do certificado;</li>
<li>Foto 3 4 recente;</li>
<li>Documento que comprove poderes para representar a
empresa;</li>
<li>Originais no podem ser substitudos por cpia
autenticada.</li>
</ul>
<b>Em caso de ME/EPP/MEI/EI/EIRELI, levar certido com a
comprovao.</b>
<br/>
<b>Em caso de certificados SSL, tambm existir a
validao do domnio , instalao e teste.</b>
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<br/>
<b>Na validao presencial ser realizada a coleta de
biometria.</b>
<br/>
<b>Fonte:
https://serasa.certificadodigital.com.br/ajuda/documentos-necessarios
</div>
<br/>
</div>
e-CNPJ.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in eCNPJ |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia}}.jpg
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
203
</div>
</div>
</div>
e-CPF.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in eCPF |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
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error.html
<div class="jumbotron">
<h3> No foi possvel processar a sua solicitao !</h3>
</div>
financeiro.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in financeiro |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia}}.jpg
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
login.html
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<div class="jumbotron" id="login">
<form class="form-signin">
<h2 class="form-signin-heading">Login</h2>
<label for="inputEmail" class="sr-only">Email</label>
<input type="email" id="email" ng-model="email"
class="form-control" placeholder="Email" required
autofocus>
<label for="inputSenha" class="sr-only">Senha</label>
<input type="password" ng-model="senha" id="senha"
class="form-control" placeholder="Senha" required>
<div class="checkbox">
<label>
<a href="#cadastro">No cadastrado? Cadastre-se</a>
</label>
</div>
<button class="btn btn-lg btn-primary btn-block"
ng-click="login(email, senha)"
type="submit">Entrar</button>
</form>
</div>
midia.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="midia in midias | orderBy:’descricao’
">
<td class="tdCenter"><img
ng-src="img/produtos/{{midia.descricao}.jpg"
alt="{{midia.descricao}}" /></td>
<td class="tdCenter">{{midia.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(midia, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
206
</div>
</div>
</div>
NF-e.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in NFe |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia}}.jpg
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
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outros.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in outros |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
</div>
pagamento.html
<div class="container-fluid">
<div class="row-fluid">
<img ng-src="img\produtos\fluxo3.png" alt="fluxo" id="fluxo" >
<table class="table table-bordered">
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<tr class="well">
<td><b>Item</b></td>
<td class="tdCenter"><b>Quantidade</b></td>
<td class="tdRight"><b>Preo</b></td>
</tr>
<tr ng-hide="contaTotalItensCarrinho() > 0" >
<td class="tdCenter" colspan="4">
Seu carrinho est vazio.
</td>
</tr>
<tr ng-repeat="produto in produtos">
<td>{{produto.descricao}}</td>
<td
class="tdCenter">{{produto.quantidade}}</td>
<td class="tdRight">{{produto.quantidade *
produto.valor | currency}}</td>
</tr>
<tr class="well">
<td><b>Total</b></td>
<td
class="tdCenter"><b>{{contaTotalItensCarrinho()}}</b></td>
<td class="tdRight"><b>{{precoTotal() |
currency}}</b></td>
</tr>
</table>
<p class="text-info">
<button
class="btn btn-block btn-primary"
ng-click="salvaPedidos()" >
Efetuar Pagamento
</button>
</p>
<p class="text-info">
<button
class="btn btn-block btn-danger"
ng-click="cancelar()" >
Cancelar
</button>
</p>
</div>
</div>
pedidos.html
<div class="container-fluid">
<div class="row-fluid">
<table class="table table-bordered">
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<tr class="well">
<td><b>Item</b></td>
<td class="tdCenter"><b>Preo</b></td>
<td class="tdCenter"><b>Data Compra</b></td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-calendar"></i> </td>
</tr>
<tr ng-hide="contaTotalCertificados() > 0" >
<td class="tdCenter" colspan="4">
Nenhum pedido de certificado foi
realizado.
</td>
</tr>
<tr ng-repeat="certificado in
pedidosCertificados">
<td>{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.preco |
currency}}</td>
<td class="tdCenter">{{certificado.horario
| date:"dd/MM/yyyy"}}</td>
<td class="tdCenter" >
<div ng-if = "!certificado.agendado &&
!certificado.emitido"><a href=""
ng-click="agendar(certificado)">Agendar
</a></div>
<div ng-if = "certificado.agendado &&
!certificado.emitido"><a href=""
ng-click="retornarAgendamento(certificado)">Dados
agendamento </a></div>
<div ng-if = "certificado.agendado &&
certificado.emitido">Emitido</div>
</td>
</tr>
</table>
</div>
</div>
perfil.html
<div class="jumbotron">
<h2 class="form-signin-heading">Perfil</h2>
<div ng-if="usuario.tipo == ’Pessoa Fsica’">
<h4>Nome </h4> {{usuarioInformacoesPessoa.nome}}
<h4>CPF </h4> {{usuarioInformacoesPessoa.cpf}}
<h4>Telefone </h4> {{usuario.telefone}}
<h4>CEP </h4> {{usuario.cep}}
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<h4>Logradouro </h4> {{usuario.logradouro}}
<h4>Bairro </h4> {{usuario.bairro}}
<h4>Cidade </h4> {{usuario.cidade}}
<h4>Estado </h4> {{usuario.estado}}
</div>
<div ng-if="usuario.tipo == ’Pessoa Jurdica’">
<h4>Nome Fantasia </h4>
{{usuarioInformacoesPessoa.nomeFantasia}}
<h4> Razo Social </h4>
{{usuarioInformacoesPessoa.razaoSocial}}
<h4>CNPJ </h4> {{usuarioInformacoesPessoa.cnpj}}
<h4>Telefone </h4> {{usuario.telefone}}
<h4>CEP </h4> {{usuario.cep}}
<h4>Logradouro </h4> {{usuario.logradouro}}
<h4>Bairro </h4> {{usuario.bairro}}
<h4>Cidade </h4> {{usuario.cidade}}
<h4>Estado </h4> {{usuario.estado}}
</div>
</div>
produtos.html
<div class="jumbotron">
<h1>LabSEC Certificadora</h1>
<p class="lead">Encontre o certificado ideal para seu
objetivo.</p>
</div>
<div class="container marketing">
<div class="row" >
<div class="col-lg-4">
<h2>e-CPF</h2>
<p>Donec sed odio dui. Etiam porta sem malesuada magna
mollis euismod. Nullam id dolor id nibh ultricies
vehicula ut id elit. Morbi leo risus, porta ac
consectetur ac, vestibulum at eros. Praesent
commodo cursus magna.</p>
<p><a class="btn btn-default" href="#/e-CPF"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>e-CNPJ</h2>
<p>Duis mollis, est non commodo luctus, nisi erat
porttitor ligula, eget lacinia odio sem nec elit.
Cras mattis consectetur purus sit amet fermentum.
Fusce dapibus, tellus ac cursus commodo, tortor
mauris condimentum nibh.</p>
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<p><a class="btn btn-default" href="#/e-CNPJ"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>CT-e</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/CT-e"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>NF-e</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/NF-e"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Conectividade Social NIS/PIS/PASEP/NIT</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/conectividadeCPF"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Conectividade Social ME/EPP/MEI/EI/EIRELI</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
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<p><a class="btn btn-default"
href="#/conectividadeCNPJ" role="button">Comprar
&raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Conectividade Social CEI - Cadastro Especfico do
INSS</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/cei"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Financeiro</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/financeiro"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Servidor e Aplicao </h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/servidor"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Conselhos Profissionais</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
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amet risus.</p>
<p><a class="btn btn-default" href="#/outros"
role="button">Comprar &raquo;</a></p>
</div>
</div>
</div>
servidor.html
<div class="container-fluid">
<div class="row-fluid">
<div>
<table class="table table-bordered">
<tr class="well">
<td></td>
<td></td>
<td></td>
<td class="tdCenter">Poltica</td>
<td class="tdCenter">Mdia Armazenadora</td>
<td class="tdCenter">Validade</td>
<td class="tdCenter">Preo</td>
<td class="tdCenter"> <i class="glyphicon
glyphicon-shopping-cart"></i> </td>
</tr>
<tr ng-repeat="certificado in servidor |
orderBy:’politica’ ">
<td class="tdCenter"><img
ng-src="img/produtos/{{certificado.politica+certificado.midia
alt="{{certificado.grupo}}" /></td>
<td><b>{{certificado.grupo}}</b><br />
{{certificado.descricao}}</td>
<td class="tdCenter">{{certificado.modelo}}</td>
<td class="tdCenter">{{certificado.politica}}</td>
<td class="tdCenter">{{certificado.midia}}</td>
<td class="tdCenter">{{certificado.validade}}</td>
<td class="tdCenter">{{certificado.valor |
currency}}</td>
<td class="tdCenter"><a
ng-click="adicionaProduto(certificado, 1)"
href="#carrinho"
ng-disabled="contatoForm.$invalid"> Comprar
</a></td>
</tr>
</table>
</div>
</div>
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</div>
index.html
<!DOCTYPE html>
<html lang="en" ng-app="siteCertificado">
<head>
<meta charset="utf-8">
<meta http-equiv="X-UA-Compatible" content="IE=edge">
<meta name="viewport" content="width=device-width,
initial-scale=1">
<meta name="description" content="">
<meta name="author" content="">
<link rel="icon" href="favicon.ico">
<title>LabSEC Certificadora</title>
<link rel="stylesheet" type="text/css"
href="lib/bootstrap/dist/css/bootstrap.css">
<link href="css/style.css" rel="stylesheet" type="text/css"/>
<link href="css/carousel.css" rel="stylesheet">
<link href="css/app.css" rel="stylesheet">
<link rel="stylesheet"
href="https://ajax.googleapis.com/ajax/libs/angular_material/1.0.0/angular
<script src="lib/angular/angular.js"></script>
<script src="lib/angular/angular-route.js"></script>
<script src="lib/angular/angular-messages.js"></script>
<script src="lib/angular/angular-locale_pt-br.js"></script>
<script src="lib/angular/ngMask.min.js"></script>
<script src="lib/angular/angular-md5.min.js"></script>
<script src="lib/angular/angular-base64.js"></script>
<script src="lib/angular/angular-base64.min.js"></script>
<script src="lib/angular/angular-viacep.min.js"></script>
<script src="lib/angular/angular-cookies.js"></script>
<script
src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular-animate
<script
src="https://ajax.googleapis.com/ajax/libs/angularjs/1.4.8/angular-aria.min
<script
src="https://ajax.googleapis.com/ajax/libs/angular_material/1.0.0/angular-
<script
src="https://ajax.googleapis.com/ajax/libs/jquery/1.7.1/jquery.min.js"
type="text/javascript" ></script>
<script
src="https://checkout.stripe.com/v2/checkout.js"></script>
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<script
src="https://cdnjs.cloudflare.com/ajax/libs/jquery.form/3.32/jquery
<script
src="https://cdnjs.cloudflare.com/ajax/libs/jquery.blockUI/2.61.0-2013.06.06/
<script src="js/app.js"></script>
<script src="js/controllers/usuarioCtrl.js"></script>
<script src="js/controllers/agendamentoCtrl.js"></script>
<script src="js/controllers/cadastroCtrl.js"></script>
<script src="js/controllers/pedidosCtrl.js"></script>
<script src="js/controllers/compraCtrl.js" ></script>
<script src="js/controllers/insereNoCarrinhoCtrl.js"></script>
<script src="js/services/localizacaoService.js"></script>
<script src="js/services/usuarioService.js"></script>
<script src="js/services/agendamentoService.js"></script>
<script src="js/services/produtoService.js"></script>
<script src="js/services/compraService.js"></script>
<script src="js/value/configValue.js"></script>
<script src="js/directives/uiAlertDirective.js"></script>
<script src="js/interceptors/errorInterceptor.js"></script>
<script src="js/config/interceptorsConfig.js"></script>
<script src="js/config/routeConfig.js"></script>
</head>
<body>
<div class="navbar-wrapper">
<div class="container">
<nav class="navbar navbar-inverse navbar-static-top">
<div class="container">
<div class="navbar-header">
<button type="button" class="navbar-toggle
collapsed" data-toggle="collapse"
data-target="#navbar" aria-expanded="false"
aria-controls="navbar">
<span class="sr-only">Toggle navigation</span>
<span class="icon-bar"></span>
<span class="icon-bar"></span>
<span class="icon-bar"></span>
</button>
<a class="navbar-brand" href="">LABSEC</a>
</div>
<div id="navbar" class="navbar-collapse collapse"
ng-controller="usuarioCtrl">
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<div id="navbar" class="navbar-collapse collapse"
ng-if="logado">
<ul class="nav navbar-nav navbar-right" >
<li><a href="#produtos" class="glyphicon
glyphicon-briefcaset" >Produtos</a></li>
<li><a href="#documentos" class="glyphicon
glyphicon-folder-open" > Documentos</a></li>
<li><a href="#carrinho" class="glyphicon
glyphicon-shopping-cart" >Carrinho</a></li>
<li><a href="#pedidos" class="glyphicon
glyphicon-briefcaset" >Pedidos</a></li>
<li><a href="#perfil" class="glyphicon
glyphicon-user" >Perfil</a></li>
<li><a href="#login" ng-click="logout()"
class="glyphicon glyphicon-briefcaset"
>Sair</a></li>
</ul>
</div>
<div id="navbar" class="navbar-collapse collapse"
ng-if="!logado">
<ul class="nav navbar-nav navbar-right" >
<li><a href="#produtos" class="glyphicon
glyphicon-briefcaset" >Produtos</a></li>
<li><a href="#documentos" class="glyphicon
glyphicon-folder-open" > Documentos</a></li>
<li><a href="#carrinho" class="glyphicon
glyphicon-shopping-cart" >Carrinho</a></li>
<li><a href="#login" class="glyphicon
glyphicon-user" >Login</a></li>
</ul>
</div>
</div>
</div>
</nav>
<div ng-view></div>
<footer>
<p>&copy; 2017 LabSec, UFSC. &middot; <a
href="#">Privacy</a> &middot; <a
href="#">Terms</a></p>
</footer>
<script
src="https://ajax.googleapis.com/ajax/libs/jquery/1.11.3/jquery.min.js"></script>
<script>window.jQuery || document.write(’<script
src="assets/js/vendor/jquery.min.js"><\/script>’)</script>
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<script
src="https://maxcdn.bootstrapcdn.com/bootstrap/3.3.4/js/bootstrap.min
<!-- Just to make our placeholder images work. Don’t
actually copy the next line! -->
<script src="assets/js/vendor/holder.min.js"></script>
<!-- IE10 viewport hack for Surface/desktop Windows 8 bug -->
<script
src="assets/js/ie10-viewport-bug-workaround.js"></script>
</div>
</div>
</body>
</html>
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ANEXO B -- Back-end loja de venda de certiﬁcados digitais
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package br.ufsc.ws.controller;
import java.sql.Timestamp;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.http.Agendamento;
import br.ufsc.ws.http.Certificado;
import br.ufsc.ws.http.Produto;
import br.ufsc.ws.http.Usuario;
import br.ufsc.ws.repository.AgendamentoRepository;
import br.ufsc.ws.repository.entity.AgendamentoEntity;
import br.ufsc.ws.repository.entity.CertificadoEntity;
import br.ufsc.ws.repository.entity.ProdutoEntity;
import br.ufsc.ws.repository.entity.UsuarioEntity;
@Path("/agendamento")
public class AgendamentoServiceController {
private final AgendamentoRepository repository = new
AgendamentoRepository();
private Gson gson = new Gson();
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/agendar")
public String agendaEmissao(Agendamento agendamento) {
AgendamentoEntity entity = new AgendamentoEntity();
CertificadoEntity certificadoEntity = new
CertificadoEntity();
ProdutoEntity produtoEntity = new ProdutoEntity();
UsuarioEntity usuarioEntity = new UsuarioEntity();
Certificado certificado = agendamento.getCertificado();
Produto produto = certificado.getProduto();
Usuario usuario = produto.getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
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usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
produtoEntity.setId(produto.getId());
produtoEntity.setTipo(produto.getTipo());
produtoEntity.setPreco(produto.getPreco());
produtoEntity.setHorario(produto.getHorario());
produtoEntity.setIdentificadorSecundario(produto.getIdentificadorSecundario());
produtoEntity.setUsuario(usuarioEntity);
certificadoEntity.setId(certificado.getId());
certificadoEntity.setDescricao(certificado.getDescricao());
certificadoEntity.setGrupo(certificado.getGrupo());
certificadoEntity.setMidia(certificado.getMidia());
certificadoEntity.setModelo(certificado.getModelo());
certificadoEntity.setPolitica(certificado.getPolitica());
certificadoEntity.setValidade(certificado.getValidade());
certificadoEntity.setAgendado(certificado.getAgendado());
certificadoEntity.setEmitido(certificado.isEmitido());
certificadoEntity.setProduto(produtoEntity);
try {
entity.setCertificado(certificadoEntity);
entity.setEndereco(agendamento.getEndereco());
entity.setCidade(agendamento.getCidade());
entity.setEstado(agendamento.getEstado());
entity.setData(agendamento.getData());
entity.setHorario(agendamento.getHorario());
entity.setAr(agendamento.getAr());
Timestamp data = new
Timestamp(agendamento.getDataEfetuacaoAgendamentoLong());
entity.setDataEfetuacaoAgendamento(data);
entity.setTipoAtendimentoAR(agendamento.getTipoAtendimentoAR());
repository.agendaEmissaoCertificado(entity);
return "success";
} catch (Exception e) {
return "error";
}
}
@POST
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@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/cancelarAgendamento")
public String cancelaAgendamento(Certificado certificado) {
try{
AgendamentoEntity agendamento = repository
.retornaAgendamento(certificado.getId()).get(0);
repository.excluiAgendamento(agendamento);
return "success";
} catch(Exception ex){
return "error";
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/retornarAgendamento/"+ "{id}")
public Response retornaAgendamento(@PathParam("id") Integer
id) {
AgendamentoEntity agendamentoEntity =
repository.retornaAgendamento(id).get(0);
CertificadoEntity certificadoEntity =
agendamentoEntity.getCertificado();
ProdutoEntity produtoEntity =
certificadoEntity.getProduto();
UsuarioEntity usuarioEntity = produtoEntity.getUsuario();
Produto produto = new Produto();
Usuario usuario = new Usuario();
Certificado certificado = new Certificado();
Agendamento agendamento = new Agendamento();
usuario.setId(usuarioEntity.getId());
usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
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produto.setId(produtoEntity.getId());
produto.setTipo(produtoEntity.getTipo());
produto.setPreco(produtoEntity.getPreco());
produto.setHorario(produtoEntity.getHorario());
produto.setIdentificadorSecundario(produtoEntity.getIdentificadorSecundario());
produto.setUsuario(usuario);
certificado.setId(certificadoEntity.getId());
certificado.setDescricao(certificadoEntity.getDescricao());
certificado.setGrupo(certificadoEntity.getGrupo());
certificado.setMidia(certificadoEntity.getMidia());
certificado.setModelo(certificadoEntity.getModelo());
certificado.setPolitica(certificadoEntity.getPolitica());
certificado.setValidade(certificadoEntity.getValidade());
certificado.setAgendado(certificadoEntity.getAgendado());
certificadoEntity.setEmitido(certificado.isEmitido());
certificado.setProduto(produto);
agendamento.setCertificado(certificado);
agendamento.setEndereco(agendamentoEntity.getEndereco());
agendamento.setCidade(agendamentoEntity.getCidade());
agendamento.setEstado(agendamentoEntity.getEstado());
agendamento.setData(agendamentoEntity.getData());
agendamento.setHorario(agendamentoEntity.getHorario());
agendamento.setDataEfetuacaoAgendamento(agendamentoEntity.getDataEfetuacaoAgendamento()
agendamento.setTipoAtendimentoAR(agendamentoEntity.getTipoAtendimentoAR());
agendamento.setAr(agendamentoEntity.getAr());
return Response.ok().entity(gson.toJson(agendamento))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS")
.build();
}
}
package br.ufsc.ws.controller;
import java.sql.Timestamp;
import java.util.ArrayList;
import java.util.List;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
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import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.http.Certificado;
import br.ufsc.ws.http.Midia;
import br.ufsc.ws.http.Produto;
import br.ufsc.ws.http.Usuario;
import br.ufsc.ws.repository.ProdutoRepository;
import br.ufsc.ws.repository.entity.CertificadoEntity;
import br.ufsc.ws.repository.entity.MidiaEntity;
import br.ufsc.ws.repository.entity.ProdutoEntity;
import br.ufsc.ws.repository.entity.UsuarioEntity;
@Path("/produto")
public class ProdutosServiceController {
private final ProdutoRepository repository = new
ProdutoRepository();
private Gson gson = new Gson();
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/salvarProduto")
public String salvaProdutoMidia(Produto produto ) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
ProdutoEntity produtoEntity = new ProdutoEntity();
Usuario usuario = produto.getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
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produtoEntity.setTipo(produto.getTipo());
produtoEntity.setPreco(produto.getPreco());
Timestamp horario = new
Timestamp(produto.getHorarioLong());
produtoEntity.setHorario(horario);
produtoEntity.setIdentificadorSecundario(produto.getIdentificadorSecundario());
produtoEntity.setUsuario(usuarioEntity);
try {
repository.salvaProduto(produtoEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/salvarMidia")
public String salvaProdutoMidia( Midia midia ) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
ProdutoEntity produtoEntity = new ProdutoEntity();
MidiaEntity midiaEntity = new MidiaEntity();
Produto produtoMidia = midia.getProduto();
Usuario usuario = midia.getProduto().getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
produtoEntity.setId(produtoMidia.getId());
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produtoEntity.setTipo(produtoMidia.getTipo());
produtoEntity.setPreco(produtoMidia.getPreco());
produtoEntity.setUsuario(usuarioEntity);
produtoEntity.setHorario(produtoMidia.getHorario());
produtoEntity.setIdentificadorSecundario(produtoMidia.getIdentificadorSecundario());
midiaEntity.setDescricao(midia.getDescricao());
midiaEntity.setProduto(produtoEntity);
try {
repository.salvaProdutoMidia( midiaEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/salvarCertificado")
public String salvaProdutoCertificado( Certificado
certificado ) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
ProdutoEntity produtoEntity = new ProdutoEntity();
CertificadoEntity certificadoEntity = new
CertificadoEntity();
Produto produtoCertificado = certificado.getProduto();
Usuario usuario = produtoCertificado.getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
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produtoEntity.setId(produtoCertificado.getId());
produtoEntity.setTipo(produtoCertificado.getTipo());
produtoEntity.setPreco(produtoCertificado.getPreco());
produtoEntity.setUsuario(usuarioEntity);
produtoEntity.setHorario(produtoCertificado.getHorario());
produtoEntity.setIdentificadorSecundario(produtoCertificado.getIdentificadorSecundario(
certificadoEntity.setDescricao(certificado.getDescricao());
certificadoEntity.setGrupo(certificado.getGrupo());
certificadoEntity.setMidia(certificado.getMidia());
certificadoEntity.setModelo(certificado.getModelo());
certificadoEntity.setPolitica(certificado.getPolitica());
certificadoEntity.setValidade(certificado.getValidade());
certificadoEntity.setAgendado(certificado.getAgendado());
certificadoEntity.setEmitido(certificado.isEmitido());
certificadoEntity.setProduto(produtoEntity);
try {
repository.salvaProdutoCertificado(certificadoEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/retornarMidias/"+"{id}")
public Response retornaMidiasDeUmUsuario(@PathParam("id") int
id) {
List<Midia> midias = new ArrayList<Midia>();
List<MidiaEntity> listaEntityMidias =
repository.retornaMidiasDeUmUsuario(id);
for (MidiaEntity entity : listaEntityMidias) {
UsuarioEntity usuarioEntity =
entity.getProduto().getUsuario();
ProdutoEntity produtoEntity = entity.getProduto();
Produto produto = new Produto();
Usuario usuario = new Usuario();
usuario.setId(usuarioEntity.getId());
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usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
produto.setId(produtoEntity.getId());
produto.setTipo(produtoEntity.getTipo());
produto.setPreco(produtoEntity.getPreco());
produto.setHorario(produtoEntity.getHorario());
produto.setIdentificadorSecundario(produtoEntity.getIdentificadorSecundario());
produto.setUsuario(usuario);
midias.add(new Midia(entity.getId(), produto,
entity.getDescricao()));
}
return Response.ok().entity(gson.toJson(midias))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/retornarCertificados/"+"{id}")
public Response
retornaCertificadosDeUmUsuario(@PathParam("id") int id) {
List<Certificado> certificados = new
ArrayList<Certificado>();
List<CertificadoEntity> listaEntityCertificado =
repository.retornaCertificadosDeUmUsuario(id);
for (CertificadoEntity entity : listaEntityCertificado) {
UsuarioEntity usuarioEntity =
entity.getProduto().getUsuario();
ProdutoEntity produtoEntity = entity.getProduto();
Produto produto = new Produto();
Usuario usuario = new Usuario();
usuario.setId(usuarioEntity.getId());
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usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
produto.setId(produtoEntity.getId());
produto.setTipo(produtoEntity.getTipo());
produto.setPreco(produtoEntity.getPreco());
produto.setHorario(produtoEntity.getHorario());
produto.setIdentificadorSecundario(produtoEntity.getIdentificadorSecundario());
produto.setUsuario(usuario);
certificados.add(new Certificado(entity.getId(),
produto, entity.getGrupo(), entity.getDescricao(),
entity.getModelo(), entity.getPolitica(),
entity.getMidia(), entity.getValidade(),
entity.getAgendado(), entity.isEmitido()));
}
return Response.ok().entity(gson.toJson(certificados))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/retornarUltimoProduto/"+ "{id}" +"&"+
"{identificadorSecundario}")
public Response
retornaUltimoProdutoAdicionado(@PathParam("id") Integer
id,
@PathParam("identificadorSecundario") String
identificadorSecundario ) {
List<ProdutoEntity> listaEntityCertificado = repository
.buscaUltimoProdutoCompradoPorUmUsuario(id,
identificadorSecundario);
ProdutoEntity produtoEntity =
listaEntityCertificado.get(0);
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UsuarioEntity usuarioEntity =
produtoEntity.getUsuario();
Produto produto = new Produto();
Usuario usuario = new Usuario();
usuario.setId(usuarioEntity.getId());
usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
produto.setId(produtoEntity.getId());
produto.setTipo(produtoEntity.getTipo());
produto.setPreco(produtoEntity.getPreco());
produto.setHorario(produtoEntity.getHorario());
produto.setIdentificadorSecundario(produtoEntity.getIdentificadorSecundario());
produto.setUsuario(usuario);
return Response.ok().entity(gson.toJson(produto))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/alterarCertificado")
public String alterarCertificado(Certificado certificado) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
ProdutoEntity produtoEntity = new ProdutoEntity();
CertificadoEntity certificadoEntity = new
CertificadoEntity();
Produto produtoCertificado = certificado.getProduto();
Usuario usuario = produtoCertificado.getUsuario();
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usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
produtoEntity.setId(produtoCertificado.getId());
produtoEntity.setTipo(produtoCertificado.getTipo());
produtoEntity.setPreco(produtoCertificado.getPreco());
produtoEntity.setUsuario(usuarioEntity);
produtoEntity.setHorario(produtoCertificado.getHorario());
produtoEntity.setIdentificadorSecundario(produtoCertificado.getIdentificadorSecundario(
certificadoEntity.setId(certificado.getId());
certificadoEntity.setDescricao(certificado.getDescricao());
certificadoEntity.setGrupo(certificado.getGrupo());
certificadoEntity.setMidia(certificado.getMidia());
certificadoEntity.setModelo(certificado.getModelo());
certificadoEntity.setPolitica(certificado.getPolitica());
certificadoEntity.setValidade(certificado.getValidade());
certificadoEntity.setAgendado(certificado.getAgendado());
certificadoEntity.setEmitido(certificado.isEmitido());
certificadoEntity.setProduto(produtoEntity);
try {
repository.alteraCertificado(certificadoEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/retornarCertificado/"+ "{id}")
public Response retornaCertificado(@PathParam("id") Integer
id) {
List<CertificadoEntity> listaEntityCertificado =
repository.buscarCertificado(id);
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CertificadoEntity certificadoEntity =
listaEntityCertificado.get(0);
ProdutoEntity produtoEntity =
certificadoEntity.getProduto();
UsuarioEntity usuarioEntity =
produtoEntity.getUsuario();
Produto produto = new Produto();
Usuario usuario = new Usuario();
Certificado certificado = new Certificado();
usuario.setId(usuarioEntity.getId());
usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
produto.setId(produtoEntity.getId());
produto.setTipo(produtoEntity.getTipo());
produto.setPreco(produtoEntity.getPreco());
produto.setHorario(produtoEntity.getHorario());
produto.setIdentificadorSecundario(produtoEntity.getIdentificadorSecundario());
produto.setUsuario(usuario);
certificado.setId(certificadoEntity.getId());
certificado.setDescricao(certificadoEntity.getDescricao());
certificado.setGrupo(certificadoEntity.getGrupo());
certificado.setMidia(certificadoEntity.getMidia());
certificado.setModelo(certificadoEntity.getModelo());
certificado.setPolitica(certificadoEntity.getPolitica());
certificado.setValidade(certificadoEntity.getValidade());
certificado.setAgendado(certificadoEntity.getAgendado());
certificado.setEmitido(certificadoEntity.isEmitido());
certificado.setProduto(produto);
return Response.ok().entity(gson.toJson(certificado))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
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}
}
package br.ufsc.ws.controller;
import java.util.List;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.http.Usuario;
import br.ufsc.ws.http.UsuarioPessoaFisica;
import br.ufsc.ws.http.UsuarioPessoaJuridica;
import br.ufsc.ws.repository.UsuarioRepository;
import br.ufsc.ws.repository.entity.UsuarioEntity;
import br.ufsc.ws.repository.entity.UsuarioPessoaFisicaEntity;
import br.ufsc.ws.repository.entity.UsuarioPessoaJuridicaEntity;
@Path("/usuario")
public class UsuarioServiceController {
private final UsuarioRepository repository = new
UsuarioRepository();
private Gson gson = new Gson();
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/cadastrarUsuario")
public String cadastraUsuario(Usuario usuario) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
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usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
try {
repository.salvaUsuario(usuarioEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/cadastrarPessoaFisica")
public String cadastraPessoaFisica(UsuarioPessoaFisica pf) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
UsuarioPessoaFisicaEntity pfEntity = new
UsuarioPessoaFisicaEntity();
Usuario usuario = pf.getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
pfEntity.setNome(pf.getNome());
pfEntity.setCpf(pf.getCpf());
pfEntity.setUsuario(usuarioEntity);
try {
repository.salvaPessoaFisica(pfEntity);
return "success";
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} catch (Exception e) {
return "error";
}
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("text/plain; charset=UTF-8")
@Path("/cadastrarPessoaJuridica")
public String cadastraPessoaJuridica(UsuarioPessoaJuridica
pj) {
UsuarioEntity usuarioEntity = new UsuarioEntity();
UsuarioPessoaJuridicaEntity pjEntity = new
UsuarioPessoaJuridicaEntity();
Usuario usuario = pj.getUsuario();
usuarioEntity.setId(usuario.getId());
usuarioEntity.setTipo(usuario.getTipo());
usuarioEntity.setCep(usuario.getCep());
usuarioEntity.setCidade(usuario.getCidade());
usuarioEntity.setEstado(usuario.getEstado());
usuarioEntity.setEmail(usuario.getEmail());
usuarioEntity.setSenha(usuario.getSenha());
usuarioEntity.setTelefone(usuario.getTelefone());
usuarioEntity.setLogradouro(usuario.getLogradouro());
usuarioEntity.setBairro(usuario.getBairro());
pjEntity.setNomeFantasia(pj.getNomeFantasia());
pjEntity.setCnpj(pj.getCnpj());
pjEntity.setRazaoSocial(pj.getRazaoSocial());
pjEntity.setUsuario(usuarioEntity);
try {
repository.salvaPessoaJuridica(pjEntity);
return "success";
} catch (Exception e) {
return "error";
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/autenticar/" + "{email}" +"&"+ "{senha}")
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public Response autenticaUsuario(@PathParam("email") String
email,
@PathParam("senha") String senha) {
List<UsuarioEntity> usuarios =
repository.autenticaUsuario(email, senha);
try{
Usuario usuario = new Usuario();
usuario.setId(usuarios.get(0).getId());
usuario.setTipo(usuarios.get(0).getTipo());
usuario.setCep(usuarios.get(0).getCep());
usuario.setCidade(usuarios.get(0).getCidade());
usuario.setEstado(usuarios.get(0).getEstado());
usuario.setEmail(usuarios.get(0).getEmail());
usuario.setSenha(usuarios.get(0).getSenha());
usuario.setTelefone(usuarios.get(0).getTelefone());
usuario.setLogradouro(usuarios.get(0).getLogradouro());
usuario.setBairro(usuarios.get(0).getBairro());
return Response.ok().entity(gson.toJson(usuario))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
} catch (Exception ex) {
return Response.serverError().build();
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/infosUsuarioPf/" + "{id}")
public Response
retornaInformacoesUsuariosPessoaFisica(@PathParam("id")
Integer id) {
List<UsuarioPessoaFisicaEntity> usuarios = repository
.retornaInformacoesUsuariosPessoaFisica(id);
UsuarioPessoaFisica pf = new UsuarioPessoaFisica();
UsuarioEntity usuarioEntity = usuarios.get(0).getUsuario();
Usuario usuario = new Usuario();
usuario.setId(usuarioEntity.getId());
usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
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usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
pf.setId(usuarios.get(0).getId());
pf.setCpf(usuarios.get(0).getCpf());
pf.setNome(usuarios.get(0).getNome());
pf.setUsuario(usuario);
return Response.ok().entity(gson.toJson(pf))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/infosUsuarioPj/" + "{id}")
public Response
retornaInformacoesUsuariosPessoaJuridica(@PathParam("id")
Integer id) {
List<UsuarioPessoaJuridicaEntity> usuarios =
repository.retornaInformacoesUsuariosPessoaJuridica(id);
UsuarioPessoaJuridica pj = new UsuarioPessoaJuridica();
UsuarioEntity usuarioEntity = usuarios.get(0).getUsuario();
Usuario usuario = new Usuario();
usuario.setId(usuarioEntity.getId());
usuario.setTipo(usuarioEntity.getTipo());
usuario.setCep(usuarioEntity.getCep());
usuario.setCidade(usuarioEntity.getCidade());
usuario.setEstado(usuarioEntity.getEstado());
usuario.setEmail(usuarioEntity.getEmail());
usuario.setSenha(usuarioEntity.getSenha());
usuario.setTelefone(usuarioEntity.getTelefone());
usuario.setLogradouro(usuarioEntity.getLogradouro());
usuario.setBairro(usuarioEntity.getBairro());
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pj.setId(usuarios.get(0).getId());
pj.setCnpj(usuarios.get(0).getCnpj());
pj.setRazaoSocial(usuarios.get(0).getRazaoSocial());
pj.setNomeFantasia(usuarios.get(0).getNomeFantasia());
pj.setUsuario(usuario);
return
Response.ok().entity(gson.toJson(pj)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cpfValido/" + "{cpf}")
public Response verificaSeCPFJaExiste(@PathParam("cpf")
String cpf) {
List<UsuarioPessoaFisicaEntity> usuario =
repository.verificaSeCPFJaExiste(cpf);
boolean resposta = usuario.isEmpty();
return
Response.ok().entity(gson.toJson(resposta)).header("Access-Control
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cnpjValido/" + "{cnpj}")
public Response verificaSeCNPJJaExiste(@PathParam("cnpj")
String cnpj) {
cnpj = cnpj.replace(’a’, ’/’);
List<UsuarioPessoaJuridicaEntity> usuario =
repository.verificaSeCNPJJaExiste(cnpj);
boolean resposta = usuario.isEmpty();
return
Response.ok().entity(gson.toJson(resposta)).header("Access-Control
"*")
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.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/emailValido/" + "{email}")
public Response verificaSeEmailJaExiste(@PathParam("email")
String email) {
List<UsuarioEntity> usuario =
repository.verificaSeEmailJaExiste(email);
boolean resposta = usuario.isEmpty();
return
Response.ok().entity(gson.toJson(resposta)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
}
package br.ufsc.ws.controller;
import java.io.BufferedReader;
import java.io.FileNotFoundException;
import java.io.IOException;
import java.io.InputStreamReader;
import java.io.OutputStreamWriter;
import java.net.MalformedURLException;
import java.net.URL;
import java.security.KeyManagementException;
import java.security.KeyStoreException;
import java.security.NoSuchAlgorithmException;
import java.security.NoSuchProviderException;
import java.security.cert.CertificateException;
import javax.net.ssl.HostnameVerifier;
import javax.net.ssl.HttpsURLConnection;
import javax.net.ssl.SSLSession;
import javax.net.ssl.SSLSocketFactory;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
241
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.http.VendaCertificadoInfo;
@Path("/vendaInfo")
public class VendaInfoService {
private Gson gson = new Gson();
private HttpsURLConnection client;
private void iniciarAtributos(String urlString) throws
IOException {
System.setProperty("javax.net.ssl.keyStore",
"C:/Users/Fernanda/Downloads/cliente.jks");
System.setProperty("javax.net.ssl.keyStorePassword",
"seclab");
System.setProperty("javax.net.ssl.keyStoreType", "JKS");
System.setProperty("javax.net.ssl.trustStore",
"C:/Users/Fernanda/Downloads/ca.jks");
System.setProperty("javax.net.ssl.trustStorePassword",
"seclab");
System.setProperty("javax.net.ssl.trustStoreType", "JKS");
SSLSocketFactory sslsocketfactory =(SSLSocketFactory)
SSLSocketFactory.getDefault();
URL url = new URL(urlString);
client = (HttpsURLConnection) url.openConnection();
client.setHostnameVerifier(new HostnameVerifier() {
@Override
public boolean verify(String arg0, SSLSession
arg1) {
return true;
}
});
client.setSSLSocketFactory(sslsocketfactory);
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}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("application/json; charset=UTF-8")
@Path("/salvarVendaInfo2")
public String salvaVendaInfo(VendaCertificadoInfo venda)
throws KeyManagementException, NoSuchAlgorithmException,
NoSuchProviderException, CertificateException,
FileNotFoundException,
KeyStoreException, IOException {
try {
this.iniciarAtributos("https://servidor:8443/icp-ws/rest/vendaInfo/salvarVendaInfo
client.setRequestMethod("POST");
client.setDoOutput(true);
client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type","application/json");
OutputStreamWriter ap_osw= new
OutputStreamWriter(client.getOutputStream());
ap_osw.write(gson.toJson(venda));
ap_osw.flush();
ap_osw.close();
int httpResult = client.getResponseCode();
client.disconnect();
System.out.println("RETURN : "+ httpResult);
return gson.toJson("success");
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("application/json; charset=UTF-8")
@Path("/excluirVendaInfo2")
public String excluiVendaInfo(VendaCertificadoInfo venda)
throws KeyManagementException,
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NoSuchAlgorithmException, NoSuchProviderException,
CertificateException,
FileNotFoundException, KeyStoreException, IOException {
try {
System.out.println(venda.getId());
this.iniciarAtributos("https://servidor:8443/icp-ws/rest/vendaInfo
client.setRequestMethod("POST");
client.setDoOutput(true);
client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type","application/json");
OutputStreamWriter ap_osw= new
OutputStreamWriter(client.getOutputStream());
ap_osw.write(gson.toJson(venda));
ap_osw.flush();
ap_osw.close();
int httpResult = client.getResponseCode();
client.disconnect();
System.out.println("RETURN : "+ httpResult);
return gson.toJson("success");
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/buscarVendaInfoPorCpfCnpjEData2/" + "{cpfCnpj}" +"&"+
"{data}")
public Response
buscarVendaInfoPorCpfCnpjEData(@PathParam("cpfCnpj")
String cpfCnpj,
@PathParam("data") Long data) {
try {
this.iniciarAtributos("https://servidor:8443/icp-ws/rest/vendaInfo
+ "buscarVendaInfoPorCpfCnpjEData/"+
gson.toJson(cpfCnpj) +"&"
+ gson.toJson(data));
client.setRequestMethod("GET");
client.setDoOutput(true);
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client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type","application/json");
int status = client.getResponseCode();
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(
new
InputStreamReader(client.getInputStream()));
StringBuilder sb = new StringBuilder();
String line;
while ((line = br.readLine()) != null) {
sb.append(line+"\n");
}
br.close();
System.out.println(gson.toJson(sb.toString()));
return
Response.ok().entity(gson.toJson(sb.toString()))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET,
POST, DELETE, PUT, OPTIONS")
.build();
}
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
}
package br.ufsc.ws.http;
import java.sql.Date;
import java.sql.Time;
import java.sql.Timestamp;
import javax.xml.bind.annotation.XmlRootElement;
245
@XmlRootElement
public class Agendamento {
private Integer id;
private Certificado certificado;
private String endereco;
private String cidade;
private String estado;
private String ar;
private Date data;
private Time horario;
private Timestamp dataEfetuacaoAgendamento;
private Long dataEfetuacaoAgendamentoLong;
private String tipoAtendimentoAR;
public Agendamento() {
}
public Agendamento(Integer id, Certificado certificado,
String endereco,
String cidade, String estado, String ar,
Date data, Time horario, Timestamp
dataEfetuacaoAgendamento,
Long dataEfetuacaoAgendamentoLong, String
tipoAtendimentoAR) {
super();
this.id = id;
this.certificado = certificado;
this.endereco = endereco;
this.cidade = cidade;
this.estado = estado;
this.ar = ar;
this.data = data;
this.horario = horario;
this.dataEfetuacaoAgendamento = dataEfetuacaoAgendamento;
this.dataEfetuacaoAgendamentoLong =
dataEfetuacaoAgendamentoLong;
this.setTipoAtendimentoAR(tipoAtendimentoAR);
}
public Integer getId() {
return id;
}
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public void setId(Integer id) {
this.id = id;
}
public Certificado getCertificado() {
return certificado;
}
public void setCertificado(Certificado certificado) {
this.certificado = certificado;
}
public String getAr() {
return ar;
}
public void setAr(String ar) {
this.ar = ar;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public Time getHorario() {
return horario;
}
public void setHorario(Time horario) {
this.horario = horario;
}
public String getEndereco() {
return endereco;
}
public void setEndereco(String endereco) {
this.endereco = endereco;
}
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public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public Timestamp getDataEfetuacaoAgendamento() {
return dataEfetuacaoAgendamento;
}
public void setDataEfetuacaoAgendamento(Timestamp
dataEfetuacaoAgendamento) {
this.dataEfetuacaoAgendamento = dataEfetuacaoAgendamento;
}
public Long getDataEfetuacaoAgendamentoLong() {
return dataEfetuacaoAgendamentoLong;
}
public void setDataEfetuacaoAgendamentoLong(Long
dataEfetuacaoAgendamentoLong) {
this.dataEfetuacaoAgendamentoLong =
dataEfetuacaoAgendamentoLong;
}
public String getTipoAtendimentoAR() {
return tipoAtendimentoAR;
}
public void setTipoAtendimentoAR(String tipoAtendimentoAR) {
this.tipoAtendimentoAR = tipoAtendimentoAR;
}
}
package br.ufsc.ws.http;
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import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Certificado {
private Integer id;
private Produto produto;
private String grupo;
private String descricao;
private String modelo;
private String politica;
private String midia;
private String validade;
private boolean agendado;
private boolean emitido;
public Certificado() {
}
public Certificado(Integer id, Produto produto, String grupo,
String descricao, String modelo, String politica,
String midia, String validade, boolean agendado,
boolean emitido) {
super();
this.id = id;
this.produto = produto;
this.grupo = grupo;
this.descricao = descricao;
this.modelo = modelo;
this.politica = politica;
this.midia = midia;
this.validade = validade;
this.agendado = agendado;
this.emitido = emitido;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
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public Produto getProduto() {
return produto;
}
public void setProduto(Produto produto) {
this.produto = produto;
}
public String getGrupo() {
return grupo;
}
public void setGrupo(String grupo) {
this.grupo = grupo;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
public String getModelo() {
return modelo;
}
public void setModelo(String modelo) {
this.modelo = modelo;
}
public String getPolitica() {
return politica;
}
public void setPolitica(String politica) {
this.politica = politica;
}
public String getMidia() {
return midia;
}
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public void setMidia(String midia) {
this.midia = midia;
}
public String getValidade() {
return validade;
}
public void setValidade(String validade) {
this.validade = validade;
}
public boolean getAgendado() {
return agendado;
}
public void setAgendado(boolean agendado) {
this.agendado = agendado;
}
public boolean isEmitido() {
return emitido;
}
public void setEmitido(boolean emitido) {
this.emitido = emitido;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Midia {
private Integer id;
private Produto produto;
private String descricao;
public Midia() {
}
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public Midia(Integer id, Produto produto, String descricao) {
this.id = id;
this.produto = produto;
this.descricao = descricao;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public Produto getProduto() {
return produto;
}
public void setProduto(Produto produto) {
this.produto = produto;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
}
package br.ufsc.ws.http;
import java.sql.Timestamp;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Produto {
private Integer id;
private Usuario usuario;
private String tipo;
private Double preco;
private Timestamp horario;
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private Long horarioLong;
private String identificadorSecundario;
public Produto() {
}
public Produto(Integer id, Usuario usuario, String tipo,
Double preco,
Timestamp horario, Long horarioLong,String
identificadorSecundario) {
this.id = id;
this.usuario = usuario;
this.tipo = tipo;
this.preco = preco;
this.setHorario(horario);
this.setHorarioLong(horarioLong);
this.identificadorSecundario = identificadorSecundario;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
public Usuario getUsuario() {
return usuario;
}
public void setUsuario(Usuario usuario) {
this.usuario = usuario;
}
public Double getPreco() {
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return preco;
}
public void setPreco(Double preco) {
this.preco = preco;
}
public Timestamp getHorario() {
return horario;
}
public void setHorario(Timestamp horario) {
this.horario = horario;
}
public String getIdentificadorSecundario() {
return identificadorSecundario;
}
public void setIdentificadorSecundario(String
identificadorSecundario) {
this.identificadorSecundario = identificadorSecundario;
}
public Long getHorarioLong() {
return horarioLong;
}
public void setHorarioLong(Long horarioLong) {
this.horarioLong = horarioLong;
this.horario = new Timestamp(horarioLong);
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Usuario {
private Integer id;
private String tipo;
private String telefone;
private String email;
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private String senha;
private String cep;
private String logradouro;
private String bairro;
private String cidade;
private String estado;
public Usuario() {
}
public Usuario(Integer id, String tipo, String telefone,
String email,
String senha, String cep, String logradouro, String bairro,
String cidade, String estado) {
super();
this.id = id;
this.tipo = tipo;
this.telefone = telefone;
this.email = email;
this.senha = senha;
this.cep = cep;
this.logradouro = logradouro;
this.bairro = bairro;
this.cidade = cidade;
this.estado = estado;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
public String getTelefone() {
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return telefone;
}
public void setTelefone(String telefone) {
this.telefone = telefone;
}
public String getEmail() {
return email;
}
public void setEmail(String email) {
this.email = email;
}
public String getSenha() {
return senha;
}
public void setSenha(String senha) {
this.senha = senha;
}
public String getCep() {
return cep;
}
public void setCep(String cep) {
this.cep = cep;
}
public String getLogradouro() {
return logradouro;
}
public void setLogradouro(String logradouro) {
this.logradouro = logradouro;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
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}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getBairro() {
return bairro;
}
public void setBairro(String bairro) {
this.bairro = bairro;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class UsuarioPessoaFisica {
private Integer id;
private Usuario usuario;
private String nome;
private String cpf;
public UsuarioPessoaFisica() {
}
public UsuarioPessoaFisica(Integer id, Usuario usuario,
String nome, String cpf) {
this.id = id;
this.usuario = usuario;
this.nome = nome;
this.cpf = cpf;
}
public Integer getId() {
return id;
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}
public void setId(Integer id) {
this.id = id;
}
public Usuario getUsuario() {
return usuario;
}
public void setUsuario(Usuario usuario) {
this.usuario = usuario;
}
public String getNome() {
return nome;
}
public void setNome(String nome) {
this.nome = nome;
}
public String getCpf() {
return cpf;
}
public void setCpf(String cpf) {
this.cpf = cpf;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class UsuarioPessoaJuridica {
private Integer id;
private Usuario usuario;
private String nomeFantasia;
private String cnpj;
private String razaoSocial;
public UsuarioPessoaJuridica() {
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}
public UsuarioPessoaJuridica(Integer id, Usuario usuario,
String nomeFantasia, String cnpj, String razaoSocial) {
this.id = id;
this.usuario = usuario;
this.nomeFantasia = nomeFantasia;
this.cnpj = cnpj;
this.razaoSocial = razaoSocial;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public Usuario getUsuario() {
return usuario;
}
public void setUsuario(Usuario usuario) {
this.usuario = usuario;
}
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getCnpj() {
return cnpj;
}
public void setCnpj(String cnpj) {
this.cnpj = cnpj;
}
public String getRazaoSocial() {
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return razaoSocial;
}
public void setRazaoSocial(String razaoSocial) {
this.razaoSocial = razaoSocial;
}
}
package br.ufsc.ws.http;
import java.util.Date;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class VendaCertificadoInfo {
private Integer id;
private String cpfCnpj;
private String nomeFantasiaAC;
private String cidadeAC;
private String estadoAC;
private String regiaoAC;
private String nomeFantasiaAR;
private String cidadeAR;
private String estadoAR;
private String regiaoAR;
private String nomeFantasiaPA;
private String cidadePA;
private String estadoPA;
private String regiaoPA;
private String desModelo;
private String desPolitica;
private String desValidade;
private String desGrupo;
private String desMidia;
private String desPessoa;
private String cidadePessoa;
private String estadoPessoa;
private String regiaoPessoa;
private Double vlPreco;
private boolean flTransmitido;
private boolean flEmitido;
private Date data;
private Long dataLong;
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private String tipoAtendimentoAR;
private Date dataEmissao;
private Long dataEmissaoLong;
public VendaCertificadoInfo(){
}
public VendaCertificadoInfo(Integer id, String cpfCnpj,
String nomeFantasiaAC,
String cidadeAC, String estadoAC,
String regiaoAC, String nomeFantasiaAR, String cidadeAR,
String estadoAR, String regiaoAR,
String nomeFantasiaPA, String cidadePA, String
estadoPA, String regiaoPA,
String desModelo, String desPolitica, String
desValidade, String desGrupo,
String desMidia, String desPessoa,
String cidadePessoa, String estadoPessoa, String
regiaoPessoa, Double vlPreco,
boolean flTransmitido, boolean flEmitido, Date data,
Long dataLong,
String tipoAtendimentoAR, Date dataEmissao,
Long dataEmissaoLong ) {
this.id = id;
this.cpfCnpj = cpfCnpj;
this.nomeFantasiaAC = nomeFantasiaAC;
this.cidadeAC = cidadeAC;
this.estadoAC = estadoAC;
this.regiaoAC = regiaoAC;
this.nomeFantasiaAR = nomeFantasiaAR;
this.cidadeAR = cidadeAR;
this.estadoAR = estadoAR;
this.regiaoAR = regiaoAR;
this.nomeFantasiaPA = nomeFantasiaPA;
this.cidadePA = cidadePA;
this.estadoPA = estadoPA;
this.regiaoPA = regiaoPA;
this.desModelo = desModelo;
this.desPolitica = desPolitica;
this.desValidade = desValidade;
this.setDesGrupo(desGrupo);
this.desMidia = desMidia;
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this.desPessoa = desPessoa;
this.cidadePessoa = cidadePessoa;
this.estadoPessoa = estadoPessoa;
this.regiaoPessoa = regiaoPessoa;
this.vlPreco = vlPreco;
this.flTransmitido = flTransmitido;
this.flEmitido = flEmitido;
this.data = data;
this.dataLong = dataLong;
this.tipoAtendimentoAR = tipoAtendimentoAR;
this.dataEmissao = dataEmissao;
this.setDataEmissaoLong(dataEmissaoLong);
}
public String getNomeFantasiaPA() {
return nomeFantasiaPA;
}
public void setNomeFantasiaPA(String nomeFantasiaPA) {
this.nomeFantasiaPA = nomeFantasiaPA;
}
public String getCidadePA() {
return cidadePA;
}
public void setCidadePA(String cidadePA) {
this.cidadePA = cidadePA;
}
public String getEstadoPA() {
return estadoPA;
}
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public void setEstadoPA(String estadoPA) {
this.estadoPA = estadoPA;
}
public String getRegiaoPA() {
return regiaoPA;
}
public void setRegiaoPA(String regiaoPA) {
this.regiaoPA = regiaoPA;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getNomeFantasiaAC() {
return nomeFantasiaAC;
}
public void setNomeFantasiaAC(String nomeFantasiaAC) {
this.nomeFantasiaAC = nomeFantasiaAC;
}
public String getCidadeAC() {
return cidadeAC;
}
public void setCidadeAC(String cidadeAC) {
this.cidadeAC = cidadeAC;
}
public String getEstadoAC() {
return estadoAC;
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}
public void setEstadoAC(String estadoAC) {
this.estadoAC = estadoAC;
}
public String getRegiaoAC() {
return regiaoAC;
}
public void setRegiaoAC(String regiaoAC) {
this.regiaoAC = regiaoAC;
}
public String getNomeFantasiaAR() {
return nomeFantasiaAR;
}
public void setNomeFantasiaAR(String nomeFantasiaAR) {
this.nomeFantasiaAR = nomeFantasiaAR;
}
public String getCidadeAR() {
return cidadeAR;
}
public void setCidadeAR(String cidadeAR) {
this.cidadeAR = cidadeAR;
}
public String getEstadoAR() {
return estadoAR;
}
public void setEstadoAR(String estadoAR) {
this.estadoAR = estadoAR;
}
public String getRegiaoAR() {
return regiaoAR;
}
public void setRegiaoAR(String regiaoAR) {
this.regiaoAR = regiaoAR;
}
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public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
public String getDesMidia() {
return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesPessoa() {
return desPessoa;
}
public void setDesPessoa(String desPessoa) {
this.desPessoa = desPessoa;
}
public String getCidadePessoa() {
return cidadePessoa;
}
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public void setCidadePessoa(String cidadePessoa) {
this.cidadePessoa = cidadePessoa;
}
public String getEstadoPessoa() {
return estadoPessoa;
}
public void setEstadoPessoa(String estadoPessoa) {
this.estadoPessoa = estadoPessoa;
}
public String getRegiaoPessoa() {
return regiaoPessoa;
}
public void setRegiaoPessoa(String regiaoPessoa) {
this.regiaoPessoa = regiaoPessoa;
}
public Double getVlPreco() {
return vlPreco;
}
public void setVlPreco(Double vlPreco) {
this.vlPreco = vlPreco;
}
public boolean isFlTransmitido() {
return flTransmitido;
}
public void setFlTransmitido(boolean flTransmitido) {
this.flTransmitido = flTransmitido;
}
public boolean isFlEmitido() {
return flEmitido;
}
public void setFlEmitido(boolean flEmitido) {
this.flEmitido = flEmitido;
}
public String getCpfCnpj() {
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return cpfCnpj;
}
public void setCpfCnpj(String cpfCnpj) {
this.cpfCnpj = cpfCnpj;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public Long getDataLong() {
return dataLong;
}
public void setDataLong(Long dataLong) {
this.dataLong = dataLong;
}
public String getTipoAtendimentoAR() {
return tipoAtendimentoAR;
}
public void setTipoAtendimentoAR(String tipoAtendimentoAR) {
this.tipoAtendimentoAR = tipoAtendimentoAR;
}
public Date getDataEmissao() {
return dataEmissao;
}
public void setDataEmissao(Date dataEmissao) {
this.dataEmissao = dataEmissao;
}
public Long getDataEmissaoLong() {
return dataEmissaoLong;
}
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public void setDataEmissaoLong(Long dataEmissaoLong) {
this.dataEmissaoLong = dataEmissaoLong;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.AgendamentoEntity;
import br.ufsc.ws.repository.entity.CertificadoEntity;
public class AgendamentoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public AgendamentoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_unit_db_estudo
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void agendaEmissaoCertificado(AgendamentoEntity
agendamento) {
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this.entityManager.getTransaction().begin();
this.entityManager.persist(agendamento);
this.entityManager.getTransaction().commit();
CertificadoEntity certificado =
agendamento.getCertificado();
certificado.setAgendado(true);
this.entityManager.getTransaction().begin();
this.entityManager.merge(certificado);
this.entityManager.getTransaction().commit();
}
public void excluiAgendamento(AgendamentoEntity agendamento) {
this.entityManager.getTransaction().begin();
this.entityManager.remove(agendamento);
this.entityManager.getTransaction().commit();
CertificadoEntity certificado =
agendamento.getCertificado();
certificado.setAgendado(false);
this.entityManager.getTransaction().begin();
this.entityManager.merge(certificado);
this.entityManager.getTransaction().commit();
}
@SuppressWarnings("unchecked")
public List<AgendamentoEntity> retornaAgendamento(Integer id)
{
return this.entityManager.createQuery("SELECT u FROM
AgendamentoEntity u JOIN CertificadoEntity p ON p.id =
u.certificado.id WHERE p.id = :id")
.setParameter("id", id).getResultList();
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.CertificadoEntity;
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import br.ufsc.ws.repository.entity.MidiaEntity;
import br.ufsc.ws.repository.entity.ProdutoEntity;
public class ProdutoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public ProdutoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_unit_db_estudo
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void salvaProdutoMidia(MidiaEntity midia) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(midia);
this.entityManager.getTransaction().commit();
}
public void salvaProdutoCertificado(CertificadoEntity
certificado) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(certificado);
this.entityManager.getTransaction().commit();
}
public void alteraCertificado(CertificadoEntity certificado) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(certificado);
this.entityManager.getTransaction().commit();
}
public void salvaProduto(ProdutoEntity produto) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(produto);
this.entityManager.getTransaction().commit();
}
@SuppressWarnings("unchecked")
public List<ProdutoEntity>
buscaUltimoProdutoCompradoPorUmUsuario(Integer id, String
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identificadorSecundario) {
return this.entityManager
.createQuery(
"SELECT u FROM ProdutoEntity u WHERE
u.identificadorSecundario =
:identificadorSecundario and u.usuario.id =
:id")
.setParameter("identificadorSecundario",
identificadorSecundario).setParameter("id",
id).getResultList();
}
@SuppressWarnings("unchecked")
public List<MidiaEntity> retornaMidiasDeUmUsuario(Integer
idUsuario) {
return this.entityManager.createQuery("SELECT u FROM
MidiaEntity u JOIN ProdutoEntity p ON p.id =
u.produto.id WHERE p.usuario.id = :id")
.setParameter("id", idUsuario).getResultList();
}
@SuppressWarnings("unchecked")
public List<CertificadoEntity>
retornaCertificadosDeUmUsuario(Integer idUsuario) {
return this.entityManager.createQuery("SELECT u FROM
CertificadoEntity u JOIN ProdutoEntity p ON p.id =
u.produto.id WHERE p.usuario.id = :id")
.setParameter("id", idUsuario).getResultList();
}
@SuppressWarnings("unchecked")
public List<CertificadoEntity> buscarCertificado(Integer id) {
return this.entityManager.createQuery("SELECT u FROM
CertificadoEntity u JOIN ProdutoEntity p ON p.id =
u.produto.id WHERE u.id = :id")
.setParameter("id", id).getResultList();
}
@SuppressWarnings("unchecked")
public List<ProdutoEntity> buscarMidia(Integer id) {
return this.entityManager.createQuery("SELECT u FROM
CertificadoEntity u JOIN ProdutoEntity p ON p.id =
u.produto.id WHERE u.id = :id")
.setParameter("id", id).getResultList();
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}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.UsuarioEntity;
import br.ufsc.ws.repository.entity.UsuarioPessoaFisicaEntity;
import br.ufsc.ws.repository.entity.UsuarioPessoaJuridicaEntity;
public class UsuarioRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public UsuarioRepository(){
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_unit_db_estudo
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void salvaUsuario(UsuarioEntity usuario ){
this.entityManager.getTransaction().begin();
this.entityManager.persist(usuario);
this.entityManager.getTransaction().commit();
}
public void salvaPessoaFisica(UsuarioPessoaFisicaEntity pf){
this.entityManager.getTransaction().begin();
this.entityManager.persist(pf);
this.entityManager.getTransaction().commit();
}
public void salvaPessoaJuridica(UsuarioPessoaJuridicaEntity
uj){
this.entityManager.getTransaction().begin();
272
this.entityManager.persist(uj);
this.entityManager.getTransaction().commit();
}
@SuppressWarnings("unchecked")
public List<UsuarioEntity> autenticaUsuario(String email,
String senha){
return this.entityManager.createQuery("SELECT u FROM
UsuarioEntity "
+ "u WHERE u.email = :email and u.senha= :senha")
.setParameter("email", email).setParameter("senha",
senha).getResultList();
}
@SuppressWarnings("unchecked")
public List<UsuarioEntity> verificaSeEmailJaExiste(String
email){
return this.entityManager.createQuery("SELECT u FROM
UsuarioEntity" +
" u WHERE u.email = :email").setParameter("email",
email).getResultList();
}
@SuppressWarnings("unchecked")
public List<UsuarioPessoaJuridicaEntity>
verificaSeCNPJJaExiste(String cnpj){
return this.entityManager.createQuery("SELECT u FROM
UsuarioPessoaJuridicaEntity"
+ "u WHERE u.cnpj = :cnpj").setParameter("cnpj",
cnpj).getResultList();
}
@SuppressWarnings("unchecked")
public List<UsuarioPessoaFisicaEntity>
verificaSeCPFJaExiste(String cpf){
return this.entityManager.createQuery("SELECT u FROM
UsuarioPessoaFisicaEntity "
+" u WHERE u.cpf = :cpf").setParameter("cpf",
cpf).getResultList();
}
@SuppressWarnings("unchecked")
public List<UsuarioPessoaFisicaEntity>
retornaInformacoesUsuariosPessoaFisica(Integer id){
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return this.entityManager.createQuery("SELECT u FROM
UsuarioPessoaFisicaEntity"
+ "u WHERE u.usuario.id = :id ").setParameter("id",
id).getResultList();
}
@SuppressWarnings("unchecked")
public List<UsuarioPessoaJuridicaEntity>
retornaInformacoesUsuariosPessoaJuridica(Integer id){
return this.entityManager.createQuery("SELECT u FROM
UsuarioPessoaJuridicaEntity u"
+ " WHERE u.usuario.id = :id ").setParameter("id",
id).getResultList();
}
}
package br.ufsc.ws.repository.entity;
import java.sql.Date;
import java.sql.Time;
import java.sql.Timestamp;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "agendamento")
public class AgendamentoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_agendamento")
private Integer id;
@OneToOne
@JoinColumn(name= "id_certificado_agendado")
private CertificadoEntity certificado;
@Column(name = "endereco")
private String endereco;
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@Column(name = "cidade")
private String cidade;
@Column(name = "estado")
private String estado;
@Column(name = "ar")
private String ar;
@Column(name = "data")
private Date data;
@Column(name = "horario")
private Time horario;
@Column(name = "dt_efetuacao_agendamento")
private Timestamp dataEfetuacaoAgendamento;
@Column(name = "tp_atendimento_ar")
private String tipoAtendimentoAR;
public String getEndereco() {
return endereco;
}
public void setEndereco(String endereco) {
this.endereco = endereco;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
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public String getAr() {
return ar;
}
public void setAr(String ar) {
this.ar = ar;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public Time getHorario() {
return horario;
}
public void setHorario(Time horario) {
this.horario = horario;
}
public CertificadoEntity getCertificado() {
return certificado;
}
public void setCertificado(CertificadoEntity certificado) {
this.certificado = certificado;
}
public Timestamp getDataEfetuacaoAgendamento() {
return dataEfetuacaoAgendamento;
}
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public void setDataEfetuacaoAgendamento(Timestamp
dataEfetuacaoAgendamento) {
this.dataEfetuacaoAgendamento = dataEfetuacaoAgendamento;
}
public String getTipoAtendimentoAR() {
return tipoAtendimentoAR;
}
public void setTipoAtendimentoAR(String tipoAtendimetoAR) {
this.tipoAtendimentoAR = tipoAtendimetoAR;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "certificado")
public class CertificadoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_certificado")
private Integer id;
@OneToOne
@JoinColumn(name= "id_produto")
private ProdutoEntity produto;
@Column(name = "grupo")
private String grupo;
@Column(name = "descricao")
private String descricao;
@Column(name = "modelo")
private String modelo;
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@Column(name = "politica")
private String politica;
@Column(name = "midia")
private String midia;
@Column(name = "validade")
private String validade;
@Column(name = "agendado")
private boolean agendado;
@Column(name = "emitido")
private boolean emitido;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getGrupo() {
return grupo;
}
public void setGrupo(String grupo) {
this.grupo = grupo;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
public String getModelo() {
return modelo;
}
public void setModelo(String modelo) {
this.modelo = modelo;
}
public String getPolitica() {
return politica;
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}
public void setPolitica(String politica) {
this.politica = politica;
}
public String getMidia() {
return midia;
}
public void setMidia(String midia) {
this.midia = midia;
}
public String getValidade() {
return validade;
}
public void setValidade(String validade) {
this.validade = validade;
}
public boolean getAgendado() {
return agendado;
}
public void setAgendado(boolean agendado) {
this.agendado = agendado;
}
public ProdutoEntity getProduto() {
return produto;
}
public void setProduto(ProdutoEntity produto) {
this.produto = produto;
}
public boolean isEmitido() {
return emitido;
}
public void setEmitido(boolean emitido) {
this.emitido = emitido;
}
279
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "midia")
public class MidiaEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_midia")
private Integer id;
@OneToOne
@JoinColumn(name= "id_produto")
private ProdutoEntity produto;
@Column(name = "descricao")
private String descricao;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
public ProdutoEntity getProduto() {
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return produto;
}
public void setProduto(ProdutoEntity produto) {
this.produto = produto;
}
}
package br.ufsc.ws.repository.entity;
import java.sql.Timestamp;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "produto")
public class ProdutoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id")
private Integer id;
@OneToOne
@JoinColumn(name = "id_usuario")
private UsuarioEntity usuario;
@Column(name = "tipo")
private String tipo;
@Column(name = "preco")
private Double preco;
@Column(name = "horario")
private Timestamp horario;
@Column(name = "identificador_secundario")
private String identificadorSecundario;
public Integer getId() {
return id;
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}
public void setId(Integer id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
public UsuarioEntity getUsuario() {
return usuario;
}
public void setUsuario(UsuarioEntity usuario) {
this.usuario = usuario;
}
public Double getPreco() {
return preco;
}
public void setPreco(Double preco) {
this.preco = preco;
}
public Timestamp getHorario() {
return horario;
}
public void setHorario(Timestamp horario) {
this.horario = horario;
}
public String getIdentificadorSecundario() {
return identificadorSecundario;
}
public void setIdentificadorSecundario(String
identificadorSecundario) {
this.identificadorSecundario = identificadorSecundario;
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}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "usuario")
public class UsuarioEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id")
private Integer id;
@Column(name = "tipo")
private String tipo;
@Column(name = "telefone")
private String telefone;
@Column(name = "email")
private String email;
@Column(name = "senha")
private String senha;
@Column(name = "cep")
private String cep;
@Column(name = "logradouro")
private String logradouro;
@Column(name = "bairro")
private String bairro;
@Column(name = "cidade")
private String cidade;
@Column(name = "estado")
private String estado;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
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}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
public String getTelefone() {
return telefone;
}
public void setTelefone(String telefone) {
this.telefone = telefone;
}
public String getEmail() {
return email;
}
public void setEmail(String email) {
this.email = email;
}
public String getSenha() {
return senha;
}
public void setSenha(String senha) {
this.senha = senha;
}
public String getCep() {
return cep;
}
public void setCep(String cep) {
this.cep = cep;
}
public String getLogradouro() {
return logradouro;
}
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public void setLogradouro(String logradouro) {
this.logradouro = logradouro;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getBairro() {
return bairro;
}
public void setBairro(String bairro) {
this.bairro = bairro;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "usuario_pessoa_fisica")
public class UsuarioPessoaFisicaEntity {
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@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_pf")
private Integer id;
@OneToOne
@JoinColumn(name = "id_usuario")
private UsuarioEntity usuario;
@Column(name = "nome")
private String nome;
@Column(name = "cpf")
private String cpf;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getNome() {
return nome;
}
public void setNome(String nome) {
this.nome = nome;
}
public String getCpf() {
return cpf;
}
public void setCpf(String cpf) {
this.cpf = cpf;
}
public UsuarioEntity getUsuario() {
return usuario;
}
public void setUsuario(UsuarioEntity usuario) {
this.usuario = usuario;
}
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}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.OneToOne;
import javax.persistence.Table;
@Entity
@Table(name = "usuario_pessoa_juridica")
public class UsuarioPessoaJuridicaEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_pj")
private Integer id;
@OneToOne
@JoinColumn(name = "id_usuario")
private UsuarioEntity usuario;
@Column(name = "nome_fantasia")
private String nomeFantasia;
@Column(name = "cnpj")
private String cnpj;
@Column(name = "razao_social")
private String razaoSocial;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
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}
public String getCnpj() {
return cnpj;
}
public void setCnpj(String cnpj) {
this.cnpj = cnpj;
}
public String getRazaoSocial() {
return razaoSocial;
}
public void setRazaoSocial(String razaoSocial) {
this.razaoSocial = razaoSocial;
}
public UsuarioEntity getUsuario() {
return usuario;
}
public void setUsuario(UsuarioEntity usuario) {
this.usuario = usuario;
}
}
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package br.ufsc.ws.auxiliar;
import java.io.BufferedReader;
import java.io.BufferedWriter;
import java.io.InputStreamReader;
import java.io.OutputStreamWriter;
import java.net.HttpURLConnection;
import java.net.URL;
import java.sql.Date;
public class AuxiliarCertificado {
private String nomFantasiaAc;
private String desRegiaoAc;
private String desCidadeAc;
private String desEstadoAc;
private String nomFantasiaAr;
private String desRegiaoAr;
private String desCidadeAr;
private String desEstadoAr;
private String tipoPessoa;
private String desRegiaoPessoa;
private String desCidadePessoa;
private String desEstadoPessoa;
private String desMidia;
private String desDiaSemana;
private String desGrupo;
private String desModelo;
private String desPolitica;
private String desValidade;
private String desCidadePa;
private String desEstadoPa;
private String desRegiaoPa;
private String desTipoPa;
private Date inicio;
private Date fim;
private Long inicioLong;
private Long fimLong;
public AuxiliarCertificado(String nomFantasiaAc, String
desRegiaoAc,
String desCidadeAc, String desEstadoAc,
292
String nomFantasiaAr, String desRegiaoAr, String
desCidadeAr,
String desEstadoAr, String tipoPessoa,
String desRegiaoPessoa, String desEstadoPessoa,
String desCidadePessoa, String desMidia,
String desDiaSemana, String desGrupo, String desModelo,
String desPolitica, String desValidade,
String desCidadePa, String desEstadoPa, String
desRegiaoPa,
String desTipoPa, Date inicio, Date fim, Long
inicioLong, Long fimLong) {
this.nomFantasiaAc = nomFantasiaAc;
this.desRegiaoAc = desRegiaoAc;
this.desCidadeAc = desCidadeAc;
this.desEstadoAc = desEstadoAc;
this.nomFantasiaAr = nomFantasiaAr;
this.desRegiaoAr = desRegiaoAr;
this.desCidadeAr = desCidadeAr;
this.desEstadoAr = desEstadoAr;
this.desMidia = desMidia;
this.desDiaSemana = desDiaSemana;
this.desGrupo = desGrupo;
this.desModelo = desModelo;
this.desPolitica = desPolitica;
this.desValidade = desValidade;
this.desCidadePa = desCidadePa;
this.desEstadoPa = desEstadoPa;
this.desRegiaoPa = desRegiaoPa;
this.desTipoPa = desTipoPa;
this.inicio = inicio;
this.fim = fim;
this.inicioLong = inicioLong;
this.fimLong = fimLong;
}
public String getTipoPessoa() {
return tipoPessoa;
}
public void setTipoPessoa(String tipoPessoa) {
this.tipoPessoa = tipoPessoa;
}
public String getDesRegiaoPessoa() {
return desRegiaoPessoa;
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}
public void setDesRegiaoPessoa(String desRegiaoPessoa) {
this.desRegiaoPessoa = desRegiaoPessoa;
}
public String getDesCidadePessoa() {
return desCidadePessoa;
}
public void setDesCidadePessoa(String desCidadePessoa) {
this.desCidadePessoa = desCidadePessoa;
}
public String getDesEstadoPessoa() {
return desEstadoPessoa;
}
public void setDesEstadoPessoa(String desEstadoPessoa) {
this.desEstadoPessoa = desEstadoPessoa;
}
public AuxiliarCertificado() {
}
public String getNomFantasiaAc() {
return nomFantasiaAc;
}
public void setNomFantasiaAc(String nomFantasiaAc) {
this.nomFantasiaAc = nomFantasiaAc;
}
public String getDesRegiaoAc() {
return desRegiaoAc;
}
public void setDesRegiaoAc(String desRegiaoAc) {
this.desRegiaoAc = desRegiaoAc;
}
public String getDesCidadeAc() {
return desCidadeAc;
}
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public void setDesCidadeAc(String desCidadeAc) {
this.desCidadeAc = desCidadeAc;
}
public String getDesEstadoAc() {
return desEstadoAc;
}
public void setDesEstadoAc(String desEstadoAc) {
this.desEstadoAc = desEstadoAc;
}
public String getNomFantasiaAr() {
return nomFantasiaAr;
}
public void setNomFantasiaAr(String nomFantasiaAr) {
this.nomFantasiaAr = nomFantasiaAr;
}
public String getDesRegiaoAr() {
return desRegiaoAr;
}
public void setDesRegiaoAr(String desRegiaoAr) {
this.desRegiaoAr = desRegiaoAr;
}
public String getDesCidadeAr() {
return desCidadeAr;
}
public void setDesCidadeAr(String desCidadeAr) {
this.desCidadeAr = desCidadeAr;
}
public String getDesEstadoAr() {
return desEstadoAr;
}
public void setDesEstadoAr(String desEstadoAr) {
this.desEstadoAr = desEstadoAr;
}
public String getDesMidia() {
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return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesDiaSemana() {
return desDiaSemana;
}
public void setDesDiaSemana(String desDiaSemana) {
this.desDiaSemana = desDiaSemana;
}
public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
public String getDesCidadePa() {
return desCidadePa;
}
public void setDesCidadePa(String desCidadePa) {
this.desCidadePa = desCidadePa;
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}
public String getDesEstadoPa() {
return desEstadoPa;
}
public void setDesEstadoPa(String desEstadoPa) {
this.desEstadoPa = desEstadoPa;
}
public String getDesRegiaoPa() {
return desRegiaoPa;
}
public void setDesRegiaoPa(String desRegiaoPa) {
this.desRegiaoPa = desRegiaoPa;
}
public String getDesTipoPa() {
return desTipoPa;
}
public void setDesTipoPa(String desTipoPa) {
this.desTipoPa = desTipoPa;
}
public Date getInicio() {
return inicio;
}
public void setInicio(Date inicio) {
this.inicio = inicio;
}
public Date getFim() {
return fim;
}
public void setFim(Date fim) {
this.fim = fim;
}
@SuppressWarnings("finally")
public static String processHttpPost(String url, String data)
{
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String linha, retorno = null;
HttpURLConnection conexao = null;
try {
URL target = new URL(url);
conexao = (HttpURLConnection) target.openConnection();
conexao.setDoOutput(true);
conexao.setDoInput(true);
conexao.setRequestMethod("POST");
conexao.setRequestProperty("Content-Type",
"application/json");
conexao.setRequestProperty("Accept",
"application/json");
BufferedWriter bw = new BufferedWriter
(new OutputStreamWriter((conexao.getOutputStream())));
bw.write(data);
bw.flush();
if (conexao.getResponseCode() != 200) {
throw new RuntimeException("Erro HTTP - Cdigo " +
conexao.getResponseCode());
}
retorno = "";
BufferedReader br = new BufferedReader(new
InputStreamReader((conexao.getInputStream())));
while ((linha = br.readLine()) != null) {
retorno += linha;
}
} catch (Exception e) {
e.printStackTrace();
} finally {
if (conexao != null) {
conexao.disconnect();
}
return retorno;
}
}
public Long getInicioLong() {
return inicioLong;
}
public void setInicioLong(Long inicioLong) {
this.inicioLong = inicioLong;
}
public Long getFimLong() {
return fimLong;
}
public void setFimLong(Long fimLong) {
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this.fimLong = fimLong;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.controller;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.Certificado;
import br.ufsc.ws.repository.CertificadoRepository;
import br.ufsc.ws.repository.entity.CertificadoEntity;
@Path("/certificado")
public class CertificadoService {
private CertificadoRepository repository = new
CertificadoRepository();
private CertificadoEntity entity = new CertificadoEntity();
Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaCertificado(Certificado certificado) {
try {
entity.setGrupo(certificado.getGrupo());
entity.setModelo(certificado.getModelo());
entity.setPolitica(certificado.getPolitica());
entity.setValidade(certificado.getValidade());
entity = repository.salvar(entity);
certificado.setId(entity.getId());
certificado.setModelo(entity.getModelo());
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certificado.setPolitica(entity.getPolitica());
certificado.setValidade(entity.getValidade());
certificado.setGrupo(entity.getGrupo());
return gson.toJson(certificado);
} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import java.util.Date;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.DataEmissao;
import br.ufsc.ws.repository.DataEmissaoRepository;
import br.ufsc.ws.repository.entity.DataEmissaoEntity;
@Path("/dataEmissao")
public class DataEmissaoService {
private DataEmissaoRepository repository = new
DataEmissaoRepository();
private DataEmissaoEntity entity = new DataEmissaoEntity();
private Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaTempo(DataEmissao data) {
try {
entity.setData(new Date(data.getTimeStamp()));
entity.setAno(data.getAno());
entity.setDia(data.getDia());
entity.setDiaSemana(data.getDiaSemana());
entity.setMes(data.getMes());
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entity = repository.salvar(entity);
data.setId(entity.getId());
data.setData(entity.getData());
data.setAno(entity.getAno());
data.setDia(entity.getDia());
data.setDiaSemana(entity.getDiaSemana());
data.setMes(entity.getMes());
return gson.toJson(data);
} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import java.sql.Date;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.Logs;
import br.ufsc.ws.repository.LogsRepository;
import br.ufsc.ws.repository.entity.LogsEntity;
@Path("/logs")
public class LogsService {
private LogsRepository repository = new LogsRepository();
private LogsEntity entity = new LogsEntity();
Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaCertificado(Logs log) {
try {
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entity.setDescricao(log.getDescricao());
entity.setData(new Date(log.getData()));
repository.salvar(entity);
return gson.toJson("success");
} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.Midia;
import br.ufsc.ws.repository.MidiaRepository;
import br.ufsc.ws.repository.entity.MidiaEntity;
@Path("/midia")
public class MidiaService {
private MidiaRepository repository = new MidiaRepository();
private MidiaEntity entity = new MidiaEntity();
private Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaMidia(Midia midia) {
try {
entity.setDescricao(midia.getDescricao());
entity = repository.salvar(entity);
midia.setId(entity.getId());
midia.setDescricao(entity.getDescricao());
return gson.toJson(midia);
} catch (Exception e) {
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return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.Pessoa;
import br.ufsc.ws.repository.PessoaRepository;
import br.ufsc.ws.repository.entity.PessoaEntity;
@Path("/pessoa")
public class PessoaService {
private PessoaRepository repository = new PessoaRepository();
private PessoaEntity entity = new PessoaEntity();
private Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaPessoa(Pessoa pessoa) {
try {
entity.setCidade(pessoa.getCidade());
entity.setEstado(pessoa.getEstado());
entity.setDescricao(pessoa.getDescricao());
entity.setRegiao(pessoa.getRegiao());
entity = repository.salvar(entity);
pessoa.setId(entity.getId());
pessoa.setCidade(entity.getCidade());
pessoa.setEstado(entity.getEstado());
pessoa.setDescricao(entity.getDescricao());
pessoa.setRegiao(entity.getRegiao());
return gson.toJson(pessoa);
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} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.PontoAtendimento;
import br.ufsc.ws.repository.PontoAtendimentoRepository;
import br.ufsc.ws.repository.entity.PontoAtendimentoEntity;
@Path("/pontoAtendimento")
public class PontoAtendimentoService {
private PontoAtendimentoRepository repository = new
PontoAtendimentoRepository();
private PontoAtendimentoEntity entity = new
PontoAtendimentoEntity();
private Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvaPontoAtendimento(PontoAtendimento ponto) {
try {
entity.setCidade(ponto.getCidade());
entity.setEstado(ponto.getEstado());
entity.setNomeFantasia(ponto.getNomeFantasia());
entity.setRegiao(ponto.getRegiao());
entity.setTipo(ponto.getTipo());
entity = repository.salvar(entity);
ponto.setId(entity.getId());
ponto.setCidade(entity.getCidade());
ponto.setEstado(entity.getEstado());
ponto.setNomeFantasia(entity.getNomeFantasia());
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ponto.setRegiao(entity.getRegiao());
ponto.setTipo(entity.getTipo());
return gson.toJson(ponto);
} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import javax.ws.rs.Consumes;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.Produces;
import com.google.gson.Gson;
import br.ufsc.ws.http.PrestadoraServicoCertificacao;
import
br.ufsc.ws.repository.PrestadoraServicoCertificacaoRepository;
import
br.ufsc.ws.repository.entity.PrestadoraServicoCertificacaoEntity;
@Path("/prestadoraServicoCertificacao")
public class PrestadoraServicoCertificacaoService {
private PrestadoraServicoCertificacaoRepository repository =
new PrestadoraServicoCertificacaoRepository();
private PrestadoraServicoCertificacaoEntity entity = new
PrestadoraServicoCertificacaoEntity();
private Gson gson = new Gson();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String
salvaPrestadoraServicoCertificacao(PrestadoraServicoCertificacao
empresa) {
try {
entity.setCidade(empresa.getCidade());
entity.setEstado(empresa.getEstado());
entity.setNomeFantasia(empresa.getNomeFantasia());
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entity.setRegiao(empresa.getRegiao());
entity.setTipo(empresa.getTipo());
entity = repository.salvar(entity);
empresa.setId(entity.getId());
empresa.setCidade(entity.getCidade());
empresa.setEstado(entity.getEstado());
empresa.setNomeFantasia(entity.getNomeFantasia());
empresa.setRegiao(entity.getRegiao());
empresa.setTipo(entity.getTipo());
return gson.toJson(empresa);
} catch (Exception e) {
return gson.toJson("error");
}
}
}
package br.ufsc.ws.controller;
import java.util.List;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.auxiliar.AuxiliarCertificado;
import br.ufsc.ws.http.PlanilhaConsultaCertificado;
import br.ufsc.ws.http.VendaCertificado;
import br.ufsc.ws.repository.VendaCertificadoRepository;
import br.ufsc.ws.repository.entity.CertificadoEntity;
import br.ufsc.ws.repository.entity.DataEmissaoEntity;
import br.ufsc.ws.repository.entity.MidiaEntity;
import br.ufsc.ws.repository.entity.PessoaEntity;
import br.ufsc.ws.repository.entity.PontoAtendimentoEntity;
import
br.ufsc.ws.repository.entity.PrestadoraServicoCertificacaoEntity;
import br.ufsc.ws.repository.entity.VendaCertificadoEntity;
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@Path("/vendaCertificado")
public class VendaCertificadoService {
private Gson gson = new Gson();
private VendaCertificadoRepository repository = new
VendaCertificadoRepository();
private VendaCertificadoEntity entity = new
VendaCertificadoEntity();
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/salvar")
public String salvarVendaCertificado(VendaCertificado
vendaCertificado) {
try {
PrestadoraServicoCertificacaoEntity ac = new
PrestadoraServicoCertificacaoEntity();
ac.setId(vendaCertificado.getAc().getId());
ac.setTipo("Autoridade Certificadora");
ac.setNomeFantasia(vendaCertificado.getAc().getNomeFantasia());
ac.setCidade(vendaCertificado.getAc().getCidade());
ac.setEstado(vendaCertificado.getAc().getEstado());
ac.setRegiao(vendaCertificado.getAc().getRegiao());
PrestadoraServicoCertificacaoEntity ar = new
PrestadoraServicoCertificacaoEntity();
ar.setId(vendaCertificado.getAr().getId());
ar.setTipo("Autoridade Registradora");
ar.setNomeFantasia(vendaCertificado.getAr().getNomeFantasia());
ar.setCidade(vendaCertificado.getAr().getCidade());
ar.setEstado(vendaCertificado.getAr().getEstado());
ar.setRegiao(vendaCertificado.getAr().getRegiao());
PessoaEntity pessoa = new PessoaEntity();
pessoa.setId(vendaCertificado.getPessoa().getId());
pessoa.setDescricao(vendaCertificado.getPessoa().getDescricao());
pessoa.setCidade(vendaCertificado.getPessoa().getCidade());
pessoa.setEstado(vendaCertificado.getPessoa().getEstado());
pessoa.setRegiao(vendaCertificado.getPessoa().getRegiao());
MidiaEntity midia = new MidiaEntity();
midia.setId(vendaCertificado.getMidia().getId());
midia.setDescricao(vendaCertificado.getMidia().getDescricao());
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CertificadoEntity certificado = new CertificadoEntity();
certificado.setId(vendaCertificado.getCertificado().getId());
certificado.setGrupo(vendaCertificado.getCertificado().getGrupo());
certificado.setModelo(vendaCertificado.getCertificado().getModelo());
certificado.setPolitica(vendaCertificado.getCertificado().getPolitica());
certificado.setValidade(vendaCertificado.getCertificado().getValidade());
PontoAtendimentoEntity ponto = new
PontoAtendimentoEntity();
ponto.setId(vendaCertificado.getPontoAtendimento().getId());
ponto.setTipo(vendaCertificado.getPontoAtendimento().getTipo());
ponto.setNomeFantasia(vendaCertificado.getPontoAtendimento().getNomeFantasia());
ponto.setCidade(vendaCertificado.getPontoAtendimento().getCidade());
ponto.setEstado(vendaCertificado.getPontoAtendimento().getEstado());
ponto.setRegiao(vendaCertificado.getPontoAtendimento().getRegiao());
DataEmissaoEntity data = new DataEmissaoEntity();
data.setId(vendaCertificado.getDataEmissao().getId());
data.setDia(vendaCertificado.getDataEmissao().getDia());
data.setData(vendaCertificado.getDataEmissao().getData());
data.setDiaSemana(vendaCertificado.getDataEmissao().getDiaSemana());
data.setMes(vendaCertificado.getDataEmissao().getMes());
data.setAno(vendaCertificado.getDataEmissao().getAno());
entity.setAc(ac);
entity.setAr(ar);
entity.setPontoAtendimento(ponto);
entity.setCertificado(certificado);
entity.setPessoa(pessoa);
entity.setMidia(midia);
entity.setDataEmissao(data);
entity.setValor(vendaCertificado.getValor());
repository.salvar(entity);
return gson.toJson("success");
} catch (Exception e) {
return gson.toJson("error");
}
}
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/buscarPor")
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public Response buscaComFiltros(AuxiliarCertificado auxiliar)
{
List<PlanilhaConsultaCertificado> listaEntityCertificados
= repository.listar(auxiliar);
return
Response.ok().entity(gson.toJson(listaEntityCertificados))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeCertificadosEmitidosPorEstado")
public Response quantidadeDeCertificadosEmitidosPorEstado() {
List<Object[]> lista =
repository.quantidadeCertificadosPorEstado();
return Response.ok().entity(gson.toJson(lista))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeCertificadosEmitidosPorRegiaoBrasileira")
public Response
quantidadeDeCertificadosEmitidosPorRegiaoBrasileira() {
List<Object[]> lista =
repository.quantidadeCertificadosPorRegiao();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeAutoridadesCertificadorasPorEstado")
public Response
quantidadeDeAutoridadesCertificadorasPorEstado() {
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List<Object[]> lista =
repository.quantidadeAutoridadesCertificadorasPorEstado();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeAutoridadesRegistradoraPorEstado")
public Response
quantidadeDeAutoridadesRegistradoraPorEstado() {
List<Object[]> lista =
repository.quantidadeAutoridadesRegistradoraPorEstado();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDePontosAtendimentosPorEstado")
public Response quantidadeDePontosAtendimentosPorEstado() {
List<Object[]> lista =
repository.quantidadeDePontosAtendimentoPorEstado();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/emissaoPorModeloDeCertificado")
public Response emissaoPorModeloDeCertificado() {
List<Object[]> lista =
repository.quantidadeDeCertificadosEmitidosPorModelo();
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return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/emissaoPorGrupoDeCertificado")
public Response emissaoPorGrupoDeCertificado() {
List<Object[]> lista =
repository.quantidadeDeCertificadosEmitidosPorGrupo();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/pessoasComCertificadoPorEstado")
public Response pessoasComCertificadoPorEstado() {
List<Object[]> lista =
repository.quantidadeDePessoasComCertificadoPorEstado();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeCertificadosEmitidoPorValidade")
public Response quantidadeDeCertificadosEmitidoPorValidade() {
List<Object[]> lista =
repository.quantidadeDeCertificadosEmitidosPorValidade();
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return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeEmissoesPorDiaDaSemana")
public Response quantidadeDeEmissoesPorDiaDaSemana() {
List<Object[]> lista =
repository.emissaoDeCertificadosPorDiaDaSemana();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/quantidadeDeEmissoesPorTipoPessoa")
public Response quantidadeDeEmissoesPorTipoPessoa() {
List<Object[]> lista =
repository.emissoesDeCertificadosPorTipoDePessoa();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/midiasDeArmazenamentoPorTipo")
public Response midiasDeArmazenamentoPorTipo() {
List<Object[]> lista = repository.numeroDeMidiasVendidas();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
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.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/atendimentoPorTipo")
public Response atendimentoPorTipo() {
List<Object[]> lista = repository.atendimentoPorTipo();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/todasMidias")
public Response todasMidias() {
List<Object> lista = repository.tiposDeMidias();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/regioesAR")
public Response regioesAR() {
List<Object> lista = repository.regioesAR();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
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@Path("/estadosAR" +"{regiao}")
public Response estadosAR(@PathParam("regiao") String regiao)
{
List<Object> lista = repository.estadosAR(regiao);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cidadesAR" +"{regiao}" + "&" +"{estado}")
public Response cidadesAR(@PathParam("regiao") String regiao,
@PathParam("estado") String estado) {
estado = estado.replace("+", " ");
List<Object> lista = repository.cidadesAR(estado, regiao);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/nomesAR" +"{regiao}" + "&" + "{estado}" + "&" +
"{cidade}")
public Response nomesAR(@PathParam("regiao") String regiao,
@PathParam("estado") String estado, @PathParam("cidade")
String cidade) {
estado = estado.replace("+", " ");
cidade = cidade.replace("+", " ");
List<Object> lista = repository.nomesAR(estado, regiao,
cidade);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
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}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/regioesAC")
public Response regioesAC() {
List<Object> lista = repository.regioesAC();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/estadosAC" +"{regiao}")
public Response estadosAC(@PathParam("regiao") String regiao)
{
List<Object> lista = repository.estadosAC(regiao);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cidadesAC" +"{regiao}" + "&" + "{estado}")
public Response cidadesAC(@PathParam("regiao") String regiao,
@PathParam("estado") String estado) {
estado = estado.replace("+", " ");
List<Object> lista = repository.cidadesAC(estado, regiao);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
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@GET
@Produces("application/json; charset=UTF-8")
@Path("/nomesAC" +"{regiao}" + "&" + "{estado}" + "&" +
"{cidade}")
public Response nomesAC(@PathParam("regiao") String regiao,
@PathParam("estado") String estado, @PathParam("cidade")
String cidade) {
estado = estado.replace("+", " ");
cidade = cidade.replace("+", " ");
List<Object> lista = repository.nomesAC(estado, regiao,
cidade);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/tiposPessoa")
public Response tiposPessoa() {
List<Object> lista = repository.tipoPessoa();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/regioesPessoa" +"{tipo}")
public Response regioesPessoa(@PathParam("tipo") String tipo)
{
tipo = tipo.replace("+", " ");
List<Object> lista = repository.regioesPessoa(tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
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.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/estadosPessoa" +"{regiao}" + "&" + "{tipo}")
public Response estadosPessoa(@PathParam("regiao") String
regiao, @PathParam("tipo") String tipo) {
tipo = tipo.replace("+", " ");
List<Object> lista = repository.estadosPessoa(regiao,
tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cidadesPessoa" +"{regiao}" + "&" + "{estado}" + "&" +
"{tipo}")
public Response cidadesPessoa(@PathParam("regiao") String
regiao, @PathParam("estado") String estado,
@PathParam("tipo") String tipo) {
estado = estado.replace("+", " ");
tipo = tipo.replace("+", " ");
List<Object> lista = repository.cidadesPessoa(estado,
regiao, tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/tiposAtendimento")
public Response tiposAtendimento() {
List<Object> lista = repository.tipoAtendimento();
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return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/regioesPA" +"{tipo}")
public Response regioesPA(@PathParam("tipo") String tipo) {
tipo = tipo.replace("+", " ");
List<Object> lista = repository.regioesPA(tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/estadosPA" +"{regiao}" + "&" + "{tipo}")
public Response estadosPA(@PathParam("regiao") String regiao,
@PathParam("tipo") String tipo) {
tipo = tipo.replace("+", " ");
List<Object> lista = repository.estadosPA(regiao, tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/cidadesPA" +"{regiao}" + "&" + "{estado}" + "&" +
"{tipo}")
public Response cidadesPA(@PathParam("regiao") String regiao,
@PathParam("estado") String estado, @PathParam("tipo")
String tipo) {
estado = estado.replace("+", " ");
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tipo = tipo.replace("+", " ");
List<Object> lista = repository.cidadesPA(estado, regiao,
tipo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/diasDaSemana")
public Response diasDaSemana() {
List<Object> lista = repository.diasDaSemana();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/politicas")
public Response politicas() {
List<Object> lista = repository.politicas();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/modelos" + "{grupo}")
public Response modelos(@PathParam("grupo") String grupo) {
List<Object> lista = repository.modelos(grupo);
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow-Origin
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"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/validades")
public Response validades() {
List<Object> lista = repository.validades();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/grupos")
public Response grupos() {
List<Object> lista = repository.grupos();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/menorMaiorDataEmissao")
public Response menorMaiorDataEmissao() {
List<Long> lista = repository.menorMaiorDataEmissao();
return
Response.ok().entity(gson.toJson(lista)).header("Access-Control-Allow
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
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}
package br.ufsc.ws.controller;
import java.sql.Date;
import java.util.ArrayList;
import java.util.List;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import br.ufsc.ws.http.VendaCertificadoInfo;
import br.ufsc.ws.repository.VendaCertificadoInfoRepository;
import br.ufsc.ws.repository.entity.VendaCertificadoInfoEntity;
@Path("/vendaInfo")
public class VendaInfoService {
private final VendaCertificadoInfoRepository repository = new
VendaCertificadoInfoRepository();
private Gson gson = new Gson();
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("application/json; charset=UTF-8")
@Path("/salvarVendaInfo")
public String salvaVendaInfo(VendaCertificadoInfo venda ) {
VendaCertificadoInfoEntity vendaEntity = new
VendaCertificadoInfoEntity();
vendaEntity.setCidadeAC(venda.getCidadeAC());
vendaEntity.setCidadeAR(venda.getCidadeAR());
vendaEntity.setCidadePA(venda.getCidadePA());
vendaEntity.setCidadePessoa(venda.getCidadePessoa());
vendaEntity.setCpfCnpj(venda.getCpfCnpj());
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vendaEntity.setDesMidia(venda.getDesMidia());
vendaEntity.setDesModelo(venda.getDesModelo());
vendaEntity.setDesPessoa(venda.getDesPessoa());
vendaEntity.setDesPolitica(venda.getDesPolitica());
vendaEntity.setDesValidade(venda.getDesValidade());
vendaEntity.setEstadoAC(venda.getEstadoPessoa());
vendaEntity.setEstadoAR(venda.getEstadoAR());
vendaEntity.setEstadoPA(venda.getEstadoPA());
vendaEntity.setEstadoPessoa(venda.getEstadoPessoa());
vendaEntity.setFlEmitido(venda.isFlEmitido());
vendaEntity.setFlTransmitido(venda.isFlTransmitido());
vendaEntity.setNomeFantasiaAC(venda.getNomeFantasiaAC());
vendaEntity.setNomeFantasiaAR(venda.getNomeFantasiaAR());
vendaEntity.setNomeFantasiaPA(venda.getNomeFantasiaPA());
vendaEntity.setRegiaoAC(venda.getRegiaoAC());
vendaEntity.setRegiaoAR(venda.getRegiaoAR());
vendaEntity.setRegiaoPA(venda.getRegiaoPA());
vendaEntity.setRegiaoPessoa(venda.getRegiaoPessoa());
vendaEntity.setVlPreco(venda.getVlPreco());
vendaEntity.setDesGrupo(venda.getDesGrupo());
vendaEntity.setData(new Date(venda.getDataLong()));
vendaEntity.setTipoAtendimentoAR(venda.getTipoAtendimentoAR());
try {
repository.salvaVendaInfo(vendaEntity);
return gson.toJson("success");
} catch (Exception e) {
return gson.toJson("error");
}
}
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/alteraVenda")
// Mtodo utilizado pela Autoridade Certificadora e pelo
script que altera a informao da venda/emissao
public String alteraVendaInfo(VendaCertificadoInfo venda ) {
VendaCertificadoInfoEntity vendaEntity = new
VendaCertificadoInfoEntity();
vendaEntity.setCidadeAC(venda.getCidadeAC());
vendaEntity.setCidadeAR(venda.getCidadeAR());
vendaEntity.setCidadePA(venda.getCidadePA());
vendaEntity.setCidadePessoa(venda.getCidadePessoa());
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vendaEntity.setCpfCnpj(venda.getCpfCnpj());
vendaEntity.setDesMidia(venda.getDesMidia());
vendaEntity.setDesModelo(venda.getDesModelo());
vendaEntity.setDesPessoa(venda.getDesPessoa());
vendaEntity.setDesPolitica(venda.getDesPolitica());
vendaEntity.setDesValidade(venda.getDesValidade());
vendaEntity.setEstadoAC(venda.getEstadoAC());
vendaEntity.setEstadoAR(venda.getEstadoAR());
vendaEntity.setEstadoPA(venda.getEstadoPA());
vendaEntity.setEstadoPessoa(venda.getEstadoPessoa());
vendaEntity.setFlEmitido(venda.isFlEmitido());
vendaEntity.setFlTransmitido(venda.isFlTransmitido());
vendaEntity.setNomeFantasiaAC(venda.getNomeFantasiaAC());
vendaEntity.setNomeFantasiaAR(venda.getNomeFantasiaAR());
vendaEntity.setNomeFantasiaPA(venda.getNomeFantasiaPA());
vendaEntity.setRegiaoAC(venda.getRegiaoAC());
vendaEntity.setRegiaoAR(venda.getRegiaoAR());
vendaEntity.setRegiaoPA(venda.getRegiaoPA());
vendaEntity.setRegiaoPessoa(venda.getRegiaoPessoa());
vendaEntity.setVlPreco(venda.getVlPreco());
vendaEntity.setDesGrupo(venda.getDesGrupo());
vendaEntity.setTipoAtendimentoAR(venda.getTipoAtendimentoAR());
vendaEntity.setId(venda.getId());
vendaEntity.setData(new Date(venda.getDataLong()));
vendaEntity.setDataEmissao(new
Date(venda.getDataEmissaoLong()));
try {
repository.alteraInfoVenda(vendaEntity);
return gson.toJson("success");
} catch (Exception e) {
return gson.toJson("error");
}
}
@POST
@Consumes("application/json; charset=UTF-8")
@Produces("application/json; charset=UTF-8")
@Path("/excluirVendaInfo")
public String excluiVendaInfo(VendaCertificadoInfo vend ) {
System.out.println(vend.getId());
VendaCertificadoInfoEntity vendaEntity = new
VendaCertificadoInfoEntity();
vendaEntity.setId(vend.getId());
try {
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repository.excluiInfoVenda(vendaEntity);
return gson.toJson("success");
} catch (Exception e) {
return gson.toJson("error");
}
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/certificadosEmitidosParaTransferencia")
// Mtodo que verifica os certificados que foram emitidos mas
no foram
// transmitidos para o modelo dimensional
public Response certificadosEmitidosParaTransferencia() {
List<VendaCertificadoInfo> vendas = new
ArrayList<VendaCertificadoInfo>();
List<VendaCertificadoInfoEntity> listaEntityVendas =
repository.buscarPorCertificadosEmitidos();
for (VendaCertificadoInfoEntity entity :
listaEntityVendas) {
VendaCertificadoInfo venda = new VendaCertificadoInfo();
venda.setId(entity.getId());
venda.setCidadeAC(entity.getCidadeAC());
venda.setCidadeAR(entity.getCidadeAR());
venda.setCidadePA(entity.getCidadePA());
venda.setCidadePessoa(entity.getCidadePessoa());
venda.setCpfCnpj(entity.getCpfCnpj());
venda.setDesMidia(entity.getDesMidia());
venda.setDesModelo(entity.getDesModelo());
venda.setDesPessoa(entity.getDesPessoa());
venda.setDesPolitica(entity.getDesPolitica());
venda.setDesValidade(entity.getDesValidade());
venda.setEstadoAC(entity.getEstadoAC());
venda.setEstadoAR(entity.getEstadoAR());
venda.setEstadoPA(entity.getEstadoPA());
venda.setEstadoPessoa(entity.getEstadoPessoa());
venda.setFlEmitido(entity.isFlEmitido());
venda.setFlTransmitido(entity.isFlTransmitido());
venda.setNomeFantasiaAC(entity.getNomeFantasiaAC());
venda.setNomeFantasiaAR(entity.getNomeFantasiaAR());
venda.setNomeFantasiaPA(entity.getNomeFantasiaPA());
venda.setRegiaoAC(entity.getRegiaoAC());
venda.setRegiaoAR(entity.getRegiaoAR());
venda.setRegiaoPA(entity.getRegiaoPA());
venda.setRegiaoPessoa(entity.getRegiaoPessoa());
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venda.setVlPreco(entity.getVlPreco());
venda.setData(entity.getData());
venda.setDesGrupo(entity.getDesGrupo());
venda.setTipoAtendimentoAR(entity.getTipoAtendimentoAR());
vendas.add(venda);
}
return
Response.ok().entity(gson.toJson(vendas)).header("Access-Control-Allow-
"*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS").build();
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/buscarVendaInfoPorCpfCnpjEData/" + "{cpfCnpj}" +"&"+
"{data}")
// mtodo utilizado pela AR para buscar as informaes da venda
public Response
buscarVendaInfoPorCpfCnpjEData(@PathParam("cpfCnpj")
String cpfCnpj,
@PathParam("data") Long data) {
java.sql.Date data2 = new java.sql.Date(data);
cpfCnpj = cpfCnpj.replace(’a’, ’/’);
VendaCertificadoInfoEntity entity =
repository.buscarPorCpfOuCnpjEData(cpfCnpj,
data2).get(0);
VendaCertificadoInfo venda = new VendaCertificadoInfo();
venda.setId(entity.getId());
venda.setCidadeAC(entity.getCidadeAC());
venda.setCidadeAR(entity.getCidadeAR());
venda.setCidadePA(entity.getCidadePA());
venda.setCidadePessoa(entity.getCidadePessoa());
venda.setCpfCnpj(entity.getCpfCnpj());
venda.setDesMidia(entity.getDesMidia());
venda.setDesModelo(entity.getDesModelo());
venda.setDesPessoa(entity.getDesPessoa());
venda.setDesPolitica(entity.getDesPolitica());
venda.setDesValidade(entity.getDesValidade());
venda.setEstadoAC(entity.getEstadoAC());
venda.setEstadoAR(entity.getEstadoAR());
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venda.setEstadoPA(entity.getEstadoPA());
venda.setEstadoPessoa(entity.getEstadoPessoa());
venda.setFlEmitido(entity.isFlEmitido());
venda.setFlTransmitido(entity.isFlTransmitido());
venda.setNomeFantasiaAC(entity.getNomeFantasiaAC());
venda.setNomeFantasiaAR(entity.getNomeFantasiaAR());
venda.setNomeFantasiaPA(entity.getNomeFantasiaPA());
venda.setRegiaoAC(entity.getRegiaoAC());
venda.setRegiaoAR(entity.getRegiaoAR());
venda.setRegiaoPA(entity.getRegiaoPA());
venda.setRegiaoPessoa(entity.getRegiaoPessoa());
venda.setVlPreco(entity.getVlPreco());
venda.setData(entity.getData());
venda.setDesGrupo(entity.getDesGrupo());
venda.setTipoAtendimentoAR(entity.getTipoAtendimentoAR());
return Response.ok().entity(gson.toJson(venda))
.header("Access-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET, POST,
DELETE, PUT, OPTIONS")
.build();
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Certificado {
private int id;
private String grupo;
private String modelo;
private String politica;
private String validade;
public Certificado() {
}
public Certificado(int id, String grupo, String modelo,
String politica, String validade) {
this.id = id;
this.grupo = grupo;
this.modelo = modelo;
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this.politica = politica;
this.validade = validade;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getModelo() {
return modelo;
}
public void setModelo(String modelo) {
this.modelo = modelo;
}
public String getPolitica() {
return politica;
}
public void setPolitica(String politica) {
this.politica = politica;
}
public String getValidade() {
return validade;
}
public void setValidade(String validade) {
this.validade = validade;
}
public String getGrupo() {
return grupo;
}
public void setGrupo(String grupo) {
this.grupo = grupo;
}
}
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package br.ufsc.ws.http;
import java.util.Date;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class DataEmissao {
private int id;
private Date data;
private int ano;
private String mes;
private int dia;
private String diaSemana;
private Long timeStamp;
public DataEmissao() {
}
public DataEmissao(int id, Date data, int ano, String mes,
int dia, String diaSemana, Long timeStamp) {
this.id = id;
this.data = data;
this.ano = ano;
this.mes = mes;
this.dia = dia;
this.diaSemana = diaSemana;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public int getAno() {
return ano;
}
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public void setAno(int ano) {
this.ano = ano;
}
public String getMes() {
return mes;
}
public void setMes(String mes) {
this.mes = mes;
}
public int getDia() {
return dia;
}
public void setDia(int dia) {
this.dia = dia;
}
public String getDiaSemana() {
return diaSemana;
}
public void setDiaSemana(String diaSemana) {
this.diaSemana = diaSemana;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public Long getTimeStamp() {
return timeStamp;
}
public void setTimeStamp(Long timeStamp) {
this.timeStamp = timeStamp;
}
}
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package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Logs {
private int id;
private String descricao;
private Long data;
public Logs() {
}
public Logs(String descricao, Long data) {
this.descricao = descricao;
this.data = data;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
public Long getData() {
return data;
}
public void setData(Long data) {
this.data = data;
}
}
package br.ufsc.ws.http;
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import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Midia {
private int id;
private String descricao;
public Midia() {
}
public Midia(int id, String descricao) {
this.id = id;
this.descricao = descricao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class Pessoa {
private int id;
private String descricao;
private String estado;
private String cidade;
private String regiao;
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public Pessoa() {
}
public Pessoa(int id, String descricao, String estado, String
cidade, String regiao) {
this.id = id;
this.descricao = descricao;
this.estado = estado;
this.cidade = cidade;
this.regiao = regiao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
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public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
}
package br.ufsc.ws.http;
import java.util.Date;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class PlanilhaConsultaCertificado {
private String desModelo;
private String desGrupo;
private String desPolitica;
private String desValidade;
private String desMidia;
private double valor;
private String desPessoa;
private String estadoPessoa;
private String cidadePessoa;
private String regiaoPessoa;
private String nomeAc;
private String estadoAc;
private String cidadeAc;
private String regiaoAc;
private String nomeAr;
private String estadoAr;
private String cidadeAr;
private String regiaoAr;
private String nomePa;
private String estadoPa;
private String cidadePa;
private String regiaoPa;
private String tipoPa;
private String desDiaSemana;
private int desDia;
private String desMes;
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private int desAno;
private Date desData;
public PlanilhaConsultaCertificado() {
}
public PlanilhaConsultaCertificado(String desModelo, String
desGrupo,
String desPolitica, String desValidade, String desMidia,
double valor, String desPessoa, String estadoPessoa,
String cidadePessoa, String regiaoPessoa,
String nomeAc, String estadoAc, String cidadeAc,
String regiaoAc, String nomeAr, String estadoAr,
String cidadeAr, String regiaoAr, String nomePa,
String estadoPa, String cidadePa, String regiaoPa,
String tipoPa, String desDiaSemana, int desDia,
String desMes, int desAno, Date desData) {
super();
this.desModelo = desModelo;
this.setDesGrupo(desGrupo);
this.desPolitica = desPolitica;
this.setDesValidade(desValidade);
this.desMidia = desMidia;
this.valor = valor;
this.desPessoa = desPessoa;
this.estadoPessoa = estadoPessoa;
this.cidadePessoa = cidadePessoa;
this.regiaoPessoa = regiaoPessoa;
this.nomeAc = nomeAc;
this.estadoAc = estadoAc;
this.cidadeAc = cidadeAc;
this.regiaoAc = regiaoAc;
this.nomeAr = nomeAr;
this.estadoAr = estadoAr;
this.cidadeAr = cidadeAr;
this.regiaoAr = regiaoAr;
this.nomePa = nomePa;
this.estadoPa = estadoPa;
this.cidadePa = cidadePa;
this.regiaoPa = regiaoPa;
this.tipoPa = tipoPa;
this.desDiaSemana = desDiaSemana;
this.desDia = desDia;
this.desMes = desMes;
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this.desAno = desAno;
this.desData = desData;
}
public String getDesDiaSemana() {
return desDiaSemana;
}
public void setDesDiaSemana(String desDiaSemana) {
this.desDiaSemana = desDiaSemana;
}
public int getDesDia() {
return desDia;
}
public void setDesDia(int desDia) {
this.desDia = desDia;
}
public String getDesMes() {
return desMes;
}
public void setDesMes(String desMes) {
this.desMes = desMes;
}
public int getDesAno() {
return desAno;
}
public void setDesAno(int desAno) {
this.desAno = desAno;
}
public Date getDesData() {
return desData;
}
public void setDesData(Date desData) {
this.desData = desData;
}
public String getDesModelo() {
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return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesMidia() {
return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesPessoa() {
return desPessoa;
}
public void setDesPessoa(String desPessoa) {
this.desPessoa = desPessoa;
}
public String getEstadoPessoa() {
return estadoPessoa;
}
public void setEstadoPessoa(String estadoPessoa) {
this.estadoPessoa = estadoPessoa;
}
public String getCidadePessoa() {
return cidadePessoa;
}
public void setCidadePessoa(String cidadePessoa) {
this.cidadePessoa = cidadePessoa;
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}
public String getRegiaoPessoa() {
return regiaoPessoa;
}
public void setRegiaoPessoa(String regiaoPessoa) {
this.regiaoPessoa = regiaoPessoa;
}
public String getNomeAc() {
return nomeAc;
}
public void setNomeAc(String nomeAc) {
this.nomeAc = nomeAc;
}
public String getEstadoAc() {
return estadoAc;
}
public void setEstadoAc(String estadoAc) {
this.estadoAc = estadoAc;
}
public String getCidadeAc() {
return cidadeAc;
}
public void setCidadeAc(String cidadeAc) {
this.cidadeAc = cidadeAc;
}
public String getRegiaoAc() {
return regiaoAc;
}
public void setRegiaoAc(String regiaoAc) {
this.regiaoAc = regiaoAc;
}
public String getNomeAr() {
return nomeAr;
}
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public void setNomeAr(String nomeAr) {
this.nomeAr = nomeAr;
}
public String getEstadoAr() {
return estadoAr;
}
public void setEstadoAr(String estadoAr) {
this.estadoAr = estadoAr;
}
public String getCidadeAr() {
return cidadeAr;
}
public void setCidadeAr(String cidadeAr) {
this.cidadeAr = cidadeAr;
}
public String getRegiaoAr() {
return regiaoAr;
}
public void setRegiaoAr(String regiaoAr) {
this.regiaoAr = regiaoAr;
}
public String getNomePa() {
return nomePa;
}
public void setNomePa(String nomePa) {
this.nomePa = nomePa;
}
public String getEstadoPa() {
return estadoPa;
}
public void setEstadoPa(String estadoPa) {
this.estadoPa = estadoPa;
}
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public String getCidadePa() {
return cidadePa;
}
public void setCidadePa(String cidadePa) {
this.cidadePa = cidadePa;
}
public String getRegiaoPa() {
return regiaoPa;
}
public void setRegiaoPa(String regiaoPa) {
this.regiaoPa = regiaoPa;
}
public String getTipoPa() {
return tipoPa;
}
public void setTipoPa(String tipoPa) {
this.tipoPa = tipoPa;
}
public double getValor() {
return valor;
}
public void setValor(double valor) {
this.valor = valor;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
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this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class PontoAtendimento {
private int id;
private String nomeFantasia;
private String estado;
private String cidade;
private String regiao;
private String tipo;
public PontoAtendimento() {
}
public PontoAtendimento(int id, String nomeFantasia, String
estado, String cidade,
String regiao, String tipo) {
this.id = id;
this.tipo = tipo;
this.nomeFantasia = nomeFantasia;
this.estado = estado;
this.cidade = cidade;
this.regiao = regiao;
}
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getEstado() {
return estado;
}
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public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class PrestadoraServicoCertificacao {
private int id;
private String tipo;
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private String nomeFantasia;
private String estado;
private String cidade;
private String regiao;
public PrestadoraServicoCertificacao() {
}
public PrestadoraServicoCertificacao(int id, String tipo,
String nomeFantasia,
String estado, String cidade,
String regiao) {
this.id = id;
this.tipo = tipo;
this.nomeFantasia = nomeFantasia;
this.estado = estado;
this.cidade = cidade;
this.regiao = regiao;
}
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
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public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class PrestadoraServicoCertificacao {
private int id;
private String tipo;
private String nomeFantasia;
private String estado;
private String cidade;
private String regiao;
public PrestadoraServicoCertificacao() {
}
public PrestadoraServicoCertificacao(int id, String tipo,
String nomeFantasia,
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String estado, String cidade,
String regiao) {
this.id = id;
this.tipo = tipo;
this.nomeFantasia = nomeFantasia;
this.estado = estado;
this.cidade = cidade;
this.regiao = regiao;
}
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
public int getId() {
return id;
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}
public void setId(int id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
}
package br.ufsc.ws.http;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class VendaCertificado {
private Pessoa pessoa;
private PrestadoraServicoCertificacao ac;
private PrestadoraServicoCertificacao ar;
private PontoAtendimento pontoAtendimento;
private DataEmissao dataEmissao;
private Certificado certificado;
private Midia midia;
private Double valor;
public VendaCertificado() {
}
public VendaCertificado(Pessoa pessoa,
PrestadoraServicoCertificacao ac,
PrestadoraServicoCertificacao ar,
PontoAtendimento pontoAtendimento,
DataEmissao dataEmissao, Certificado
certificado, Midia midia,
Double valor) {
super();
this.pessoa = pessoa;
this.ac = ac;
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this.ar = ar;
this.pontoAtendimento = pontoAtendimento;
this.dataEmissao = dataEmissao;
this.certificado = certificado;
this.midia = midia;
this.valor = valor;
}
public Pessoa getPessoa() {
return pessoa;
}
public void setPessoa(Pessoa pessoa) {
this.pessoa = pessoa;
}
public PrestadoraServicoCertificacao getAc() {
return ac;
}
public void setAc(PrestadoraServicoCertificacao ac) {
this.ac = ac;
}
public PrestadoraServicoCertificacao getAr() {
return ar;
}
public void setAr(PrestadoraServicoCertificacao ar) {
this.ar = ar;
}
public PontoAtendimento getPontoAtendimento() {
return pontoAtendimento;
}
public void setPontoAtendimento(PontoAtendimento
pontoAtendimento) {
this.pontoAtendimento = pontoAtendimento;
}
public DataEmissao getDataEmissao() {
return dataEmissao;
}
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public void setDataEmissao(DataEmissao dataEmissao) {
this.dataEmissao = dataEmissao;
}
public Certificado getCertificado() {
return certificado;
}
public void setCertificado(Certificado certificado) {
this.certificado = certificado;
}
public Midia getMidia() {
return midia;
}
public void setMidia(Midia midia) {
this.midia = midia;
}
public Double getValor() {
return valor;
}
public void setValor(Double valor) {
this.valor = valor;
}
}
package br.ufsc.ws.http;
import java.sql.Date;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class VendaCertificadoInfo {
private Integer id;
private String cpfCnpj;
private String nomeFantasiaAC;
private String cidadeAC;
private String estadoAC;
private String regiaoAC;
private String nomeFantasiaAR;
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private String cidadeAR;
private String estadoAR;
private String regiaoAR;
private String nomeFantasiaPA;
private String cidadePA;
private String estadoPA;
private String regiaoPA;
private String desModelo;
private String desPolitica;
private String desValidade;
private String desGrupo;
private String desMidia;
private String desPessoa;
private String cidadePessoa;
private String estadoPessoa;
private String regiaoPessoa;
private Double vlPreco;
private boolean flTransmitido;
private boolean flEmitido;
private Date data;
private Long dataLong;
private String tipoAtendimentoAR;
private Date dataEmissao;
private Long dataEmissaoLong;
public VendaCertificadoInfo(){
}
public VendaCertificadoInfo(Integer id, String cpfCnpj,
String nomeFantasiaAC,
String cidadeAC, String estadoAC,
String regiaoAC, String nomeFantasiaAR,
String cidadeAR, String estadoAR, String regiaoAR,
String nomeFantasiaPA, String cidadePA,
String estadoPA, String regiaoPA,
String desModelo, String desPolitica,
String desValidade, String desGrupo, String desMidia,
String desPessoa, String cidadePessoa, String
estadoPessoa,
String regiaoPessoa, Double vlPreco, boolean
flTransmitido,
boolean flEmitido, Date data, Long dataLong,
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String tipoAtendimentoAR, Date dataEmissao, Long
dataEmissaoLong ) {
this.id = id;
this.cpfCnpj = cpfCnpj;
this.nomeFantasiaAC = nomeFantasiaAC;
this.cidadeAC = cidadeAC;
this.estadoAC = estadoAC;
this.regiaoAC = regiaoAC;
this.nomeFantasiaAR = nomeFantasiaAR;
this.cidadeAR = cidadeAR;
this.estadoAR = estadoAR;
this.regiaoAR = regiaoAR;
this.nomeFantasiaPA = nomeFantasiaPA;
this.cidadePA = cidadePA;
this.estadoPA = estadoPA;
this.regiaoPA = regiaoPA;
this.desModelo = desModelo;
this.desPolitica = desPolitica;
this.desValidade = desValidade;
this.setDesGrupo(desGrupo);
this.desMidia = desMidia;
this.desPessoa = desPessoa;
this.cidadePessoa = cidadePessoa;
this.estadoPessoa = estadoPessoa;
this.regiaoPessoa = regiaoPessoa;
this.vlPreco = vlPreco;
this.flTransmitido = flTransmitido;
this.flEmitido = flEmitido;
this.data = data;
this.dataLong = dataLong;
this.tipoAtendimentoAR = tipoAtendimentoAR;
this.dataEmissao = dataEmissao;
this.setDataEmissaoLong(dataEmissaoLong);
}
public String getNomeFantasiaPA() {
return nomeFantasiaPA;
}
public void setNomeFantasiaPA(String nomeFantasiaPA) {
this.nomeFantasiaPA = nomeFantasiaPA;
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}
public String getCidadePA() {
return cidadePA;
}
public void setCidadePA(String cidadePA) {
this.cidadePA = cidadePA;
}
public String getEstadoPA() {
return estadoPA;
}
public void setEstadoPA(String estadoPA) {
this.estadoPA = estadoPA;
}
public String getRegiaoPA() {
return regiaoPA;
}
public void setRegiaoPA(String regiaoPA) {
this.regiaoPA = regiaoPA;
}
public Integer getId() {
return id;
}
public void setId(Integer id) {
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this.id = id;
}
public String getNomeFantasiaAC() {
return nomeFantasiaAC;
}
public void setNomeFantasiaAC(String nomeFantasiaAC) {
this.nomeFantasiaAC = nomeFantasiaAC;
}
public String getCidadeAC() {
return cidadeAC;
}
public void setCidadeAC(String cidadeAC) {
this.cidadeAC = cidadeAC;
}
public String getEstadoAC() {
return estadoAC;
}
public void setEstadoAC(String estadoAC) {
this.estadoAC = estadoAC;
}
public String getRegiaoAC() {
return regiaoAC;
}
public void setRegiaoAC(String regiaoAC) {
this.regiaoAC = regiaoAC;
}
public String getNomeFantasiaAR() {
return nomeFantasiaAR;
}
public void setNomeFantasiaAR(String nomeFantasiaAR) {
this.nomeFantasiaAR = nomeFantasiaAR;
}
public String getCidadeAR() {
return cidadeAR;
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}
public void setCidadeAR(String cidadeAR) {
this.cidadeAR = cidadeAR;
}
public String getEstadoAR() {
return estadoAR;
}
public void setEstadoAR(String estadoAR) {
this.estadoAR = estadoAR;
}
public String getRegiaoAR() {
return regiaoAR;
}
public void setRegiaoAR(String regiaoAR) {
this.regiaoAR = regiaoAR;
}
public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
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public String getDesMidia() {
return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesPessoa() {
return desPessoa;
}
public void setDesPessoa(String desPessoa) {
this.desPessoa = desPessoa;
}
public String getCidadePessoa() {
return cidadePessoa;
}
public void setCidadePessoa(String cidadePessoa) {
this.cidadePessoa = cidadePessoa;
}
public String getEstadoPessoa() {
return estadoPessoa;
}
public void setEstadoPessoa(String estadoPessoa) {
this.estadoPessoa = estadoPessoa;
}
public String getRegiaoPessoa() {
return regiaoPessoa;
}
public void setRegiaoPessoa(String regiaoPessoa) {
this.regiaoPessoa = regiaoPessoa;
}
public Double getVlPreco() {
return vlPreco;
}
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public void setVlPreco(Double vlPreco) {
this.vlPreco = vlPreco;
}
public boolean isFlTransmitido() {
return flTransmitido;
}
public void setFlTransmitido(boolean flTransmitido) {
this.flTransmitido = flTransmitido;
}
public boolean isFlEmitido() {
return flEmitido;
}
public void setFlEmitido(boolean flEmitido) {
this.flEmitido = flEmitido;
}
public String getCpfCnpj() {
return cpfCnpj;
}
public void setCpfCnpj(String cpfCnpj) {
this.cpfCnpj = cpfCnpj;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public Long getDataLong() {
return dataLong;
}
public void setDataLong(Long dataLong) {
this.dataLong = dataLong;
}
public String getTipoAtendimentoAR() {
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return tipoAtendimentoAR;
}
public void setTipoAtendimentoAR(String tipoAtendimentoAR) {
this.tipoAtendimentoAR = tipoAtendimentoAR;
}
public Date getDataEmissao() {
return dataEmissao;
}
public void setDataEmissao(Date dataEmissao) {
this.dataEmissao = dataEmissao;
}
public Long getDataEmissaoLong() {
return dataEmissaoLong;
}
public void setDataEmissaoLong(Long dataEmissaoLong) {
this.dataEmissaoLong = dataEmissaoLong;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.repository;
import java.util.List;
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import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.CertificadoEntity;
public class CertificadoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public CertificadoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public CertificadoEntity salvar(CertificadoEntity
certificadoEntity) {
List<CertificadoEntity> existe =
recuperaCertificadoSeExistir(certificadoEntity);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(certificadoEntity);
this.entityManager.getTransaction().commit();
return
recuperaCertificadoSeExistir(certificadoEntity).get(0);
} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<CertificadoEntity>
recuperaCertificadoSeExistir(CertificadoEntity
certificadoEntity) {
try {
return this.entityManager
.createQuery("SELECT c FROM CertificadoEntity c "
+ "WHERE c.modelo =:modeloCertificado AND
c.politica =:politicaCertificado "
+ "AND c.validade =:validade AND c.grupo
=:grupoCertificado")
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.setParameter("modeloCertificado",
certificadoEntity.getModelo())
.setParameter("politicaCertificado",
certificadoEntity.getPolitica())
.setParameter("grupoCertificado",
certificadoEntity.getGrupo())
.setParameter("validade",
certificadoEntity.getValidade()).getResultList();
} catch (Exception ex) {
return null;
}
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.DataEmissaoEntity;
public class DataEmissaoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public DataEmissaoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public DataEmissaoEntity salvar(DataEmissaoEntity
tempoEntity) {
List<DataEmissaoEntity> existe =
recuperaDataSeExistir(tempoEntity);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(tempoEntity);
this.entityManager.getTransaction().commit();
return recuperaDataSeExistir(tempoEntity).get(0);
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} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<DataEmissaoEntity>
recuperaDataSeExistir(DataEmissaoEntity tempoEntity) {
try {
return this.entityManager
.createQuery(
"SELECT t FROM DataEmissaoEntity t "
+ "WHERE t.ano =:desAno AND t.mes =:desMes "
+ "AND t.dia =:desDia AND t.diaSemana =
:desDiaSemana")
.setParameter("desAno", tempoEntity.getAno())
.setParameter("desDia", tempoEntity.getDia())
.setParameter("desDiaSemana",
tempoEntity.getDiaSemana())
.setParameter("desMes",
tempoEntity.getMes()).getResultList();
} catch (Exception ex) {
return null;
}
}
public void alterar(DataEmissaoEntity tempoEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(tempoEntity);
this.entityManager.getTransaction().commit();
}
}
package br.ufsc.ws.repository;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.LogsEntity;
public class LogsRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
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public LogsRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void salvar(LogsEntity logsEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(logsEntity);
this.entityManager.getTransaction().commit();
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.MidiaEntity;
public class MidiaRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public MidiaRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public MidiaEntity salvar(MidiaEntity midiaEntity) {
List<MidiaEntity> existe =
recuperaMidiaSeExistir(midiaEntity);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(midiaEntity);
this.entityManager.getTransaction().commit();
return recuperaMidiaSeExistir(midiaEntity).get(0);
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} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<MidiaEntity> recuperaMidiaSeExistir(MidiaEntity
midiaEntity) {
try {
return this.entityManager
.createQuery("SELECT m FROM MidiaEntity m " + "
WHERE m.descricao =:desMidia ")
.setParameter("desMidia",
midiaEntity.getDescricao()).getResultList();
} catch (Exception ex) {
return null;
}
}
public void alterar(MidiaEntity midiaEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(midiaEntity);
this.entityManager.getTransaction().commit();
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.PessoaEntity;
public class PessoaRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public PessoaRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
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this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public PessoaEntity salvar(PessoaEntity pessoaEntity) {
List<PessoaEntity> existe =
recuperaPessoaSeExistir(pessoaEntity);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(pessoaEntity);
this.entityManager.getTransaction().commit();
return recuperaPessoaSeExistir(pessoaEntity).get(0);
} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<PessoaEntity>
recuperaPessoaSeExistir(PessoaEntity pessoaEntity) {
try {
return this.entityManager
.createQuery("SELECT p FROM PessoaEntity p "
+ "WHERE p.descricao =:desPessoa AND "
+ "p.estado =:desEstado AND"
+ " p.cidade =:desCidade AND p.regiao
=:desRegiao")
.setParameter("desPessoa",
pessoaEntity.getDescricao())
.setParameter("desEstado",
pessoaEntity.getEstado())
.setParameter("desRegiao",
pessoaEntity.getRegiao())
.setParameter("desCidade",
pessoaEntity.getCidade()).getResultList();
} catch (Exception ex) {
return null;
}
}
public void alterar(PessoaEntity pessoaEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(pessoaEntity);
this.entityManager.getTransaction().commit();
}
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}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.PontoAtendimentoEntity;
public class PontoAtendimentoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public PontoAtendimentoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public PontoAtendimentoEntity salvar(PontoAtendimentoEntity
ponto) {
List<PontoAtendimentoEntity> existe =
recuperaPontoSeExistir(ponto);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(ponto);
this.entityManager.getTransaction().commit();
return recuperaPontoSeExistir(ponto).get(0);
} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<PontoAtendimentoEntity>
recuperaPontoSeExistir(PontoAtendimentoEntity ponto) {
try {
return this.entityManager
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.createQuery("SELECT d FROM PontoAtendimentoEntity
d "
+ "WHERE d.tipo =:desTipo AND d.nomeFantasia
=:nomeFantasia AND "
+ "d.estado =:desEstado AND d.cidade
=:desCidade "
+ "AND d.regiao =:desRegiao")
.setParameter("desTipo", ponto.getTipo())
.setParameter("nomeFantasia",
ponto.getNomeFantasia())
.setParameter("desEstado", ponto.getEstado())
.setParameter("desRegiao", ponto.getRegiao())
.setParameter("desCidade",
ponto.getCidade()).getResultList();
} catch (Exception ex) {
return null;
}
}
public void alterar(PontoAtendimentoEntity ponto) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(ponto);
this.entityManager.getTransaction().commit();
}
}
package br.ufsc.ws.repository;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import
br.ufsc.ws.repository.entity.PrestadoraServicoCertificacaoEntity;
public class PrestadoraServicoCertificacaoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public PrestadoraServicoCertificacaoRepository() {
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this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public PrestadoraServicoCertificacaoEntity
salvar(PrestadoraServicoCertificacaoEntity pscEntity) {
List<PrestadoraServicoCertificacaoEntity> existe =
recuperaPSCSeExistir(pscEntity);
if (existe.size() == 0) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(pscEntity);
this.entityManager.getTransaction().commit();
return recuperaPSCSeExistir(pscEntity).get(0);
} else {
return existe.get(0);
}
}
@SuppressWarnings("unchecked")
private List<PrestadoraServicoCertificacaoEntity>
recuperaPSCSeExistir
(PrestadoraServicoCertificacaoEntity pscEntity) {
try {
return this.entityManager
.createQuery("SELECT d FROM
PrestadoraServicoCertificacaoEntity d "
+ "WHERE d.tipo =:desTipo AND d.nomeFantasia
=:nomeFantasia AND "
+ "d.estado =:desEstado AND d.cidade
=:desCidade"
+ " AND d.regiao =:desRegiao")
.setParameter("desTipo", pscEntity.getTipo())
.setParameter("nomeFantasia",
pscEntity.getNomeFantasia())
.setParameter("desEstado", pscEntity.getEstado())
.setParameter("desRegiao", pscEntity.getRegiao())
.setParameter("desCidade",
pscEntity.getCidade()).getResultList();
} catch (Exception ex) {
return null;
}
}
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public void alterar(PrestadoraServicoCertificacaoEntity
pscEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(pscEntity);
this.entityManager.getTransaction().commit();
}
}
package br.ufsc.ws.repository;
import java.sql.Date;
import java.util.List;
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import br.ufsc.ws.repository.entity.VendaCertificadoInfoEntity;
public class VendaCertificadoInfoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
public VendaCertificadoInfoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void salvaVendaInfo(VendaCertificadoInfoEntity venda) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(venda);
this.entityManager.getTransaction().commit();
}
public void alteraInfoVenda(VendaCertificadoInfoEntity venda)
{
System.out.println(venda.getDataEmissao());
this.entityManager.getTransaction().begin();
this.entityManager.merge(venda);
this.entityManager.getTransaction().commit();
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}
public void excluiInfoVenda(VendaCertificadoInfoEntity venda)
{
this.entityManager.getTransaction().begin();
this.entityManager.createQuery("DELETE FROM
VendaCertificadoInfoEntity v WHERE v.id
=:idVenda").setParameter("idVenda",
venda.getId()).executeUpdate();
this.entityManager.getTransaction().commit();
}
@SuppressWarnings("unchecked")
public List<VendaCertificadoInfoEntity>
buscarPorCertificadosEmitidos() {
return this.entityManager
.createQuery(
"SELECT u FROM VendaCertificadoInfoEntity u
WHERE "
+ "u.flEmitido = true and u.flTransmitido =
false").getResultList();
}
@SuppressWarnings("unchecked")
public List<VendaCertificadoInfoEntity>
buscarPorCpfOuCnpjEData(String cpfCnpj, Date data) {
System.out.println(cpfCnpj);
return this.entityManager
.createQuery(
"SELECT u FROM VendaCertificadoInfoEntity u
WHERE"
+ " u.cpfCnpj = :cpfCnpj and u.data =
:data").setParameter("cpfCnpj",
cpfCnpj).setParameter("data",
data).getResultList();
}
}
package br.ufsc.ws.repository;
import java.sql.Date;
import java.util.List;
366
import javax.persistence.EntityManager;
import javax.persistence.EntityManagerFactory;
import javax.persistence.Persistence;
import javax.persistence.Query;
import br.ufsc.ws.auxiliar.AuxiliarCertificado;
import br.ufsc.ws.http.PlanilhaConsultaCertificado;
import br.ufsc.ws.repository.entity.VendaCertificadoEntity;
public class VendaCertificadoRepository {
private final EntityManagerFactory entityManagerFactory;
private final EntityManager entityManager;
private AuxiliarCertificado auxiliarCert;
public VendaCertificadoRepository() {
this.entityManagerFactory =
Persistence.createEntityManagerFactory("persistence_icp");
this.entityManager =
this.entityManagerFactory.createEntityManager();
}
public void salvar(VendaCertificadoEntity
vendaCertificadoEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.persist(vendaCertificadoEntity);
this.entityManager.getTransaction().commit();
}
public void alterar(VendaCertificadoEntity
vendaCertificadoEntity) {
this.entityManager.getTransaction().begin();
this.entityManager.merge(vendaCertificadoEntity);
this.entityManager.getTransaction().commit();
}
@SuppressWarnings("unchecked")
public List<Object[]> quantidadeCertificadosPorEstado() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.estado FROM "
+ "PontoAtendimentoEntity p "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.pontoAtendimento.id = p.id "
+ "GROUP BY p.estado");
List<Object[]> retornoAgrupado = query.getResultList();
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return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeDePontosAtendimentoPorEstado() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.estado FROM "
+ "PontoAtendimentoEntity p "
+ "WHERE p.tipo = ’Ponto de Atendimento’"
+ "GROUP BY p.estado");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]> atendimentoPorTipo() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.tipo FROM "
+ "PontoAtendimentoEntity p "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.pontoAtendimento.id = p.id "
+ "GROUP BY p.tipo");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]> quantidadeCertificadosPorRegiao() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.regiao FROM "
+ "PontoAtendimentoEntity p "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.pontoAtendimento.id = p.id "
+ "GROUP BY p.regiao");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeAutoridadesCertificadorasPorEstado() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.estado FROM "
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+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Certificadora’ "
+ "GROUP BY p.estado");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeAutoridadesRegistradoraPorEstado() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.estado FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Registradora’ "
+ "GROUP BY p.estado");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeDePessoasComCertificadoPorEstado() {
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.estado FROM "
+ "PessoaEntity p "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.pessoa.id = p.id "
+ "GROUP BY p.estado");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeDeCertificadosEmitidosPorValidade() {
Query query = this.entityManager.createQuery("SELECT
COUNT(c), c.validade FROM "
+ "CertificadoEntity c "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.certificado.id = c.id "
+ "GROUP BY c.validade");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
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}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeDeCertificadosEmitidosPorModelo() {
Query query = this.entityManager.createQuery("SELECT
COUNT(c), c.modelo FROM "
+ "CertificadoEntity c "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.certificado.id = c.id "
+ "GROUP BY c.modelo");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]> emissaoDeCertificadosPorDiaDaSemana() {
Query query = this.entityManager.createQuery("SELECT
COUNT(d), d.diaSemana FROM "
+ "DataEmissaoEntity d "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.dataEmissao.id = d.id "
+ "GROUP BY d.diaSemana");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]> emissoesDeCertificadosPorTipoDePessoa()
{
Query query = this.entityManager.createQuery("SELECT
COUNT(p), p.descricao FROM "
+ "PessoaEntity p "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.pessoa.id = p.id "
+ "GROUP BY p.descricao");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]> numeroDeMidiasVendidas() {
Query query = this.entityManager.createQuery("SELECT
COUNT(m), m.descricao FROM "
+ "MidiaEntity m "
370
+ "JOIN VendaCertificadoEntity v "
+ "ON v.midia.id = m.id "
+ "GROUP BY m.descricao");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Mtodo que cria a busca dinmica apenas com os paramtros
passados
public List<PlanilhaConsultaCertificado>
listar(AuxiliarCertificado auxiliar) {
if(!(auxiliar.getInicioLong() == 0)){
Date inicio = new Date(auxiliar.getInicioLong());
Date fim = new Date(auxiliar.getFimLong());
auxiliar.setInicio(inicio);
auxiliar.setFim(fim);
}
StringBuilder query = new StringBuilder();
query.append("SELECT new
br.ufsc.ws.http.PlanilhaConsultaCertificado( c.modelo,
c.grupo, c.politica,"
+ " c.validade, m.descricao, "
+ "vcr.valor, p.descricao, p.estado, p.cidade, "
+ "p.regiao, ac.nomeFantasia, "
+ "ac.estado, ac.cidade, ac.regiao, ar.nomeFantasia, "
+ "ar.estado, ar.cidade, ar.regiao, pa.nomeFantasia, "
+ "pa.estado, pa.cidade, pa.regiao, pa.tipo,
t.diaSemana, "
+ "t.dia, t.mes, t.ano, t.data ) "
+ "FROM VendaCertificadoEntity vcr " + "JOIN
CertificadoEntity c "
+ "ON c.id = vcr.certificado.id " + "JOIN
DataEmissaoEntity t "
+ "ON t.id = vcr.dataEmissao.id "
+ "JOIN PessoaEntity p " + "ON p.id = vcr.pessoa.id "
+ "JOIN PontoAtendimentoEntity pa " + "ON pa.id =
vcr.pontoAtendimento.id "
+ "JOIN MidiaEntity m " + "ON m.id = vcr.midia.id "
+ "JOIN PrestadoraServicoCertificacaoEntity ac " +
"ON ac.id = vcr.ac.id "
+ "JOIN PrestadoraServicoCertificacaoEntity ar " +
"ON ar.id = vcr.ar.id ");
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try {
auxiliarCert = auxiliar;
query = montaQuery(query);
query = retiraANDOuWhereSeExistir(query);
Query queryComParametros =
this.entityManager.createQuery(query.toString());
queryComParametros = setParametros(auxiliar,
queryComParametros);
return queryComParametros.getResultList();
} catch (Exception ex) {
System.out.println(ex.getMessage());
}
return null;
}
// Retira sujeiras da query
private StringBuilder retiraANDOuWhereSeExistir(StringBuilder
query) {
String aux = query.toString();
String parteFinal = aux.substring(query.length() - 3,
query.length());
if (parteFinal.equals("AND")) {
String querySemANDnoFinal = aux.substring(0,
query.length() - 3);
StringBuilder semAND = new
StringBuilder(querySemANDnoFinal);
return semAND;
} else if (parteFinal.equals("RE ")) {
String querySemWherenoFinal = aux.substring(0,
query.length() - 6);
StringBuilder semWhere = new
StringBuilder(querySemWherenoFinal);
return semWhere;
} else {
return query;
}
}
// Seta os paramtros caso sejam diferentes de todos(as)
private Query setParametros(AuxiliarCertificado auxiliar,
Query queryComParametros) {
auxiliarCert = auxiliar;
if (!auxiliar.getDesCidadeAc().equals("Todas")) {
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queryComParametros.setParameter("desCidadeAc",
auxiliarCert.getDesCidadeAc());
}
if (!auxiliar.getDesCidadeAr().equals("Todas")) {
queryComParametros.setParameter("desCidadeAr",
auxiliarCert.getDesCidadeAr());
}
if (!auxiliar.getDesCidadePa().equals("Todas")) {
queryComParametros.setParameter("desCidadePa",
auxiliarCert.getDesCidadePa());
}
if (!auxiliar.getDesCidadePessoa().equals("Todas")) {
queryComParametros.setParameter("desCidadePessoa",
auxiliarCert.getDesCidadePessoa());
}
if (!auxiliar.getDesDiaSemana().equals("Todos")) {
queryComParametros.setParameter("desDiaSemana",
auxiliarCert.getDesDiaSemana());
}
if (!auxiliar.getDesGrupo().equals("Todos")) {
queryComParametros.setParameter("desGrupo",
auxiliarCert.getDesGrupo());
}
if (!auxiliar.getDesEstadoAc().equals("Todos")) {
queryComParametros.setParameter("desEstadoAc",
auxiliarCert.getDesEstadoAc());
}
if (!auxiliar.getDesEstadoAr().equals("Todos")) {
queryComParametros.setParameter("desEstadoAr",
auxiliarCert.getDesEstadoAr());
}
if (!auxiliar.getDesEstadoPa().equals("Todos")) {
queryComParametros.setParameter("desEstadoPa",
auxiliarCert.getDesEstadoPa());
}
if (!auxiliar.getDesEstadoPessoa().equals("Todos")) {
queryComParametros.setParameter("desEstadoPessoa",
auxiliarCert.getDesEstadoPessoa());
}
if (!auxiliar.getDesModelo().equals("Todos")) {
queryComParametros.setParameter("desModelo",
auxiliarCert.getDesModelo());
}
if (!auxiliar.getDesMidia().equals("Todas")) {
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queryComParametros.setParameter("desMidia",
auxiliarCert.getDesMidia());
}
if (!auxiliar.getDesPolitica().equals("Todas")) {
queryComParametros.setParameter("desPolitica",
auxiliarCert.getDesPolitica());
}
if (!auxiliar.getDesRegiaoAc().equals("Todas")) {
queryComParametros.setParameter("desRegiaoAc",
auxiliarCert.getDesRegiaoAc());
}
if (!auxiliar.getDesRegiaoAr().equals("Todas")) {
queryComParametros.setParameter("desRegiaoAr",
auxiliarCert.getDesRegiaoAr());
}
if (!auxiliar.getDesRegiaoPa().equals("Todas")) {
queryComParametros.setParameter("desRegiaoPa",
auxiliarCert.getDesRegiaoPa());
}
if (!auxiliar.getDesRegiaoPessoa().equals("Todas")) {
queryComParametros.setParameter("desRegiaoPessoa",
auxiliarCert.getDesRegiaoPessoa());
}
if (!auxiliar.getDesTipoPa().equals("Todos")) {
queryComParametros.setParameter("desTipoPa",
auxiliarCert.getDesTipoPa());
}
if (!auxiliar.getTipoPessoa().equals("Todos")) {
queryComParametros.setParameter("desTipoPessoa",
auxiliarCert.getTipoPessoa());
}
if (!auxiliar.getNomFantasiaAc().equals("Todas")) {
queryComParametros.setParameter("nomeFantasiaAc",
auxiliarCert.getNomFantasiaAc());
}
if (!auxiliar.getNomFantasiaAr().equals("Todas")) {
queryComParametros.setParameter("nomeFantasiaAr",
auxiliarCert.getNomFantasiaAr());
}
if (!auxiliar.getDesValidade().equals("Todas")) {
queryComParametros.setParameter("desValidade",
auxiliarCert.getDesValidade());
}
if (auxiliar.getInicio() != null) {
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queryComParametros.setParameter("dataInicio",
auxiliarCert.getInicio());
}
if (auxiliar.getFim() != null) {
queryComParametros.setParameter("dataFim",
auxiliarCert.getFim());
}
return queryComParametros;
}
// Monta a query com os atributos diferentes de todos(as)
private StringBuilder montaQuery(StringBuilder query) {
query.append("WHERE ");
if (!auxiliarCert.getDesCidadeAc().equals("Todas")) {
query.append(" ac.cidade = :desCidadeAc AND");
}
if (!auxiliarCert.getDesCidadeAr().equals("Todas")) {
query.append(" ar.cidade = :desCidadeAr AND");
}
if (!auxiliarCert.getDesCidadePa().equals("Todas")) {
query.append(" pa.cidade = :desCidadePa AND");
}
if (!auxiliarCert.getDesCidadePessoa().equals("Todas"))
{
query.append(" p.cidade = :desCidadePessoa AND");
}
if (!auxiliarCert.getDesDiaSemana().equals("Todos")) {
query.append(" t.diaSemana = :desDiaSemana AND");
}
if (!auxiliarCert.getDesEstadoAc().equals("Todos")) {
query.append(" ac.estado = :desEstadoAc AND");
}
if (!auxiliarCert.getDesEstadoAr().equals("Todos")) {
query.append(" ar.estado = :desEstadoAr AND");
}
if (!auxiliarCert.getDesEstadoPa().equals("Todos")) {
query.append(" pa.estado = :desEstadoPa AND");
}
if (!auxiliarCert.getDesEstadoPessoa().equals("Todos"))
{
query.append(" p.estado = :desEstadoPessoa AND");
}
if (!auxiliarCert.getDesMidia().equals("Todas")) {
query.append(" m.descricao = :desMidia AND");
}
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if (!auxiliarCert.getDesGrupo().equals("Todos")) {
query.append(" c.grupo = :desGrupo AND");
}
if (!auxiliarCert.getDesModelo().equals("Todos")) {
query.append(" c.modelo = :desModelo AND");
}
if (!auxiliarCert.getDesPolitica().equals("Todas")) {
query.append(" c.politica = :desPolitica AND");
}
if (!auxiliarCert.getDesRegiaoAc().equals("Todas")) {
query.append(" ac.regiao = :desRegiaoAc AND");
}
if (!auxiliarCert.getDesRegiaoAr().equals("Todas")) {
query.append(" ar.regiao = :desRegiaoAr AND");
}
if (!auxiliarCert.getDesRegiaoPa().equals("Todas")) {
query.append(" pa.regiao = :desRegiaoPa AND");
}
if (!auxiliarCert.getDesRegiaoPessoa().equals("Todas"))
{
query.append(" p.regiao = :desRegiaoPessoa AND");
}
if (!auxiliarCert.getDesValidade().equals("Todas")) {
query.append(" c.validade = :desValidade AND");
}
if (!auxiliarCert.getNomFantasiaAc().equals("Todas")) {
query.append(" ac.nomeFantasia = :nomeFantasiaAc
AND");
}
if (!auxiliarCert.getNomFantasiaAr().equals("Todas")) {
query.append(" ar.nomeFantasia = :nomeFantasiaAr
AND");
}
if (!auxiliarCert.getDesTipoPa().equals("Todos")) {
query.append(" pa.tipo = :desTipoPa AND");
}
if (!auxiliarCert.getTipoPessoa().equals("Todos")) {
query.append(" p.descricao = :desTipoPessoa AND");
}
if (auxiliarCert.getInicio() != null &&
auxiliarCert.getFim() != null) {
query.append(" t.data BETWEEN :dataInicio AND
:dataFim ");
}
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return query;
}
@SuppressWarnings("unchecked")
// Selecionas as mdias
public List<Object> tiposDeMidias() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(m.descricao) FROM "
+ "MidiaEntity m ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
// Seleciona todas as regies que contm uma AR
@SuppressWarnings("unchecked")
public List<Object> regioesAR() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Registradora’");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Busca os estados das ARs verificando de acordo com o
filtro regio
public List<Object> estadosAR(String regiao) {
Query query;
if(regiao.equals("Todas")) {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.estado) FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Registradora’");
} else {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.estado) FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Registradora’ AND
p.regiao =:regiao")
.setParameter("regiao", regiao);
}
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
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}
// Seleciona as cidades das ARs verificando se existe o
filtro de estado e regio
@SuppressWarnings("unchecked")
public List<Object> cidadesAR(String estado, String regiao) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.cidade) FROM "
+ "PrestadoraServicoCertificacaoEntity p WHERE p.tipo
= ’Autoridade Registradora’");
if(!regiao.equals("Todas")){
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).getResultList();
} else {
query.append(" AND p.regiao =:regiao");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao",
regiao).getResultList();
}
} else {
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
return retornoAgrupado;
}
// Seleciona os nomes das ARs verificando se existe filtro
por estado, regio e cidade
@SuppressWarnings("unchecked")
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public List<Object> nomesAR(String estado, String regiao,
String cidade) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.nomeFantasia) FROM "
+ "PrestadoraServicoCertificacaoEntity p WHERE"
+ " p.tipo = ’Autoridade Registradora’ ");
if(!regiao.equals("Todas")){
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado AND p.regiao
=:regiao");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("cidade", cidade)
.setParameter("regiao", regiao).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("regiao", regiao)
.getResultList();
}
} else {
query.append(" AND p.regiao =:regiao");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao",
regiao).setParameter("cidade", cidade)
.getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
}
}
} else {
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
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retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("cidade", cidade)
.getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
}
} else {
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("cidade", cidade).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
}
return retornoAgrupado;
}
// Seleciona as regies das ACs
@SuppressWarnings("unchecked")
public List<Object> regioesAC() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Certificadora’");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
// Seleciona os estados das ACs verificando se existe filtro
por estado
@SuppressWarnings("unchecked")
public List<Object> estadosAC(String regiao) {
Query query;
if(regiao.equals("Todas")) {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.estado) FROM "
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+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Certificadora’ ");
} else {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.estado) FROM "
+ "PrestadoraServicoCertificacaoEntity p "
+ "WHERE p.tipo = ’Autoridade Certificadora’ AND
p.regiao =:regiao ")
.setParameter("regiao", regiao);
}
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as cidades das ACs verificando se existe filtro
por estado e regio
public List<Object> cidadesAC(String estado, String regiao) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.cidade) FROM "
+ "PrestadoraServicoCertificacaoEntity p WHERE p.tipo
= ’Autoridade Certificadora’ ");
if(!regiao.equals("Todas")){
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
} else {
query.append(" AND p.regiao =:regiao");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
}
} else {
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
} else {
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retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
return retornoAgrupado;
}
// Seleciona os nomes das ACs verificando se existe filtro
por estado, regio e cidade
@SuppressWarnings("unchecked")
public List<Object> nomesAC(String estado, String regiao,
String cidade) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.nomeFantasia) FROM "
+ "PrestadoraServicoCertificacaoEntity p WHERE p.tipo
= ’Autoridade Certificadora’ ");
if(!regiao.equals("Todas")){
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado AND p.regiao
=:regiao");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("cidade", cidade)
.setParameter("regiao", regiao).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("regiao", regiao)
.getResultList();
}
} else {
query.append(" AND p.regiao =:regiao");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao",
regiao).setParameter("cidade", cidade)
.getResultList();
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} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
}
}
} else {
if(!estado.equals("Todos")) {
query.append(" AND p.estado =:estado");
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("cidade",
cidade).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
}
} else {
if(!cidade.equals("Todas")){
query.append(" AND p.cidade =:cidade");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("cidade", cidade).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
}
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os tipos de pessoa (fsica e jridica)
public List<Object> tipoPessoa() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(p.descricao) FROM "
+ "PessoaEntity p ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
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}
@SuppressWarnings("unchecked")
// Seleciona as regies das pessoas que possuem o certificado
verificando
// se existe filtro por tipo
public List<Object> regioesPessoa(String tipo) {
Query query;
if(tipo.equals("Todos")) {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PessoaEntity p ");
} else {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PessoaEntity p "
+ "WHERE p.descricao =
:tipo").setParameter("tipo", tipo);
}
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os estados das pessoas que possuem certificado
verificando
// se existe filtro por regio e tipo
public List<Object> estadosPessoa(String regiao, String tipo)
{
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.estado) FROM "
+ "PessoaEntity p ");
if(!tipo.equals("Todos")){
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao AND
p.descricao =:tipo");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao)
.setParameter("tipo", tipo).getResultList();
} else {
query.append(" WHERE p.descricao =:tipo");
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retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).getResultList();
}
} else {
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as cidades as pessoas que possuem certificado
verificando se existe
// filtro por estado, regio e tipo
public List<Object> cidadesPessoa(String estado, String
regiao, String tipo) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.cidade) FROM "
+ "PessoaEntity p ");
if(!tipo.equals("Todos")){
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao AND
p.descricao =:tipo ");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("regiao", regiao)
.setParameter("tipo", tipo).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao",
regiao).setParameter("tipo",
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tipo).getResultList();
}
} else {
query.append(" WHERE p.descricao =:tipo");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).setParameter("estado",
estado).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).getResultList();
}
}
} else {
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("regiao", regiao)
.getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
}
} else {
if(!estado.equals("Todos")){
query.append(" WHERE p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString()
.getResultList();
}
}
}
return retornoAgrupado;
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}
@SuppressWarnings("unchecked")
// Seleciona os tipos de atendimento
public List<Object> tipoAtendimento() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(p.tipo) FROM "
+ " PontoAtendimentoEntity p ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as regies dos pontos atendimentos verificando se
existe filtro
// por tipo de atendimento
public List<Object> regioesPA(String tipo) {
Query query;
if(tipo.equals("Todos")) {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PontoAtendimentoEntity p ");
} else {
query = this.entityManager.createQuery("SELECT
DISTINCT(p.regiao) FROM "
+ "PontoAtendimentoEntity p "
+ "WHERE p.tipo = :tipo").setParameter("tipo",
tipo);
}
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os estados dos pontos atendimentos verificando se
//existe filtro por tipo de atendimento e regio
public List<Object> estadosPA(String regiao, String tipo) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.estado) FROM "
+ "PontoAtendimentoEntity p ");
if(!tipo.equals("Todos")){
if(!regiao.equals("Todas")) {
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query.append(" WHERE p.regiao =:regiao AND
p.tipo=:tipo");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao)
.setParameter("tipo", tipo).getResultList();
} else {
query.append(" WHERE p.tipo =:tipo");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).getResultList();
}
} else {
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString()).getResultList();
}
}
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as cidades dos pontos atendimentos verificando
se existe filtro por
// tipo de atendimento, regio e estado
public List<Object> cidadesPA(String estado, String regiao,
String tipo) {
StringBuilder query = new StringBuilder();
List<Object> retornoAgrupado = null;
query.append("SELECT DISTINCT(p.cidade) FROM "
+ "PontoAtendimentoEntity p ");
if(!tipo.equals("Todos")){
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao AND p.tipo
=:tipo ");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
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.setParameter("estado",
estado).setParameter("regiao", regiao)
.setParameter("tipo", tipo).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao",
regiao).setParameter("tipo", tipo)
.getResultList();
}
} else {
query.append(" WHERE p.tipo =:tipo");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).setParameter("estado",
estado).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("tipo", tipo).getResultList();
}
}
} else {
if(!regiao.equals("Todas")) {
query.append(" WHERE p.regiao =:regiao");
if(!estado.equals("Todos")){
query.append(" AND p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado",
estado).setParameter("regiao",
regiao).getResultList();
} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("regiao", regiao).getResultList();
}
} else {
if(!estado.equals("Todos")){
query.append(" WHERE p.estado =:estado");
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.setParameter("estado", estado).getResultList();
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} else {
retornoAgrupado =
this.entityManager.createQuery(query.toString())
.getResultList();
}
}
}
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os dias da semana
public List<Object> diasDaSemana() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(d.diaSemana) FROM "
+ "DataEmissaoEntity d ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as polticas
public List<Object> politicas() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(c.politica) FROM "
+ "CertificadoEntity c ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os modelos de certificados
public List<Object> modelos(String grupo) {
Query query;
if(grupo.equals("Todos")) {
query = this.entityManager.createQuery("SELECT
DISTINCT(c.modelo) FROM "
+ "CertificadoEntity c ");
} else {
query = this.entityManager.createQuery("SELECT
DISTINCT(c.modelo) FROM "
+ "CertificadoEntity c "
+ "WHERE c.grupo = :grupo").setParameter("grupo",
grupo);
}
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List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona os grupos de certificados
public List<Object> grupos() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(c.grupo) FROM "
+ "CertificadoEntity c ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona as validade dos certificados
public List<Object> validades() {
Query query = this.entityManager.createQuery("SELECT
DISTINCT(c.validade) FROM "
+ "CertificadoEntity c ");
List<Object> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
// Seleciona a menor e a maior data das emisses presentes no
banco
public List<Long> menorMaiorDataEmissao() {
Query query = this.entityManager.createQuery("SELECT
TIMESTAMP(MIN(d.data)) ,
TIMESTAMP(MAX(d.data)) FROM "
+ "DataEmissaoEntity d ");
List<Long> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
@SuppressWarnings("unchecked")
public List<Object[]>
quantidadeDeCertificadosEmitidosPorGrupo() {
Query query = this.entityManager.createQuery("SELECT
COUNT(c), c.grupo FROM "
+ "CertificadoEntity c "
+ "JOIN VendaCertificadoEntity v "
+ "ON v.certificado.id = c.id "
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+ "GROUP BY c.grupo");
List<Object[]> retornoAgrupado = query.getResultList();
return retornoAgrupado;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_certificado")
public class CertificadoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_certificado")
private int id;
@Column(name = "des_grupo")
private String grupo;
@Column(name = "des_modelo")
private String modelo;
@Column(name = "des_politica")
private String politica;
@Column(name = "des_validade")
private String validade;
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getModelo() {
return modelo;
}
public void setModelo(String modelo) {
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this.modelo = modelo;
}
public String getPolitica() {
return politica;
}
public void setPolitica(String politica) {
this.politica = politica;
}
public String getValidade() {
return validade;
}
public void setValidade(String validade) {
this.validade = validade;
}
public String getGrupo() {
return grupo;
}
public void setGrupo(String grupo) {
this.grupo = grupo;
}
}
package br.ufsc.ws.repository.entity;
import java.util.Date;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_data_emissao")
public class DataEmissaoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_data")
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private int id;
@Column(name = "des_data")
private Date data;
@Column(name = "des_ano")
private int ano;
@Column(name = "des_mes")
private String mes;
@Column(name = "des_dia")
private int dia;
@Column(name = "des_dia_semana")
private String diaSemana;
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public int getAno() {
return ano;
}
public void setAno(int ano) {
this.ano = ano;
}
public String getMes() {
return mes;
}
public void setMes(String mes) {
this.mes = mes;
}
public int getDia() {
return dia;
}
public void setDia(int dia) {
this.dia = dia;
}
public String getDiaSemana() {
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return diaSemana;
}
public void setDiaSemana(String diaSemana) {
this.diaSemana = diaSemana;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
}
package br.ufsc.ws.repository.entity;
import java.sql.Date;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "logs")
public class LogsEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id")
private int id;
@Column(name = "descricao")
private String descricao;
@Column(name = "data")
private Date data;
public int getId() {
return id;
}
public void setId(int id) {
395
this.id = id;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_midia")
public class MidiaEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_midia")
private int id;
@Column(name = "des_midia")
private String descricao;
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
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}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_pessoa")
public class PessoaEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_pessoa")
private int id;
@Column(name = "des_pessoa")
private String descricao;
@Column(name = "des_estado")
private String estado;
@Column(name = "des_cidade")
private String cidade;
@Column(name = "des_regiao")
private String regiao;
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getEstado() {
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return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
public String getDescricao() {
return descricao;
}
public void setDescricao(String descricao) {
this.descricao = descricao;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_ponto_atendimento")
public class PontoAtendimentoEntity {
398
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_ponto_atendimento")
private int id;
@Column(name = "nom_fantasia")
private String nomeFantasia;
@Column(name = "des_estado")
private String estado;
@Column(name = "des_cidade")
private String cidade;
@Column(name = "des_regiao")
private String regiao;
@Column(name = "des_tipo")
private String tipo;
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
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this.regiao = regiao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getTipo() {
return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
}
package br.ufsc.ws.repository.entity;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "dim_prestadora_servico_certificacao")
public class PrestadoraServicoCertificacaoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id_psc")
private int id;
@Column(name = "des_tipo")
private String tipo;
@Column(name = "nom_fantasia")
private String nomeFantasia;
@Column(name = "des_estado")
private String estado;
@Column(name = "des_cidade")
private String cidade;
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@Column(name = "des_regiao")
private String regiao;
public String getNomeFantasia() {
return nomeFantasia;
}
public void setNomeFantasia(String nomeFantasia) {
this.nomeFantasia = nomeFantasia;
}
public String getEstado() {
return estado;
}
public void setEstado(String estado) {
this.estado = estado;
}
public String getCidade() {
return cidade;
}
public void setCidade(String cidade) {
this.cidade = cidade;
}
public String getRegiao() {
return regiao;
}
public void setRegiao(String regiao) {
this.regiao = regiao;
}
public int getId() {
return id;
}
public void setId(int id) {
this.id = id;
}
public String getTipo() {
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return tipo;
}
public void setTipo(String tipo) {
this.tipo = tipo;
}
}
package br.ufsc.ws.repository.entity;
import java.io.Serializable;
import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.Id;
import javax.persistence.JoinColumn;
import javax.persistence.ManyToOne;
import javax.persistence.Table;
import org.hibernate.annotations.Fetch;
import org.hibernate.annotations.FetchMode;
@Entity
@Table(name = "ft_venda_emissao")
public class VendaCertificadoEntity implements Serializable {
private static final long serialVersionUID =
-2633844208141453960L;
@Id
@ManyToOne
@JoinColumn(name = "id_pessoa")
@Fetch(FetchMode.JOIN)
private PessoaEntity pessoa;
@Id
@ManyToOne
@JoinColumn(name = "id_autoridade_certificadora")
@Fetch(FetchMode.JOIN)
private PrestadoraServicoCertificacaoEntity ac;
@Id
@ManyToOne
@JoinColumn(name = "id_autoridade_registradora")
@Fetch(FetchMode.JOIN)
private PrestadoraServicoCertificacaoEntity ar;
@Id
@ManyToOne
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@JoinColumn(name = "id_ponto_atendimento")
@Fetch(FetchMode.JOIN)
private PontoAtendimentoEntity pontoAtendimento;
@Id
@ManyToOne
@JoinColumn(name = "id_data")
@Fetch(FetchMode.JOIN)
private DataEmissaoEntity dataEmissao;
@Id
@ManyToOne
@JoinColumn(name = "id_certificado")
@Fetch(FetchMode.JOIN)
private CertificadoEntity certificado;
@Id
@ManyToOne
@JoinColumn(name = "id_midia")
@Fetch(FetchMode.JOIN)
private MidiaEntity midia;
@Column(name = "vl_produto")
private Double valor;
public PessoaEntity getPessoa() {
return pessoa;
}
public void setPessoa(PessoaEntity pessoa) {
this.pessoa = pessoa;
}
public PrestadoraServicoCertificacaoEntity getAc() {
return ac;
}
public void setAc(PrestadoraServicoCertificacaoEntity ac) {
this.ac = ac;
}
public PrestadoraServicoCertificacaoEntity getAr() {
return ar;
}
public void setAr(PrestadoraServicoCertificacaoEntity ar) {
this.ar = ar;
}
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public PontoAtendimentoEntity getPontoAtendimento() {
return pontoAtendimento;
}
public void setPontoAtendimento(PontoAtendimentoEntity
pontoAtendimento) {
this.pontoAtendimento = pontoAtendimento;
}
public CertificadoEntity getCertificado() {
return certificado;
}
public void setCertificado(CertificadoEntity certificado) {
this.certificado = certificado;
}
public MidiaEntity getMidia() {
return midia;
}
public void setMidia(MidiaEntity midia) {
this.midia = midia;
}
public Double getValor() {
return valor;
}
public void setValor(Double valor) {
this.valor = valor;
}
public DataEmissaoEntity getDataEmissao() {
return dataEmissao;
}
public void setDataEmissao(DataEmissaoEntity dataEmissao) {
this.dataEmissao = dataEmissao;
}
}
package br.ufsc.ws.repository.entity;
import java.sql.Date;
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import javax.persistence.Column;
import javax.persistence.Entity;
import javax.persistence.GeneratedValue;
import javax.persistence.GenerationType;
import javax.persistence.Id;
import javax.persistence.Table;
@Entity
@Table(name = "venda_certificado_info")
public class VendaCertificadoInfoEntity {
@Id
@GeneratedValue(strategy = GenerationType.IDENTITY)
@Column(name = "id")
private Integer id;
@Column(name = "nu_cpf_cnpj")
private String cpfCnpj;
@Column(name = "nm_fantasia_ac")
private String nomeFantasiaAC;
@Column(name = "des_cidade_ac")
private String cidadeAC;
@Column(name = "des_estado_ac")
private String estadoAC;
@Column(name = "des_regiao_ac")
private String regiaoAC;
@Column(name = "nm_fantasia_ar")
private String nomeFantasiaAR;
@Column(name = "des_cidade_ar")
private String cidadeAR;
@Column(name = "des_estado_ar")
private String estadoAR;
@Column(name = "des_regiao_ar")
private String regiaoAR;
@Column(name = "nm_fantasia_pa")
private String nomeFantasiaPA;
@Column(name = "des_cidade_pa")
private String cidadePA;
@Column(name = "des_estado_pa")
private String estadoPA;
@Column(name = "des_regiao_pa")
private String regiaoPA;
@Column(name = "des_modelo")
private String desModelo;
@Column(name = "des_politica")
405
private String desPolitica;
@Column(name = "des_validade")
private String desValidade;
@Column(name = "des_grupo")
private String desGrupo;
@Column(name = "des_midia")
private String desMidia;
@Column(name = "des_pessoa")
private String desPessoa;
@Column(name = "des_cidade_pessoa")
private String cidadePessoa;
@Column(name = "des_estado_pessoa")
private String estadoPessoa;
@Column(name = "des_regiao_pessoa")
private String regiaoPessoa;
@Column(name = "vl_preco")
private Double vlPreco;
@Column(name = "fl_transmitido")
private boolean flTransmitido;
@Column(name = "fl_emitido")
private boolean flEmitido;
@Column(name = "dt_envio_infos")
private Date data;
@Column(name = "tp_atendimento_ar")
private String tipoAtendimentoAR;
@Column(name = "dt_emissao")
private Date dataEmissao;
public Integer getId() {
return id;
}
public void setId(Integer id) {
this.id = id;
}
public String getNomeFantasiaAC() {
return nomeFantasiaAC;
}
public void setNomeFantasiaAC(String nomeFantasiaAC) {
this.nomeFantasiaAC = nomeFantasiaAC;
}
public String getCidadeAC() {
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return cidadeAC;
}
public void setCidadeAC(String cidadeAC) {
this.cidadeAC = cidadeAC;
}
public String getEstadoAC() {
return estadoAC;
}
public void setEstadoAC(String estadoAC) {
this.estadoAC = estadoAC;
}
public String getRegiaoAC() {
return regiaoAC;
}
public void setRegiaoAC(String regiaoAC) {
this.regiaoAC = regiaoAC;
}
public String getNomeFantasiaAR() {
return nomeFantasiaAR;
}
public void setNomeFantasiaAR(String nomeFantasiaAR) {
this.nomeFantasiaAR = nomeFantasiaAR;
}
public String getCidadeAR() {
return cidadeAR;
}
public void setCidadeAR(String cidadeAR) {
this.cidadeAR = cidadeAR;
}
public String getEstadoAR() {
return estadoAR;
}
public void setEstadoAR(String estadoAR) {
this.estadoAR = estadoAR;
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}
public String getRegiaoAR() {
return regiaoAR;
}
public void setRegiaoAR(String regiaoAR) {
this.regiaoAR = regiaoAR;
}
public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
public String getDesMidia() {
return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesPessoa() {
return desPessoa;
}
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public void setDesPessoa(String desPessoa) {
this.desPessoa = desPessoa;
}
public String getCidadePessoa() {
return cidadePessoa;
}
public void setCidadePessoa(String cidadePessoa) {
this.cidadePessoa = cidadePessoa;
}
public String getEstadoPessoa() {
return estadoPessoa;
}
public void setEstadoPessoa(String estadoPessoa) {
this.estadoPessoa = estadoPessoa;
}
public String getRegiaoPessoa() {
return regiaoPessoa;
}
public void setRegiaoPessoa(String regiaoPessoa) {
this.regiaoPessoa = regiaoPessoa;
}
public Double getVlPreco() {
return vlPreco;
}
public void setVlPreco(Double vlPreco) {
this.vlPreco = vlPreco;
}
public boolean isFlTransmitido() {
return flTransmitido;
}
public void setFlTransmitido(boolean flTransmitido) {
this.flTransmitido = flTransmitido;
}
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public boolean isFlEmitido() {
return flEmitido;
}
public void setFlEmitido(boolean flEmitido) {
this.flEmitido = flEmitido;
}
public String getCpfCnpj() {
return cpfCnpj;
}
public void setCpfCnpj(String cpfCnpj) {
this.cpfCnpj = cpfCnpj;
}
public Date getData() {
return data;
}
public void setData(Date data) {
this.data = data;
}
public String getTipoAtendimentoAR() {
return tipoAtendimentoAR;
}
public void setTipoAtendimentoAR(String tipoAtendimentoAR) {
this.tipoAtendimentoAR = tipoAtendimentoAR;
}
public String getEstadoPA() {
return estadoPA;
}
public void setEstadoPA(String estadoPA) {
this.estadoPA = estadoPA;
}
public String getRegiaoPA() {
return regiaoPA;
}
public void setRegiaoPA(String regiaoPA) {
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this.regiaoPA = regiaoPA;
}
public String getCidadePA() {
return cidadePA;
}
public void setCidadePA(String cidadePA) {
this.cidadePA = cidadePA;
}
public String getNomeFantasiaPA() {
return nomeFantasiaPA;
}
public void setNomeFantasiaPA(String nomeFantasiaPA) {
this.nomeFantasiaPA = nomeFantasiaPA;
}
public Date getDataEmissao() {
return dataEmissao;
}
public void setDataEmissao(Date dataEmissao) {
this.dataEmissao = dataEmissao;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
ANEXO D -- Script
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package br.ufsc.ws.auxiliar;
import java.io.BufferedReader;
import java.io.IOException;
import java.io.InputStreamReader;
import java.io.OutputStreamWriter;
import java.net.MalformedURLException;
import java.net.ProtocolException;
import java.net.URL;
import java.util.Calendar;
import java.sql.Date;
import java.util.List;
import javax.net.ssl.HostnameVerifier;
import javax.net.ssl.HttpsURLConnection;
import javax.net.ssl.SSLSession;
import javax.net.ssl.SSLSocketFactory;
import com.google.gson.Gson;
import com.google.gson.reflect.TypeToken;
import br.ufsc.ws.http.Certificado;
import br.ufsc.ws.http.DataEmissao;
import br.ufsc.ws.http.Logs;
import br.ufsc.ws.http.Midia;
import br.ufsc.ws.http.Pessoa;
import br.ufsc.ws.http.PontoAtendimento;
import br.ufsc.ws.http.PrestadoraServicoCertificacao;
import br.ufsc.ws.http.VendaCertificado;
import br.ufsc.ws.http.VendaCertificadoInfo;
public class Script {
private static String sb;
private static String log = "";
private static Gson gson;
private static HttpsURLConnection client;
public static void main(String[] args) throws
MalformedURLException, ProtocolException,
IOException {
List<VendaCertificadoInfo> vendas = null;
try {
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System.setProperty("javax.net.ssl.keyStore",
"C:/Users/Fernanda/Downloads/cliente.jks");
System.setProperty("javax.net.ssl.keyStorePassword",
"seclab");
System.setProperty("javax.net.ssl.keyStoreType", "JKS");
System.setProperty("javax.net.ssl.trustStore",
"C:/Users/Fernanda/Downloads/ca.jks");
System.setProperty("javax.net.ssl.trustStorePassword",
"seclab");
System.setProperty("javax.net.ssl.trustStoreType",
"JKS");
SSLSocketFactory sslsocketfactory = (SSLSocketFactory)
SSLSocketFactory.getDefault();
URL url = new
URL("https://servidor:8443/icp-ws/rest/vendaInfo/"
+ "certificadosEmitidosParaTransferencia");
client = (HttpsURLConnection) url.openConnection();
client.setHostnameVerifier(new HostnameVerifier() {
@Override
public boolean verify(String arg0, SSLSession arg1) {
return true;
}
});
client.setSSLSocketFactory(sslsocketfactory);
gson = new Gson();
client.setRequestMethod("GET");
client.setDoOutput(true);
client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type",
"application/json");
int status = client.getResponseCode();
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(new
InputStreamReader(client.getInputStream()));
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StringBuilder sb = new StringBuilder();
String line;
while ((line = br.readLine()) != null) {
sb.append(line + "\n");
}
br.close();
vendas = gson.fromJson(sb.toString(), new
TypeToken<List<VendaCertificadoInfo>>() {
}.getType());
}
client.disconnect();
Date data = null;
System.out.println("----- Lista de vendas capturada com
sucesso. -----");
System.out.println("----- Horario : " + new
Date(System.currentTimeMillis()) + "-----");
if (!vendas.isEmpty()) {
for (VendaCertificadoInfo vendaCertificadoInfo :
vendas) {
System.out.println("----- Venda do CPF/CNPJ : " +
vendaCertificadoInfo.getCpfCnpj() + "-----");
System.out.println("----- Venda data agendamento :
" + vendaCertificadoInfo.getData() + "-----");
try {
PrestadoraServicoCertificacao ac = new
PrestadoraServicoCertificacao();
ac.setTipo("Autoridade Certificadora");
ac.setNomeFantasia(vendaCertificadoInfo.getNomeFantasiaAC());
ac.setCidade(vendaCertificadoInfo.getCidadeAC());
ac.setEstado(vendaCertificadoInfo.getEstadoAC());
ac.setRegiao(vendaCertificadoInfo.getRegiaoAC());
client =
conexao("https://servidor:8443/icp-ws/rest/prestadoraServicoCertificacao
+ "salvar");
OutputStreamWriter acEscrita = new
OutputStreamWriter(client.getOutputStream());
acEscrita.write(gson.toJson(ac));
acEscrita.flush();
acEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
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ac = gson.fromJson(sb, new
TypeToken<PrestadoraServicoCertificacao>() {
}.getType());
client.disconnect();
System.out.println("----- Autoridade
Certificadora adicionada. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
PrestadoraServicoCertificacao ar = new
PrestadoraServicoCertificacao();
ar.setTipo("Autoridade Registradora");
ar.setNomeFantasia(vendaCertificadoInfo.getNomeFantasiaAR());
ar.setCidade(vendaCertificadoInfo.getCidadeAR());
ar.setEstado(vendaCertificadoInfo.getEstadoAR());
ar.setRegiao(vendaCertificadoInfo.getRegiaoAR());
client =
conexao("https://servidor:8443/icp-ws/rest/"
+ "prestadoraServicoCertificacao/salvar");
OutputStreamWriter arEscrita= new
OutputStreamWriter(client.getOutputStream());
arEscrita.write(gson.toJson(ar));
arEscrita.flush();
arEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
ar = gson.fromJson(sb, new
TypeToken<PrestadoraServicoCertificacao>() {
}.getType());
client.disconnect();
System.out.println("----- Autoridade
Registradora adicionada. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
Pessoa pessoa = new Pessoa();
pessoa.setDescricao(vendaCertificadoInfo.getDesPessoa());
pessoa.setCidade(vendaCertificadoInfo.getCidadePessoa());
pessoa.setEstado(vendaCertificadoInfo.getEstadoPessoa());
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pessoa.setRegiao(vendaCertificadoInfo.getRegiaoPessoa());
client =
conexao("https://servidor:8443/icp-ws/rest/pessoa/salvar
status = client.getResponseCode();
sb = retornoServidor(client, status);
pessoa = gson.fromJson(sb, new
TypeToken<Pessoa>() {}.getType());
client.disconnect();
System.out.println("----- Pessoa adicionada.
-----");
System.out.println("----- Horario : "
+ new Date(System.currentTimeMillis()) +
"-----");
Midia midia = new Midia();
midia.setDescricao(vendaCertificadoInfo.getDesMidia());
client =
conexao("https://servidor:8443/icp-ws/rest/midia/salvar
OutputStreamWriter midiaEscrita = new
OutputStreamWriter(client.getOutputStream());
midiaEscrita.write(gson.toJson(midia));
midiaEscrita.flush();
midiaEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
midia = gson.fromJson(sb.toString(), new
TypeToken<Midia>() {
}.getType());
client.disconnect();
System.out.println("----- Midia adicionada.
-----");
System.out.println("----- Horario : "
+ new Date(System.currentTimeMillis()) +
"-----");
Certificado certificado = new Certificado();
certificado.setGrupo(vendaCertificadoInfo.getDesGrupo());
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certificado.setModelo(vendaCertificadoInfo.getDesModelo());
certificado.setPolitica(vendaCertificadoInfo.getDesPolitica());
certificado.setValidade(vendaCertificadoInfo.getDesValidade());
client =
conexao("https://servidor:8443/icp-ws/rest/certificado/salvar
OutputStreamWriter certEscrita = new
OutputStreamWriter(client.getOutputStream());
certEscrita.write(gson.toJson(certificado));
certEscrita.flush();
certEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
certificado = gson.fromJson(sb.toString(),
new TypeToken<Certificado>() {
}.getType());
client.disconnect();
System.out.println("----- Certificado
adicionado. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
PontoAtendimento ponto = new PontoAtendimento();
ponto.setTipo(vendaCertificadoInfo.getTipoAtendimentoAR());
ponto.setNomeFantasia(vendaCertificadoInfo.getNomeFantasiaPA());
ponto.setCidade(vendaCertificadoInfo.getCidadePA());
ponto.setEstado(vendaCertificadoInfo.getEstadoPA());
ponto.setRegiao(vendaCertificadoInfo.getRegiaoPA());
client =
conexao("https://servidor:8443/icp-ws/rest/pontoAtendimento"
+"/salvar");
OutputStreamWriter pontoEscrita = new
OutputStreamWriter(client.getOutputStream());
pontoEscrita.write(gson.toJson(ponto));
pontoEscrita.flush();
pontoEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
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ponto = gson.fromJson(sb.toString(), new
TypeToken<PontoAtendimento>() {
}.getType());
client.disconnect();
System.out.println("----- Ponto de atendimento
adicionado. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
Calendar calendar = Calendar.getInstance();
DataEmissao dataEmissao = new DataEmissao();
calendar.setTime(vendaCertificadoInfo.getDataEmissao());
calendar.add(Calendar.DATE, 0);
data = new Date(calendar.getTime().getTime());
dataEmissao.setData(data);
dataEmissao.setDia(calendar.get(Calendar.DAY_OF_MONTH));
dataEmissao.setTimeStamp(data.getTime());
String diaSemana = "";
switch (calendar.get(Calendar.DAY_OF_WEEK)) {
case Calendar.SUNDAY:
diaSemana = "Domingo";
break;
case Calendar.MONDAY:
diaSemana = "Segunda-Feira";
break;
case Calendar.TUESDAY:
diaSemana = "Tera-Feira";
break;
case Calendar.WEDNESDAY:
diaSemana = "Quarta-Feira";
break;
case Calendar.THURSDAY:
diaSemana = "Quinta-Feira";
break;
case Calendar.FRIDAY:
diaSemana = "Sexta-Feira";
break;
case Calendar.SATURDAY:
diaSemana = "Sbado";
break;
}
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dataEmissao.setDiaSemana(diaSemana);
String mes = "";
switch (calendar.get(Calendar.MONTH)) {
case 0:
mes = "Janeiro";
break;
case 1:
mes = "Fevereiro";
break;
case 2:
mes = " Maro ";
break;
case 3:
mes = "Abril";
break;
case 4:
mes = "Maio";
break;
case 5:
mes = "Junho";
break;
case 6:
mes = "Julho";
break;
case 7:
mes = "Agosto";
break;
case 8:
mes = "Setembro";
break;
case 9:
mes = "Outubro";
break;
case 10:
mes = "Novembro";
break;
case 11:
mes = "Dezembro";
break;
}
dataEmissao.setMes(mes);
dataEmissao.setAno(calendar.get(Calendar.YEAR));
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client =
conexao("https://servidor:8443/icp-ws/rest/dataEmissao/
OutputStreamWriter dataEscrita = new
OutputStreamWriter(client.getOutputStream());
dataEscrita.write(gson.toJson(dataEmissao));
dataEscrita.flush();
dataEscrita.close();
status = client.getResponseCode();
sb = retornoServidor(client, status);
dataEmissao = gson.fromJson(sb.toString(), new
TypeToken<DataEmissao>() {
}.getType());
client.disconnect();
System.out.println("----- Data Emissao
adicionada. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
VendaCertificado venda = new VendaCertificado();
venda.setAc(ac);
venda.setAr(ar);
venda.setPontoAtendimento(ponto);
venda.setCertificado(certificado);
venda.setPessoa(pessoa);
venda.setMidia(midia);
venda.setDataEmissao(dataEmissao);
venda.setValor(vendaCertificadoInfo.getVlPreco());
client =
conexao("https://servidor:8443/icp-ws/rest/"
+"vendaCertificado/salvar");
OutputStreamWriter ftEscrita = new
OutputStreamWriter(client.getOutputStream());
ftEscrita.write(gson.toJson(venda));
ftEscrita.flush();
ftEscrita.close();
client.getResponseCode();
client.disconnect();
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System.out.println("----- Tabela de fato
populada com sucesso. -----");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
vendaCertificadoInfo.setFlTransmitido(true);
vendaCertificadoInfo.setDataEmissao(data);
vendaCertificadoInfo.setDataEmissaoLong(data.getTime());
vendaCertificadoInfo.setDataLong(vendaCertificadoInfo.getData().getTime());
client =
conexao("https://servidor:8443/icp-ws/rest/"
+"vendaInfo/alteraVenda");
OutputStreamWriter altEscrita = new
OutputStreamWriter(client.getOutputStream());
altEscrita.write(gson.toJson(vendaCertificadoInfo));
altEscrita.flush();
altEscrita.close();
client.getResponseCode();
client.disconnect();
log = "Scprit rodado com o CPF/CNPJ:"+
vendaCertificadoInfo.getCpfCnpj() +" obteve
sucesso!";
client = salvarLogs();
client.getResponseCode();
client.disconnect();
System.out.println("Script rodado com
sucesso!");
System.out.println("----- Horario : " +
new Date(System.currentTimeMillis()) + "-----");
} catch (Exception ex) {
log = " No foi possivel processar o script! \n"
+ ex.getMessage();
client = salvarLogs();
client.getResponseCode();
client.disconnect();
System.out.println("No foi possivel processar o
script! \n" + ex.getMessage());
}
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}
} else {
log = "Sem novos certificados emitidos!";
client = salvarLogs();
client.getResponseCode();
client.disconnect();
System.out.println("Sem novos certificados
emitidos!");
}
} catch (Exception ex) {
log = "Problemas com a conexo! \n" + ex.getMessage();
client = salvarLogs();
client.getResponseCode();
client.disconnect();
System.out.println("Problemas com a conexo! \n" +
ex.getMessage());
}
}
private static HttpsURLConnection salvarLogs()
throws MalformedURLException, IOException,
ProtocolException {
client =
conexao("https://servidor:8443/icp-ws/rest/logs2/salvar");
OutputStreamWriter logsEscrita = new
OutputStreamWriter(client.getOutputStream());
logsEscrita.write(gson.toJson(new Logs(log,new
Date(System.currentTimeMillis()).getTime())));
logsEscrita.flush();
logsEscrita.close();
return client;
}
private static String retornoServidor(HttpsURLConnection
client, int status)
throws IOException {
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(
new InputStreamReader(client.getInputStream()));
StringBuilder sb = new StringBuilder();
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String line;
while ((line = br.readLine()) != null) {
sb.append(line + "\n");
}
br.close();
return sb.toString();
}
return null;
}
private static HttpsURLConnection conexao(String URL)
throws MalformedURLException, IOException, ProtocolException {
URL url;
HttpsURLConnection client;
url = new URL(URL);
client = (HttpsURLConnection) url.openConnection();
client.setHostnameVerifier(new HostnameVerifier() {
@Override
public boolean verify(String arg0, SSLSession arg1) {
return true;
}
});
client.setRequestMethod("POST");
client.setDoOutput(true);
client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type",
"application/json");
return client;
}
}
ANEXO E -- Transparência front-end e back-end
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angular.module("siteCertificado").config(function
($httpProvider) {
$httpProvider.interceptors.push("errorInterceptor");
});
angular.module("siteCertificado").config(function
($routeProvider) {
$routeProvider.when(’/charts’, {
templateUrl: ’view/charts.html’,
controller: "chartsCtrl"
});
$routeProvider.when(’/chartsGeo’, {
templateUrl: ’view/chartsGeo.html’,
controller: "chartsCtrl"
});
$routeProvider.when(’/pesquisas’, {
templateUrl: ’view/pesquisas.html’,
controller: "pesquisaCtrl"
});
$routeProvider.when(’/dadosHistoricos’, {
templateUrl: ’view/dadosHistoricos.html’,
});
$routeProvider.when(’/relatorios’, {
templateUrl: ’view/relatorios.html’,
});
$routeProvider.when(’/paginaInicial’, {
templateUrl: ’view/paginaInicial.html’,
});
$routeProvider.otherwise({redirectTo: "/paginaInicial"});
});
angular.module("siteCertificado").controller(
"chartsCtrl",
function($scope, chartsService) {
chartsService.quantidadeDeCertificadosEmitidosPorEstado()
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.then(function(data){
var chart1 = {};
var dataEstados = [[ ’Estado’, ’Certificado(s)’ ]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataEstados[i+1] = [par[1], par[0]];
}
chart1.type = "GeoChart";
chart1.data = dataEstados;
chart1.options = {
region : ’BR’,
displayMode : ’regions’,
resolution : ’provinces’,
width : 640,
height : 480
};
$scope.chart = chart1;
});
chartsService.quantidadeDeCertificadosEmitidosPorRegiaoBrasileira()
.then(function(data){
var chart2 = {};
var dataRegioes = [[’Regio’, ’% Certificados’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataRegioes[i+1] = [par[1], par[0]];
}
chart2.type = "PieChart";
chart2.data = dataRegioes;
chart2.options = {
width : 640,
height : 480
};
$scope.chart3 = chart2;
});
chartsService.quantidadeDeAutoridadesCertificadorasPorEstado()
.then(function(data) {
var chart4 = {};
var dataEstados = [ [ ’Estado’, ’Autoridade(s)
Certificadora(s)’ ]];
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chart4.type = "GeoChart";
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataEstados[i+1] = [par[1], par[0]];
}
chart4.data = dataEstados;
chart4.options = {
region : ’BR’,
displayMode : ’regions’,
resolution : ’provinces’,
width : 640,
height : 480
};
$scope.chart5 = chart4;
});
chartsService.quantidadeDeAutoridadesRegistradoraPorEstado()
.then(function(data) {
var chart6 = {};
chart6.type = "GeoChart";
var dataEstados = [ [ ’Estado’, ’Autoridade(s)
Registradora(s)’ ]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataEstados[i+1] = [par[1], par[0]];
}
chart6.data = dataEstados;
chart6.options = {
region : ’BR’,
displayMode : ’regions’,
resolution : ’provinces’,
width : 640,
height : 480
};
$scope.chart7 = chart6;
});
chartsService.quantidadeDePontosAtendimentosPorEstado()
.then(function(data) {
var chart10 = {};
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chart10.type = "GeoChart";
var dataEstados = [[ ’Estado’, ’Ponto(s) Atendimento’
]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataEstados[i+1] = [par[1], par[0]];
}
chart10.data = dataEstados;
chart10.options = {
region : ’BR’,
displayMode : ’regions’,
resolution : ’provinces’,
width : 640,
height : 480
};
$scope.chart11 = chart10;
});
chartsService.pessoasComCertificadoPorEstado().then(function(data)
{
var chart14 = {};
chart14.type = "GeoChart";
var dataEstados = [[ ’Estado’, ’Pessoa(s)’ ]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataEstados[i+1] = [par[1], par[0]];
}
chart14.data = dataEstados;
chart14.options = {
region : ’BR’,
displayMode : ’regions’,
resolution : ’provinces’,
width : 640,
height : 480
};
$scope.chart15 = chart14;
});
chartsService.quantidadeDeEmissoesPorDiaDaSemana().then(function(data)
{
var chart16 = {};
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chart16.type = "Bar";
var dataCert = [[’Dia da Semana’, ’Quantidade de
Certificados Emitidos’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataCert[i+1] = [par[1], par[0]];
}
chart16.data = dataCert;
chart16.options = {
width: 1200,
legend: { position: ’none’ },
chart: { subtitle: ’quantidade de
certificados por dia da semana’ },
bar: { groupWidth: "90%" }
};
$scope.chart17 = chart16;
});
chartsService.midiasDeArmazenamentoPorTipo().then(function(data)
{
var chart18 = {};
chart18.type = "Bar";
var dataMidias = [[’Mdias’, ’Nmero de Vendas’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataMidias[i+1] = [par[1], par[0]];
}
chart18.data = dataMidias;
chart18.options = {
width: 1200,
legend: { position: ’none’ },
chart: { subtitle: ’quantidade de vendas por
mdias’ },
bar: { groupWidth: "90%" }
};
$scope.chart19 = chart18;
});
chartsService.emissaoPorGrupoDeCertificado().then(function(data)
{
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var chart20 = {};
chart20.type = "Bar";
var dataCert = [[’Grupos’, ’Certificado(s)’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataCert[i+1] = [par[1], par[0]];
}
chart20.data = dataCert;
chart20.options = {
width: 1200,
bars: ’horizontal’,
legend: { position: ’none’ },
hart: { subtitle: ’Quantidade por modelo de
certificado’ },
bar: { groupWidth: "90%" }
};
$scope.chart21 = chart20;
});
chartsService.quantidadeDeCertificadosEmitidoPorValidade().then(function(data)
{
var chart22 = {};
chart22.type = "Bar";
var dataCert = [[’Validade’, ’Certificado(s)’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataCert[i+1] = [par[1], par[0]];
}
chart22.data = dataCert;
chart22.options = {
width: 1000,
legend: { position: ’none’ },
hart: { subtitle: ’Quantidade por validade’ },
bar: { groupWidth: "90%" }
};
$scope.chart23 = chart22;
});
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chartsService.quantidadeDeEmissoesPorTipoPessoa().then(function(data)
{
var chart24 = {};
chart24.type = "Bar";
var dataCert = [[’Tipo de Pessoa’, ’Certificado(s)’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataCert[i+1] = [par[1], par[0]];
}
chart24.data = dataCert;
chart24.options = {
width: 500,
legend: { position: ’none’ },
hart: { subtitle: ’Quantidade por tipo de
pessoa’ },
bar: { groupWidth: "90%" }
};
$scope.chart25 = chart24;
});
chartsService.atendimentoPorTipo().then(function(data) {
var chart26 = {};
chart26.type = "Bar";
var dataCert = [[’Tipo de Atendimento’,
’Certificado(s)’]];
for (var i = 0; i < data.length; i++) {
var par = data[i];
dataCert[i+1] = [par[1], par[0]];
}
chart26.data = dataCert;
chart26.options = {
width: 500,
legend: { position: ’none’ },
hart: { subtitle: ’Tipo do atendimento por
quantidade de certificados’ },
bar: { groupWidth: "90%" }
};
$scope.chart27 = chart26;
});
});
angular.module("siteCertificado").controller( "pesquisaCtrl",
function($scope, $filter, pesquisaService, $window) {
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$scope.dados = {};
$scope.regioesAR;
$scope.estadosAR;
$scope.cidadesAR;
$scope.nomesAR;
$scope.regioesAC;
$scope.estadosAC;
$scope.cidadesAC;
$scope.nomesAC;
$scope.regioesPessoa;
$scope.estadosPessoa;
$scope.cidadesPessoa;
$scope.tiposPessoa;
$scope.regioesPa;
$scope.estadosPa;
$scope.tiposPa;
$scope.cidadesPa;
$scope.diasSemana;
$scope.politicas;
$scope.validades;
$scope.modelos;
$scope.grupos;
$scope.midias;
$scope.dInicio = new Date();
$scope.dFim = new Date();
$scope.quantidade = 0;
$scope.valor = 0;
$scope.data;
$scope.filtroMidia;
$scope.filtroCertificado;
$scope.filtroAR;
$scope.filtroAC;
$scope.filtroPessoa;
$scope.filtroPA;
$scope.filtroDadosTemporais;
$scope.periodo = {};
$scope.periodos = ["Com perodo", "Todos"];
$scope.dataMin = new Date(
$scope.dInicio.getFullYear(),
$scope.dInicio.getMonth(),
$scope.dInicio.getDate()
);
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$scope.dataMax = new Date(
$scope.dFim.getFullYear(),
$scope.dFim.getMonth(),
$scope.dFim.getDate()
);
$scope.selecionarMidias = function() {
pesquisaService.todasMidias().then(function(data){
$scope.midias = data;
$scope.midias.push("Todas");
});
}
$scope.selecionarModelos = function() {
pesquisaService.modelos($scope.dados.desGrupo).then(function(data){
$scope.modelos = data;
$scope.modelos.push("Todos");
});
}
$scope.selecionarPoliticas = function() {
pesquisaService.politicas().then(function(data){
$scope.politicas = data;
$scope.politicas.push("Todas");
});
}
$scope.selecionarValidades = function() {
pesquisaService.validades().then(function(data){
$scope.validades = data;
$scope.validades.push("Todas");
});
}
$scope.selecionarRegioesAR = function() {
pesquisaService.regioesAR().then(function(data){
$scope.regioesAR = data;
$scope.regioesAR.push("Todas");
});
}
$scope.selecionarEstadoAR = function() {
console.log($scope.dados.desRegiaoAr);
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pesquisaService.estadosAR($scope.dados.desRegiaoAr).then(function(data){
$scope.estadosAR = data;
$scope.estadosAR.push("Todos");
});
}
$scope.selecionarCidadesAR = function() {
pesquisaService.cidadesAR($scope.dados.desRegiaoAr,
$scope.dados.desEstadoAr)
.then(function(data){
$scope.cidadesAR = data;
console.log(data);
$scope.cidadesAR.push("Todas");
});
}
$scope.selecionarNomesAR = function() {
pesquisaService.nomesAR($scope.dados.desRegiaoAr,
$scope.dados.desEstadoAr,
$scope.dados.desCidadeAr).then(function(data){
$scope.nomesAR = data;
$scope.nomesAR.push("Todas");
});
}
$scope.selecionarRegioesAC = function() {
pesquisaService.regioesAC().then(function(data){
$scope.regioesAC = data;
$scope.regioesAC.push("Todas");
});
}
$scope.selecionarEstadoAC = function() {
pesquisaService.estadosAC($scope.dados.desRegiaoAc).then(function(data){
$scope.estadosAC = data;
$scope.estadosAC.push("Todos");
});
}
$scope.selecionarCidadesAC = function() {
pesquisaService.cidadesAC($scope.dados.desRegiaoAc,
$scope.dados.desEstadoAc)
.then(function(data){
$scope.cidadesAC = data;
$scope.cidadesAC.push("Todas");
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});
}
$scope.selecionarNomesAC = function() {
pesquisaService.nomesAC($scope.dados.desRegiaoAc,
$scope.dados.desEstadoAc,
$scope.dados.desCidadeAc).then(function(data){
$scope.nomesAC = data;
$scope.nomesAC.push("Todas");
});
}
$scope.selecionarTiposPessoas = function() {
pesquisaService.tiposPessoa().then(function(data){
$scope.tiposPessoa = data;
$scope.tiposPessoa.push("Todos");
});
}
$scope.selecionarRegioesPessoa = function() {
pesquisaService.regioesPessoa($scope.dados.tipoPessoa).then(function(data){
$scope.regioesPessoa = data;
$scope.regioesPessoa.push("Todas");
});
}
$scope.selecionarEstadosPessoa = function() {
pesquisaService.estadosPessoa($scope.dados.desRegiaoPessoa,
$scope.dados.tipoPessoa)
.then(function(data){
$scope.estadosPessoa = data;
$scope.estadosPessoa.push("Todos");
});
}
$scope.selecionarCidadesPessoa = function() {
pesquisaService.cidadesPessoa($scope.dados.desRegiaoPessoa,
$scope.dados.desEstadoPessoa,
$scope.dados.tipoPessoa).then(function(data){
$scope.cidadesPessoa = data;
$scope.cidadesPessoa.push("Todas");
});
}
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$scope.selecionarTiposPa = function() {
pesquisaService.tiposAtendimento().then(function(data){
$scope.tiposPa = data;
$scope.tiposPa.push("Todos");
});
}
$scope.selecionarRegioesPa = function() {
pesquisaService.regioesPA($scope.dados.desTipoPa).then(function(data){
$scope.regioesPa = data;
$scope.regioesPa.push("Todas");
});
}
$scope.selecionarEstadosPa = function() {
pesquisaService.estadosPA($scope.dados.desRegiaoPa,
$scope.dados.desTipoPa)
.then(function(data){
$scope.estadosPa = data;
$scope.estadosPa.push("Todos");
});
}
$scope.selecionarCidadesPa = function() {
pesquisaService.cidadesPA($scope.dados.desRegiaoPa,
$scope.dados.desEstadoPa,
$scope.dados.desTipoPa).then(function(data){
$scope.cidadesPa = data;
$scope.cidadesPa.push("Todas");
});
}
$scope.selecionarDiasDaSemana = function() {
pesquisaService.diasDaSemana().then(function(data){
$scope.diasSemana = data;
$scope.diasSemana.push("Todos");
});
}
$scope.selecionarGrupos = function() {
pesquisaService.grupos().then(function(data){
$scope.grupos = data;
$scope.grupos.push("Todos");
});
}
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$scope.selecionaMinMaxDatas = function() {
console.log($scope.periodo.periodo);
if($scope.periodo.periodo == "Com perodo"){
pesquisaService.menorMaiorDataEmissao().then(function(data){
datas = data[0];
$scope.dados.dataInicio = new Date(datas[0]);
$scope.dados.dataFim = new Date(datas[1]);
$scope.dataMin = new Date(
$scope.dados.dataInicio.getFullYear(),
$scope.dados.dataInicio.getMonth(),
$scope.dados.dataInicio.getDate()
);
$scope.dataMax = new Date(
$scope.dados.dataFim.getFullYear(),
$scope.dados.dataFim.getMonth(),
$scope.dados.dataFim.getDate()
);
});
} else {
$scope.dados.dataInicio = null;
$scope.dados.dataFim = null;
}
}
$scope.verificaSeCheckBoxSelecionada = function(){
if(!$scope.filtroMidia) {
$scope.dados.desMidia = "Todas";
}
if(!$scope.filtroCertificado){
$scope.dados.desGrupo = "Todos";
$scope.dados.desModelo = "Todos";
$scope.dados.desPolitica = "Todas";
$scope.dados.desValidade = "Todas";
}
if(!$scope.filtroAR){
$scope.dados.desRegiaoAr = "Todas";
$scope.dados.desEstadoAr = "Todos";
$scope.dados.desCidadeAr = "Todas";
$scope.dados.nomFantasiaAr = "Todas"
}
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if(!$scope.filtroAC){
$scope.dados.desRegiaoAc = "Todas";
$scope.dados.desEstadoAc = "Todos";
$scope.dados.desCidadeAc = "Todas";
$scope.dados.nomFantasiaAc = "Todas";
}
if(!$scope.filtroPessoa){
$scope.dados.tipoPessoa = "Todos";
$scope.dados.desRegiaoPessoa = "Todas";
$scope.dados.desEstadoPessoa = "Todos";
$scope.dados.desCidadePessoa = "Todas";
}
if(!$scope.filtroPA){
$scope.dados.desTipoPa = "Todos";
$scope.dados.desRegiaoPa = "Todas";
$scope.dados.desEstadoPa = "Todos";
$scope.dados.desCidadePa = "Todas";
}
if(!$scope.filtroDadosTemporais){
$scope.dados.desDiaSemana = "Todos";
$scope.dados.dataInicio = null;
$scope.dados.dataFim = null;
$scope.dados.inicioLong = 0;
}
}
$scope.resetVariaveis = function(){
if(!$scope.filtroMidia) {
$scope.dados.desMidia = "";
}
if(!$scope.filtroCertificado){
$scope.dados.desGrupo = "";
$scope.dados.desModelo = "";
$scope.dados.desPolitica = "";
$scope.dados.desValidade = "";
}
if(!$scope.filtroAR){
$scope.dados.desRegiaoAr = "";
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$scope.dados.desEstadoAr = "";
$scope.dados.desCidadeAr = "";
$scope.dados.nomFantasiaAr = ""
}
if(!$scope.filtroAC){
$scope.dados.desRegiaoAc = "";
$scope.dados.desEstadoAc = "";
$scope.dados.desCidadeAc = "";
$scope.dados.nomFantasiaAc = "";
}
if(!$scope.filtroPessoa){
$scope.dados.tipoPessoa = "";
$scope.dados.desRegiaoPessoa = "";
$scope.dados.desEstadoPessoa = "";
$scope.dados.desCidadePessoa = "";
}
if(!$scope.filtroPA){
$scope.dados.desTipoPa = "";
$scope.dados.desRegiaoPa = "";
$scope.dados.desEstadoPa = "";
$scope.dados.desCidadePa = "";
}
if(!$scope.filtroDadosTemporais){
$scope.dados.desDiaSemana = "";
$scope.dados.dataInicio = null;
$scope.dados.dataFim = null;
$scope.dados.inicioLong = 0;
}
}
$scope.buscarDados = function(){
$scope.verificaSeCheckBoxSelecionada();
if($scope.dados.dataInicio && $scope.dados.dataFim){
$scope.dados.inicioLong =
$scope.dados.dataInicio.getTime();
$scope.dados.fimLong = $scope.dados.dataFim.getTime();
}
$scope.valor = 0;
$scope.quantidade = 0;
pesquisaService.downloadCSV($scope.dados).then(function(data){
$scope.data = data;
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if(data.length != 0) {
for (var i = 0; i < data.length; i++) {
$scope.valor += data[i].valor;
$scope.quantidade++;
}
$scope.resetVariaveis();
} else {
$window.alert("Nenhuma informao com esses filtros
foi encontrada.")
}
});
}
$scope.mudarMidias = function(){
if(!$scope.filtroMidia) {
$scope.dados.desMidia = "";
}
}
$scope.mudarCertificado = function(){
if(!$scope.filtroCertificado){
$scope.dados.desGrupo = "";
$scope.dados.desModelo = "";
$scope.dados.desPolitica = "";
$scope.dados.desValidade = "";
}
}
$scope.mudarAR = function(){
if(!$scope.filtroAR){
$scope.dados.desRegiaoAr = "";
$scope.dados.desEstadoAr = "";
$scope.dados.desCidadeAr = "";
$scope.dados.nomFantasiaAr = "";
}
}
$scope.mudarAC = function(){
if(!$scope.filtroAC){
$scope.dados.desRegiaoAc = "";
$scope.dados.desEstadoAc = "";
$scope.dados.desCidadeAc = "";
$scope.dados.nomFantasiaAc = "";
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}
}
$scope.mudarPessoa = function(){
if(!$scope.filtroPessoa){
$scope.dados.tipoPessoa = "";
$scope.dados.desRegiaoPessoa = "";
$scope.dados.desEstadoPessoa = "";
$scope.dados.desCidadePessoa = "";
}
}
$scope.mudarPa = function(){
if(!$scope.filtroPA){
$scope.dados.desTipoPa = "";
$scope.dados.desRegiaoPa = "";
$scope.dados.desEstadoPa = "";
$scope.dados.desCidadePa = "";
}
}
$scope.mudarDadosTemporais = function(){
if(!$scope.filtroDadosTemporais){
$scope.dados.desDiaSemana = "";
$scope.dados.dataInicio = null;
$scope.dados.dataFim = null;
$scope.periodo.periodo = "";
}
}
$scope.downloadCSV = function(){
var csv =
"modelos_certificado,grupo_certificado,politica_certificado,validade_certificado
midia_armazenamento,valor_certificado,portador_certificado,estado_portador
regiao_portador,nome_autoridade_certificadora,estado_autoridade_certificadora
cidade_autoridade_certificadora,regiao_autoridade_certificadora,
nome_autoridade_registradora,estado_autoridade_registradora,
cidade_autoridade_registradora,regiao_autoridade_registradora,
nome_ponto_de_atendimento,estado_ponto_de_atendimento,cidade_ponto_de_atendimento
regiao_ponto_de_atendimento,tipo_de_atendimento,dia_da_semana,dia,mes,
csv += "\n";
for (var i = 0; i < $scope.data.length; i++)
{
csv += $scope.data[i].desModelo;
csv += ",";
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csv += $scope.data[i].desGrupo;
csv += ",";
csv += $scope.data[i].desPolitica;
csv += ",";
csv += $scope.data[i].desValidade;
csv += ",";
csv += $scope.data[i].desMidia;
csv += ",";
csv += $scope.data[i].valor;
csv += ",";
csv += $scope.data[i].desPessoa;
csv += ",";
csv += $scope.data[i].estadoPessoa;
csv += ",";
csv += $scope.data[i].cidadePessoa;
csv += ",";
csv += $scope.data[i].regiaoPessoa;
csv += ",";
csv += $scope.data[i].nomeAc;
csv += ",";
csv += $scope.data[i].estadoAc;
csv += ",";
csv += $scope.data[i].cidadeAc;
csv += ",";
csv += $scope.data[i].regiaoAc;
csv += ",";
csv += $scope.data[i].nomeAr;
csv += ",";
csv += $scope.data[i].estadoAr;
csv += ",";
csv += $scope.data[i].cidadeAr;
csv += ",";
csv += $scope.data[i].regiaoAr;
csv += ",";
csv += $scope.data[i].nomePa;
csv += ",";
csv += $scope.data[i].estadoPa;
csv += ",";
csv += $scope.data[i].cidadePa;
csv += ",";
csv += $scope.data[i].regiaoPa;
csv += ",";
csv += $scope.data[i].tipoPa;
csv += ",";
csv += $scope.data[i].desDiaSemana;
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csv += ",";
csv += $scope.data[i].desDia;
csv += ",";
csv += $scope.data[i].desMes;
csv += ",";
csv += $scope.data[i].desAno;
csv += ",";
csv += "\n";
}
console.log(csv);
var hiddenElement = document.createElement(’a’);
hiddenElement.href = ’data:text/csv;charset=UTF-8,’ +
encodeURI(csv);
hiddenElement.target = ’_blank’;
hiddenElement.download = ’dados.csv’;
document.body.appendChild(hiddenElement);
hiddenElement.click();
}
$scope.selecionarMidias();
$scope.selecionarGrupos();
$scope.selecionarRegioesAR();
$scope.selecionarRegioesAC();
$scope.selecionarTiposPessoas();
$scope.selecionarTiposPa();
$scope.selecionarDiasDaSemana();
});
angular.module("siteCertificado").directive("uiAlert", function
() {
return {
templateUrl: "view/alert.html",
replace: true,
restrict: "AE",
scope: {
title: "@"
},
transclude: true
};
});
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angular.module("siteCertificado").factory("errorInterceptor",
function ($q, $location) {
return {
responseError: function (rejection) {
if (rejection.status === 404) {
$location.path("/error");
}
return $q.reject(rejection);
}
};
});
angular.module("siteCertificado").service("chartsService",
function
($q, $window, config, $http ) {
var _quantidadeDeCertificadosEmitidosPorEstado = function () {
var url = "quantidadeDeCertificadosEmitidosPorEstado";
var deffered = $q.defer();
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!" + data);
});
return deffered.promise;
};
var _quantidadeDeCertificadosEmitidosPorRegiaoBrasileira =
function () {
var deffered = $q.defer();
var url =
"quantidadeDeCertificadosEmitidosPorRegiaoBrasileira";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!"+ data);
});
return deffered.promise;
};
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var _quantidadeDeAutoridadesCertificadorasPorEstado =
function () {
var deffered = $q.defer();
var url = "quantidadeDeAutoridadesCertificadorasPorEstado";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!" + data);
});
return deffered.promise;
};
var _quantidadeDeAutoridadesRegistradoraPorEstado = function
() {
var deffered = $q.defer();
var url = "quantidadeDeAutoridadesRegistradoraPorEstado";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!"+ data);
});
return deffered.promise;
};
var _quantidadeDePontosAtendimentosPorEstado = function () {
var deffered = $q.defer();
var url = "quantidadeDePontosAtendimentosPorEstado";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!" + data);
});
return deffered.promise;
};
var _pessoasComCertificadoPorEstado = function () {
var deffered = $q.defer();
var url = "pessoasComCertificadoPorEstado";
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$http.get(config.baseUrl + "/rest/transferencia/base/" +
url )
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!");
});
return deffered.promise;
};
var _emissaoPorGrupoDeCertificado = function () {
var deffered = $q.defer();
var url = "emissaoPorGrupoDeCertificado";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!" + data);
});
return deffered.promise;
};
var _quantidadeDeCertificadosEmitidoPorValidade = function ()
{
var deffered = $q.defer();
var url = "quantidadeDeCertificadosEmitidoPorValidade";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados1!");
});
return deffered.promise;
};
var _quantidadeDeEmissoesPorDiaDaSemana = function () {
var deffered = $q.defer();
var url = "quantidadeDeEmissoesPorDiaDaSemana";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
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$window.alert("Falha ao retornar dados2!");
});
return deffered.promise;
};
var _quantidadeDeEmissoesPorTipoPessoa = function () {
var deffered = $q.defer();
var url = "quantidadeDeEmissoesPorTipoPessoa";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados3!");
});
return deffered.promise;
};
var _atendimentoPorTipo = function () {
var deffered = $q.defer();
var url = "atendimentoPorTipo";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados4!" + data);
});
return deffered.promise;
};
var _midiasDeArmazenamentoPorTipo = function () {
var deffered = $q.defer();
var url = "midiasDeArmazenamentoPorTipo";
$http.get(config.baseUrl + "/rest/transferencia/base/" +
url)
.success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados5!"+ data);
});
return deffered.promise;
};
return {
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quantidadeDeCertificadosEmitidosPorEstado :
_quantidadeDeCertificadosEmitidosPorEstado,
quantidadeDeCertificadosEmitidosPorRegiaoBrasileira :
_quantidadeDeCertificadosEmitidosPorRegiaoBrasileira,
quantidadeDeAutoridadesCertificadorasPorEstado :
_quantidadeDeAutoridadesCertificadorasPorEstado,
quantidadeDeAutoridadesRegistradoraPorEstado :
_quantidadeDeAutoridadesRegistradoraPorEstado,
quantidadeDePontosAtendimentosPorEstado :
_quantidadeDePontosAtendimentosPorEstado,
pessoasComCertificadoPorEstado :
_pessoasComCertificadoPorEstado,
emissaoPorGrupoDeCertificado :
_emissaoPorGrupoDeCertificado,
quantidadeDeCertificadosEmitidoPorValidade :
_quantidadeDeCertificadosEmitidoPorValidade,
quantidadeDeEmissoesPorDiaDaSemana :
_quantidadeDeEmissoesPorDiaDaSemana,
quantidadeDeEmissoesPorTipoPessoa :
_quantidadeDeEmissoesPorTipoPessoa,
midiasDeArmazenamentoPorTipo :
_midiasDeArmazenamentoPorTipo,
atendimentoPorTipo : _atendimentoPorTipo
};
});
angular.module("siteCertificado").service("pesquisaService",
function ($q, $window, config, $http) {
var _downloadCSV = function (auxiliar) {
var deffered = $q.defer();
$http.post(config.baseUrl
+"/rest/transferencia/buscarPor", auxiliar
).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dados!");
});
return deffered.promise;
};
var _todasMidias = function () {
var deffered = $q.defer();
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$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"todasMidias" ).success(function(data) {
deffered.resolve(data);
}).error(function(data, config) {
console.log( config);
$window.alert("Falha ao retornar todas midias!"+data);
})
return deffered.promise;
};
var _regioesAR = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"regioesAR").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar regies AR!");
})
return deffered.promise;
};
var _estadosAR = function (regiao) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"estadosAR" + regiao).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar estados AR!");
})
return deffered.promise;
};
var _cidadesAR = function (regiao, estado) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"cidadesAR" + regiao + "&" +
estado).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar cidades AR!");
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})
return deffered.promise;
};
var _nomesAR = function (regiao, estado, cidade) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"nomesAR" + regiao + "&" + estado + "&" +
cidade).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar nomes AR!");
})
return deffered.promise;
};
var _regioesAC = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"regioesAC").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar regies AC!");
})
return deffered.promise;
};
var _estadosAC = function (regiao) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" + "estadosAC" +
regiao).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar estados AC!");
})
return deffered.promise;
};
var _cidadesAC = function (regiao, estado) {
var deffered = $q.defer();
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$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"cidadesAC" + regiao + "&" +
estado).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar cidades AC!");
})
return deffered.promise;
};
var _nomesAC = function (regiao, estado, cidade) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"nomesAC" + regiao + "&" + estado + "&" +
cidade).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar nomes AC!");
})
return deffered.promise;
};
var _tiposPessoa = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"tiposPessoa").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar tipos pessoa!");
})
return deffered.promise;
};
var _regioesPessoa = function (tipo) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"regioesPessoa" + tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar regioes pessoa!");
})
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return deffered.promise;
};
var _estadosPessoa = function (regiao, tipo) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"estadosPessoa," + regiao + "&" +
tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar estados pessoa!");
})
return deffered.promise;
};
var _cidadesPessoa = function (regiao, estado, tipo) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"cidadesPessoa" + regiao + "&" + estado + "&" +
tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar cidades pessoa!");
})
return deffered.promise;
};
var _tiposAtendimento = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"tiposAtendimento").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar tipos atendimento!");
})
return deffered.promise;
};
var _regioesPA = function (tipo) {
var deffered = $q.defer();
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$http.get(config.baseUrl +
"/rest/transferencia/baseString/" + "regioesPA" +
tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar regies pa!");
})
return deffered.promise;
};
var _estadosPA = function (regiao, tipo) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"estadosPA" + regiao + "&" + tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar estados PA!");
})
return deffered.promise;
};
var _cidadesPA = function (regiao, estado, tipo) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" + "cidadesPA"
+ regiao + "&" + estado + "&" +
tipo).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar cidades PA!");
})
return deffered.promise;
};
var _diasDaSemana = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"diasDaSemana").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar dias da semana!");
})
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return deffered.promise;
};
var _politicas = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"politicas").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar politicas!");
})
return deffered.promise;
};
var _modelos = function (grupos) {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" + "modelos" +
grupos).success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar modelos!");
})
return deffered.promise;
};
var _grupos = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"grupos").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar grupos!");
})
return deffered.promise;
};
var _validades = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"validades").success(function(data) {
deffered.resolve(data);
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}).error(function(data) {
$window.alert("Falha ao retornar validades!");
})
return deffered.promise;
};
var _menorMaiorDataEmissao = function () {
var deffered = $q.defer();
$http.get(config.baseUrl +
"/rest/transferencia/baseString/" +
"menorMaiorDataEmissao").success(function(data) {
deffered.resolve(data);
}).error(function(data) {
$window.alert("Falha ao retornar menor maior data
emisso!");
})
return deffered.promise;
};
return {
todasMidias : _todasMidias,
regioesAR : _regioesAR,
estadosAR : _estadosAR,
cidadesAR : _cidadesAR,
nomesAR : _nomesAR,
regioesAC : _regioesAC,
estadosAC : _estadosAC,
cidadesAC : _cidadesAC,
nomesAC : _nomesAC,
tiposPessoa : _tiposPessoa,
regioesPessoa : _regioesPessoa,
estadosPessoa : _estadosPessoa,
cidadesPessoa : _cidadesPessoa,
tiposAtendimento : _tiposAtendimento,
regioesPA : _regioesPA,
estadosPA : _estadosPA,
cidadesPA : _cidadesPA,
diasDaSemana : _diasDaSemana,
politicas : _politicas,
modelos : _modelos,
validades : _validades,
menorMaiorDataEmissao : _menorMaiorDataEmissao,
downloadCSV : _downloadCSV,
grupos : _grupos
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};
});
angular.module("siteCertificado").value("config", {
baseUrl: "https://ip:8443/transback"
});
angular.module("siteCertificado", ["ngMessages", "googlechart",
"ngRoute","ngMask","angular-md5", "base64","ngCookies",
"angular.viacep", "ngMaterial"]);
<div class="page-header">
<h1> Grficos relativos ao mercado de certificao digital
no ano de 2017 (at o momento)</h1>
</div>
</div><div class="page-header">
<p class="lead">Emisso por modelo de certificado.</p>
</div>
<div google-chart chart="chart21"></div>
<div class="page-header">
<p class="lead">Certificados emitido por validade. </p>
</div>
<div google-chart chart="chart23"></div>
<div class="page-header">
<p class="lead"> Emisses por dia da semana</p>
</div>
<div google-chart chart="chart17"></div>
<div class="page-header">
<p class="lead">Certificados emitidos por pessoa.</p>
</div>
<div google-chart chart="chart25"></div>
<div class="page-header">
<p class="lead">Mdias de armanzenamento utilizada por
certificado.</p>
</div>
<div google-chart chart="chart19"></div>
<div class="page-header">
<p class="lead">Tipo de atendimento por emisso de
certificado.</p>
</div>
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<div google-chart chart="chart27"></div>
<div class="page-header">
<h1> Grficos relativos ao mercado de certificao digital no
ano de 2017 (at o momento)</h1>
</div>
<div class="page-header">
<p class="lead">Certificado emitidos por estado.</p>
</div>
<div google-chart chart="chart"></div>
<div class="page-header">
<p class="lead">Certificados emitidos por regio
brasileira.</p>
</div>
<div google-chart chart="chart3"></div>
<div class="page-header">
<p class="lead">Autoridades Certificadoras por estado.</p>
</div>
<div google-chart chart="chart5"></div>
<div class="page-header">
<p class="lead"> Autoridades Registradora por estado.</p>
</div>
<div google-chart chart="chart7"></div>
<div class="page-header">
<p class="lead">Pontos Atendimentos por estado.</p>
</div>
<div google-chart chart="chart11"></div>
<div class="page-header">
<p class="lead"> Pessoas com certificado digital por estado
residente.</p>
</div>
<div google-chart chart="chart15"></div>
<div class="container">
<div class="page-header">
<h1>Dados Histricos</h1>
<p class="lead">Os dados histricos esto apresentados como
a juno das tabelas de um Data Warehouse. O formato do
arquivo
com os dados ".csv", separado por vrgula, compactado em
um ".zip".
</p>
</div>
Anos : <a href="">2014</a> - <a href="">2015</a> - <a
href="">2016</a> - <a href="">Compilado dos anos
anteriores</a>
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<br/>
<br/>
<br/>
</div>
<div class="jumbotron">
<h1>Transparncia</h1>
<p class="lead"> Dados e informaes de emisso da certificados
no Brasil.</p>
</div>
<div class="container marketing">
<div class="row" >
<div class="col-lg-4">
<h2> Grficos Demogrficos</h2>
<p>Donec sed odio dui. Etiam porta sem malesuada magna
mollis euismod. Nullam id dolor id nibh ultricies
vehicula ut id elit. Morbi leo risus, porta ac
consectetur ac, vestibulum at eros. Praesent
commodo cursus magna.</p>
<p><a class="btn btn-default" href="#/chartsGeo"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Outros grficos</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/charts"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Consultas</h2>
<p>Duis mollis, est non commodo luctus, nisi erat
porttitor ligula, eget lacinia odio sem nec elit.
Cras mattis consectetur purus sit amet fermentum.
Fusce dapibus, tellus ac cursus commodo, tortor
mauris condimentum nibh.</p>
<p><a class="btn btn-default" href="#/pesquisas"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Dados Histricos</h2>
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<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/dadosHistoricos"
role="button">Comprar &raquo;</a></p>
</div>
<div class="col-lg-4">
<h2>Relatrios Anuais</h2>
<p>Donec sed odio dui. Cras justo odio, dapibus ac
facilisis in, egestas eget quam. Vestibulum id
ligula porta felis euismod semper. Fusce dapibus,
tellus ac cursus commodo, tortor mauris
condimentum nibh, ut fermentum massa justo sit
amet risus.</p>
<p><a class="btn btn-default" href="#/relatorio"
role="button">Comprar &raquo;</a></p>
</div>
</div>
</div>
<div class="container">
<form name="pesquisaForm">
<div class="page-header">
<h1>Consulta com filtros</h1>
<h4> Este servio de busca serve para auxiliar aqueles que
desejam fazer pesquisas mais pontuais. Saiba que quanto
mais filtros utilizar mais restrita ser a pesquisa e
consequentemente os resultados podem ser reduzidos.
Se nenhum filtro for selecionado ser realizado a
download da base completa.</h4>
</div>
<h3>Filtros</h3>
<div class="row">
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarMidias()"
ng-model="filtroMidia">Mdia</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
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<label><input type="checkbox" value=""
ng-click="mudarCertificado()"
ng-model="filtroCertificado">Certificado</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarAR()" ng-model="filtroAR">Autoridade
Registradora</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarAC()" ng-model="filtroAC">Autoridade
Certificadora</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarPessoa()"
ng-model="filtroPessoa">Pessoa</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarPa()"
ng-model="filtroPA" >Ponto Atendimento</label>
</div>
</div>
<div class="col-md-4">
<div class="checkbox">
<label><input type="checkbox" value=""
ng-click="mudarDadosTemporais()"
ng-model="filtroDadosTemporais">Dados
Temporais</label>
</div>
</div>
</div>
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<div class="row" ng-if="filtroMidia">
<h3> Mdia </h3>
<div class="col-md-4">
<select class="form-control" ng-options="midia for
midia in midias" ng-model="dados.desMidia"
ng-required="true">
<option value="">Selecione a mdia</option>
</select>
</div>
</div>
<div class="row" ng-if="filtroCertificado">
<h3>Certificado</h3>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarModelos()"
ng-options="grupo for grupo in grupos"
ng-model="dados.desGrupo"
ng-required="true">
<option value="">Selecione o grupo</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarPoliticas()"
ng-options="modelo for modelo in modelos"
ng-disabled="!dados.desGrupo"
ng-model="dados.desModelo" ng-required="true">
<option value="">Selecione o modelo</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarValidades()"
ng-options="politica for politica in politicas"
ng-disabled="!dados.desModelo"
ng-model="dados.desPolitica"
ng-required="true">
<option value="">Selecione a poltica</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control" ng-options="validade for
validade in validades"
ng-disabled="!dados.desPolitica"
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ng-model="dados.desValidade"
ng-required="true">
<option value="">Selecione a validade</option>
</select>
</div>
</div>
<div class="row" ng-if="filtroAR">
<h3>Autoridade Registradora</h3>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarEstadoAR()"
ng-model="dados.desRegiaoAr" ng-options="regiao
for regiao in regioesAR" ng-required="true">
<option value="">Selecione a regio</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desEstadoAr"
ng-disabled="!dados.desRegiaoAr"
ng-change="selecionarCidadesAR()"
ng-options="estado for estado in estadosAR"
ng-required="true">
<option value=""> Selecione o estado</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desCidadeAr"
ng-disabled="!dados.desEstadoAr"
ng-change="selecionarNomesAR()"
ng-options="cidade for cidade in cidadesAR"
ng-required="true">
<option value=""> Selecione a cidade</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.nomFantasiaAr"
ng-disabled="!dados.desCidadeAr"
ng-options="ar for ar in nomesAR"
ng-required="true">
<option value="">Selecione a autoridade
registradora</option>
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</select>
</div>
</div>
<div class="row" ng-if="filtroAC">
<h3>Autoridade Certificadora</h3>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarEstadoAC()"
ng-model="dados.desRegiaoAc" ng-options="regiao
for regiao in regioesAC" ng-required="true">
<option value="">Selecione a regio</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desEstadoAc"
ng-disabled="!dados.desRegiaoAc"
ng-change="selecionarCidadesAC()"
ng-options="estado for estado in estadosAC"
ng-required="true">
<option value=""> Selecione o estado</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desCidadeAc"
ng-disabled="!dados.desEstadoAc"
ng-change="selecionarNomesAC()"
ng-options="cidade for cidade in cidadesAC"
ng-required="true">
<option value=""> Selecione uma cidade</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.nomFantasiaAc"
ng-disabled="!dados.desCidadeAc"
ng-options="ac for ac in nomesAC"
ng-required="true">
<option value="">Selecione a autoridade
certificadora</option>
</select>
</div>
</div>
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<div class="row" ng-if="filtroPessoa">
<h3>Pessoa</h3>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionarRegioesPessoa()"
ng-options="p for p in tiposPessoa"
ng-model="dados.tipoPessoa"
ng-required="true">
<option value="">Selecione o tipo</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desRegiaoPessoa"
ng-change="selecionarEstadosPessoa()"
ng-options="regiao for regiao in regioesPessoa"
ng-disabled="!dados.tipoPessoa"
ng-required="true">
<option value="">Selecione a regio</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desEstadoPessoa"
ng-change="selecionarCidadesPessoa()"
ng-disabled="!dados.desRegiaoPessoa"
ng-options="estado for estado in estadosPessoa"
ng-required="true">
<option value=""> Selecione o estado</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desCidadePessoa"
ng-disabled="!dados.desEstadoPessoa"
ng-options="cidade for cidade in cidadesPessoa"
ng-required="true">
<option value=""> Selecione uma cidade</option>
</select>
</div>
</div>
<div class="row" ng-if="filtroPA">
<h3>Ponto Atendimento</h3>
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<div class="col-md-4">
<select class="form-control"
ng-change="selecionarRegioesPa()"
ng-options="tp for tp in tiposPa"
ng-model="dados.desTipoPa" ng-required="true">
<option value="">Selecione o atendimento</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desRegiaoPa"
ng-change="selecionarEstadosPa()"
ng-options="regiao
for regiao in regioesPa"
ng-disabled="!dados.desTipoPa"
ng-required="true">
<option value=""> Selecione o regio</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desEstadoPa"
ng-change="selecionarCidadesPa()"
ng-disabled="!dados.desRegiaoPa"
ng-options="estado for estado in estadosPa"
ng-required="true">
<option value=""> Selecione o estado</option>
</select>
</div>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desCidadePa"
ng-disabled="!dados.desEstadoPa"
ng-options="cidade for cidade in cidadesPa"
ng-required="true">
<option value="">Selecione a cidade</option>
</select>
</div>
</div>
<div class="row" ng-if="filtroDadosTemporais">
<h3>Dados temporais</h3>
<div class="col-md-4">
<select class="form-control"
ng-model="dados.desDiaSemana"
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ng-options="dia for dia in diasSemana"
ng-required="true">
<option value="">Selecione o dia da semana</option>
</select>
</div>
</div>
<div ng-if="filtroDadosTemporais">
<div class="row">
<h4> Perodo </h4>
<div class="col-md-4">
<select class="form-control"
ng-change="selecionaMinMaxDatas()"
ng-options="p for p in periodos"
ng-model="periodo.periodo" ng-required="true">
<option value="">Selecione o perodo</option>
</select>
</div>
</div>
<div class="row">
<div ng-if="periodo.periodo == ’Com perodo’">
<div class="col-md-4">
<md-datepicker name="data" id="data1"
ng-model="dados.dataInicio"
md-placeholder=""
md-min-date="dataMin" md-max-date="dataMax"
ng-required="true"></md-datepicker>
</div>
<div class="col-md-4">
<md-datepicker name="data2" id="data2"
ng-model="dados.dataFim"
ng-disabled="!dados.dataInicio"
md-placeholder=""
md-min-date="dataMin" md-max-date="dataMax"
ng-required="true"></md-datepicker>
</div>
</div>
</div>
</div>
</form>
<br/>
<br/>
<button class="btn btn-primary btn-block"
ng-click="buscarDados()"
ng-disabled="pesquisaForm.$invalid" >Buscar</button>
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<br/>
<br/>
<div ng-if="quantidade">
<table class="table table-bordered">
<tr class="well">
<td class="tdCenter"><b>Nmero de
certificados emitidos</b></td>
<td class="tdCenter"><b>Arrecadao</b></td>
<td class="tdCenter"><b>Download</b></td>
</tr>
<tr ng-hide="quantidade > 0" >
<td class="tdCenter" colspan="4">
No existe certificado emitido com
esses filtros.
</td>
</tr>
<tr>
<td class="tdCenter">{{ quantidade }}</td>
<td class="tdCenter">{{ valor |
currency}}</td>
<td class="tdCenter"><a href=""
ng-click="downloadCSV()">
<img ng-src="img/csv.jpg" width="42"
height="42"></a></td>
</tr>
</table>
</div>
<br/>
<br/>
</div>
<div class="container">
<div class="page-header">
<h1>Relatrios Anuais</h1>
<p class="lead">Os relatrios anuais servem como um
resumo de como foi o
ano para o mercado de certificao
digital.</p>
</div>
Anos : <a href="">2014</a> - <a href="">2015</a> - <a
href="">2016</a> - <a href="">2017</a>
<br/>
<br/>
<br/>
</div>
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package br.ufsc.ws.auxiliar;
import java.io.BufferedReader;
import java.io.BufferedWriter;
import java.io.InputStreamReader;
import java.io.OutputStreamWriter;
import java.net.HttpURLConnection;
import java.net.URL;
import java.sql.Date;
public class AuxiliarCertificado {
private String nomFantasiaAc;
private String desRegiaoAc;
private String desCidadeAc;
private String desEstadoAc;
private String nomFantasiaAr;
private String desRegiaoAr;
private String desCidadeAr;
private String desEstadoAr;
private String tipoPessoa;
private String desRegiaoPessoa;
private String desCidadePessoa;
private String desEstadoPessoa;
private String desMidia;
private String desDiaSemana;
private String desGrupo;
private String desModelo;
private String desPolitica;
private String desValidade;
private String desCidadePa;
private String desEstadoPa;
private String desRegiaoPa;
private String desTipoPa;
private Date inicio;
private Date fim;
private Long inicioLong;
private Long fimLong;
public AuxiliarCertificado(String nomFantasiaAc,
String desRegiaoAc, String desCidadeAc, String
desEstadoAc,
String nomFantasiaAr, String desRegiaoAr, String
desCidadeAr,
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String desEstadoAr, String tipoPessoa,
String desRegiaoPessoa, String desEstadoPessoa,
String desCidadePessoa, String desMidia,
String desDiaSemana, String desGrupo, String desModelo,
String desPolitica, String desValidade,
String desCidadePa, String desEstadoPa, String
desRegiaoPa, String desTipoPa, Date inicio, Date fim,
Long inicioLong, Long fimLong) {
this.nomFantasiaAc = nomFantasiaAc;
this.desRegiaoAc = desRegiaoAc;
this.desCidadeAc = desCidadeAc;
this.desEstadoAc = desEstadoAc;
this.nomFantasiaAr = nomFantasiaAr;
this.desRegiaoAr = desRegiaoAr;
this.desCidadeAr = desCidadeAr;
this.desEstadoAr = desEstadoAr;
this.desMidia = desMidia;
this.desDiaSemana = desDiaSemana;
this.desGrupo = desGrupo;
this.desModelo = desModelo;
this.desPolitica = desPolitica;
this.desValidade = desValidade;
this.desCidadePa = desCidadePa;
this.desEstadoPa = desEstadoPa;
this.desRegiaoPa = desRegiaoPa;
this.desTipoPa = desTipoPa;
this.inicio = inicio;
this.fim = fim;
this.inicioLong = inicioLong;
this.fimLong = fimLong;
}
public String getTipoPessoa() {
return tipoPessoa;
}
public void setTipoPessoa(String tipoPessoa) {
this.tipoPessoa = tipoPessoa;
}
public String getDesRegiaoPessoa() {
return desRegiaoPessoa;
}
public void setDesRegiaoPessoa(String desRegiaoPessoa) {
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this.desRegiaoPessoa = desRegiaoPessoa;
}
public String getDesCidadePessoa() {
return desCidadePessoa;
}
public void setDesCidadePessoa(String desCidadePessoa) {
this.desCidadePessoa = desCidadePessoa;
}
public String getDesEstadoPessoa() {
return desEstadoPessoa;
}
public void setDesEstadoPessoa(String desEstadoPessoa) {
this.desEstadoPessoa = desEstadoPessoa;
}
public AuxiliarCertificado() {
}
public String getNomFantasiaAc() {
return nomFantasiaAc;
}
public void setNomFantasiaAc(String nomFantasiaAc) {
this.nomFantasiaAc = nomFantasiaAc;
}
public String getDesRegiaoAc() {
return desRegiaoAc;
}
public void setDesRegiaoAc(String desRegiaoAc) {
this.desRegiaoAc = desRegiaoAc;
}
public String getDesCidadeAc() {
return desCidadeAc;
}
public void setDesCidadeAc(String desCidadeAc) {
this.desCidadeAc = desCidadeAc;
}
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public String getDesEstadoAc() {
return desEstadoAc;
}
public void setDesEstadoAc(String desEstadoAc) {
this.desEstadoAc = desEstadoAc;
}
public String getNomFantasiaAr() {
return nomFantasiaAr;
}
public void setNomFantasiaAr(String nomFantasiaAr) {
this.nomFantasiaAr = nomFantasiaAr;
}
public String getDesRegiaoAr() {
return desRegiaoAr;
}
public void setDesRegiaoAr(String desRegiaoAr) {
this.desRegiaoAr = desRegiaoAr;
}
public String getDesCidadeAr() {
return desCidadeAr;
}
public void setDesCidadeAr(String desCidadeAr) {
this.desCidadeAr = desCidadeAr;
}
public String getDesEstadoAr() {
return desEstadoAr;
}
public void setDesEstadoAr(String desEstadoAr) {
this.desEstadoAr = desEstadoAr;
}
public String getDesMidia() {
return desMidia;
}
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public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesDiaSemana() {
return desDiaSemana;
}
public void setDesDiaSemana(String desDiaSemana) {
this.desDiaSemana = desDiaSemana;
}
public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
public String getDesCidadePa() {
return desCidadePa;
}
public void setDesCidadePa(String desCidadePa) {
this.desCidadePa = desCidadePa;
}
public String getDesEstadoPa() {
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return desEstadoPa;
}
public void setDesEstadoPa(String desEstadoPa) {
this.desEstadoPa = desEstadoPa;
}
public String getDesRegiaoPa() {
return desRegiaoPa;
}
public void setDesRegiaoPa(String desRegiaoPa) {
this.desRegiaoPa = desRegiaoPa;
}
public String getDesTipoPa() {
return desTipoPa;
}
public void setDesTipoPa(String desTipoPa) {
this.desTipoPa = desTipoPa;
}
public Date getInicio() {
return inicio;
}
public void setInicio(Date inicio) {
this.inicio = inicio;
}
public Date getFim() {
return fim;
}
public void setFim(Date fim) {
this.fim = fim;
}
@SuppressWarnings("finally")
public static String processHttpPost(String url, String data)
{
String linha, retorno = null;
HttpURLConnection conexao = null;
try {
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URL target = new URL(url);
conexao = (HttpURLConnection) target.openConnection();
conexao.setDoOutput(true);
conexao.setDoInput(true);
conexao.setRequestMethod("POST");
conexao.setRequestProperty("Content-Type",
"application/json");
conexao.setRequestProperty("Accept",
"application/json");
BufferedWriter bw = new BufferedWriter(new
OutputStreamWriter((conexao.getOutputStream())));
bw.write(data);
bw.flush();
if (conexao.getResponseCode() != 200) {
throw new RuntimeException("Erro HTTP - Cdigo " +
conexao.getResponseCode());
}
retorno = "";
BufferedReader br = new BufferedReader(new
InputStreamReader((conexao.getInputStream())));
while ((linha = br.readLine()) != null) {
retorno += linha;
}
} catch (Exception e) {
e.printStackTrace();
} finally {
if (conexao != null) {
conexao.disconnect();
}
return retorno;
}
}
public Long getInicioLong() {
return inicioLong;
}
public void setInicioLong(Long inicioLong) {
this.inicioLong = inicioLong;
}
public Long getFimLong() {
return fimLong;
}
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public void setFimLong(Long fimLong) {
this.fimLong = fimLong;
}
public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.auxiliar;
import java.util.Date;
import javax.xml.bind.annotation.XmlRootElement;
@XmlRootElement
public class PlanilhaConsultaCertificado {
private String desModelo;
private String desGrupo;
private String desPolitica;
private String desValidade;
private String desMidia;
private double valor;
private String desPessoa;
private String estadoPessoa;
private String cidadePessoa;
private String regiaoPessoa;
private String nomeAc;
private String estadoAc;
private String cidadeAc;
private String regiaoAc;
private String nomeAr;
private String estadoAr;
private String cidadeAr;
private String regiaoAr;
private String nomePa;
private String estadoPa;
private String cidadePa;
private String regiaoPa;
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private String tipoPa;
private String desDiaSemana;
private int desDia;
private String desMes;
private int desAno;
private Date desData;
public PlanilhaConsultaCertificado() {
}
public PlanilhaConsultaCertificado(String desModelo, String
desGrupo,
String desPolitica, String desValidade, String
desMidia,
double valor, String desPessoa, String estadoPessoa,
String cidadePessoa, String regiaoPessoa,
String nomeAc, String estadoAc, String cidadeAc,
String regiaoAc, String nomeAr, String estadoAr,
String cidadeAr, String regiaoAr, String nomePa,
String estadoPa, String cidadePa, String regiaoPa,
String tipoPa, String desDiaSemana, int desDia,
String desMes, int desAno, Date desData) {
super();
this.desModelo = desModelo;
this.setDesGrupo(desGrupo);
this.desPolitica = desPolitica;
this.setDesValidade(desValidade);
this.desMidia = desMidia;
this.valor = valor;
this.desPessoa = desPessoa;
this.estadoPessoa = estadoPessoa;
this.cidadePessoa = cidadePessoa;
this.regiaoPessoa = regiaoPessoa;
this.nomeAc = nomeAc;
this.estadoAc = estadoAc;
this.cidadeAc = cidadeAc;
this.regiaoAc = regiaoAc;
this.nomeAr = nomeAr;
this.estadoAr = estadoAr;
this.cidadeAr = cidadeAr;
this.regiaoAr = regiaoAr;
this.nomePa = nomePa;
this.estadoPa = estadoPa;
this.cidadePa = cidadePa;
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this.regiaoPa = regiaoPa;
this.tipoPa = tipoPa;
this.desDiaSemana = desDiaSemana;
this.desDia = desDia;
this.desMes = desMes;
this.desAno = desAno;
this.desData = desData;
}
public String getDesDiaSemana() {
return desDiaSemana;
}
public void setDesDiaSemana(String desDiaSemana) {
this.desDiaSemana = desDiaSemana;
}
public int getDesDia() {
return desDia;
}
public void setDesDia(int desDia) {
this.desDia = desDia;
}
public String getDesMes() {
return desMes;
}
public void setDesMes(String desMes) {
this.desMes = desMes;
}
public int getDesAno() {
return desAno;
}
public void setDesAno(int desAno) {
this.desAno = desAno;
}
public Date getDesData() {
return desData;
}
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public void setDesData(Date desData) {
this.desData = desData;
}
public String getDesModelo() {
return desModelo;
}
public void setDesModelo(String desModelo) {
this.desModelo = desModelo;
}
public String getDesPolitica() {
return desPolitica;
}
public void setDesPolitica(String desPolitica) {
this.desPolitica = desPolitica;
}
public String getDesMidia() {
return desMidia;
}
public void setDesMidia(String desMidia) {
this.desMidia = desMidia;
}
public String getDesPessoa() {
return desPessoa;
}
public void setDesPessoa(String desPessoa) {
this.desPessoa = desPessoa;
}
public String getEstadoPessoa() {
return estadoPessoa;
}
public void setEstadoPessoa(String estadoPessoa) {
this.estadoPessoa = estadoPessoa;
}
public String getCidadePessoa() {
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return cidadePessoa;
}
public void setCidadePessoa(String cidadePessoa) {
this.cidadePessoa = cidadePessoa;
}
public String getRegiaoPessoa() {
return regiaoPessoa;
}
public void setRegiaoPessoa(String regiaoPessoa) {
this.regiaoPessoa = regiaoPessoa;
}
public String getNomeAc() {
return nomeAc;
}
public void setNomeAc(String nomeAc) {
this.nomeAc = nomeAc;
}
public String getEstadoAc() {
return estadoAc;
}
public void setEstadoAc(String estadoAc) {
this.estadoAc = estadoAc;
}
public String getCidadeAc() {
return cidadeAc;
}
public void setCidadeAc(String cidadeAc) {
this.cidadeAc = cidadeAc;
}
public String getRegiaoAc() {
return regiaoAc;
}
public void setRegiaoAc(String regiaoAc) {
this.regiaoAc = regiaoAc;
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}
public String getNomeAr() {
return nomeAr;
}
public void setNomeAr(String nomeAr) {
this.nomeAr = nomeAr;
}
public String getEstadoAr() {
return estadoAr;
}
public void setEstadoAr(String estadoAr) {
this.estadoAr = estadoAr;
}
public String getCidadeAr() {
return cidadeAr;
}
public void setCidadeAr(String cidadeAr) {
this.cidadeAr = cidadeAr;
}
public String getRegiaoAr() {
return regiaoAr;
}
public void setRegiaoAr(String regiaoAr) {
this.regiaoAr = regiaoAr;
}
public String getNomePa() {
return nomePa;
}
public void setNomePa(String nomePa) {
this.nomePa = nomePa;
}
public String getEstadoPa() {
return estadoPa;
}
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public void setEstadoPa(String estadoPa) {
this.estadoPa = estadoPa;
}
public String getCidadePa() {
return cidadePa;
}
public void setCidadePa(String cidadePa) {
this.cidadePa = cidadePa;
}
public String getRegiaoPa() {
return regiaoPa;
}
public void setRegiaoPa(String regiaoPa) {
this.regiaoPa = regiaoPa;
}
public String getTipoPa() {
return tipoPa;
}
public void setTipoPa(String tipoPa) {
this.tipoPa = tipoPa;
}
public double getValor() {
return valor;
}
public void setValor(double valor) {
this.valor = valor;
}
public String getDesValidade() {
return desValidade;
}
public void setDesValidade(String desValidade) {
this.desValidade = desValidade;
}
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public String getDesGrupo() {
return desGrupo;
}
public void setDesGrupo(String desGrupo) {
this.desGrupo = desGrupo;
}
}
package br.ufsc.ws.controller;
import java.io.BufferedReader;
import java.io.IOException;
import java.io.InputStreamReader;
import java.io.OutputStreamWriter;
import java.net.MalformedURLException;
import java.net.ProtocolException;
import java.net.URL;
import java.util.List;
import javax.net.ssl.HostnameVerifier;
import javax.net.ssl.HttpsURLConnection;
import javax.net.ssl.SSLSession;
import javax.net.ssl.SSLSocketFactory;
import javax.ws.rs.Consumes;
import javax.ws.rs.GET;
import javax.ws.rs.POST;
import javax.ws.rs.Path;
import javax.ws.rs.PathParam;
import javax.ws.rs.Produces;
import javax.ws.rs.core.Response;
import com.google.gson.Gson;
import com.google.gson.reflect.TypeToken;
import br.ufsc.ws.auxiliar.AuxiliarCertificado;
import br.ufsc.ws.auxiliar.PlanilhaConsultaCertificado;
@Path("/transferencia")
public class VendaCertificadoService {
private Gson gson = new Gson();
private HttpsURLConnection client;
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private void iniciarAtributos(String urlString) throws
IOException {
System.setProperty("javax.net.ssl.keyStore",
"C:/Users/Fernanda/Downloads/cliente.jks");
System.setProperty("javax.net.ssl.keyStorePassword",
"seclab");
System.setProperty("javax.net.ssl.keyStoreType", "JKS");
System.setProperty("javax.net.ssl.trustStore",
"C:/Users/Fernanda/Downloads/ca.jks");
System.setProperty("javax.net.ssl.trustStorePassword",
"seclab");
System.setProperty("javax.net.ssl.trustStoreType", "JKS");
SSLSocketFactory sslsocketfactory =(SSLSocketFactory)
SSLSocketFactory
.getDefault();
URL url = new URL(urlString);
client = (HttpsURLConnection) url.openConnection();
client.setHostnameVerifier(new HostnameVerifier() {
@Override
public boolean verify(String arg0, SSLSession
arg1) {
return true;
}
});
client.setSSLSocketFactory(sslsocketfactory);
}
@POST
@Consumes("application/json;charset=UTF-8")
@Produces("application/json;charset=UTF-8")
@Path("/buscarPor")
public Response buscaComFiltros(AuxiliarCertificado auxiliar)
{
List<PlanilhaConsultaCertificado> planilha = null;
try {
this.iniciarAtributos("https://servidor:8443/icp-ws/rest/"
+"vendaCertificado/buscarPor");
client.setRequestMethod("POST");
client.setDoOutput(true);
client.setDoInput(true);
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client.setUseCaches(false);
client.setRequestProperty("Content-Type","application/json");
OutputStreamWriter ap_osw= new
OutputStreamWriter(client.getOutputStream());
ap_osw.write(gson.toJson(auxiliar));
ap_osw.flush();
ap_osw.close();
int status = client.getResponseCode();
System.out.println(status);
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(new
InputStreamReader(client.getInputStream()));
StringBuilder sb = new StringBuilder();
String line;
while ((line = br.readLine()) != null) {
sb.append(line+"\n");
}
br.close();
System.out.println(sb.toString());
planilha = gson.fromJson(sb.toString(), new
TypeToken<List<PlanilhaConsultaCertificado>>()
{
}.getType());
}
return
Response.ok().entity(gson.toJson(planilha)).header("Access
-Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET,
POST, DELETE, PUT, OPTIONS").build();
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/base/" + "{url}")
public Response getNaBase(@PathParam("url") String url) {
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try {
int status = conexao(url);
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(new
InputStreamReader(client.getInputStream()));
StringBuilder sb = new StringBuilder();
String line;
while ((line = br.readLine()) != null) {
sb.append(line+"\n");
}
br.close();
List<Object[]> a =
gson.fromJson(sb.toString(), new
TypeToken<List<Object[]>>() {
}.getType());
return
Response.ok().entity(gson.toJson(a)).header("Access-
Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET,
POST, DELETE, PUT, OPTIONS").build();
}
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
private int conexao(String url) throws IOException,
ProtocolException {
this.iniciarAtributos("https://servidor:8443/icp-ws/rest/vendaCertificado
+ url);
client.setRequestMethod("GET");
client.setDoOutput(true);
client.setDoInput(true);
client.setUseCaches(false);
client.setRequestProperty("Content-Type","application/json");
int status = client.getResponseCode();
return status;
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}
@GET
@Produces("application/json; charset=UTF-8")
@Path("/baseString/" + "{url}")
public Response getNaBaseString(@PathParam("url") String url)
{
url= url.replace(" ", "+");
List<Object> a = null;
try {
int status = conexao(url);
System.out.println(status);
switch (status) {
case 200:
case 201:
BufferedReader br = new BufferedReader(new
InputStreamReader(client.getInputStream()));
StringBuilder sb = new StringBuilder();
String line;
while ((line = br.readLine()) != null) {
sb.append(line+"\n");
}
br.close();
a = gson.fromJson(sb.toString(), new
TypeToken<List<Object>>()
{
}.getType());
System.out.println(sb.toString());
return
Response.ok().entity(gson.toJson(a)).header("Access-
Control-Allow-Origin", "*")
.header("Access-Control-Allow-Methods", "GET,
POST, DELETE,
PUT, OPTIONS").build();
}
} catch (MalformedURLException e) {
e.printStackTrace();
} catch (IOException e) {
e.printStackTrace();
}
return null;
}
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ANEXO F -- Manual

Manual de envio de dados da venda, via Web 
Service, de um certificado digital 
 
Introdução 
 
O projeto de captura de dados de venda de certificados digitais tem como             
objetivo capturar os dados relativos à ação venda e emissão de um certificado.             
Quando a venda de um certificado é realizada, dados relativos a essa ação, são              
enviados via Web Service Rest para uma base de dados temporária. Os dados             
ficam nessa base temporária até que a Autoridade Registradora emita o certificado.            
Após ser emitido, um script é rodado transferindo os dados da base temporária para              
um Data Warehouse (DW), que centraliza os dados de diversas autoridades           
certificadoras. Esse manual serve tanto para Autoridade Certificadora quanto         
Registradora, servindo de base para compreensão dos padrões dos dados adotado           
pelo projeto. 
 
1. Envio dos dados  
 
O envio dos dados perante as Autoridades Certificadoras deverá ocorrer          
quando o agendamento do certificado for realizado. Estes dados serão enviados           
para um banco de dados temporário e desnormalizado. Todos os dados devem ser             
enviado, nenhum dado pode ter valor nulo e essa condição fica sob            
responsabilidade da Autoridade Certificadora. 
Uns dos principais pontos a se ressaltar nessa coleta é a qualidade e             
padronização dos dados. Para que a base de dados tenha essas qualidade é             
necessário que o envio dos dados siga ​EXATAMENTE ​os padrões de nomenclatura            
abaixo. 
 
URL: ​https://servidor:8443/icp-ws/rest/vendaInfo/salvarVendaInfo  + vendaInfo 
 
 
 
O Web Service Rest, implementado em Java, recebe um objeto ​vendaInfo​, via            
método POST, com os atributos abaixo. 
 
  
 
Abaixo iremos explicar cada coluna desta classe e qual dado que a mesma espera              
receber. O atributo ​id NÃO ​deve ser setado. 
 
 
● Dados demográficos da autoridade certificadora : 
 
- nomeFantasiaAC ​: nome da autoridade certificadora ( ​Nome Fantasia        
exatamente igual ao que consta na Receita Federa ​l); 
- cidadeAC ​: cidade onde a autoridade certificadora é localizada*; 
- estadoAC ​: estado onde a autoridade certificadora é localizada*; 
- regiaoAC ​: região onde o estado é localizado ( ​Norte ​, ​Sul​, ​Sudeste ​,           
Sudoeste ​e ​Nordeste ​). 
 
● Dados demográficos da autoridade registradora : 
 
- nomeFantasiaAR : ​nome da autoridade registradora ( ​Nome Fantasia        
exatamente igual ao que consta na Receita Federal ​); 
- cidadeAR : ​cidade onde a autoridade registradora é localizada *; 
- estadoAR :  ​estado onde a autoridade registradora é localizada *; 
- regiaoAR ​: região onde o estado é localizado ( ​Norte ​, ​Sul​, ​Sudeste ​,           
Sudoeste ​e ​Nordeste ​). 
 
● Dados demográficos e qualitativos do ponto de atendimento : 
 
- nomeFantasiaPA ​: Nome do ponto de atendimento ( ​Nome Fantasia         
exatamente igual ao que consta na Receita Federal ​); 
- cidadePA ​ : cidade onde ponto de atendimento é localizado *; 
- estadoPA ​: estado onde ponto de atendimento é localizado *; 
- regiaoPA : ​região onde ponto de atendimento estado é localizado          
( ​Norte ​, ​Sul​, ​Sudeste ​, ​Sudoeste ​e ​Nordeste ​); 
- tipoAtendimentoAR ​: tipo do atendimento ( ​Agendamento em       
Domicílio​ ou ​Ponto de Atendimento​). 
 
● Dados demográficos da pessoa que comprou o certificado : 
 
- desPessoa ​: tipo de pessoas ( ​Pessoa Física ​ ou ​Pessoa Jurídica ​ ); 
- cpfCnpj ​: CPF ou CNPJ da pessoa neste padrão : ​999.999.999-99           
para ​CPF ​e para ​CNPJ 99.999.999/9999-99 ​. 
- cidadePessoa ​: cidade onde a pessoa localiza-se *; 
- estadoPessoa ​: estado onde a pessoa localiza-se *; 
- regiaoPessoa ​: Região onde estado é localizado ( ​Norte ​, ​Sul​,         
Sudeste ​, ​Sudoeste ​e ​Nordeste ​). 
 
● Dados do certificado comprado : 
 
- ​desGrupo ​: Feita uma análise dos modelos comerciais de certificados           
digitais criamos alguns grupos. Caso algum certificado de alguma         
Autoridade Certificadora não se encaixe dentre um deles novos grupos          
podem ser criados. 
➔ e-CPF 
➔ e-CNPJ 
➔ CT-e 
➔ NF-e|NFC-e 
➔ Conectividade Social (e-CPF com NIS/PIS/PASEP/NIT,     
e-CNPJ com ME/EPP/MEI/EI/EIRELI e e-CPF com cei) 
➔ Financeiro 
➔ Servidor e Aplicação 
➔ Conselhos Profissionais (CRM, OAB, Corretores de Seguro) 
 
 
 
 
- desModelo ​: A descrição do modelo é basicamente um nome          
comercial que destina o uso do certificado para certo grupo, mesmo           
que por natureza todas sejam A3 ou A1, um exemplo disso é o e-CPF              
que é destinado a pessoas físicas. Caso algum modelo de certificado           
vendido pela autoridade certificadora em questão não esteja presente         
na lista, comunique imediatamente ao suporte desde projeto para que          
o mesmo seja adicionado e esta lista seja atualizada. Segue o nome            
dos modelos elencados. 
 
➔ e-CPF ​; 
➔ e-CNPJ ​; 
➔ NF-e|NFC-e ​; 
➔ CT-e ​; 
➔ e-CPF NIS/PIS/PASEP/NIT​; 
➔ e-CNPJ ME/EPP/MEI/EI/EIRELI​; 
➔ e-PF​; 
➔ C3 (Câmara de Cessões de Crédito); 
➔ SEC (Serviço de Transporte de Dados); 
➔ SELTEC (Serviço de Liquidação de Títulos em Cartório); 
➔ CTC (Central de Transferência de Crédito); 
➔ SCG(Sistema de Controle de Garantias); 
➔ SCC (Serviço de Controle de Consignação);  
➔ SPB (Sistema de Pagamentos Brasileiro); 
➔ COMPE (Centralizadora de Compensação de Cheques); 
➔ ECO (Empréstimo Consignado Online);  
➔ Validação Simplificada; 
➔ Validação Completa; 
➔ Múltiplos Domínios;  
➔ Wildcard; 
➔ Validação Avançada (EV);  
➔ Certificado de Assinatura de Código; 
➔  Certificado para Corretora de Seguros; 
➔ Certificado OAB; 
➔ Certificado CRM; 
 
- desPolitica ​: A descrição da política é caracterizada por : ​A1 ​, ​A2 ​, ​A3 ​,             
A4 ​, ​S1 ​, ​S2 ​, ​S3 ​e ​S4 ​, sendo que a A1 e A3 são os mais comuns; 
 
- desValidade ​: A validade é dada em anos como as a seguir : ​1 ano​, ​2                
anos ​, ​3 anos​, ​5 anos ​ e ​1,5 anos​. 
 
- desMidia ​: As mídias cadastradas são : 
  
➔ Token Criptográfico USB​; 
➔ Cartão Inteligente + Leitora de cartão inteligente; 
➔ Cartão Inteligente​; 
➔ Mobile; 
 
Caso o certificado não venha em uma mídia coloque no campo : 
➔ Sem Mídia de Armazenamento ​. 
 
No caso de certificados A1 onde a mídia é armazenada no           
computador: 
➔ Software. 
- Data na qual o agendamento foi realizado : 
Para que não exista divergências do formato da data pedimos que sejam enviados             
os timestamps do momento em que o agendamento foi realizado tanto no atributo             
data ​quando no ​dataEmissaoLong​.  
- Data na qual o certificado foi emitido: 
Para que não exista divergências do formato da data pedimos que sejam enviados             
os timestamps do momento em que o agendamento foi realizado tanto no atributo             
data ​quando no ​dataEmissaoLong​.  
 
- Flags de transmitido e emitido : 
As duas flag inicialmente devem ser setadas como false, tanto ​flEmitido ​quando            
flTransmitido​. 
- vlPreco ​: 
Corresponde ao valor pago pelo certificado em reais, se não existir, basta colocar o              
valor de zero reais. 
 
* Os nomes de cidade e estado devem seguir o padrão dos correios, para isso               
sugerimos que seja usada ou a base de dados dos correios ou outra que siga o                
mesmo padrão. Nesse padrão temos letras maiúsculas, minúsculas e acentos, por           
exemplo : “Florianópolis”, “Santa Catarina”, “São Paulo” entre outros. Essa          
padronização é de extrema importância pois sem elas o agrupamento dos dados é             
prejudicado. O utilizado no exemplo é o ​https://viacep.com.br/​. 
 
Para segurança dos dados utilizamos o protocolo SSL autenticação mútua,          
ou seja, para fazer uma autenticação no sistema é necessário a utilização de um              
certificado emitido pela mesma AC que emitiu o certificado do servidor. 
A Autoridade Certificadora envia a flag de emitido e transmitido como false.            
Os únicos campos que essa não preenche são os campos : ​dataEmissao ​e             
dataEmissaoLong​. Esses campos são preenchidos pela Autoridade Registradora,        
que assim como a AC, deve seguir os padrões estabelecidos neste manual. 
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Abstract. A common problem in companies is the lack of organized data, 
which when stored in different sources complicates self-knowledge. The use of 
the Data Warehouse tool helps to store this data with integrity, consistency, 
temporality and supports decision making. In addition to this centralization of 
data, their transparency contributes to governance, which is a series of 
practices that align the interests of all stakeholders, of an organization 
whether public or private. In this work, it is proposed to improve governance 
and provide the necessary transparency of data related to the digital 
certification market in Brazil. 
Resumo. Este meta-artigo descreve o estilo a ser usado na confecção de 
artigos e resumos de artigos para publicação nos anais das conferências 
organizadas pela SBC. É solicitada a escrita de resumo e abstract apenas 
para os artigos escritos em português. Artigos em inglês deverão apresentar 
apenas abstract. Nos dois casos, o autor deve tomar cuidado para que o 
resumo (e o abstract) não ultrapassem 10 linhas cada, sendo que ambos 
devem estar na primeira página do artigo. 
1. Introdução 
 Organizar grandes quantidades de dados é uma tarefa comum em várias 
organizações, a qual muitas vezes pode tornar-se um obstáculo. O problema dá-se pela 
existência de dados de diversas fontes, tais como: planilhas, documentos e arquivos, que 
se encontram espalhados entre os setores de uma organização. Segundo (SINGH, 2001), 
grande parte das organizações sofre com uma abundância de dados redundantes e 
inconsistentes. Assim, em geral, o problema não é a falta de dados, mas a dificuldade 
em administrar com eficiência, para acessar e utilizar esses dados como apoio à tomada 
de decisão. 
 Dados consistentes, organizados e centralizados, geram informações de 
qualidade que podem servir de suporte à tomada de decisão nas organizações. Para que 
exista real compreensão de um mercado, dentre várias informações que precisam ser 
conhecidas, é necessário saber em quais produtos investir, o que ele solicita de 
tecnologia, o perfil do cliente deste mercado, dentre outras perguntas estratégicas que 
podem gerar vantagem competitiva a quem retém as respostas. Como comentam 
  
(PORÉM; SANTOS; BELLUZO, 2012) "no ambiente competitivo e de rápidas 
mudanças que as organizações enfrentam, a informação é essencial para sua 
sobrevivência, mas não a informação em si, em sua forma física e estática, e sim a 
gestão da informação e de seu fluxo a fim de gerar conhecimento e consequentemente 
oferecer subsídios para as tomadas de decisões nas empresas".    
 O Instituto Nacional de Tecnologia da Informação (ITI), autarquia federal 
responsável pela Infraestrutura de Chaves Públicas Brasileira, tem informações sobre o 
mercado de certificação digital. A Instrução Normativa nº 14 regulamenta que as 
Autoridades Certificadoras enviem os dados presentes nos anexos 1 e 2 da normativa. O 
primeiro solicita informações como: política de certificação, Autoridade Certificadora, 
Autoridade Registradora, mês, ano, quantidade de certificados por política e por pessoa 
física/pessoa jurídica/equipamento-aplicação. Já o segundo solicita: nome da AC, mês, 
ano, município e UF do titular do certificado, somatório dos certificados emitidos e 
revogados. 
  "Art. 1º Todas as Autoridades Certificadoras (AC) que emitam certificados 
digitais para usuário final deverão enviar mensalmente, até o décimo dia do mês 
seguinte à emissão, os referidos certificados, as biometrias atreladas a cada certificado e 
as informações sobre os certificados digitais emitidos." (ITI, 2016). 
 No entanto, além dos dados não serem concentrados em uma base de dados, a 
transparência disponibiliza apenas os dados com um contexto pequeno resultando em 
poucas informações. Vale ressaltar que essas informações que foram comentadas não 
são de cunho financeiro, como as de divulgação obrigatória regida pela Lei da 
Transparência, mas sim informações qualitativas, quantitativas e demográficas sobre a 
certificação digital no país. Ao se estudar casos de regulação de produtos e serviço 
similares no Brasil, percebeu-se que essa regulação é feita por agências reguladoras. 
Tais agências simplesmente ditam as regras que devem ser seguidas pelo mercado. O 
ideal seria o instituto regular o mercado, para poder ter esse controle sobre esse, visto 
que o mesmo não tem essa competência atualmente.  
 Para alcançar uma boa governança, que é o conjunto de processos, costumes, 
políticas, leis, regulamentos e instituições que regulam a maneira como uma empresa é 
dirigida, administrada ou controlada, além de existir a transparência, que é obrigatória 
por lei, faz-se  necessária a divulgação de informações da organização. Essa divulgação 
trás confiança e clareza da situação do setor para com os stakeholders, segundo o 
(IBGC, 2015). Com a disponibilização dos dados é possível transformar eles em 
informações e posteriormente em conhecimento para o processo de tomada de decisão 
das empresas e do próprio. Com isso, é possível perceber tendências de mercado, 
detectar possíveis clientes, dentre outras ações.  
 O enfoque do projeto é a transparência dos dados e informações de certificados e 
mídias armazenadoras do mercado de certificação digital brasileiro, que são produto 
para a extração de conhecimento e tomada de decisão. Utilizando a tecnologia para a 
extração de dados das empresas de certificação digital, acredita-se na possibilidade de 
juntar dados, atribuindo a eles um contexto, e transformá-los em informação.  
 Os dados serão coletados, disponibilizados de forma confiável e servirão para 
análise na hora da tomada de decisão, prática essa que já é comum em algumas 
 autarquias federais. A transparência traz confiança aos stakeholders, clareza da situação 
do mercado perante a população e serve de apoio às decisões estratégicas das empresas 
de certificação e para o ITI. 
 O mercado de certificação digital não é apenas baseado na emissão dos 
certificados e suas mídias, mas também contempla software de assinatura; prestação de 
serviços, seguros, auditoria, datacenters, consultoria, aplicações (ex. nota fiscal 
eletrônica, sistema de coleta de assinaturas, GED/Workflow), site seguro, sigilo de 
documentos eletrônicos, preservação de documentos eletrônicos, hardware 
criptográficos incluindo HSMs, carimbo do tempo, dentre outros. O trabalho em questão 
irá estudar mais especificamente a parte de certificados e mídias. Porém o mesmo pode 
ser estendido para outros produtos. 
2. Motivação 
 O mercado de certificação digital, segundo o (BRASIL, 2016), está em constante 
crescimento. Dados disponibilizados mostram que desde 2005 foram emitidos 14 
milhões de certificados e desses 3.266.560 foram emitidos apenas em 2015. Outra 
pesquisa promovida pelo portal, considerando o valor médio de 340 reais por 
certificado, constata que o setor faturou mais de um bilhão de reais no ano de 2015.  
 O portal ainda comenta que o mercado cresceu 20% ao ano nos últimos cinco 
anos. Nesse ritmo, o mercado será o dobro até 2020. Todos esses valores levam a 
conclusão que o mercado de certificação tem muito potencial.  
 A transparência, coleta de dados e informações da área de certificação digital são 
quase ausentes no cenário atual o que impedem um conhecimento mais exato sobre a 
situação do mercado. Nota-se que a maioria das notícias divulgadas com informações 
sobre o mercado não são precisas, mas muitas vezes são informações não confiáveis, 
diferente das disponibilizadas na forma da lei pelo ITI, baseadas em estimativas de uma 
ou outra empresa. 
 Analisando o site do ITI, percebe-se a existência da informação de quantidade de 
certificados emitidos por autoridade certificadora mensalmente. Os anos 
disponibilizados são de 2010 até 2017. Essa informação é superficial, visto que não se 
sabe que tipo de certificado foi vendido, a política de certificação usada e se uma mídia 
foi vendida junto ao certificado. Também não existe uma informação de venda 
demográfica que mostre a situação por regiões, estados e cidades.  
 Neste trabalho propõe-se que seja feita uma coleta mais detalhada dos dados e 
com isso como a proposta por este projeto, ajudará a mensurar informações, com 
qualidade e precisão, sobre o mercado de certificação digital brasileiro. Com este 
trabalho será possível calcular uma aproximação mais real do faturamento do mercado 
com emissões de certificados e mídias (ex. Token USB e Cartão Inteligente). Também 
pode ser compreendido quais são os produtos mais vendidos e quais são as regiões que 
mais demandam produtos do mercado, assim como, quais Autoridades Certificadoras e 
Registradoras vendem/emitem mais certificados. Por meio dessas informações é 
possível gerar conhecimento sobre o mercado.  
 
  
 As empresas de certificação digital podem utilizar essa ferramenta de 
transparência como fonte de informações para obter: vantagens competitivas, busca por 
novos clientes e investir em produtos com mais saída por região demográfica. Umas das 
atribuições do ITI são as de homologar, auditar e fiscalizar a AC Raiz e os seus 
prestadores de serviço, como Autoridades Certificadoras e Registradoras. Sendo assim, 
entender sobre o mercado no qual essas prestadoras estão envolvidas ajuda no processo 
de tomada de decisão das ações do instituto ao executar essas funções. Para 
investidores, clientes e sociedade será um bom veículo de informações sobre o mercado, 
que pode servir de estudo, como também no apoio do processo de tomada de decisão na 
hora de investir no setor ou adquirir um produto do mercado de certificação. 
3. Proposta 
 A proposta consiste em mostrar uma solução para resolver o problema da falta 
de transparência de dados e informações do mercado de certificação digital brasileiro. 
Para modelar uma proposta para o mercado da ICP-Brasil, foi realizado um estudo 
baseado nos dados e informações de transparência de mercado de algumas autarquias 
federais brasileiras. 
 A ideia é capturar os dados das vendas e emissão de produtos de certificação 
digital. Sendo assim, ao realizar uma compra em um site de uma empresa de certificação 
digital, os dados da compra serão enviados, via Web Service, para um banco de dados 
centralizado. É importante comentar que ao realizar uma compra são escolhidos os 
produtos, dentre vários certificados e mídias, e ao finalizar a compra dados pessoais do 
cliente são requisitados. Após o pagamento, uma visita a Autoridade Registradora é 
agendada para que seja realizada a validação dos documentos do cliente e solicitação da 
emissão do certificado. Caso aconteça algum problema e o certificado não possa ser 
emitido, no caso de alguma irregularidade, por exemplo, a Autoridade Registradora não 
enviará um sinal de emitido e nem a data de emissão. 
 Desse processo, são requisitados os dados demográficos do cliente, AC, AR e 
ponto de atendimento envolvidos nessa venda e emissão do certificado digital, além das 
informações do produto comprado. Caso seja mais de um produto, a venda de cada um é 
armazenada separadamente. Esses dados foram escolhidos baseado no que o ITI já 
solicita junto aos dados que são apresentados nas lojas virtuais das ACs, como: modelo 
do certificado, validade, mídia de armazenamento, dentre outros. 
 Vale ressaltar, que os dados dos clientes que são enviados não expõe sua 
identidade, sendo assim, a partir dos mesmos não é possível identificar o titular desse 
certificado. Esses dados serão armazenados em uma Data Warehouse (DW) de forma 
íntegra, consistente, temporal e serve de apoio à tomada de decisão (KIMBALL; ROSS 
2013). Para esse escopo, inicialmente contém um Data Mart (DM) que é subconjunto de 
dados o qual representa um processo de negócio da organização.  
 Para a construção desse DW, algumas perguntas estratégicas foram criadas para 
que o mesmo respondesse. Para isso foi criado um website onde serão disponibilizadas, 
as informações capturadas, em forma de consultas e gráficos. Com isso, todos os 
interessados no mercado terão acesso às informações que podem ter várias utilidades 
 como: servir de apoio à tomada de decisão, base para estudo, curiosidade, entre outros 
objetivos. 
A figura 1 representa o desenho do fluxo dos dados na proposta do projeto. 
                            
Figura 1. Desenho da proposta. 
 1.1: Envio contínuo dos dados das vendas de certificados via Web Service pelos 
sites de venda de certificado digital das Autoridades Certificadoras.  1.2: Armazenamento dos dados recebidos pelo Web Service.  1.3: Retorno de dados da base temporária.  1.4 : Solicitação dos informações dos certificados vendidos.  1.5: Informações alteradas daqueles que tiveram o certificado emitido, alteração 
de data de emissão e flag emitido.  1.6: Envio dos dados para o modelo dimensional alterando a flag de transmitido 
para verdadeiro na tabela temporária.  2.1: Consulta realizada pelo usuário no portal transparência.   2.2: Aplicação web faz a chamada do Web Service.  2.3: Web Service consulta os dados na base.  2.4: Base de dados retorna os dados para o Web Service.  2.5: Web Service retorna os dados a aplicação web.  2.6: Usuário visualiza o resultado de sua consulta. 
 
 Foram analisados diversos sites de venda de certificados digitais por Autoridades 
Certificadoras, tais como: Certisign, Valid, Serasa Experian, entre outros. 
Primeiramente foram mapeados todos os passos que são realizados desde a compra até a 
emissão do certificado digital, o que resultou no seguinte processo: 
 A primeira etapa é escolher a Autoridade Certificadora, credenciada pela ICP-
Brasil, na qual se deseja emitir o certificado. Com isso é necessário o acesso ao website 
  
da AC em questão e realizar a requisição do mesmo seguindo, os passos do fluxo da 
figura 2. 
    
 
Figura 2. Fluxo de compra/emissão de um certificado digital. 
 A escolha do certificado é referente à necessidade de utilização do cliente. 
Existem certificados para pessoa física, jurídica, para nota fiscal eletrônica, para 
advogados credenciados à OAB, para corretores de seguros, dentre outros.  Ainda 
podendo escolher a política de certificação, como A1 e A3, que são os mais populares, 
além da validade do mesmo e o local de armazenamento do certificado (token, cartão, 
mobile, dentre outros). 
 Com o certificado ideal escolhido, basta adicionar o mesmo ao carrinho, e caso 
não tenha uma conta associada ao site da autoridade é necessário a realização de um 
cadastro, que solicita, na maioria dos websites, o tipo da pessoa: física ou jurídica e suas 
informações específicas, telefone, e-mail, endereço, bairro, CEP, cidade e estado. Essas 
são as informações mais solicitadas, porém alguns sites também solicitam informações 
mais pessoais como, por exemplo, a profissão do cliente. 
 Visto que alguns dados expõem privacidade do cliente, os únicos dados 
utilizados sobre o mesmo são o tipo de pessoa (física ou jurídica), cidade, estado e 
região.  
 Após a realização do pagamento, é necessária a realização do agendamento da 
emissão do certificado. Esta etapa consiste na validação dos dados do requerente, sendo 
esta realizada por um ponto de atendimento de uma Autoridade Registradora, escolhido 
no momento do agendamento. Vale lembrar que o atendimento pode ser domiciliar, 
aonde o Agente de Registro vai até o domicílio da pessoa realizar a validação. Os 
documentos necessários para realização da validação são mostrados pela Autoridade 
Certificadora no seu próprio website. 
 Mesmo os dados tendo como fonte o envio pelo Web Service, foi utilizada a 
tabela temporária para assegurar que aqueles dados de compra do certificado pertencem 
a um certificado que foi emitido. Com isso é assegurado que apenas certificados 
emitidos sejam enviados ao Data Mart. Quem envia a informação de que o certificado 
foi emitido é a Autoridade de Registro. Para que o envio dos dados de certificados 
emitidos ocorra, foi desenvolvido um script. Esse roda diariamente e envia os dados dos 
certificados que foram emitidos mas não foram transmitidos para o modelo dimensional. 
 Para assegurar que apenas pessoas autorizadas tenham acesso ao Web Service foi 
utilizado o Apache Tomcat SSL/TLS com autenticação mútua, onde apenas requisições 
com um certificado emitido pela mesma AC que emitiu o certificado do servidor possa 
ter acesso. 
 4.1. Grupos de Certificados e mídias 
 A pesquisa começou com a busca das informações dos certificados e mídias 
vendidos nos websites de algumas Autoridades Certificadoras. Com isso, foi constatado 
que muitos produtos iguais possuem nomes diferentes dependendo da AC. Então, foi 
realizada uma etapa de padronização de nomes. Dentro todos os produtos, os mesmos 
foram agrupados e separados por similaridade. Como exemplo, existe o grupo 
financeiro que foi utilizado para agrupar certificados do mercado financeiro, como o 
SPB e C3. Esse agrupamento ajuda a classificar o uso do certificado, visto que cada 
certificadora possui um padrão de nomes.  e-CPF: Certificado para pessoa física.   e-CNPJ: Certificado para pessoa jurídica.  CT-e: Certificado para conhecimento de transporte eletrônico de cargas.   NF-e|NFC-e: Certificado para nota fiscal eletrônica.  Conectividade Social (ex. e-CPF com NIS/PIS/PASEP/NIT, e-CNPJ com 
ME/EPP/MEI/EI/EIRELI e e-CPF com CEI)  Financeiro: Certificado para o mercado financeiro.  Servidor e Aplicação  Conselhos Profissionais (ex. CRM, OAB, Corretores de Seguro) 
 Vale ressaltar que esses certificados foram os mapeados em alguns sites de 
Autoridades Certificadoras, sendo assim, novos podem ser encontrados e novos grupos 
criados. Para esse projeto iremos começar com o que foi encontrado. 
 Já as mídias, são dispositivos criptográficos utilizados para armazenar o  
certificado digital, podendo ser um cartão, token, celular ou computador. No caso do 
cartão, o certificado digital do usuário fica armazenado em um chip anexado a mídia. O 
acesso do certificado é feito através de uma senha e para que o cartão inteligente seja 
lido é utilizada uma leitora. Já o token, tem seu acesso utilizando a porta USB como 
conexão. Quando a política do certificado é do tipo do tipo A1, o armazenamento ocorre 
no computador ou celular do usuário e também tem seu acesso através de uma senha. 
4.2. Modelagem Dimensional 
 A modelagem dimensional desse trabalho, como mostra a figura 3, representa 
um Data Mart de venda/emissão, com granularidade de uma venda/emissão de um 
certificado digital. A periodicidade de atualização dos dados é diária e o envio para a 
área de transição é em tempo real. Os dados não são enviados diretamente ao DM, pois 
os mesmos vão para uma tabela provisória e o envio para o modelo dimensional só 
ocorre quando o certificado for emitido e seus dados confirmados pela Autoridade 
Registradora, sendo assim, apenas dados de certificados emitidos chegam ao modelo 
dimensional.   
  
 
Figura 3. Modelagem dimensional do Data Mart venda. 
4. Simulação 
 Para apresentar os próximos capítulos, foi simulada a compra/emissão de 
noventa e nove certificados digitais, durante uma semana, para que fosse possível 
apresentar o funcionamento da proposta. Foram cadastrados noventa e nove usuários na 
loja web de cinco Autoridades Certificadoras distintas, realizada a compra e o 
agendamento do atendimento. Foi simulado que todos os noventa e nove certificados 
foram emitidos para que o script enviasse os dados ao modelo dimensional. O cenário 
montado não demonstra a realidade do mercado, mas sim uma situação fictícia que 
serve apenas para mostrar o funcionamento do sistema. 
 
4.1. Gráficos 
 A ideia de apresentar a situação do mercado de certificação digital em gráficos é 
interessante, pois visualmente é possível extrair conhecimento das informações 
transmitidas pelos esses. Para representar os dados demográficos, foram utilizados 
 gráficos do território brasileiro e um gráfico de pizza para região. Visto a pouca 
quantidade de dados adicionada a base serão apenas mostrados os dados por estado e 
região, porém é possível responder às mesmas questões dos gráficos para cidade, visto 
que essa informação também é encontrada na base. Abaixo seguem todos os gráficos 
disponibilizados no site de transparência. 
 
Figura 4. Número de certificados emitidos por estado. 
 O gráfico da figura 4 representa a quantidade de certificados emitidos por estado. 
Como pode ser observado, o estado de São Paulo foi o que teve o maior número de 
emissões. Para ver a quantidade de emissões, o usuário precisa apenas passar o mouse 
por cima do estado desejado. No cenário mostrado, São Paulo teve vinte e dois 
certificados emitidos. Estados com as cores mais claras como Acre, Tocantins, Roraima, 
entre outros, tiveram apenas um certificado. 
 
 
Figura 5. Número de certificados emitidos por região. 
No gráfico por região fica ainda mais claro, dentro do cenário que foi simulado, que a 
região centro-oeste é a região com mais certificados emitidos. Após análise do gráfico 4 
pode ser concluído que o estado de São Paulo faz com que esse resultado seja bem 
expressivo alcançando quase 50% dos certificados. 
  
 
Figura 6. Gráficos de emissão por grupo e validade. 
 Na figura 6, o primeiro gráfico representa os a quantidade de certificados 
emitidos em cada um dos grupos que foram classificados no trabalho. O grupo com 
mais certificado emitidos é o de “Conectividade Social”. Já o segundo mostra a 
quantidade de certificados emitidos por validade, onde são emitidos mais certificados 
com a validade de um ano. 
 
 
Figure 7. Gráficos de emissão por dia da semana e por tipo de pessoa. 
 Os gráficos da figura 7 apresentam o número de emissões por dia da semana, 
onde a quarta-feira aparece com mais certificado emitidos e a sexta-feira com menos. Já 
no gráfico seguinte aparecem os certificados emitidos por pessoa, onde é possível 
observar que os certificados foram mais emitidos para pessoas jurídicas do que físicas. 
  
Figure 8. Gráficos de mídia de armazenamento comprada junto ao certificado 
digital e tipo de atendimento para emissão. 
 Na figura 8 existem os gráficos de mídias de armazenamento onde a maioria é 
instalada no computador, ou seja, em software e a minoria utiliza o mobile para 
armazenamento. Por fim, aparece o gráfico de tipo de atendimento, que pode ser em 
domicílio ou em um ponto de atendimento, e pode ser concluído que a maioria das 
pessoas optaram em ir até o ponto de atendimento. 
4.2. Busca Dinâmica 
 A seção de consulta foi chamada de "Busca Dinâmica" pelo fato de que a 
consulta é montada pelo usuário. É possível realizar filtro por mídia, certificado, 
Autoridade Registradora, Autoridade Certificadora, pessoa, ponto de atendimento e 
dados temporais. Caso nenhum filtro seja selecionado a base completa é retornada no 
formato CSV, junto às informações de quantidade de registros e faturamento total 
(arrecadação). 
 
Figura 9. Consulta com filtros. 
  
 Na figura 10 e 11 são apresentados os campos de cada filtro. Esses contêm as 
opções que existem na base de dados, por exemplo, são mostradas apenas as mídias que 
estão presentes na base de dados.  
 
Figura 20. Consulta com filtros selecionados. 
 Outro ponto é que uma vez que selecionada uma região apenas os estados 
daquela região aparecem e o mesmo serve para estado e cidade. Para todos os campos, 
caso não se deseje selecionar um específico, existe a opção de selecionar "Todos" ou 
"Todas" dependendo do gênero da palavra. 
 
 
Figura 31. Consulta com filtros continuação. 
 
 Um detalhe interessante da consulta é a possibilidade de usar o filtro com um 
período de tempo como mostra a figura 12. 
  
Figura 42. Consulta com período definido. 
 Caso não se deseje selecionar um período basta selecionar “Todos”, assim como 
nos outros filtros. 
 Vale lembrar que o CSV de download pode ser importando a um banco de dado 
e utilizado por alguma ferramenta de front-end de Data Warehouse, que apresentam 
interfaces para consultas com gráficos, mesmo que esse já venha com as tabelas unidas 
em um única tupla, como é o caso desse. 
imagem 
4.2. Dados Históricos e Relatórios Anuais  
 O Data Warehouse trabalha com dados históricos. Sendo assim, são 
disponibilizadas para o usuário as bases filtradas por ano e a base completa com todos 
os anos exceto o atual. Com isso o usuário pode fazer comparações por ano e entender 
melhor como foi o desenvolvimento do mercado durante esses. Para isso, são utilizadas 
ferramentas de front-end como Tableau, Metabase, dentre outras. 
 
Figura 53. Dados históricos por ano. 
 Algo muito comum nas autarquias federais, responsáveis pelo mercado, é um 
relatório anual, que consiste em um resumo de como foi o ano para o setor. No mesmo 
constam informações como: quanto foi arrecadado, o quanto esse cresceu além de 
informações estatísticas dos dados relacionados ao mesmo. 
 
  
 
Figura 64. Relatórios por ano. 
5. Conclusão 
 O resultado desse trabalho mostra que com uma arquitetura adequada é possível 
extrair informações das Autoridades Certificadoras sem a necessidade do trabalho 
humano contínuo, como acontece atualmente, utilizando-se da automatização do 
processo. Também foi concluído que o modelo proposto é viável e não exige muitas 
mudanças de código para as Autoridades Certificadoras. O manual de dados foi muito 
importante para a padronização e qualidade dos dados. O desenvolvimento seguiu as 
instruções desse e os dados chegaram com qualidade ao modelo dimensional. Essa 
qualidade pode ser vista pelo fato de que as consultas conseguiram agrupar os atributos 
sem redundância. 
 A modelagem do Data Mart do Data Warehouse respondeu as perguntas 
criadas, sendo assim, a modelagem cumpriu com os objetivos. O desenvolvimento das 
partes da proposta tais como, loja de vendas, manual, Web Service, script e 
transparência foram integrados e alcançaram os objetivos de coleta e disponibilização 
dos dados, sendo a demonstração da proposta a prova disso.  
 Com isso, pode ser concluído que a proposta é viável e funciona como o 
esperado. A captura, centralização de dados em um modelo dimensional e 
disponibilização para visualização respondem às perguntas do mercado e podem ajudar 
nas tomadas de decisão do mesmo. 
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