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Tato  diplomová  práce  se  zabývá  návrhem  a  praktickou  realizací  nelineární 
soustavy,  tvořené  stejnosměrným  elektromotorem  a  dynamem  spojeným  pružnou 
spojkou. V první části jsou popsány principy řízení otáček stejnosměrných motoru. Druhá 
část se zabývá návrhem řídící desky s mikrokontrolerem PIC16F877. V poslední části jsou 
zhodnoceny výsledky měření a návrh na další zlepšení modelu a řídící části.
ABSTRACT
The Thesis provides the project and realization of non-linear system, consisting of 
direct electric motor and dynamo that are linked together with flexible connector. Firstly, 
there are decscribed the principles of turns control in direct motor. Secondly, the thesis 
shows the construction of operating panel with microcontroller PIC16F877. Finally,  the 
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Tato  diplomová  práce  se  zabývá  návrhem  a  praktickou  realizací  nelineární 
soustavy,  tvořené  stejnosměrným  elektromotorem  a  dynamem  spojeným  pružnou 
spojkou. Realizována bude jak mechanická tak i elektronická část modelu včetně softwaru. 
Řídicí deska bude postavena na mikrokontroléru PIC 16F877 od firmy Microchip, který 
bude zajišťovat řízení motoru a měření otáček. 
Po  odvození  potřebných  matematických  rovnic  bude  model  též  nasimulován  v 
prostředí Matlab-Simulink.
Ve spojení s počítačovým softwarem bude možné sledovat časové průběhy otáček 
modelu a srovnat tak výsledky simulací modelu s reálnou situací.
Dále zde bude popsána možnost regulace otáčet na konstantní velikost použitím 




2.1 Dynamická soustava 
Dynamická soustava je tvořena motorem M, který je přes pružnou spojku S spojen 
s dynamem D. Motor je buzen napětím Mu , výstupními veličinami jsou otáčky motoru Mω  
a otáčky dynama (tedy zátěže za pružnou spojkou)  Dω . Tyto otáčky jsou přímo úměrné 
napětí tachodynama Du . Soustava je blokově znázorněna na obr.  1.
Obr. 1 Dynamická soustava
Pro  pochopení  principu  funkce této  soustavy  a  možnosti  její  simulace  je  nutné 
sestavit její matematicko-fyzikální model.
2.2 Stejnosměrný motor
Stejnosměrné  stroje  jsou  historicky  nejstaršími  elektrickými  stroji  a  nejprve  se 
používaly jako generátory pro výrobu stejnosměrného proudu. V řadě technických aplikací 
byly  stejnosměrné  generátory (dynama)  v  posledním  období  s  rozvojem  výkonové 
elektroniky  postupně  nahrazovány  polovodičovými  usměrňovači.  V  současné  době  se 
stejnosměrné stroje používají především jako motory v elektrických regulačních pohonech 
(např. obráběcích strojů, válcovacích stolic, těžních strojů, v automobilovém průmyslu) a v 
elektrické trakci jako trakční motory. Podobně jako generátory jsou i stejnosměrné motory 
v řadě technických oblastí postupně nahrazovány, a sice střídavými regulačními pohony s 
asynchronními  motory.  Stejnosměrné  stroje  jsou  vzhledem  k  asynchronním  strojům 
složitější, výrobně nákladnější a tedy dražší a mají nákladnější údržbu. Avšak stále existují 
oblasti, ve kterých se stejnosměrné stroje používají pro své některé výhodné vlastnosti a 
speciální charakteristiky.
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Obr. 2 Typické provedení ss motoru s permanentními magnety
Stejnosměrný stroj se skládá ze statoru (pevná, nepohyblivá část stroje), na kterém 
jsou umístěny hlavní póly s budícím vinutím a pomocné póly umístěné mezi hlavními póly 
pro  zlepšení  komutačních  vlastností  stroje.  Hlavní  póly  se  skládají  z  pólového jádra  a 
pólového nástavce, ve kterém je u strojů velkých výkonů umístěno kompenzační vinutí, 
kterým se potlačuje tzv.  reakce kotvy.  Rotor (pohyblivá část stroje, nazývaná kotvou) je 
složen z izolovaných křemíkových plechů v jehož drážkách je umístěno vinutí. Jednotlivé 
cívky vinutí kotvy jsou připojeny k měděným vzájemně izolovaným lamelám komutátoru, 
který je stejně jako magnetický obvod nasazen na hřídeli stroje. Na komutátor dosedají 
kartáče,  umístěné  ve  speciálních  držácích,  jimiž  se  přivádí  proud  do  vinutí  kotvy. 
Komutátor a kartáče tvoří sběrné ústrojí stroje.
Obr. 3 Stejnosměrný motor s cizím buzením
Příjemnou  vlastností  stejnosměrných  motorů  je  skutečnost,  že  je  lze  popsat 
relativně  jednoduchým matematickým modelem.  Ten je  samozřejmě jen přibližný.  Pro 
řešení řady otázek spjatých s návrhem regulace však postačuje. Východiskem pro odvození 
tohoto modelu je  náhradní  schéma tejnosměrného motoru s  cizím buzením na obr.  3. 
Elektrické  parametry  obvodu  kotvy  jsou  charakterizovány  celkovým  odporem  aR  a 
indukčností aL vinutí kotvy i dalších vedení a vinutí, která jsou s ním v sérii. Obvod kotvy 







( )ωφ ω be ikfku == (2)
Kde au  je  napájecí napětí kotvy a eu  je napětí, které se indukuje v kotvě motoru 
při jejím otáčení v magnetickém poli. Konstanta úměrnosti  k  je tzv. strojová konstanta 
závislá na konstrukčním uspořádání motoru. Závislost magnetického toku  φ  na proudu 
budicího obvodu bi  vyjadřuje  magnetizační charakteristika motoru  ( )bif=φ , která je u 
motoru s cizím buzením nelineární. V případě stejnosměrného motoru s permanentními 
magnety považujeme magnetický tok φ  za konstantu. 










Pro mechanickou rovnováhu momentů na hřídeli platí
aikMdt
dJM ⋅=+= φω 0 (4)
Grafická interpretace rovnic (2), (3) a (4) v prostředí Matlab-Simulink je na obr. 4.
Obr. 4 Model stejnosměrného motoru
Do  modelu  byla  zahrnuta  také  funkce  omezení  proudu,  protože  řídicí  deska 
obsahuje elektronické omezení proudu tekoucího do motoru.  Na obr.  5 je vidět časový 
průběh otáček,  proudu a momentu při  rozběhu stroje.  Omezení  proudu má na rozběh 
motoru veliký vliv. Bez omezení narůstají otáčky rychleji, ale s větším překmitem.
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Obr. 5 Rozběh stejnosměrného motoru (bez proud. omezení)
Obr. 6 Rozběh stejnosměrného motoru (omezení 20A)
2.2.1 Matematicko-fyzikální model soustavy s pružnou spojkou
Situace, kdy jsou hřídele motoru a dynama vzájemně spojeny pružnou vazbou, je 
naznačena schématicky na obr. 7. Jako dynamická zátěž motoru působí mnoho vlivů. Na 
straně  motoru  (před  pružnou spojkou)  je  to  moment  setrvačnosti  motoru  MJ  a  tření 
reprezentované  koeficientem  tlumení  MB .  Na  straně  dynama  je  to  potom  moment 
setrvačnosti  dynama  DJ  a  tření  reprezentované  koeficientem  tlumení  DB .  V  případě 
nepružného spojení motoru a dynama by bylo možné momenty setrvačnosti a koeficienty 
tření  sečíst.  V případě  pružného  spojení  to  možné  není  z důvodu  rozdílných  úhlových 
rychlostí  před  a  za  spojkou  během přechodného  děje.  Pružná  spojka  je  popsána  svojí 
tuhostí SD  a koeficientem tlumení SB .
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Obr. 7 Schématické znázornění modelu
Pro dynamický moment, kterým působí spojka, se skládá ze dvou složek. První je 
moment daný tuhostí pružiny a rozdílem úhlů hřídelí před a za spojkou, druhý je moment 
daný koeficientem tlumení a rozdílem úhlových rychlostí před a za spojkou.
( ) ( ) ( )[ ] ( ) ( )[ ]ttBttDtM SSS 1212 ωωϕϕ −+−= (5)
Na straně motoru působí  moment setrvačnosti  motoru,  tření  a  vnitřní  moment 
motoru
( ) ( ) ( ) ( )tB
dt
tdJtiktM MMa 111 ω
ωφ −−⋅= (6)
Na  straně  dynama  působí  moment  setrvačnosti  dynama,  tření  a  případně 
konstantní zátěžný moment
( ) ( ) ( ) zDD MtBdt
tdJtM −−−= 222 ω
ω
(7)
V každém časovém okamžiku musí platit rovnice momentové rovnováhy, tj. součet 
všech momentů je nulový
( ) 0=∑ tM               (8)
Pro sestavení  modelu  je  nutné využít  vztahy mezi  úhlovým zrychlením úhlovou 
rychlostí a úhlem





tdt ϕωε ==             (9)
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2.2.2 Simulace modelu v prostředí Matlab-Simulink
Kompletní  model  v prostředí  Matlab-Simulink,  sestavený  za  použití  výše 
uvedených vztahů a modelu stejnosměrného modelu, je na obr. 8.
Obr. 8 Model soustavy
Časové průběhy úhlové rychlosti  motoru  1ω  a dynama  2ω  při rozběhu soustavy 
s pružnou spojkou a proudovým omezením jsou vidět na obr. 9. Pro účely simulace byly 
zvoleny následující parametry:
Odpor vinutí motoru: Ω= 25,0aR
Indukčnost vinutí motoru: mHLa 75,5=
Konstanta motoru: 72,0=φk
Moment setrvačnosti motoru:
2026,0 mkgJ M ⋅=
Moment setrvačnosti dynama:
2026,0 mkgJ D ⋅=
Koeficient tření motoru: 02,0=MB
Koeficient tření dynama: 02,0=DB
Koeficient tlumení spojky: 03,0=SB
Tuhost spojky: 200=SD
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Obr. 9 Rozběh soustavy s pružnou spojkou
2.2.3 Možnosti řízení otáček stejnosměrného motoru
Ze vztahů (1) a (2) je vidět, že úhlová rychlost motoru je v ustáleném stavu přímo 
úměrná  napájecímu napětí  kotvy  motoru  au .  Při  snížení/zvýšení  napájecího  napětí  se 
sníží/zvýší i otáčky motoru. Nejjednodušší způsob řízení otáček motoru je řízení přímo 
pomocí  napájecího  napětí.  Pokud  chceme  nastavit  konstantní  otáčky,  můžeme  využít 
odporu zapojeného do série. To sebou ale nese nevýhody ve ztrátách na odporu a tudíž 
vyzařováním  tepelné  energie  a  nemožnost  regulování  otáček  –  existují  pouze  2  stavy. 
Zapnuto  (při  snížených  otáčkách)  a  vypnuto.  Pokud  bychom  chtěli  dosáhnout 
sofistikovanějšího řízení  otáček,  museli  bychom ovládat  budící  obvody stejnosměrného 
motoru pomocí řídícího napětí – což není nejvhodnější pro řízení mikroprocesorem.
Druhou možností  je řízení  pomocí pulzně šířkové modulace (tzv.  PWM – Pulse 
Width  Modulation)  přičemž  jde  o  rychlou  změnu  napájecího  napětí  na  motoru 
(vypnuto/zapnuto). Řídící tranzistory jsou vždy zcela zavřené, anebo otevřené. Navíc pro 
tuto metodu řízení existuje rozsáhlé množství obvodů (tzv. H-můstky), které jsou schopny 
efektivního řízení motoru v různých režimech i se změnou smyslu otáčení. Díky tomu, že 
jsou spínací tranzistory zcela otevřeny, nebo uzavřeny, nevznikají zde téměř žádné ztráty 
oproti předchozímu případu. Pokud spínáme tranzistory s dostatečně vysokou frekvencí je 
proud  protékající  obvodem  jen  mírně  zvlněný.  Nicméně,  pokud  motor  neobsahuje 
dostatečně velkou indukčnost, tak při nízkých frekvencích PWM je potřeba dodat externí 
indukčnost, jinak hrozní jiskření na komutátoru, přehřívání a eventuálně trvalé poškození 
motoru.
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Obr. 10 Pulzně šířková modulace (PWM)
Přivedeme-li na jeho kotvu ovládací napětí s průběhem podle obr. 10 a opakovací 
periodou  T  dostatečně  malou,  aby  již  první  harmonická  tohoto  signálu  ležela 
v nepropustném  pásmu  přenosů,  bude  z  hlediska  vlivu  na  chování  motoru  významná 
pouze jeho stejnosměrná složka. Tu lze vyjádřit vztahem
ma UT
TU 1=         (10)
Změnou poměru doby sepnutí  1T  ku konstantní délce periody  T  tak lze spojitě 
měnit  střední  hodnotu  napětí  přiváděného  na  kotvu  motoru  od  nuly  do  maximální 
hodnoty  napětí  zdroje  mU .  Název  pulzně  šířková  modulace  plyne  právě  z toho,  že 
požadované napětí  je  zde převáděno na šířku pulsu.  Předpoklad o filtraci  všech složek 
signálu kromě stejnosměrné složky je obvykle splněn, neboť frekvence PWM signálu se 
běžně pohybují v řádu jednotek až desítek kHz. Pokud to parametry použitých spínacích 
tranzistorů umožňují je vhodné volit tuto frekvenci alespoň okolo 20 kHz, která je již nad 
slyšitelným  pásmem  a  nehrozí  tedy  nebezpečí,  že  motor  bude  zdrojem  nepříjemného 
pískání.
Obr. 11 Princip generování PWM
Součástí  zapojení  na  obr.  10  je  také  PWM  modulátor,  tzn.  převodník,  který 
pravoúhlý průběh o vhodném poměru  TT1  vytváří.  Jeho technická realizace může být 
různá. Při číslicovém řízení využijeme toho, že u mnoha jednočipových mikropočítačů je k 
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dispozici  alespoň jeden výstupní PWM kanál.  I  pokud k dispozici  není,  lze generování 
PWM  signálu  realizovat  programově,  případně  pomocí  externích  programovatelných 
čítačů. Je-li východiskem spojitý napěťový signál lze PWM modulátor realizovat obvodově. 
Principiální  schéma obvodové  realizace  je  na  obr.  11.  Základem  je  generátor  signálu  s 
pilovým průběhem a konstantní amplitudou i frekvencí. Periody sepnutí a vypnutí jsou 
generovány  na  základě  komparace  hodnoty  vstupního  napětí  s  výstupem  tohoto 
generátoru. Komparátor je proveden tak, že výstupní tranzistor je sepnut po dobu, kdy 
napětí generátoru je menší než vstupní. Na obrázku je zachycena odezva modulátoru na 
narůstající  ovládací  napětí  u .  Doba  1T  a  tím  i  střední  hodnota  lineárně  narůstají  s 
rostoucím vstupním napětím. Zapojení těchto modulátorů se v literatuře vyskytuje velké 
množství. Softwarové provedení modulátoru funguje principiálně stejně jako je na obr. 11. 
Pilový průběh je realizován čítačem, jehož hodnota je  porovnávána s konstantou, která 
reprezentuje  ovládací  napětí  u .  Podle  výsledku  porovnání  se  příslušný  výstupní  port 
nastaví buď do log. 1 nebo log. 0. 
2.2.4 H-můstek
Obvod na obr. 12 umožňuje plynulou regulaci napětí na kotvě motorku, reverzaci a 
brždění.  Vzhledem  k  charakteristickému  uspořádání  tranzistorových  spínačů  je 
označováno jako H-můstek. Při sepnutých tranzistorech T1 a T2 polarita napětí na motoru 
odpovídá polaritě v řádku 1, při sepnutých tranzistorech T3 a T4 je polarita napětí na kotvě 
opačná.  V  můstku  mohou být  podle  okolností  užity  bipolární  tranzistory  i  tranzistory 
MOSFET  či  IGBT.  Malý  odpor  Ri  slouží  ke  snímání  velikosti  proudu  procházejícího 
můstkem  pro  účely  proudové  zpětné  vazby  nebo  v  jednodušším  případě  alespoň 
nadproudové ochrany výkonových tranzistorů. U některých modernějších integrovaných 
můstků  (např.  LMD18200  firmy  National  Semicondutor)  se  lze  setkat  s  využitím 
modifikované struktury  spínacích tranzistorů MOSFET umožňující  získání  informace o 
proudu i bez měřicího odporu. Zvláště při větších výkonech bývá snímání proudu často 
řešeno pomocí Hallových sond.
K  realizaci  H-můstku  je  dostupná řada  integrovaných  obvodů.  Nejjednodušší  z 
nich obsahují jen H-můstek a budicí obvody uzpůsobené pro spínání tranzistorů v můstku 
vnějšími obvody s výstupy v úrovních TTL. Známým obvodem tohoto druhu je např. L293 
(SGS Thomson). Jiné typy zahrnují i proudovou zpětnovazební smyčku, například obvod 
L292 téhož výrobce.
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Obr. 12 Zapojení H-můstku
Řízení můstku může probíhat dvěma základními způsoby. První způsob znázorňuje 
obr. 12. Během 1T  jsou sepnuty tranzistory T1  a T2, po dobu 2T  pak T3  a T4. Označíme-li 
napětí  o  polaritě  odpovídající  řádku  1  na obr.  12  jako  kladné,  dostaneme  při  různých 
poměrech  1T  a  2T  průběhy na obr. 13. Jelikož platí  TTT =+ 21 ,  lze pro střední hodnotu 









= 5,02 121          (11)
Obr. 13 Řízení H-můstku dvěma signály v protifázi
Při rovnosti 21 TT = je střední hodnota napětí přivedeného na kotvu motoru nulová 
a motor stojí. Při nerovnosti je podle znaménka rozdílu buď kladná nebo záporná, přičemž 
její velikost lze spojitě regulovat, a motor se otáčí jedním či druhým směrem. Při tomto 
způsobu řízení je však efektivní hodnota napětí na kotvě motoru nenulová i při stojícím 
motoru a nulové střední hodnotě napětí. Veškerý protékající proud se pak mění v Jouleovo 
teplo.  Tato  varianta  je  proto  vhodná  pro  rychlostní  servomechanismy.  Pro  polohové 
servomechanismy  je  však  použitelná  pouze  tehdy,  když  konstrukce  motoru  zajišťuje 
dostatečný odvod tepla i při stojícím motoru. Obvykle je proto v tomto případě výhodnější 
použít takový způsob řízení, kdy je pro otáčení v jednom směru trvale sepnut tranzistor T1 
a napětí na kotvě se reguluje pomocí tranzistoru T4. Pro otáčení v opačném směru je trvale 
sepnut tranzistor T3 a PWM signál se přivádí na T4. Při stojícím motoru jsou všechny čtyři 
tranzistory rozepnuty a motor se tak ani nezahřívá ani zbytečně nezatěžuje napájecí zdroj.
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2.2.5 Regulace otáček stejnosměrného motoru
Otáčky  stejnosměrného  motoru  je  řídit  buď  v otevřené  nebo  uzavřené  smyčce. 
Princip řízení v otevřené  smyčce (v angličtině tzv. open loop control) je patrný  z obr. 14. 
Regulovaná   soustava  sestává  z  regulovaného  objektu  (v  našem případě  stejnosměrný 
motor)  a  regulátoru.  Význam  jednotlivých  symbolů:  r  je  referenční  vstup  (tj.  žádaná 
hodnota výstupní veličiny),  u  je řídicí veličina (tj. akční veličina),  y  je řízená  (výstupní) 
veličina,  z  je porucha.   Regulátor nastavuje akční veličinu  u, bez informace o skutečné 
hodnotě  řízené  veličiny  y.  Řízenou  veličinu  ovlivňuje  i  poruchová   veličina  z,  která 
vstupuje do regulované ho objektu přímo. Poruchovou veličinou bývá  změna zatížení u 
motorů, změna síťového napětí, změna teploty apod. Příkladem řízení v otevřené  smyčce 
je regulovaný  pohon s asynchronním motorem, napájeným z měniče kmitočtu.
Obr. 14 Řízení v otevřené smyčce
Nevýhody řízení v otevřené  smyčce odstraňuje řízení v uzavřené  smyčce, nazývané 
též  zpětnovazebním  řízením.  Zpětnovazební  řízení  kompenzuje  neurčitost  parametrů 
soustavy a do určité  míry i jejich nelinearity, dále kompenzuje vliv poruchových veličin, 
např.  změny zatěžovacího momentu u elektrických pohonů,  vliv  změny teploty  okolí  u 
otopných soustav, kolísání síťového napětí apod. Princip zpětnovazebního řízení je patrný 
z obr 15. Regulátor nastavuje řídicí veličinu u na základě informací o žádané  hodnotě r a o 
skutečné  hodnotě regulované veličiny y, získané měřením pomocí snímače a přivedené na 
druhý vstup regulátoru  jako tzv.  zpětná vazba.  Pro uzavření  zpětné  vazby jsou nutné 
snímače (senzory, čidla) regulovaných veličin. Jsou to např. tachogenerátory pro měření 
rychlosti, inkrementální fotoelektrické snímače pro měření úhlu natočení, tenzometrické 
snímače síly nebo momentu, proudové  transformátorky pro měření střídavých proudů, 
teplotně závislé odpory (pozistory) pro snímání teploty atd.
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Obr. 15 Zpětnovazební řízení v uzavřené smyčce
Uzavřením zpětné vazby se změní dynamika regulované soustavy: časový průběh 
odezvy  regulované  veličiny  na  změnu  žádané   hodnoty  může  mít  kmitavý  charakter, 
případně  může  vést  až  k  nestabilitě,  projevující  se  u  reálných  soustav  rozkmitáním 
výstupní  hodnoty  s  maximální  možnou  amplitudou,  nebo  nekontrolovatelný 
m-monotónním zvýšením až na hodnotu fyzikálního omezení  (např.  maximální  napětí, 
maximální rychlost a pod.).
2.3 Inkrementální čidlo jako snímač otáček
Oba  snímače  jsou  pevně  uchyceny  na  nosné  konstrukci  modelu,  prochází  jimi 
hředelky motorů a zjišťují jejich okamžité otáčky. 
Obr. 16 Schématické znázornění provedení snímače HEDS
Jak  je  vidět  na  blokovém  schematu  kodéry  (čidla)  obsahují  jednu  LED  jako 
světelný zdroj.  Světlo  je  soustředěno do paralelního  paprsku jednou polykarbonátovou 
čočkou umístěnou přímo na LED. Naproti zdroji je integrovaný detekční obvod. 
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Tento  integrovaný  obvod  sestává  ze  sady  fotodetektorů  a  signálových  obvodů 
nutných ke tvorbě digitálních pulsů.
Kódovací  kolo  se  otáčí  mezi  zdrojem  a  detektorem,  způsobuje  přerušování 
světelného paprsku rastrem otvorů a sloupků v kole. Fotodiody detekující tato přerušení 
jsou umístěna v rastru korespondujícím s poloměrem a konstrukcí kola. Tyto detektory 
jsou  také  rozmístěny  tak  aby  světelná  perioda  na  jednom  z párovaných  detektorů 
odpovídala zastínění na druhém z nich. Výstupy fotodiod jsou přivedeny do signálového 
obvodu jako A,  A, B,  B. Komparátory přijmou tyto signály a produkují výsledné výstupy 
pro kanály A a B. Díky této integrované fázové technologii  je digitální signál kanálu A ve 
fázi se signálem kanálu B (90° posunuté).
V současné době je dostupné standardní rozlišení mezi 96 a 1024 pulsů na otáčku.
V HEDS-5540  a  5640  je  výstup  komparátoru  pro  I,  I posílán  do  indexovacího 
obvodu společně s výstupy kanálů A a B. Výsledný výstup kanálu I je indexový impuls Po 
který je generován jednou za otáčku kódovacího kola. Tento výstup Po má konstantní šířku 
pulsu (nominálně 90° elektrických) vysoce spolehlivý index puls který je časově shodný 
s nízkými úrovněmi kanálů A a B.
Obr. 17 Výstupní signály snímače HEDS
Strana 28
Strana 29
3 PRAKTICKÉ PROVEDENÍ MODELU
3.1 Praktické provedení mechanické soustavy
Nosnou  část  modelu  tvoří  základová  deska  o  rozměru  185  x  112  mm  s kolmo 
osazenými přírubami rozměru 74 x 112 mm. Příruby jsou upevněny šroubovými spoji. Pro 
nosnou část  použit  materiál  tuhý PVC transparentní,  tloušťky 25 mm, zakoupený jako 
jedna deska a rozřezaný pásovou pilou na příslušné díly.
Do  přírub  vyvrtány  otvory  průměr  7  mm  pro  průchod  os  motorů.  Motorky 
připevněny na vnější  strany přírub šroubovými spoji.  Inkrementální  čidla  umístěna na 
vnitřní straně přírub a opět uchycena šroubovými spoji.
Obě  hřídele  jsou  spojeny  nástavci  s pružinou.  Simuluje  se  tak  pružná  vazba 
(nelinearita).  Nástavce  umožňují  šroubovými  úchyty  výměnu pružin  za  pružiny  s nižší 
nebo vyšší tuhostí.
Inkrementální čidla a motorky připojeny k řídící desce volně samostatnými kabely 
přímo do příslušných konektorů.
Celkové rozměry modelu jsou: 194 x 99 x 112 mm
Hmotnost: 1440 g
Obr. 18 Model dvou motorů spojených pružnou spojkou
Strana 30
Nosná  konstrukce  navržena  úmyslně  robustní  pro  snížení  nežádoucích 
rezonančních  vibrací  motorků  a  z  důvodu  odolnosti  při  přenášení.  Okótovaný  výkres 
modelu v příslušném měřítku - viz. příloha F.
3.2 Řídicí deska s mikrokontrolérem
3.2.1 Blokové schéma zapojení
Blokové  schéma  řídicí  desky  je  znázorněno  na  obr.  19.  Základním  prvkem  je 
mikrokontrolér PIC16F877A, na který jsou napojeny všechny ostatní obvody. Deska má 
dvě  napájecí  větve.  Jedna  je  určena  pro  napájení  řídicí  elektroniky  (mikrokontroléru, 
otáčkových snímačů a komunikační  části),  druhá je pak určena pro napájení  výkonové 
části.  Tímto  způsobem  napájení  je  zajištěna  možnost  galvanického  oddělení  řídicí  a 
výkonové elektroniky. 
Obr. 19 Blokové schéma zapojení řídicí desky
3.2.2 Mikrokontroléry PIC16F8xx
Mikrokontroléry PIC16F873, PIC16F874, PIC16F876, PIC16F877 mají až 256 bytů 
v paměti EEPROM, 368 bytů v RAM a pro program paměť FLASH o velikosti až 8Kx14 
bitů. 33 vývodů, které je možné definovat jako vstupní, výstupní nebo se speciální funkcí 
jako PWM (výstup),  "COMPARE" (výstup),  "CAPTURE" (vstup).  Dále  obsahuje sériové 
porty, 1 paralelní podřízený (SLAVE) mikroprocesorový port a modul 8kanálového A/D 
převodníku.  Typy PIC16F874 a  PIC16F877 obsahují  paralelní  port.  Synchronní  sériový 
port může být konfigurován jako 3vodičový sériový kanál (Serial  Peripheral  Interface - 
SPI), nebo dvouvodičová sběrnice (Inter-Integrate Circuit - I2CTM). Univerzální sériový 
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synchronní/asynchronní  port  (SPI)  může  být  konfigurován  jako  synchronní  nebo 
asynchronní.  Modul  A/D  převodníku  s  rozlišením  8  bitů  je  ideálně  přizpůsoben  pro 
aplikace požadující  nízkou cenu analogového připojení a převodu. Např.: řízení teploty, 
měření tlaku atd.  K dalším přednostem patří  vysoce spolehlivý časovač WATCHDOG s 
vlastním  RC  oscilátorem  na  čipu,  což  představuje  spolehlivou  ochranou  proti 
programovým  chybám  (jen  proti  některým).  Řada  PIC16F87XA  (tj.  PIC16F873A, 
PIC16F874A, PIC16F876A, PIC16F877A) má navíc komparátory.
Základní vlastnosti mikrokontroléru PIC16F877A:
-  výrobce firma Microchip
-  jednoduchý výkonný kontrolér s architekturou RISC
-  pouze 35 jednoslovných instrukcí
-  všechny instrukce trvají jeden instrukční cyklus (200 nsec), mimo instrukcí pro
    větvení programu (2 cykly)
-  pracovní rychlost až 20 MHz
-  8K x 14 bitů programové paměti FLASH
-  368 bytů paměti RAM pro data
-  256 bytů paměti EEPROM
-  15 zdrojů vnitřních nebo vnějších zdrojů přerušení
-  8 úrovňový zásobník STACK pro návratové adresy přerušení a podprogramů
    přímé, nepřímé a relativní adresování
-  ochrana programového kódu
-  plně statický návrh
-  RESET při zapnutí napájení (Power – On Reset – POR)
-  prodleva při zapnutí napájení (Power Up Timer – PWRT), o kterou je prodloužen
   RESET a prodleva pro start oscilátoru po zapnutí napájení (Oscillator Start-up
   Timer OST)
-  detekce poklesu napájecího napětí pro RESET (BOR – Brown – out Reset)
-  Watchdog Timer (WDT) s vlastním RC oscilátorem na čipu pro zvýšení
    spolehlivosti funkce
-  ochranné pojistky proti čtení programového kódu
-  instrukce SLEEP pro programové uvedení mikrokontroléru do stavu úspory  napájení
-  volba režimu použitého oscilátoru při programování obvodu
-  programování sériovou dvouvodičovou linkou až v koncové aplikace
-  ladění programu přímo v obvodovém zapojení (In-Circuit Debugging) pomocí
   dvou vývodů
-  nízký příkon, vysoká rychlost, technologie CMOS FLASH/EEPROM
-  pouze jednoduché napájení +5 V při programování
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-  široký rozsah napájecího napětí: +2,0 V až +5,5 V
-  proud 25 mA směrem ven i dovnitř
-  teplotní rozsahy : COMMERCIAL, INDUSTRIAL a AUTOMOTIVE
-  nízká spotřeba: < 2 mA při 5 V a 4 MHz
20 μA při 3V a 32 kHz
< 1 μA ve stavu SLEEP
Vnitřní periferie mikrokontroléru:
-  33 I/O vývodů, které mohou být nastaveny jako vstupně/výstupních nebo se
   speciální funkcí:
„CAPTURE“ vstup, „COMPARE“ výstup „PWM“ výstup
režim CAPTURE má rozlišení 16 bitů (200 ns)
režim COMPARE má rozlišení 16 bitů (200 ns)
režim PWM má rozlišení 1 bit až 10 bitů, 8 bitové rozlišení dává s krystalem
20 MHz maximální frekvenci na výstupu 80kHz a 10 bitové rozlišení 20kHz
-  TMR0: 8bitový časovač/čítač s 8bitovým programovatelným předděličem
-  TMR1: 16bitový časovač/čítač- obsah TMR1 může být zvyšován i ve stavu SLEEP,
    pokud se použije vnější hodinový signál na vývodu T1CKI nebo krystal na vývody
    T1OSI a T1OSO
-  TMR2: 8bitový časovač/ čítač s 8bitovým registrem (časová základna pro PWM)
    a předděličem i „děličem po“
-  10 bitový A/D převodník s 8kanálovým multiplexovaným vstupem, doba převodu
    se pohybuje v řádu desítek až stovek μs na kanál
-  Komparátor a komparátor napěťové reference
-  Synchronní sériový port (SSP) se dvěma režimy:
 3vodičový SPI
 I2CTM /ACCES.bus kompatibilní
-  Sériový komunikační kanál (USART/SCI) s možností detekce 9bitové adresy
-  Paralelní SLAVE port (PSP): 8bitová šířka dat s externími signály RD, WR, CS
-  Režim SLEEP
-  Provedení pouzder procesoru PIC 16F877A
-  Firma Microchip vyrábí tento typ procesoru v provedeních PDIP 40, PLCC 40,
    TQFP 44 a QFN 44
Při návrhu byl použit procesor v pouzdře DIP 40 obr. 20.
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Obr. 20 Zapojení vývodů pouzdra DIP40
3.2.3 Propojení mikrokontroléru okolními obvody
Na obr. 21 je schéma propojení mikrokontroléru PIC s okolními obvody. Zdrojem 
hodinového  kmitočtu  mikrokontroléru  je  krystal  Q1  o  frekvenci  20  MHz.  Od  tohoto 
kmitočtu je potom odvozováno veškeré časování ve firmwaru. Jednotlivé větve H-můstků 
obou motorů jsou ovládány přes optočleny pomocí  pinů RA0 až RA3 portu A.  Signály 
z inkrementálního snímače u motoru A jsou přivedeny do pinů RB0 a RB1,  signály od 
snímače u motoru B potom do pinů RB4 a RB5. Signály obvodu ST232, který je určen pro 
propojení mikrokontroléru s PC přes sériový port, jsou připojeny na linky komunikačního 
kanálu UART (piny RC6 a RC7). Deska dále obsahuje 4 LED diody, připojené na porty 
RD0 až RD3 a 2 tlačítka pro univerzální použití na portech RC4 a RC5.
K  programování  mikrokontroleru  jsou  na  desce  nachystány  vývody  ukončené 
ulamovací  lištou  SV3.  Programátor  použit  CAPR-PI  ukončený paralerním portem LPT 
k připojení PC.
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Obr. 21 Propojení mikrokontroléru s okolními obvody
3.2.4 Rozhraní RS232
Pro komunikaci s PC bude využito rozhraní RS232. RS232 je rozhraní pro přenos 
informací vytvořené původně pro komunikaci dvou zařízení do vzdálenosti 20 m. Pro větší 
odolnost proti rušení je informace po propojovacích vodičích přenášena větším napětím, 
než je standardních 5 V. Přenos informací probíhá asynchronně, pomocí pevně nastavené 
přenosové rychlosti a synchronizace sestupnou hranou startovacího impulzu.
Obr. 22 Napěťové úrovně linky RS232
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RS 232 používá dvě napěťové úrovně. Logickou 1 a 0. Log. 1 je někdy označována 
jako marking state nebo také klidový stav, Log. 0 se přezdívá space state.
Log.  1  je  indikována  zápornou úrovní,  zatímco logická  0  je  přenášena  kladnou 
úrovní výstupních vodičů.
Nejběžněji se pro generování napětí používá napěťový zdvojovač z 5 V a invertor. 
Logické úrovně jsou potom přenášeny napětím +10 V pro log. 0 a –10 V pro log. 1.
Obr. 23 Schéma zapojení obvodu MAX232
3.2.5 H-můstky
L298  je  integrovaný  monolitický  obvod  v patnácti  vývodovém  pouzdru.  Je  to 
dvojitý  plně  můstkový  ovladač  pro  vyšší  napětí  a  proudy  navržený  pro  spolupráci  se 
standardními logickými úrovněmi TTL a pro spínání induktivních zátěží jako jsou relé, 
solenoidy, stejnosměrné a krokové motory.
Kartáčové  motory  jsou  konstruované  pro  napájení  stejnosměrným  napětím,  a 
proto se zde využívá spínacího režimu "pouze" k řízení střední hodnoty napájecího napětí, 
protože  té  odpovídá  rychlost  otáčení  rotoru.  I  když  to  lze  provést  v  nejjednodušším 
případě jen jedním spínacím výkonovým MOSFET tranzistorem, pro zajištění kvalitní a 
univerzální regulace i s možností ovládání směru otáčení se využívá jeden plný H-můstek, 
jehož spínací tranzitory se řídí PWM signálem z MCU. Rychlost otáčení motorů (průměrná 
hodnota napájecího napětí) je tedy dána vzájemným poměrem četností stavů zapnuto / 
vypnuto, tedy střídou. Zpětná vazba zde není nutná, pokud není nutné provádět přesnou 
regulaci.
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Obr. 24 Paralelní zapojení můstků IC2
3.2.6 Zdrojová část
Na desce jsou instalovány dva samostatné napájecí okruhy konstantního napětí 5V. 
První  bude použit  pro napájení  výkonové části  a  druhý pro řídící  elektroniku.  Použity 
stabilizátory typu 7805. Kondenzátor C5 slouží pro pokrytí proudových špiček, Keramické 
kondenzátory C9 a C10 slouží ve funkci odrušovacích prvků. Elektrolitické kondenzátory 
C5 a C6 slouží pro pokrytí proudových špiček. 
Max. vstupní napětí na přívodních svorkách X5 je povoleno v rozpětí 7,5  ÷ 12 V. 
Výstupní napětí napájecího zdroje je 5 V.
Obr. 25 Zapojení stabilizátoru 5V
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3.2.7 Nadproudová ochrana motorů
Obvod  elektronické  nadproudové  ochrany  je  vítán  zejména  v  konstrukcích 
napájecích zdrojů a tedy velmi vhodný pro napájení výkonové části řídicí desky. Klasická 
tavná  trubičková  pojistka  při  chybně připojeném  motoru  či  zkratu  na  výstupu nestačí 
zachránit,  někdy dosti  drahé,  polovodičové součástky před zkratovým proudem. Než se 
pojistka přepálí,  většina polovodičových prvků je již dávno zničená. Proto je výhodnější 
používat „elektronickou pojistku“, která je řádově až stokrát rychlejší a hlavně je možno 
nastavit proudové omezení již od nejmenších proudů tekoucích do zátěže. 
Obr. 26 Zapojení elektronické nadproudové ochrany
Uvedené zapojení na obr. 26 využívá snímacího odporu R1 v emitoru výkonového 
tranzistoru. Pokud součet napětí BEU a napětí na snímacím odporu nepřesáhne napětí na 
referenčním pomocném tranzistoru T3, pak prochází proud bází tranzistoru a otevírá jej. 
Překročí-li  úbytek  napětí  na  snímacím  odporu  stanovenou  mez,  začne  referenční 
tranzistor T3 propouštět proud a proud do báze se zmenšuje.
Problém je hlavně v chlazení výkonového prvku (tranzistoru T1), při běžné situaci, 
kdy není pojistka aktivní jsou tepelné ztráty minimální  díky nízkému odporu přechodu 
tranzistoru  (v  řádu  miliohmů).  Situace  se  prudce  mění  v  případě  aktivace  proudové 
pojistky, pak se výkonový tranzistor stává sériově zařazeným rezistorem v cestě tekoucího 
proudu  a  tudíž  na  něm  vznikají  ztráty  přímo  úměrné  napájecímu  napětí  a  velikosti 
omezovacího proudu. Proto musíme umístit tento tranzistor na dostatečně dimenzovaný 
chladič. 
Proudová  pojistka  je  doplněna  o  červenou  LED  diodu  D11,  která  signalizuje 
nastupující omezení proudové pojistky.
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3.2.8 Návrh plošného spoje
Pro návrh desky plošných spojů byl použit velmi rozšířený a osvědčený software 
EAGLE (Easily Applicable Graphical Layout Editor).
Vyznačuje se uživatelskou jednoduchostí a přitom velmi příznivým poměrem cena/
výkon.  Pro  naše  použití  stačila  volně  šířená  freeware  verze  EAGLE Light.   Obecně se 
program skládá  ze 3  modulů – editor  spojů,  editor  schémat  a  autorouteru,  které  jsou 
ovládány z jednoho uživatelského prostředí.  Proto není třeba konvertovat netlisty mezi 
schématy a deskami.
Modul  editor  spojů je  základním  modulem  programu  EAGLE.  Umožňuje 
kompletní  interaktivní  návrh  desky  plošných  spojů.  Dále  umožňuje  zpětnou  kontrolu 
dodržení  návrhových pravidel,  natáčení  součástek  pod  libovolným úhlem,  automatické 
vyplňování  měděných  ploch,  knihovnu  součástek  s možností  doplňování  a  modifikací, 
výstupy pro tiskárnu, fotoploter a vrtačky.
Modul editor schémat je určený pro kreslení schématických zapojení a umožňuje 
provádět kontrolu správnosti zapojení.
Modul Autorouter je určený pro automatické pokládání plošných spojů metodou 
ripup-retry  podle  parametrů  zadaných  uživatelem.  Routuje  buď  celou  desku  nebo  jen 
vybraný  spoj.  Spoje  pokládá  na  nastavený  rastr,  přičemž  dodržuje  nastavené  izolační 
mezery.
Při  návrhu  plošného  spoje  se  postupuje  od  vytvoření  modelů  jednotlivých 
součástek (jejich schématické značky,  pouzdra a vývodů).   Řídicí  deska je sestavena ze 
standardních  běžně  dostupných  součástek,  jejichž  naprostá  většina  je  již  definována 
v knihovnách dodávaných spolu s instalací  programu Eagle.  Návrh pokračuje kreslením 
schémat (vkládáním součástek z knihoven a jejich propojováním vodiči).
Po  zakresleních  všech  součástek  do  schématu  je  vygenerována  deska  plošných 
spojů.  Nejprve  je  nutné definovat  tvar  a  rozměr desky a  poté  na ni  rozmístit  všechny 
součástky.  Součástky jsou propojeny  podle  schématu pomocí  flexibilních  vodičů,  které 
jsou  zobrazeny  přímou  čarou  od  vývodu  k vývodu.  Je  tedy  vidět,  co  je  spojeno.  Po 
rozmístění  součástek je prováděno kreslení  motivu spojů (tzv.  routing).  Program Eagle 
obsahuje  také  funkce  automatického  routingu.  Této  funkce  je  však  vhodná  pouze  pro 
desky oboustranné či vícevrstvé. Naše řídicí deska je jednostranná s několika drátovými 
propojkami ze strany součástek. Výsledný motiv plošných spojů je uveden příloze včetně 
osazovacího výkresu a rozpisky součástek.
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4 SOFTWARE A FIRMWARE
4.1 Firmware mikrokotroléru
Vnitřní  program  mikrokontroléru  (firmware)  je  napsán  v jazyku  C  pod 
překladačem CCS C. Použitá demoverze je omezena na 30 dní a 2kB programového kódu. 
Překladač  CCS  C  poskytuje  vývojovou  platformu  pro  rychlou  tvorbu  aplikací  s  PIC. 
Obsahuje dobře optimalizovaný překladač a přehledné vývojové prostředí pod Windows 
95/98/ME/NT/2K/XP. Je navržen se snahou o maximální uživatelské pohodlí, a přitom 
tak, aby jeho osvojení bylo zvládnutelné v co nejkratším čase.
Po spuštění vývojového prostředí uživatele přivítá střídmý design aplikace, který 
však  obsahuje  všechny  potřebné  funkce.  Ovládání  je  natolik  jednoduché,  že  k  němu 
opravdu není co dodat – každý, kdo někdy pracoval ve Windows, se jistě rychle zorientuje. 
Stačí založit nový projekt, specifikovat cílový procesor a vytvořit nový zdrojový soubor.
Překladač CCS C vytváří kvalitní kód v assembleru a podporuje většinu vlastností 
jazyka C. K dispozici jsou následující datové typy:
-  char, short (8-bit)
-  int, long (16-bit)
-  pointery typu const char
-  jednodimenzionální pole (pouze 8-bitové typy)
Uživatel  si  může  volit  různé  možnosti  optimalizace  jako  například  úroveň 
optimalizace kódu, ponechání nebo vynechání nepoužitých funkcí a proměnných, apod. Z 
jazyka C je implementováno následující:
-  if-else,while,for,return,break, continue, extern, switch,case,default,goto a návěští
-  operátory ~,++,--,+,-,<-<=,>,>=,==,!= =, !, &, |, ^, &=, |=,  ^=, &&, ||, *, /, %,
    <<, >>, <<=, >>=
-  konstanty v paměti programu
-  absolutní adresy
-  vkládání řádků a celých bloků v assembleru
Preprocesor podporuje direktivy #include, #define, #undef, #ifdef, #ifndef, #endif 
a #else. K dispozici je i direktiva #use užitečná např. pro specifikaci taktovací frekvence 
mikrokontroléru (např. #use delay(clock=20M, oscillator) pro typický kmitočet 20 MHz).
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K dispozici jsou vestavěné funkce, které realizují různé často používané operace. 
Kromě triviálních funkcí jako nop, sleep, clear_wdt či nastavení/zjišťování směru a stavu 
portů apod. jsou pro uživatele připraveny i komplexnější funkce: zpoždění (v µs, ms a s), 
softwarový UART a BCD převod. Další funkce lze přidávat uživatelsky pomocí knihoven.
Kompilace  je  dvoufázová:  meziproduktem je zdrojový text  v assembleru vzniklý 
překladem zdrojového textu z jazyka C, a ten je následně přeložen do formátu Intel HEX. 
Obr. 27 Prostředí překladače CCS C
Výsledný  HEX  soubor  je  pomocí  programátoru  CAPR-PI  a  aplikace  ASIX-UP 
nahrán do mikrokontroléru PIC.
4.1.1 Struktura firmware
Struktura programu mikrokontroléru je zobrazena na vývojovém diagramu na obr. 
28.  Po  startu  programu  je  provedena  veškerá  nutná  inicializace  proměnných,  je  také 
povoleno a nastaveno přerušení časovače 0 a přerušení sériového rozhraní pro příjem dat 
po RS232. 
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Program dále pokračuje do nekonečné smyčky, ze které je na pokyn z PC spouštěno 
měření přechodové charakteristiky otáček (např. rozběhu nebo doběhu motoru).
Veškeré další operace jsou prováděny v jednotlivých přerušeních. Nejdůležitějším 
přerušením je přerušení od časovače 0, pomocí kterého jsou generovány signály PWM pro 
řízení otáček motorů. Použitá metoda generování PWM je popsána v odstavci 2.2.3. 
Obr. 28 Stavový diagram firmwaru mikrokontroléru
V případě,  že  z počítače  přijde  pokyn,  dojde  ke  spuštění  měření  přechodové 
charakteristiky otáček. To probíhá periodickým měřením otáček na obou stranách pružné 
spojky. Počet pulzů inkrementálního snímače za určitou periodu odpovídá přímo otáčkám 
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Při  vyvolání  přerušení  časovače 1 dojde k uložení  napočítaných pulzů do pole a 
vynulování  počítadel.  Celkový  počet  měření  je  2x80 (lze  změnit  v  programu).  Perioda 
měření  otáček  byla  zvolena  vzhledem k tuhosti  pružné vazby,  momentů  setrvačnosti  a 
tření. Je konstantní a lze ji změnit pouze v programu.
4.1.2 Komunikační protokol
Pro potřeby komunikace řídicí desky s počítačem byl navržen jednoduchý protokol. 
Komunikace probíhá v paketech. Každý z paketů začíná synchronizačním znakem „>”, za 
kterým  následuje  znak  definující  příkaz.  Za  příkazovým  znakem  může  nebo  nemusí 
následovat číselný argument (znak 0x00 až 0xFF). Paket je vždy zakončen znakem „;“. 
Ukázka příkazu pro nastavení střídy PWM signálu motoru A na hodnotu 50%:
>A@; (0x3E 0x41 0x40 0x3B)
Řídicí deska podporuje následující příkazy:
Pro  zpracování  a  vyhodnocení  znaků  přijatých  mikrokontrolérem  byl  sestaven 
jednoduchý stavový automat. Na počátku se automat nachází v definovaném počátečním 
stavu. Dále v každém kroku přečte jeden znak z rozhraní UART a přejde do stavu, který je 
dán aktuálním stavem a přečteným znakem. Poté pokračuje přečtením dalšího znaku a 
další  změnou  stavu.  V případě,  že  je  přijat  neznámý  nebo  neočekávaný  znak,  je  stav 
automatu  nastaven  na  výchozí  hodnotu.  V jazyku  C  se  stavový  automat  nejčastěji 
programuje pomocí kombinace příkazů case a if. Ukázka z firmware mikrokontroléru:
   // nacteme prijaty znak
   n = fgetc(PC);
   // stavovy automat 
   switch(rs232_stav)
   {
      // stav: zacatek komunikace
      case stav_zacatek:
    // prijat synchronizacni znak
         if (n == '>') rs232_stav = stav_prikaz;   
>A [pwm]; Nastav střídu PWM pro motor A
>B [pwm]; Nastav střídu PWM pro motor B
>N;
Aplikuj nastavení PWM výše uvedených 
příkazů
>M; Spusť měření přechodové charakteristiky
>R [ot1] [ot2]; Otáčky před a za spojkou. Tento paket je 80x 
poslán po ukončení měření do počítače
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         // prijat koncovy znak
         if (n == ';') rs232_stav = stav_zacatek;   
         break;
      // stav: prikazovy znak (synch. znak jiz prijat)
      case stav_prikaz:
         // nastaveni rychlosti A
         if (n == 'A') rs232_stav = stav_Arychlost; 
         // nastaveni rychlosti B
         if (n == 'B') rs232_stav = stav_Brychlost; 
         // pouziti zvolenych rychlosti
         if (n == 'N') rs232_stav = stav_nastav;  
         // spusteni mereni prechodovky   
         if (n == 'M') rs232_stav = stav_mereni;     
         break;
         
      // stav: byte s hodnotou rychlosti A
      case stav_Arychlost:
         // nastav novou hodnotu pro pwm a nastav stavovy automat na 
         // konec komunikace
         pwm_nova_a = n;
         rs232_stav = stav_konec;
         break;
…
      // stav: konec komunikace
      case stav_konec:
         // resetuj stavovy automat
         rs232_stav = stav_zacatek;
         break;
   }
4.2 PC aplikace pro ovládání řídicí desky
4.2.1 Vývojové prostředí Delphi
Aby bylo možné měřit a vyhodnocovat přechodný děj,  byla napsána jednoduchá 
aplikace  pomocí  Delphi  7  personal.  Delphi  je  grafické  integrované  vývojové  prostředí 
(IDE)  vyvinuté  firmou  Borland.  Slouží  k  tvorbě  aplikací  pro  MS  Windows  pomocí 
programovacího  jazyka  Object  Pascal.  První  verzi  produktu,  Delphi  1,  vytvořila  firma 
Borland v roce 1995. Představila tak první překladač s grafickým, objektově orientovaným 
IDE, který významě ovlivnil  tvorbu programů pro MS Windows. Následující  verze byly 
vydávány takřka každý rok a přinášely stále nové možnosti a dokonalejší prostředky. Dnes 
jsou po verzích 1 až 8 dostupné verze 2005, 2006, 2007 a 2008 které mimo jiné podporují 
i platformu .NET a kromě jazyka Object Pascal také jazyk C#.
Jako každý RAD nástroj má Delphi editor kódu, ladicí program, návrhář formulářů 
a  další  nástroje.  Umožňuje  vizuální  návrh  grafického  uživatelského rozhraní,  na  jehož 
základě je automaticky vytvářena kostra zdrojového kódu. To výrazně urychluje vývojový 
proces aplikace.
Strana 44
Programování  v  Delphi  je  z  velké  části  založeno  na  použití  komponent. 
Komponenty jsou dopředu vytvořené objekty, které vykonávají určitou činnost. Dělí se na 
vizuální (zobrazují např. text nebo obrázky) a nevizuální (např. komunikují s databází). 
Komponenty  je  možno  v  Delphi  vytvářet.  Velkou  předností  Delphi  je  skutečnost,  že 
knihovny  komponent  jsou  již  součástí  instalace.  Dodávané  komponenty  významně 
usnadňují  tvorbu  aplikací.  Kromě  samostatných  aplikací  lze  v  Delphi  vyvíjet  také 
dynamické  knihovny  DLL,  nástroje  pro  řízení  systému,  konzolové  aplikace,  aplikace 
založené na spolupráci s databázemi i aplikace pro webové servery a práci s internetem.
Vývojové  prostředí  Delphi  umožňuje  použití  principů  objektově  orientovaného 
programování. Základní myšlenka objektově orientovaného programování je založena na 
použití  skupiny objektů, které obsahují  určitá data a mají  definováno rozhraní,  s jehož 
pomocí  spolu  komunikují  a  manipulují  s  daty.  Základní  a  nejpoužívanější  datovou 
konstrukcí je datový typ třída (class). Uvnitř této třídy jsou definovány jednotlivé objekty. 
Přičemž objektem rozumíme proměnné, procedury a funkce.




Zapouzdření (encapsulation) umožňuje omezení přístupu k jednotlivým datům tak, 
aby  je  nemohl  používat  nikdo  jiný  než  jejich  vlastník.  Dochází  k  vzájemné  izolaci 
nesouvisejících částí kódu ke skrytí implementačních detailů a zvýšení modularity.
Dědičnost (inheritance)  je  mechanismus,  který  umožňuje  opakované  využití  již 
jednou vytvořeného rozhraní, tímto se zvyšuje efektivita vytváření programů.
Polymorfismus nebo  také  mnohotvárnost,  umožňuje  zaměnitelnost  jednotlivých 
objektů  v  rámci  děděné  hierarchie.  V  případě,  že  několik  objektů  využívá  stejného 
rozhraní,  pracuje  se  s  objekty  stejným  způsobem,  ale  jejich  chování  může  být  jiné. 
Typickým příkladem je výběr správné metody za běhu programu podle typu odkazovaného 
objektu.
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4.2.2 Aplikace pro řízení desky
Obslužná  aplikace  obsahuje  pouze  základní  funkce  pro  ovládání  desky  a  umí 
načítat data změřené přechodové charakteristiky otáček. Pomocí tlačítek a TrackBarů lze 
plynule  nastavovat  napětí  (otáčky)  obou  motorů.  Lze  také  spustit  měření  přechodové 
charakteristiky,  která  je  po přijetí  dat  vykreslena do jednoduchého grafu a uložena do 
textového souboru pro další zpracování.
Do grafu jsou vynášeny otáčky před a  za spojkou.   Na  ose  X je  vyneseno číslo 
měření a do osy Y je vynesen počet pulzů otáčkového snímače.  Pro přepočet pulzů na 




⋅=       (12)
kde N je počet pulzů za periodu T (vzorkovací perioda). Výsledkem jsou otáčky n  v 1min − .
Osu X do času přepočítáme jednoduše následujícím vztahem
Tkt ⋅=       (13)
Kde k je číslo měření a T je perioda měření.




Na obr. 30 je výsledek měření rozběhu samotného motoru s rozpojenou pružnou 
spojkou.  Rozběh je  bez  překmitu.  Překmit  závisí  především na momentu setrvačnosti. 

















Obr. 30 Rozběh motoru s rozpojenou spojkou
Na dalších dvou průbězích je vidět rozběh soustavy z pevnou a pružnou spojkou. 
V případě pevné spojky jsou otáčky před a za spojkou přibližně stejné.
V případě pružné spojky dochází během rozběhu ke kmitům hřídelí. Fázový posuv 
kmitů  před  a  za  spojkou  je  180°.  Kmitočet  a  amplituda  kmitů  je  závislá  na  mnoha 
faktorech.  Zejména  na  tuhosti  a  koeficientu  tlumení  spojky  a  také  momentech 
setrvačnosti.  Průběhy se  shodují  se  simulacemi,  které  byly  provedeny v odstavci  2.2.2. 
Z průběhů je vidět, že samotný motor se rozběhne rychleji něž celá soustava. To je dáno 
menším momentem setrvačnosti při rozpojené spojce a nižším třením.
Na obr.  33 je pak časový průběh otáček při zatížené hřídeli na straně za spojkou. 






















































Cílem  práce  bylo  navrhnout  a  prakticky  realizovat  model   soustavy  motoru  a 
dynama spojeného pružnou spojkou. Samotný model byl sestaven z plexisklových bloků a 
obsahuje  dva  stejnosměrné  elektromotory  spojené  pružnou  spojkou  (v  tomto  případě 
pružinou). U každého z motorů je potom inkrementální snímač pro měření otáček na obou 
stranách spojky. 
Řídicí  část  je  postavena  na  mikrokontroléru  PIC16F877A  od  firmy  Microchip. 
Výkonová část potom obsahuje dva plné H-můstky, které umožňují připojení dvou motoru 
do 46V a 4A.  Zapojení dále obsahuje rozhraní RS232 pro možnost komunikace s PC. Celé 
zapojení je realizováno na jedné jednostranné desce plošných spojů. Výkonové polovodiče 
jsou upevněny na chladič.
Firmware pro mikrokontrolér  byl  psán v prostředí  CCS C v jazyce C a obsahuje 
všechny  funkce  nutné  pro  řízení  otáček  motorů  změnou  napětí,  a  měření  otáček. 
V kombinaci s PC je pak možné změřit přechodovou charakteristiku otáček při skokových 
změnách řízení motoru. Počítačová aplikace byla napsána v prostředí Delphi a umožňuje 
posílat nastavení do řídicí desky a také číst změřená data přechodové charakteristiky.
Bylo změřeno několik časových průběhů otáček při skokové změně řízení motoru. 
Průběhy  jsou  uvedeny  v odstavci  5.  Pro  srovnání  byl  sestaven  matematicko-fyzikální 
model  stejnosměrného  motoru  a  také  model  celé  soustavy,  který  byl  odsimulován 
v prostředí  Matlab-Simulink  (viz.  výsledky  simulace  v  ostavci  2).  Změřené výsledky  se 
s výsledky simulace shodují. Je vidět, že pružná spojka zanáší do systému další dynamický 
člen  a  způsobuje  kmitání  hřídelí.  Kmitočet  těchto  oscilací  je  ovlivněn  mnoha  vlivy, 
zejména tuhostí a činitelem tlumení pružné spojky a také momenty setrvačnosti a třením 
jednotlivých rotujících částí.
Otáčky motoru nejsou nijak regulovány. Nejvhodnějším způsobem regulace otáček 
je regulace v uzavřené smyčce se zpětnou vazbou s použitím PI či PID regulátoru. Tento 
regulátor  je možné realizovat  číslicově buď přímo v mikrokontroléru PIC (nejvhodnější 
možnost)  nebo  v PC  softwaru,  který  by  na  základě  měřených  otáček  reguloval  otáčky 
změnami napětí na motorech. Druhá varianta však má jistá omezení plynoucí zejména ze 
zpoždění při komunikaci mezi mikrokontrolérem a PC.
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Příloha A:   Řídící deska - schema zapojení řídící části
Příloha B:   Řídící deska - schema zapojení výkonové části
Příloha C:   Řídící deska - motiv plošnch spojů
Příloha D:   Řídící deska – osazovací výkres
Příloha E:   Řídící deska – seznam součástek
Příloha F:   Výkres modelu
Příloha G:   Fotodokumentace
Příloha H:   Zdrojový kód mikroprocesoru
Přílohy v elektronické podobě:
CD-ROM disk obsahuje:
-  text diplomové práce v elektonické podobě
-  okomentovaný zdrojový kód v jazyce C
-  okomentovaný zdrojový kód v jazyce Delphi
-  schéma zapojení a deska plošného spoje v el. podobě
Příloha A:   Řídící deska - schema zapojení řídící části
Příloha B:   Řídící deska - schema zapojení výkonové části
Příloha C:  Řídící deska - motiv plošných spojů 
Příloha D:  Řídící deska – osazovací výkres
Příloha E:  Řídící deska – seznam součástek
Označení součástky Název součástky Hodota, typ
R1, R2 rezistor 5W 0,22R/5W
R5, R6, R11, R12, R13, R14, R15, R16, R17, R18 rezistor 220R
R3, R4 rezistor 1k
R7, R8, R9, R10, R19, R20, R21 rezistor 10k
C13, C14 keramický kondenzátor 27pF
C1, C2, C3, C4, C9, C10, C11, C12 keramický kondenzátor 100nF
C6, C7, C8 elektrolytický kondenzátor 220uF/10V
C5 elektrolytický kondenzátor 470uF/25V
D1, D2, D3, D4, D5, D6, D7, D8 dioda SB320
D9, D10 zenerova dioda BZX85C3,3V
D11, D12 LED dioda LED 3mm červ.
D13, D14, D15, D16 LED dioda LED 3mm zel.
OK1, OK2 optočlen PC827
Q1 krystal 20MHz
T1, T2 tranzistor BD243
T3, T4 tranzistor BC547
IC1 mikrokontrolér PIC16F877A
IC2, IC3 H-můstek L298
IC4 převodník úrovní RS232 ST232
IC5, IC6 stabilizátor 7805
SV1, SV2 jednořadá lámací konektorová lišta S1G05
SV3 jednořadá lámací konektorová lišta S1G06
TL1, TL2 tlačítko B1715
X1, X2, X5, X6 svorkovnice ARK500/2
X3 konektor canon 9 zásuvka do desky CAN9Z90
Příloha F:  Výkres modelu
Příloha G:  Fotodokumentace
Příloha H:  Zdrojový kód mikroprocesoru
#include <16F877A.h>
// definice krystalu 20MHz
#use delay(clock=20M, oscillator)
// konfigurace seriove linky RS232 (9600kb/s, zadna parita)
#use rs232(baud=9600, xmit=PIN_C6, rcv=PIN_C7, stream=PC)
// definice konstant pro komunikaci
#define stav_zacatek    0
#define stav_prikaz     1
#define stav_Arychlost  2
#define stav_Brychlost  3
#define stav_konec      4
#define stav_nastav     5
#define stav_mereni     6
// pocet mereni prechodove charky
#define _POCET_MERENI   80
// pwm - maximalni hodnota modulatoru
// pwm_val - aktualni hodnota
// pwm_nova - nova maximalni hodnota pred nastavenim
unsigned int8 pwm_a, pwm_val_a, pwm_nova_a;
unsigned int8 pwm_b, pwm_val_b, pwm_nova_b;





unsigned int8 pocet_pulzu_a, pocet_pulzu_b;
unsigned int8 zacni_mereni;
// pole s namerenymi hodnotami otacek
unsigned int8 otacky_a[_POCET_MERENI];
unsigned int8 otacky_b[_POCET_MERENI];




   int8 n;
   // nacteme prijaty znak
   n = fgetc(PC);
   
   // stavovy automat 
   switch(rs232_stav)
   {
      // stav: zacatek komunikace
      case stav_zacatek:
    // prijat synchronizacni znak
         if (n == '>') rs232_stav = stav_prikaz;   
         // prijat koncovy znak
         if (n == ';') rs232_stav = stav_zacatek;   
         break;
         
      // stav: prikazovy znak (synch. znak jiz prijat)
      case stav_prikaz:
         // nastaveni rychlosti A
         if (n == 'A') rs232_stav = stav_Arychlost; 
         // nastaveni rychlosti B
         if (n == 'B') rs232_stav = stav_Brychlost; 
         // pouziti zvolenych rychlosti
         if (n == 'N') rs232_stav = stav_nastav;  
         // spusteni mereni prechodovky   
         if (n == 'M') rs232_stav = stav_mereni;     
         break;
         
      // stav: byte s hodnotou rychlosti A
      case stav_Arychlost:
         // nastav novou hodnotu pro pwm a nastav stavovy automat na 
         // konec komunikace
         pwm_nova_a = n;
         rs232_stav = stav_konec;
         break;
                  
      // stav: byte s hodnotou rychlosti A
      case stav_Brychlost:
         // nastav novou hodnotu pro pwm a nastav stavovy automat na 
         // konec komunikace
         pwm_nova_b = n;
         rs232_stav = stav_konec;
         break;
   
      // stav: prijat priznak pro nastaveni rychlosti
      case stav_nastav:
         // nastav predem prijate hodnoty rychlosti pro A i B, 
         // automat konec komunikace
         pwm_a = pwm_nova_a;
         pwm_b = pwm_nova_b;
         rs232_stav = stav_konec;
         break;
      // stav: prijat prizank pro spusteni mereni
      case stav_mereni:
         // nastav priznak spusteni mereni, stav. automat na 
         // konec komunikace
         zacni_mereni = 1;
         rs232_stav = stav_konec;
         break;
      // stav: konec komunikace
      case stav_konec:
         // resetuj stavovy automat
         rs232_stav = stav_zacatek;
         break;
   }
}




   // nastaveni opak. frekvence preruseni
   set_rtcc(200);         // frekvence = (20MHz/(4*delicka))/(256-hodnota)
   
   // PWM pro motor A
   if (pwm_val_a <= pwm_a) output_high(PIN_A3); // pol motoru na +
   else output_low(PIN_A3);                     // pol motoru na zem
   // zvetsime citac pwm
   pwm_val_a++;
   // PWM pro motor B
   if (pwm_val_b >= pwm_b) output_high(PIN_A1); // pol motoru na +
   else output_low(PIN_A1);                     // pol motoru na zem
   // zvetsime citac pwm
   pwm_val_b++;
}




      set_timer1(53036);                        // znovu nastavime casovac
      otacky_a[pocet_mereni] = pocet_pulzu_a;   // ulozime namerenou 
                                                // hodnotu otacek A
      otacky_b[pocet_mereni] = pocet_pulzu_b;   // ulozime namerenou 
 // hodnotu otacek B
      pocet_pulzu_a = 0;                        // smazeme citac pulzu 
 // cidla A
      pocet_pulzu_b = 0;                        // smazeme citac pulzu 
 // cidla B
      pocet_mereni++;                           // pocitadlo mereni zvýšit
 // o 1
      // pokud jsme dosahli max. pocet mereni koncime
      if (pocet_mereni == _POCET_MERENI) konec_mereni = 1;
}
// funkce pro mereni prechod. charky
void mereni_otacek(void)
{
      unsigned int8 high_a, high_b, i;
      // pocatecni nastaveni promennych
      high_a, high_b = 0;
      pocet_pulzu_a = 0;
      pocet_pulzu_b = 0;
      konec_mereni = 0;
      pocet_mereni = 0;
      // nastavime casovac 1 na periodu 1,25ms = 1/(20MHz/(2*(65536-
// 53036)))
      setup_timer_1(T1_INTERNAL | T1_DIV_BY_2);
      enable_interrupts(INT_TIMER1);  // povolime preruseni
      set_timer1(53036);
      // opakujeme dokud neni konec mereni
      while(!konec_mereni)
      {
         if (input(PIN_B4) && !high_a)
         {
            // pokud je vystup cidla A v log. 1 a predchozi stav byl 0:
            pocet_pulzu_a++;  // zvysit pocet pulzu
            high_a = 1;       // nastavit novy predchozi stav vystupu cidla
         }
         if (!input(PIN_B4) && high_a) high_a = 0; // pokud je vystup cidla 
// A v log. 0 a predch. stav byl 1
         // totez pro cidlo B
         if (input(PIN_B0) && !high_b)
         {
            pocet_pulzu_b++;
            high_b = 1;
         }
         if (!input(PIN_B0) && high_b) high_b = 0;
      }
      disable_interrupts(INT_TIMER1);   // zakazeme preruseni casovace 1
      // odesleme namerene vysledky do PC
      for (i = 0; i < _POCET_MERENI; i++)
      {
         printf(">R%c%c;", otacky_a[i], otacky_b[i]);
      }




      // inicializace casovace (zdroj krystal, delicka 2x)
      setup_counters( RTCC_INTERNAL, RTCC_DIV_2);
      
      // vychozi hodnoty promennych
      pwm_val_a = 0;
      pwm_val_b = 0;
      pwm_a = 0;
      pwm_b = 0;
      
      rs232_stav = stav_zacatek;
      zacni_mereni = 0;
      
      output_high(PIN_A0);                // jedna strana motoru A na 0V
      output_high(PIN_A1);                // druha strana motoru A na 0V
      output_low(PIN_A2);                 // jedna strana motoru B na 5V
      output_low(PIN_A3);                 // druha strana motoru B na 5V
      enable_interrupts(INT_RTCC);        // povolim casovac
      enable_interrupts(INT_RDA);         // povoleni preruseni serioveho 
 // portu
      enable_interrupts(GLOBAL);          // povolime vsechna preruseni
      
      // nekonecna smycka
      while(1)
      {
         if (zacni_mereni)     // nastaven priznak pocatku mereni 
 // prechodovky
         {
            pwm_a = pwm_nova_a;  // nastavime rychlost motoru
            pwm_b = pwm_nova_b;
            mereni_otacek();     // spustime mereni otacek
            zacni_mereni = 0;    // smazeme priznak zacatku mereni
         }
      }
}
