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1. INTRODUCTION 
Le robot est devenu un mythe. On le présente comme un être 
mécanique, constiuté d'organes mystérieux, capable d'agir comme 
un homme, doué de la parole, mettant une force surhumaine au ser-
vice d'une intelligence primitive et animé de sinistres intentions. 
Si le mythe du robot date de plusieurs siècles, le mot "robot" 
n'est apparu que très récemment. Il trouve en effet son origine 
dans une pièce de l'écrivain tchèque Karel CAPEK, écrite en 1923 
et intitulée R.U.R. ou les robots universels de Rossum. 
Le mot "robota" en Tchèque signifie travail ou corvée. Les 
robots de Capek sont des humanoïdes créés par Rossum et son fils, 
car ils voyaient en eux le moyen de débarasser l'homme des tâches 
pénibles. Mais l'histoire finit bien mal : les robots finissent 
par se rebeller et détruire l'humanité. 
Le mythe du robot entretenu par les ouvrages de science-
fiction n'a certainement pas favorisé son insertion dans le proces-
sus de production. Par ailleurs, on voit en lui un danger pour 
l'emploi et pour la qualité de l'emploi. L'ère de la robotique 
sera peut-être également celle de la déqualification professionnel-
le d'une masse de travailleurs manuels, reléguée à une tâche de 
s urveillance du processus de production. 
La réalité de la robotique est heureusement moins sombre et 
certainement fort éloignée du mythe des monstres antropomorphiques. 
La robotique a connu son véritable démarrage au cours des années 
70. Depuis, elle fait l'objet d'énormes efforts de recherche. 
La robotique répond au besoin d'automatisation de l'industrie 
occidentale et c'est pour cette raison qu'elle se développe aussi 
rapidement. L'intérêt du robot par rapport aux autres outils 
automatiques provient de son aptitude a être (re)programmé, sa 
souplesse et sa précision. Il permet aussi d'accomplir des tâches 
qui étaient irréalisables jusqu'à présent à cause du danger qu'elles 
comportaient, ou à cause des limites physiques de l'être humain. 
Citons , par exemple, l'exploration des hauts fonds sous-marins, 
l'entretien des parois internes des oléoducs ou encore la manipu-
lation des produits radio-actifs. C'est certainement pour cette 
raison que l'on désigne une application robotique par le vocable 
d'"atelier flexible". 
- -- --- - - --- - - - - - - - - - ------
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Nous allons passer en revue quelques pôles de la robotique 
afin de bien comprendre ce qu'est un robot aujourd'hui, ce qu'il 
est capable de faire et surtout voir comment on peut le program-
mer. 
- Les différents types de robots 
(Dossier Athéna n° 1 - 1er avril 1984) 
Il existe à l'heure actuelle trois catégories de robots sur 
le marché : 
Les robots de production: on les appelle aussi les robots 
industriels. Ils sont destinés à accomplir des tâches 
répétitives dans un environnement quasi invariant. 
L'application la plus spectaculaire est certes, l'industrie 
de l'automobile. Les exemples typiques d'utilisation sont 
la soudure, la peinture, la manutention, le tri de pièces, 
l'assemblage et le contrôle de qualité. 
- Les robots d'exploration : ce type de robot a peu de chose 
en commun avec le type précédent. La problématique de ce 
type de robot tient au fait que la machine connaît son 
objectif mais que son univers n'est plus invariant. 
résoudre ce problème, il y a deux approches. 
Pour 
- soit on ajoute un agent humain dans la boucle de la 
commande et on parlera de téléopération; 
- soit on dote la machine de capteurs evolués et d'algo-
rithmes de traitement et d'interprétation des infor-
mations percues. On parlera alors de robots "int el-
ligents" ou autonomes. 
- Les robots d'assistance: ce sont des prothèses sophisti-
quées visant à rendre une certaine autonomie à un être 
humain handicapé. 
Dans le cadre de ce travail, nous ne nous intéresserons 
qu'au premier type de robot. 
- Les générations des robots 
- La première génération : si l'on ne tient pas compte des pro-
totypes particulièrement performants permettant aux grands 
laboratoires de recherche de travailler sur des projets de 
.. .. ! 
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robotique avancés, la grande majorité des robots sont de la 
première génération. Ce genre de robot est démuni de capteurs 
. 
sensoriels et est destiné à accomplir des tâches répétitives 
dans un environnement sans surprise. On distingue deux types 
de robot de la première génération : 
- le robot "playback''. Les opérations à exécuter sont 
mémorisées en exécutant une première fois l'opération 
manuellement. Ensuite, elles peuvent être répétées 
automatiquement. 
le robot à contrôle numérique : exécute une série d'infor-
mations d'après une série de commandes chargées numéri-
quement. Ces commandes définissent entre-autre, la 
succession des positions du robot. 
- La deuxième génération : les robots de la deuxième génération 
sont des robot à contrôle numérique dotés de fonctions de 
perception avancées. L'informatique joue un rôle prépondérant 
dans la commande de ces robots. Un ordinateur sera couplé 
au robot. Sa fonction consistera à traiter ces données et 
d'assurer le contrôle et la coordination des mouvements du 
robot. Cette génération s'ammorce à peine et reste encore 
pour l'essentiel, du domaine des laboratoires industriels ou 
universitaires. 
- La troisième génération les robots de la troisième génération 
sont caractérisés par une grande autonomie de décision. Ils 
sont capables d'évoluer dans un environnement imprévisible. 
Ils doivent donc être capables de choisir et d'entreprendre 
les actions à accomplir d'après les informations fournies par 
l'environnement et fournies à l'aide de senseurs. Ici, il 
n'y a donc plus d'ordre prédéterminé des actions. A l'heure 
actuelle, la troisième génération est encore à l'état de 
projet. 
- Les langages de programmation 
Les systèmes robotiques à commande numérique disposent d'un 
langage de programmation permettant de spécifier les mouvements 
à accomplir. Les langages de programmation des robots de la 
deuxième génération comprennent des commandes spécifiques sup-
plémentaires permettant l'utilisation des capteurs sensoriels. 
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On qualifie ces langages "d'explicite" ou encore "robot-
level". 
Grâce à l'utilisation des informations délivrées par les 
capteurs sensoriels, le robot à désormais la possibilité de 
travailler dans un environnement plus incertain. Ce qui a pour 
conséquence d'élargir considérablement leur champ d'application. 
Le gros désavantage de ces langages, c'est qu'ils sont directement 
liés aux caractéristiques physiques du robot et des capteurs. 
Aussi n'est-il pas étonnant qu'il y ait presque autant de langage 
de programmation qu'il y a de constructeurs de robot. L'utilisa-
tion de ces langages requiert une expertise du programmeur en 
informatique et demande une grande habileté pour le choix des 
mouvements spécifiquement liés à l'utilisation des capteurs sen-
soriels. 
Il existe une autre approche de la programmation des robots. 
Elle est connue sous le nom de programmation du niveau "tâche" 
(task-level). La programmation consiste uniquement à spécifier 
les actions à entreprendre (position finale des objets) sans 
spécifier les mouvements que doit accomplir le robot en vue de 
ces actions. Cette programmation est donc complètement indépen-
dante des caractéristiques physiques du robot. Bien sûr, les 
systèmes de programmation "task-level" utilisent une modélisation 
géométrique de l'espace de travail du robot et du robot lui-même. 
La programmation "task-level" est encore un sujet de recherche 
et n'est donc pas encore utilisée dans l'industrie. 
' ~ 
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2. CADRE GENERAL 
2.1. DEFINITIONS ET COMPOSITION DU ROBOT INDUSTRIEL 
2.1.1. Définitions 
(Extraites de la norme française NF E 61-100 août 1983) 
Manipulateur : Mécanisme généralement composé d'éléments 
en série, a rticulés ou coulissant l'un par rapport à 
l'autre, don t le but est la sais ie et le déplacement 
d'objets suivant plusieurs degrés de liberté. Il est 
multifonctionnel et peut être commandé directement par 
un opérateur humain ou par tout système logique (système 
à cames, logique pneumatique, logique électrique cablée 
ou programmée). 
Robot industriel : Manipulateur automatique, asservi 
en position, capable de positionner et d'orienter des 
matériaux, pièces, outils ou dispositifs spécialisés, 
au cours de mouvements variables et programmés pour 
l'exécution de tâches variées. 
Il se présente souvent sous la forme d'un ou plusieurs 
bras se terminant par un poignet. Son unité de commande 
utilise, notamment, un dispositif de mémoire et éventuel-
lement de perception de l'environnement et des circons-
tances ainsi que l'adaptation en résultant. 
Ces machines polyvalentes sont généralement étudiées 
pour effectuer la même fonction cyclique et peuvent 
être adaptées à d'autres fonctions sans modification 
permanente du matériel. 
Degré de liberté : Un mode, suivant lequel un système 
dynamique peut être modifié. Chacun de ces modes est 
caractérisé par une variable indépendante. Le nombre 
de degrés de liberté d'un robot industriel est limité; 
il est lié a son aptitude à positionner et orienter 
son organe terminal; ainsi sa valeur théorique maximale 
est de 6. 
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2.1.2. Composition du_robot_industriel 
Comme nous l'avons vu dans la définition, le robot 
industriel est constitué de plusieurs éléments. Ceux-ci 
travaillent en collaboration afin de permettre â chaque 
membre du bras articulé de pouvoir prendre une sequence de 
positions pour une application donnée. 
Ces éléments sont les suivants : 
Unité de 
-
Informa 
extériocep 
pilotage 
tions 
tives 
1 Capteurs 
sensoriels! 
Unité de commande 
Commande 
électrique 
Informations 
proprioceptives 
Robot industriel 
Actionneurs 
1 
Capteurs 
proprio-
ceptifs 
1 
Bras articulé 
Fig. 2.1 - Composition du robot industriel. 
Passons en revue ces différents éléments : 
- La mémoire : la mémoire est l'élément du robot qui permet 
de stocker tous les éléments nécessaires â l'accomplissement 
d'une tâche. Cette mémoire est dans la majorité des cas une 
mémoire numérique similaire â celle des ordinateurs. 
- L'unité de pilotage : cette unité a pour but de provoquer 
la commande électrique des actionneurs du bras articulé et 
d'exécuter ainsi une tâche conforme â sa description stockée 
dans la mémoire. 
- La commande électrique : les sigaux émis par l'unité de 
pilotage sont des signaux digitaux de faible voltage. Les 
actionneurs du bras articulé requièrent une source d'énergie 
puissante (courant électrique, pression hydraulique, pression 
pneumatique ... ) pour mobiliser les articulations dans la 
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position dictée par l'unité de pilotage. La commande 
électrique servira donc d'interface entre la partie infor-
matique et la partie mécanique du robot. 
- L'actionneur : un actionneur n'est autre que le moteur d'une 
des articulations du robot. 
- Les capteurs proprioceptifs : ces capteurs sont solidaires 
des articulations. Ils délivrent une information utilisée 
exclusivement par l'unité de pilotage que l'on appelle infor-
mation proprioceptive. 
- Informations proprioceptives : informations délivrées par 
des capteurs solidaires · des articulations. Ces informations 
permettent de contrôler les mouvements du bras articulé car 
elles donnent à tout instant la position de chacun des corps. 
- Capteurs sensoriels : ces capteurs recueillent des infor-
mations sur des événements survenus dans l'espace de travail 
du robot. Il s'agit par exemple de la pression exercée par 
la pince, de la force exercée par le poignet ou de la détection 
d'une collision du bras articulé avec un obstacle. 
mations sont appelées informations extérioceptives. 
2.2. LES DIFFERENTS TYPES DE PROGRAMMATION 
2.2.1. La_programmation_on-line 
Ces infor-
Dans ce type de programmation, le système de program-
mation fait partie intégrante de l'unité de commande du robot. 
La programmation se fait soit en utilisant un boîtier de 
commande (=teaching box), soit en u.tilisant un pantin caracté-
risé par les mêmes contraintes géométriques et mécaniques que 
le robot (=syntaxeur), soit en actionnant manuellement le 
bras du robot et en lui faisant accomplir les mouvements qu'il 
devra reproduire fidèlement par la suite (=teaching by doing). 
La majorité des robots actuellement installés sont programmés 
selon l'une de ces trois méthodes. 
2.2.2. La programmation_off-line 
Dans ce cas-ci, le robot accomplit une tâche en se basant 
sur une description formulée à l'aide d'un langage de program-
mation. Ce langage est caractérisé par une syntaxe propre 
• < • 
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au robot. Le robot et son unité de commande deviennnent des 
unités périphériques d'un ordinateur. Cet ordinateur génère 
une série de commandes destinées à l'unité de commande. Cette 
dernière les décode et les exécute en agissant entre autres 
sur la position des articulations. 
Cette programmation est supérieure a la précédente à 
deux points de vue : 
- L'exploitation optimale un robot coûte cher; il faut donc 
l'utiliser au maximum de sa capacité. Avec une programmation 
off-line, on peut programmer de nouvelles applications robotiques 
pendant que le robot exécute une autre application: pour la 
programmation on-line, le robot est non productif pendant tout 
le temps d'apprentissage des mouvements. 
- Le comportement adaptatif : la programmation off-line permet 
d'étendre le champ d'application de la robotique. Un robot 
muni de capteurs est en mesure de détecter tout événement sur-
venant dans son environnement de travail. Il peut alors faire 
part de ces événements à l'ordinateur qui le pilote. L'ordina-
teur pourra alors élaborer une nouvelle stratégie de mouvements 
tenant compte de ces événements. La programmation off-line 
permet donc d'exploiter une certaine forme d'"intelligence" 
dont l'ordinateur est capable. Dans une chaîne de montage, 
par exemple, certains capteurs pourraient détecter la mauvaise 
qualité d'une pièce et par conséquent, provoquer la génération 
des mouvements destinés à la rejeter. 
2.2.3. Niveaux de la formulation de la tâche d'un robot 
(PARENT & LAURGEAU 1983, J. SIMONS 1983) 
2.2.3.1. LÊ niveau articulaire 
La formulation d'une tâche au niveau articulation 
consiste à définir l'ensemble des mouvements que devront 
effectuer les organes du robot. 
Dans le cas qui nous préoccupe, tous les organes 
sont animés par des mouvements de rotation autour d'un axe 
commun avec l'extrémité de l'organe précédent de la chaîne. 
Ces rotations sont assurées par des pivots. D'autres 
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robots assurent le mouvement de leurs organes par des 
translations à l'aide d ' un mécanisme à coulisse. D'autres 
robots encore assurent le mouvement d'une partie de leurs 
organes par translation et de l'autre par rotation. 
pendant. 
Tout organe est mobilisé par un actionneur indé-
La position de chaque organe est donc exprimée 
à l'aide d'une variable articulaire indépendante qui re-
présente sa rotation ou sa translation par rapport à une 
position de référence prédeterminée. La valeur de chaque 
variable articulaire représente un nombre de pas. Ce pas 
correspond au plus petit angle de rotation ou la plus petite 
distance de translation que peut subir un organe en agissant 
sur la coulisse ou sur le pivot auquel il est rattaché. 
Pour un même robot, le pas n'est pas nécessairement identique 
pour toutes ses articulations. Enfin, la précision du 
robot est fonction du choix du pas par le constructeur. 
On représente la configuration des organes du 
robot à l'aide d'un vecteur de N variables articulaires, 
N étant le nombre d'articulations du bras du robot. Il est 
donc évident qu'un vecteur de variables articulaires est 
une représentation de la configuration propre à chaque 
robot. 
La programmation d'un robot au niveau articulaire 
consistera, en définitive, à préciser la succession des 
configurations de ses membres en vue d'accomplir une tâche 
donnée. Cette programmation est donc non portable. 
Il se pose encore un autre problème. Nous savons 
que l'ensemble des organes constitue une chaîne. Par 
conséquent, tout mouvement d'un organe de la chaîne provoque 
un changement de position et d'orientation de tous les organes 
en amont. Il faut donc compenser le déplacement de ces 
organes en faisant subir un mouvement au premier organe en 
amont qui à son tour provoque un déplacement des organes 
qui lui succèdent dans la chaîne. 
La programmation du niveau articulaire est donc 
extrêmement fastidieuse car il faut trouver un compromi s 
entre la position de tous les organes par rapport à leurs 
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prédécesseurs dans la chaîne pour assurer une maîtrise du 
déplacement de la pince. On peut donner un cas typique 
ne définition d'un mouvement des organes d'un robot 
avec une vitesse maximale et en continu 
amener le · hras â 1~ configuration 0, -3075,900,900,30 
-800,455,-841,510,0 
-800,437,-850,486,0 
fermer la pince 
Le passage d'une configuration à l'autre détermine 
donc un mouvement. Les variables articulaires représentent 
des pas exprimés en dixièmes de degrés. 
L'interpréteur cablé dans l'unité de commande du 
robot RM 501 offre également une programmation du niveau 
articulaire. 
obtenu par 
Le mouvement identique au précédent sera 
SP 9 
PS l,0,-4100,3600,1450,-950 
PS 2 ,-3204,1823,-3364,-686,686 
PS 3,-3204,1748,-3401,-649,649 
MO 0 
MC 3 
GC 
(vitesse maximale) 
(configuration 1) 
(configuration 2) 
(configuration 3) 
(aller à la position 0) 
(parcourir successivement 
les 3 configurations 
qui suivent la confi-
guration 0) 
(fermer la pince) 
Remarque les variables articulaires expriment des pas de 
0,025 et 0,075 degrés (voir Annexe A) 
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2.2.3.2. Le niveau XYZ 
La formulation d'une tâche au niveau XYZ est dé j à 
plus simple que précédemment. Comme son nom l'indi que, le 
problème de la programmation du niveau XYZ se pose dans un 
espace de travail cartésien à trois dimensions. Le repère 
de cet espace est souvent associé à la base du robot. On 
effectue un mouvement en précisant les coordonnées cartésien-
nes d'un point de l'espace que l'on désire atteindre. Le 
mouvement sera accompli lorsque les coordonnées cartésiennes 
de l'extrémité de l'organe terminal du bras articulé 
coïncideront avec celles du point à atteindre. On remarque 
donc que seule la position de cet organe terminal nous 
importe et que les pos i tions des autres organes sont devenues 
transparentes. Au niveau articulaire, nous avions défini 
le concept de configuration; au niveau XYZ, il existe un 
concept similaire. A toute configuration correspond une 
seule position et orientation de l'extrémité de l'organe 
terminal. Au niveau XYZ, on spécifie s i mplement la position 
et l'orientation de l'organe terminal par rapport au repère 
de l'espace cartésien. Au niveau XYZ, on peut mod i fier 
l'orientation de l'organe terminal indépendamment de sa 
position, au niveau articulaire, la position et l'orientation 
de l'organe terminal sont liées à la position des organes 
en aval de la chaîne. 
Les trajectoires décrites par l'organe terminal 
du robot dans l'espace de travail cartésien sont des 
trajectoires obéissant à une loi mathématique. Dans notre 
cas, elles seront rectilignes ou quasiment rect i lignes avec 
une certaine tolérance. 
Trajectoire générée lors de 
l'exécution d'une commande 
de niveau arti.culaire 
9 
n 
Trajectoire linéaire 
générée lors de l'exécution 
d'une commande de niveau 
"XYZ" 
x l,Yl,zlJ 
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On peut donner un exemple typique de programme 
du niveau XYZ : 
X. , 
l 
i, 
avec une tolérance de 2mm et en continu 
amener la pince en (Xl yl Zl , 1 1 1) 
amener la pince en (X2 y2 z2 , 2 2 2 ) 
fermer la pince 
y . , z . représentent l'abscisse, l'ordonnée et 
l l 
de l'extrémité de la pince. 
i, représent ent l'orientation de la pince. i 
la hauteur 
Nous 
préciseron~ ultérieurement la signification de 
ces paramètres. 
2.2.3.3. Le niveau "objet" 
Au niveau "objet", on utilise une base de données 
des objets se situant dans l'espace de travail du robot. 
Cette base de données donne les relations géométriques qui 
lient les objets entre eux précisant leurs posi t ions, leurs 
orientations et leurs caractériques géométr i ques, la manière 
de les approcher, de les serrer ... 
Cette base de données donne également la description 
de certaines positions fixes de l'espace de travail et 
précise la manière de les approcher. J'appelle ces positions 
fixes des sites. 
Les informations contenues dans cette base de données 
permettront d'améliorer,entre autres, la lisibilité et la 
souplesse de la programmation. 
Au niveau XYZ, on définissait les mouvements en 
termes de positions à atteindre. Il est donc difficile 
de comprendre l'objectif d'une tâche si l'on ne peut faire 
la correspondance de ces positions avec les objets de l'espace 
de travail. La formulation d'une tâche à ce niveau consiste 
à préciser uniquement les mouvements que les objets doivent 
subir. Par exemple : - déplacer l'objet A sur l'ob j et B; 
- saisir l'objet Cet le placer au 
site X de l'espace de trava i l. 
- 2.9 -
Le fait de nommer les objets et les sites au lieu 
de donner leur position améliore la lisibilité de la program-
mation. 
Les programmes du niveau "objet" sont aussi plus 
souples car toute modification de la position initiale des 
objets et des sites ne nécessite pas de modifications de 
la programmation. 
Le niveau "objet" assure par ailleurs la mise à 
jour automatique de la base de données après le déplacement 
de tout objet. 
On spécifie la tâche à accomplir mais pas la manière 
dont il faut l'accomplir. Le problème à résoudre à ce niveau 
consistera à générer la trajectoire automatiquement. Au 
niveau "objet", on ne tient pas nécessairement compte de la 
présence d'éventuels obstacles sur la trajectoire calculée. 
On risque alors de provoquer des collisions entraînant un 
déplacement involontaire de certains objets de l'espace de 
travail. Le modèle de l'espace de travail dans la base de 
données pourrait ne plus coïncider avec sa configuration 
réelle. Pour éviter ce problème, il y a parfois moyen de 
disposer les objets de manière à éviter ce genre de collision. 
Cette solution n'est pas toujours possible surtout lorsque 
l'espace de travail est particulièrement encombré. De plus, 
cette solution n'est pas très élégante parce qu'elle nécessite 
de la part du programmeur une connaissance bien précise de 
la manière dont les trajectoires sont générées (souvent ces 
trajectoires sont rectilignes mais ce n'est pas une règle 
impérative). 
Certains langages du niveau "objet" permettent de 
préciser des points intermédiaires par lesquels la trajectoire 
générée devra obligatoirement passer. On aura des instructions 
de la forme : déplacer l'objet A 
via le site B 
via le site C 
1 
sur l'objet X 
Cette solution permet de résoudre le problème de 
collisions mais la génération de la trajectoire n'est plus 
tout à fait automatique. 
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2.2.3.4. Le niveau "tâche" 
Ce niveau répond au problème posé par le niveau 
précédent. Le programmeur ne devra donc plus détailler 
les étapes intermédiaires de la trajectoire en vue 
d'accomplir un objectif donné. La trajectoire de déplacement 
des objets est calculée automatiquement par un planificateur de 
trajectoires. Ce planificateur se sert d'un modèle de 
l'espace de travail. Ce modèle lui permet de détecter les 
obstacles qui se trouveraient sur la trajectoire des objets 
à déplacer et de générer des trajectoires de contournement. 
Bien qu'il existe une littérature abondante sur la 
planification des trajectoires, presqtie aucun robot ne 
fonctionne selon ce mode d'exécution. La programmation au 
niveau "tâche" correspond en quelque sorte à une programmation 
automatique à partir d'un langage de très haut niveau; c'est 
donc la plus simple et la plus puissante des programmations. 
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3. DEFINITION DU PROJET 
3.1. Objectif 
Le coût de programmation d'un robot représente une grande 
partie du coût de fonctionnement globale d'un atelier flexible". 
Dans certains cas, le coût de la programmation peut dépas-
ser de loin le coût d'achat du matériel. Le même problème 
s'était déjà posé pour la programmation des ordinateurs. La 
programmation en assembleur, bien qu'efficace, coûte extrême-
ment cher, car le coût de développement et de maintenance sont 
considérables. Par aille.urs, ces programmes sont spécifiques 
à une machine donnée et ne sont donc pas transportables sur 
d'autres machines. Pour diminuer le coût de la programmation, 
on a inventé des langages de haut niveau. Ces langages de 
haut niveau ont un double intérêt 
-ils permettent de simplifier fortement la tâche de la 
programmation: 
-les programmes écrits en langage de haut niveau sont indé-
pendants des caractéristiques de la machine sur laquelle 
ils sont développés. 
Par analogie avec la programmation classique, la program-
mation d'un robot au niveau articulaire correspond à la program-
mation en assembleur. Elle est de loin la plus efficace mais 
n'est en aucun cas transportable car elle est fonction des 
caractéristiques géométriques (nombre de degrés de liberté, 
longueur des éléments du bras) et mécaniques (amplitude des 
mouvements de chaque articulation) du robot. De plus, la syn-
taxe du langage de commande offert par le constructeur n'est 
pas identique pour tous les robots. 
Une programmation de haut niveau s'avère donc également 
nécessaire en robotique. Une programmation simple pour la 
réalisation d'une tâche complexe, une meilleure portabilité, 
une meilleure modifiabilité, une indépendance par rapport aux 
caractéristiques du robot devraient permettre de diminuer les 
coûts tout en étendant les champs d'application. 
Nous avons vu qu'il y avait deux grandes catégories de 
langage de programmation - la catégorie "robot-level" 
- la catégorie "task-level" 
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Nous savons que la catégorie "robot-level" est utilisée 
pour la programmation de la majorité des robots de la première 
et de la deuxième génération. Nous savons aussi que la pro-
grammation des robots à l'aide des langages de cette catégorie 
requiert de la part du programmeur une certaine expérience en 
informatique et dans l'utilisation des capteurs sensoriels 
éventuels. Cette difficulté à programmer provient du fait 
que les caractéristiques du robot ne sont pas transparentes 
aux yeux du programmeur, car la description de la tâche exige 
une descritpion explicite de tous les mouvements du robot en 
vue de l'accomplir. 
Nous allons nous tourner vers la deuxième catégorie de 
langage de programmation. D'abord parce qu'elle permet par 
sa simplicité à un non-initié de programmer un robot. Ensuite, 
parce qu'elle permet une meilleure portabilité de la program-
mation sur d'autres installations car, les caractéristiques 
physiques du robot y sont transparentes. 
Nous avons dit qu'il y a presque autant de langages de 
programmation robotique qu'il y a de constructeurs. Ces lan-
gages sont pourtant proches des langages traditionnels de pro-
grammation par leur possibilité de structurer les données et 
les traitements. 
Il serait peut être nécessaire de bâtir un environnement 
de programmation qui permette de programmer différents robots 
à l'aide d'un même langage. Cet environnement de programmation 
permettra une programmation de niveau "tâche". Il permettra 
l'utilisation d'un langage classique de programmation pour 
définir une tâche à accomplir, indépendemment du robot utilisé. 
L'usage d'un même langage de programmation pour tous les robots 
permettra d'assurer une meilleure portabilité de la programma-
tion des applications robotiques. 
La traduction des applications en une suite de commandes 
caractérisée par la même syntaxe que celle du langage défini 
par le constructeur devra être effectuée automatiquement par 
l'environnement de programmation. 
Enfin, nous avons vu que la grande majorité des robots 
actuellement en fonctionnement étaient des robots de la première 
génération. 
. ... 
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L'environnement de programmation sera donc spécialement 
conçu pour la programmation des robots de la première génération. 
Nous nous préoccuperons particulièrement de la programmation 
d'un petit robot industriel commercialisé par le constructeur 
Mitsubishi. Le langage de programmation défini par le construc-
teur est un langage d'un niveau articulaire. 
3.2. Présentation du robot à programmer 
Le robot à programmer est un produit Mitsubishi de la 
série RM 501 Movemaster. Il répond à la définition du robot 
industriel énoncée précédemment. Le bras articulé est compose 
d'une chaine de cinq organes en série reliés entre eux par cinq 
articulations indépendantes. 
3.2.1. Les_caractéristigues_du_langage_offert_ear_le 
constructeur 
Nous avons déjà signalé que le constructeur offrait 
un langage de niveau articulaire pour la programmations du 
robot Movemaster RM 501. 
L'annexe A de ce travail contient la description des com-
mandes utilisés par les environnements de programmation pour 
assur er le pilotage de ce robot. 
3.2.2. Les_organes_du_robot 
""~e ~ 
;%7$:P;w 
a>< e. ~ rou.li,ri 
du~. 
Fig. 3.1 Les membres du 
robot 
• 
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3.2.3. Amelitude_des_mouvements_des_différents_organes_du 
bras articulé 
+ 
300° 
130° 
90° 
90° 
Rotation du corps 
Rotation de l'épaule 
Rotation du coude 
Inclinaison du poignet 
Torsion du poignet + 180° 
3.2.4. Les_dimensions_des_organes 
Les deux figures ci-dessou s représentent les dimen-
sions des cinq organes du robot. Les mesures sont exprimées 
en millimètres. 
0 
M 
M 
Vue de haut des organes constitutifs du robot 
1-- 208 
---------- ---------, 
.-......~-.r-~.__,l_. ~~~ 
1 · -
' 
Vue de profil des organes constitutifs du robot 
65 
- 3.5 -
Vue de profil de la pince std. Vue de face la pince stand. 
1 -
X 
--4: 
~ 
1 
----
-
Fig. 3.2 - Dimensions des organes du robot 
3.2.5. Dimensions_du_volume_accessible_Ear_le_robot 
Les figures ci-dessous représentent une vue de profil 
et de haut de l'espace accessible par le poignet du robot. 
On peut fixer une pince standard sur le site d'attache situé 
à l'extrémité du poignet. L'espace accessible par cette 
pince ne sera pas identique à l'espace accessible représenté 
par les figures, il aura toutefois des dimensions comparables 
à celles exprimées par la figure. 
1 
'° .... 
.. 
0 
~ 
1 
y 
1 
0 
'° N I 
• I 
r 1.· -it 
1 / !sj ..._ ---~ ---· . ' -
-1-r~-- -
, Fig. 3.3 Dimensions du volume accessible par le robot 
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3.3. Architecture globale du produit logiciel 
La hiérarchie des niveaux de la formulation de la tâche 
d'un robot énoncée au paragraphe 2.2.3., nous donne déjà une 
idée assez nette de la structure globale du produit logiciel 
à développer. On dispose d'un robot dont la programmation est 
du niveau le plus élémentaire (niveau articulaire) et on désire 
formuler la tâche qu'il devra exécuter à l'aide d'un langage 
de haut niveau (niveau tâche). On peut transformer successive-
ment la formulation de la tâche en une formulation de niveau 
inférieur pour enfin envoyer au robot, des commandes du niveau 
articulaire. Chaque étape de cette transformation sera effectuée 
par une couche. A chaque couche correspond un niveau de pro-
grammation. 
Passons ces couches en revue. 
La couche articulaire 
Cette couche sert,d'une part, à gérer des trajectoires 
des organes articulés du bras et à assurer une indépendance 
des programmes du niveau articulaire par rapport aux particu-
larités syntaxiques du langage de niveau articulaire défini 
par le constructeur. 
La description d'une tâche au niveau articulaire consiste 
a définir une succession des configurations des organes du 
robot. Le passage successif d'une configuration à l'autre 
avec une vitesse douce définira un mouvement. 
La couche articulaire fait apparaître le concept de robot 
articulaire. Ce robot est caractérisé par la même géométrie 
et la même mécanique que le robot à programmer mais la syntaxe 
de sa programmation est indépendante de celle du robot à pro-
grammer. 
La couche "XYZ" 
La couche "XYZ" comporte un transformateur de coordonnées 
qui a pour but de calculer la configuration des organes du 
robot articulaire qui permet de positionner la pince à une 
position cartésienne donnée et avec une orientation donnée. 
Cette couche permet d'ignorer les caractéristiques géomé-
triques du robot à programmer, car elle nous permet de nous 
-------~-----:---,-.-
-. 
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préoccuper seulement de la position de l'extrémité de la pince 
et plus de la position et de l'orientation des organes qui la por-
tent. Un programme du niveau "XYZ" sera vu par cette couche 
comme le passage successif d'une position cartésienne à l'autre 
de la pince dans l'espace de travail. 
La couche fait apparaître le concept de robot XYZ. Ce 
robot ne dépend plus des caractéristiques géométriques du robot 
à programmer. 
La couche de niveau "objet" 
Cette couche contient une description de tous les objets 
disposés dans l'espace de travail; elle assure la mise à jour 
et la création de cette description. 
La programmation à ce niveau est vue comme une succession 
de déplacements des objets de l'espace de travail. Il faut 
toutefois préciser une partie de la trajectoire de déplacement 
de ces objets. 
La couche de niveau "tâche" 
La couche de niveau "tâche" contient un planificateur de 
trajectoires qui sera chargé de déterminer la trajectoire de 
déplacement des objets de l'espace de travail, de manière à 
ce que ce déplacement ne provoque pas de collision avec les 
autres objets de l'espace de travail. Ce niveau permet une 
programmation au niveau "tâche". 
Relation entre les couches 
La structure globale du produit logiciel sera une structure 
classique basée sur une relation d'utilisation. 
- La couche de niveau tâche utilise un modèle géométrique 
de l'espace de travail pour déterminer les trajectoires 
sans collision. Il fera donc appel aux services offerts 
par la couche du niveau objet qui est chargé de créer et 
de mettre à jour le modèle dont le planificateur de tra-
jectoire a besoin. 
- La couche de niveau objet utilise les services offerts 
par la couche "XYZ", cette dernière permet de déplacer 
les objets de l'espace de travail selon des trajectoires 
rectilignes. La définition de cette trajectoire n'est 
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possible que si la pince peut passer successivement par 
des positions cartésiennes calculées. Elle fera donc 
appel aux services offerts par la couche "XYZ". 
- La couche de niveau "XYZ" est chargée de calculer l'angle 
de rotation de chacune des articulations du robot. 
Connaissant la position et l'orientation de la pince dans 
l'espace de travail, le niveau "XYZ" connaît les caracté-
ristiques géométriques du robot à programmer mais ne connaît 
par contre, pas les caractéristiques de son langage de 
commande. De plus, il n'est pas en mesure de détecter 
les inve~sions brusques du sens de rotation des articula-
tions lors du passage en continu par plusieurs configu-
rations successives. La couche articulaire se chargera 
de la traduction des commandes émises par la couche "XYZ" 
en commandes spécifiques au robot à programmer. Elle se 
chargera par ailleurs de la gestion de s trajectoires car 
cette fonction n'est pas assumée oar 12. couche "XYZ" ~yq1~~~ ~n~/CAt~P-,f~ 
-----------
.Pit:>gJLa.n?m.o.b: on de 
ltl" ~ aJtl,.:~ 
----------
C-D.Jwcie 
niV"ea.t> 
"t-o..ck.e ,, 
c.o.,c:he~ 
fl.ivecu.> 
'19~'' 
C<ioched.e 
l\!1/QQJ.) 
,. ,IC. 'f '( ,, 
~chede 
ltJ"VQl)J 
a;cb·~ 
Jltiti« 
c,{i~ 
u~if.:x Co11cefaf ~ 
,tobQ~ au,.. -~ 
----------
-
Fig.3.4 - Architecture globale du produit logiciel 
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3.4. L'utilisation de Prolog 
- Choix_de_Prolog_comme_langage_de_Erogrammation_du_r obot 
Les personnes chargées de la programmation d'un robot ne 
seront pas nécessairement des experts en programmation. Il 
faut donc mettre à leur disposition un langage de program-
mation qui est à la fois clair et facile à utiliser. 
La clarté : déjà, la plupart des langages de programmation 
classiques sont caractérisés par une syntaxe quelque peu 
ésotérique. Cette fâcheuse tendance est encore plus nette 
pour les langages de programmation spécifiques à la robotique. 
L'annexe A contient la description d'un de ces langages de 
programmat ion. Nous avons retenu Prolog comme langage de 
programmation pour sa clarté et la simplicité de sa syntaxe. 
Facilité d'utilisation : il existe deux tendances en program-
mation classique. 
~•~s~g~ ~•~n_l~n~a~e_c~mpi!é : les langages compilés sont 
de loin plus efficaces mais il faut reconnaître que leur 
utilisation n'est pas toujours facile. Pour exécuter un 
programme, il faut compiler sa version texte, soumettre le 
résultat à "l'éditeur de liens", charger en mémoire la 
version exécutable du programme et enfin, lancer l'exécu-
tion. Il se pose également un problème en cas d'erreur 
d'exécution. A cause de la traduction du contenu du fichier 
texte, il est difficile d'y localiser les erreurs qui ont 
été détectées lors de l'exécution de sa version "exécutable". 
~•~s~g~ ~•~n_l~n~a~e_i~t~rprit~: l'usage d'un langage 
interprété est plus simple. Les expressions du langage 
seront directement exécutées par la machine. On résout 
dè cette manière le problème de la localisation des erreurs 
de programmation et on simplifie par la même occasion le 
mode d'exécution car la traduction de la source n'est plus 
nécessaire. 
Enfin, il faut dire que c'est quand même par la force des 
choses que nous avons choisi Prolog comme langage de pro-
grammation des applications robot i ques car l'environnement 
de programmation est lui-même écr i t en Prolog. Il met à 
la disposition de l'utilisateur un ensemble de primi tives 
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de programmation qui sont en fait des prédicats Prolog. 
Ils ne pourront donc être utilisés que dans un programme 
Prolog. 
- Choix_de_Prolog_comme_langage_d'imElémentation_de_l'environ-
nement_de_Erogrammation 
Nous avons vu que le logiciel était structuré en quatre 
couches. Chaque couche est implémentée en Prolog mais dans 
chacune de ces couches, l'usage de Prolog y est différent. 
La_couche articulaire : les problèmes traités dans la 
couche articulaire sont purement déterministes. L'usage 
de Prolog ne s'y justifie donc pas car on y sous-exploite 
ses capacités. Il était toutefois ·intéressant d'utiliser 
ce langage pour l'implémentation de cette couche, ne fut-
ce que pour prouver qu'il convient également pour traiter 
des problèmes déterministes. 
La couche "XYZ" : elle sera chargée entre-autre, de calculer 
la position des corps du robot de manière à positionner 
la pince à une position cartésienne donnée. Il arrive 
qu'il y ait plusieurs solutions possibles de positionnement 
des organes du robot pour une meme position de la pince. 
Il peut même arriver que le nombre de solutions soit infini. 
Le manipulateur ci-dessous est constitué de trois organes. 
Pour une même position de l'organe terminal, il y a moyen 
de positionner les organes du porteur de deux manières 
différentes. 
I 
I 
I 
I 
I Il,;;,_------------• 
-------
= a,nf,9-t. cfu r~ 
= C.Qnr.9 e dJJ p~ 
Le problème n'est pas déterministe car le nombre de solu-
tions admissibles n'est pas connu à l'avance et il faudra 
de plus, sélectionner une de ces solutions. Ce genre de 
problème est traité très facilement à l'aide d'un langage 
tel que Prolog. 
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La_couche "objet" : cette couche se charge notamment de 
la création et de la mise à jour d'une base de données 
des objets de l'espace de travail du robot. A nouveau, 
Prolog convient particulièrement bien, car ce langage 
dispose de mécanismes qui permettent de créer facilement 
un petit système de gestion de base de données relation-
nelle en mémoire. 
La couche "tâche" cette couche contient un planificateur 
de trajectoire basé sur la méthode "generate and test" 
Le planificateur de trajectoire est une fonction de déci-
sion évoluée. Elle est caractérisée par l'aptitude a 
réagir correctement à des situations concrètes pour les-
quelles il n'a pas été explicitement programmé. Le pla-
nificateur que nous avons défini au chapitre 8 utilise 
pleinement les mécanismes d'unification et de backtracking 
ainsi que la récursivité offerts par le langage Prolog. 
3.5. Etat d'avancement du projet 
Le projet est très ambitieux, il n'a donc pas été pos-
sible de le terminer. Toutefois, les couches articulaires 
et "XYZ" ont été implémentées. Nous avons déjà défini une 
série de programmes d'applications de niveau "XYZ". Ces 
programmes figurent au chapitre 6. Les couches objet et 
tâche ont été seulement spécifiées. 
implémenter. 
Il reste donc à les 
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4. LA COUCHE ARTICULAIRE 
La couche de l'articulaire remplit trois rôles 
1) Elle assure une indépendance des programmes de niveau arti-
culaire par rapport aux particularités syntaxiques <lu lan-
gage de commande du robot à programmer. 
2) Elle assure une gestion des mouvements des organes du bras 
articulé lors du passage d'une configuration à l'autre de 
manière 
à protéger le mécanisme des chocs dûs à des freina-
ges brusques ou des inversions instantanées du sens 
de rotation des actionneurs:· 
- à rendre transparentes les limites de stockage de 
la mémoire de l'unité de commande du robot. 
3) Elle permet de choisir le mode de programmation et d'exécution 
du programme généré pour le robot. L'unité de commande du 
robot à programmer contient un interpréteur de programme de 
niveau articulaire. Cet interpréteur ressemble étrangement 
à un interpréteur Basic. On y retrouve d'ailleurs ses deux 
modes d'exécution. 
a) le mode d'exécution immédiat : l'interpréteur exécute 
les instructions au fur et à mesure de leur introduction 
dans la mémoire. Pour qu'une instruction soit exécutée 
immédiatement, il suffit qu'elle ne soit pas précédée 
d'un numéro de ligne. L'avantage de ce mode d'exécution 
réside dans le fait que l'on n'es ~ jamais confronté au 
problème de la limite de stockage de la mémoire. 
Par contre, ce mode d'exécution coûte cher en temps de 
calcul car pour chaque exécution d'un même programme, 
la couche de l'actionneur enverra systématiquement la 
même suite de commandes à l'unité de commande du robot. 
Ce mode d'exécution est toutefois très souple. Si le 
robot physique est muni de capteurs sensoriels, son 
comportement peut être adaptatif. En effet, il peut 
signaler la survenance d'événements à l'ordinateur qui 
le pilote. Cet ordinateur répondra par une séquence 
de commandes spécifiques à l'événement. 
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b) le mode différé : la totalité du programme est alors 
chargée en mémoire avant son exécution. Toute son 
instruction doit alors être précédée d'un numéro de 
ligne. Le programme sera exécuté dès l'envoi de la 
commande immédiate "RUN". Ce mode d'exécution a 
exactement les avantages et les désavantages inverses 
de ceux du mode d'exécution précédent. 
c) le mode mixte ce mode mixte concilie en partie les 
avantages des deux modes précédents. 
- dans le cas qui nous occupe, le robot à programmer 
est dépourvu de capteurs sensoriels. Par conséquent, 
N exécutions d'une même application provoquera 
rigoureusement les mêmes mouvements du bras. Il 
est donc inutile de générer N fois une suite de 
commandes identiques. 
ensuite la taille de la mémoire est limitée, ce 
qui constitue une contrainte pour l'application 
du deuxième mode d'exécution. 
La solution mixte consistera donc à différer l'envoi 
des commandes au robot en les envoyant dans un fichier 
texte. Le contenu de ce fichier sera donc un scénario 
de travail qui pourra être transféré au robot autant 
de fois qu'on le désire. 
Dans notre cas, ce dernier mode est de loin le plus 
efficace. L'environnement de programmation pourrait 
être considéré comme une sorte de compilateur de 
programmes robotiques de haut niveau. 
La couche articulaire comporte une série d'objets. Chaque 
objet .est caractérisé par une liste de compétences. Nous dé-
finirons ces objets puis leurs compétences. Par ailleurs, la 
couche articulaire met en relation deux concepts : le concept 
de robot physique et le concept de robot articulaire. 
- Le robot physique est le robot industriel que l'on désire 
programmer. Dans notre cas, il s'agit du RM 501 MOVEMASTER 
de MITSUBISHI. Le robot physique est aussi un objet mais 
il appartient à la couche inférieure. 
- 4.3 -
- Le robot articulaire est un robot idéalisé car sa 
programmation est indépendante des particularités 
syntaxiques du langage de programmation du robo t 
physique. Il est, par contre, caractérisé par la même 
géométrie et les mêmes contraintes mécaniques que celles 
du robot physique. 
Ces deux robots communiquent par objets interposés. Le 
robot articulaire envoit des messages aux objets définis dans 
la couche articulaire. Ces messages activent une compétence 
des objets cibles. L'activation des compétences de certains 
objets provoque l'envoi d'un message au robot physique. 
Robot articulaire 
Obje t s définis dans 
la couche articulaire 
l 
Robot physique 
Fig. n° 4.1 - communication du robot articulaire avec 
le robot physique 
4.1. Objets définis dans la couche articulaire 
La couche articulaire comporte un ensemble d'objets 
caractérisés par des compétences. Ces objets sont représentés 
dans la figure 4.2. Chaque objet y est encadré. Les arcs qui 
relient des objets expriment une relation entre ces objets. 
La sémantique de toute relation est écrite explicitement sur 
tout arc. 
La liste des compétences qui caractérise chaque objet est 
écrite sur le côté gauche de chaque cadre qui entoure son nom. 
E -valide-force -valide-traj -fermer Trajectoire -destination--ouvrir tra j //._---.---~parcourir 
// ', 
/ ' 
/ ' 
IS-A /' '.JS-A 
/ ' 
/ ' 
,,, ' 
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!1-valide-tps 
~attendre 
/ ' 
,-----/----, ,----'..,.,__ __ -, 
Trajectoire -parcourir 
douce traj-douce ~rajectoire -parcourir 
Segment 
doux 
Vitesse 
continue traj-continue 
"suite de" 
Segment 
-découpe 
-valide-segm 
... 
... 
...... 
'...., IS-A 
.... 
.... 
..... 
... _ 
-repartition Seqment 
continu 
"suite de" 
dernier 
immédiat 
Mouvement vitesse-mvt 
destination-mvt 
._ __ ""T" ___ ~valide-mvt 
-valide-vit 
-actuelle-vit Position 
' 
-parcours continu 
-actuelle-pos 
-valide-pos 
\rs-A 
\ 
' \ 
' \ 
' 
Home 
position 
-nest 
-re~erence 
-actuelle-
home 
Fig. 4 . 2 - Schéma des objets définis dans la couche articulaire. 
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4.2. Définition des objets 
- La position : le concept de position est un concept central 
de la programmation au niveau articulaire. Un robot n'a 
de sens que si on peut le positionner de plusieurs manières 
consécutives en vue d'accomplir une tâche dans le volume 
de son espace de travail. Une position donnée se tradu i t 
par une et une seule configuration des organes du SMA 
(Système Mécanique Articulé). Cette configuration est 
représentée par un vecteur den variables articulaires, 
n étant le nombre d'articulations indépendantes du SMA. 
Chaque varialbe articulaires est associée à une articula-
tion et exprime son angle de rotation. La posit i on n'a 
de sens que si elle est exprimée par rapport à une posi-
tion de référence appelée "Home position". 
- La "Home position" : est une position particulièr e de 
référence par rapport à laquelle on exprime les positions 
du SMA. Ainsi, le robot est positionné à la "home position" 
lorsque la valeur des variables articulaires exprimant 
sa position sont toutes nulles. 
La home position par défaut correspond a l'origine me-
canique du SMA. 
- Une nouvelle home position est une position. Elle 
s'exprime donc par rapport à la home position qu'elle 
va remplacer. 
- La vitesse : exprime une vitesse maximale de translation 
de l'extrémité du bras lorsque celui-ci passe d'une posi-
tion à l'autre. Cette vitesse varie entre 40 et 400 mm/s. 
- Le mouvement : est un déplacement du robot articulaire 
vers une position cible avec vitesse déterminée. Le 
mouvement est donc défini à l'aide de concepts de vitesse 
et de position définis précédemment. 
- Le segment : suite non vide de mouvements. 
- Le segment doux : segment dont l'exécution "en continu" 
des mouvements qui le composent ne provoque pas de choc 
dû à l'inversion brusque du sens de rotation de l'un 
des actionneurs. 
-- • J ~. 
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- Le segment continu : même concept que le segment doux 
à ceci près que les mouvements du segment doivent être 
en nombre suffisamment restreint pour ne pas excéder la 
capacité de stockage de la mémoire de l'unité de commande 
du robot. 
- La trajectoire : suite non vide de segments. 
- La trajectoire douce : suite non vide de segments doux. 
- La trajectoire continue : suite non vide de segments conti-
nus. 
La force : le concept de force désigne la pression 
qu'exercent les mâchoires de la pince : lors de sa fer-
meture, pour saisir un objet de l'espace de travail, ou 
lors de son ouverture, pour produire un écartement des 
pinces. Le concept de force est défini à l'aide de trois 
paramètres. Les paramètres a 1 , a 2 indiquent un amperage 
qui se traduit par une pression et la troisième a 3 in-
dique le temps t pendant lequel la première pression est 
exercee. 
fermeture 
ouverture' 
• 
début du 
mouvement de 
fermeture de 
la pince 
î 
début du 
mouvement d' 
ouverure cle 
la pince 
Fig. 4.3 - Rep~ésentation de la force exercée par la 
pince pendant et après sa fermeture jusqu'à 
son ouverture. 
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Le paramètre a 1 représente la pression qui est exercée 
par la pince pendant une durée exprimée en dixièmes de 
secondes par le paramètre a 3 . Cette durée n'est autre que 
le temps écoulé depuis le début du mouvement de fermeture 
(ou d'ouverture) de la pince. Le paramètre a 2 représente 
la pression qui est exercée par la pince apr~s l'écoulement 
de la durée exprimée par le paramètre a 3 . La force re-
présentée par le paramètre a 2 est exercée jusqu'à ce que 
les mâchoires de la pince subissent un mouvement d'ouverture 
(ou de fermeture). 
- Le temps : est un objet qui représente une durée exprimee 
en dixièmes de secondes. 
4.3. Compétences des objets 
Dans la figure 4.2, les compétences de chaque objet sont 
écrites à côté du cadre entourant le nom de chaque classe 
d'objets. Passons en revue les compétences de chaque classe. 
4.3.1. Compétences de_la eo~i!i~n 
Actuelle-pas 
Objet créé 
Effet 
Valide-pas 
Effet 
Nest 
Effet 
position 
crée une instance de position représentant 
la configuration actuelle des corps du 
robot articulaire. 
teste la validité de la position. Une 
position est valide si elle correspond 
à une configuration des corps du robot 
compatible avec son mécanisme. 
envoie un message au robot physique qui 
a pour effet d'initialiser ou de réinitia-
liser le hardware du robot. Dans les deux 
cas, les membres du robot sont positionnés 
à l'origine mécanique. Dans le cas de 
l'initialisation, la home position correspond 
toujours à l'origine mécanique. 
. / 
Référence 
Effet 
Actuelle-Home 
Objet créé 
Effet 
- ~.; 
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modifie la home position du robot articu-
laire et envoit un message au ro~ot phy-
sique qui a pour effet de modifier égale-
ment sa home position. 
position 
retourne la position courante de la "home 
position" exprimée par rapport à l'origine 
mécanique du robot. 
4.3.3. Compétences de_la vitesse 
Valide-vit_ 
Actuelle-vit 
teste la validité de la vitesse. 
vitesse est valide lorsqu'elle est 
supérieure ou égale à 40 mm/set 
inférieure ou égale à 400 mm/s. 
Une 
crée et renvoit une instance d'objet 
vitesse. Cette vitesse représente la 
vitesse du dernier mouvement effectué 
par la pince. 
4.3.4. Compétences du mouvement 
Dernier 
Effet 
Immédiat 
Effet 
Vitesse-mvt 
Objet cree 
Effet 
crée et renvoit une instance de mouvement 
qui représent~ le dernier mouvement effectué 
par la pince. En réalité, ce mouvement 
est construit à l'aide des objets vitesse 
et position obtenus par l'activation des 
compétences "actuelle" de la position et 
"vit-actuelle" de la vitesse. 
provoque l'envoi d'un message au robot 
physique afin qu'il exécute le mouvement 
décrit par l'instance de mouvement cible 
du message. 
vitesse 
crée et renvoit un objet vitesse représen-
tant la vitesse de l'instance de mouvement 
cible du message. 
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Destination-mvt 
Objet créé position 
Effet 
Valide-mvt 
Effet 
crée et renvoit un objet position qui 
représente la position qu'aurait le robot 
articulaire. 
teste la validité de l'instance de mouvement 
cible du message. Un mouvement est valide 
lorsque les objets vitesse et position 
qui le composent sont valides. On active 
donc les compétences respectives "valide-
vit" et "valide-pas" de ces deux objets 
pour tester la validité du mouvement. 
4.3.5. Compétence_du segment ~o~tin~ 
Parcours_continu 
Effet l'activation de cette compétence provoque 
la génération d'une suite de messages des-
tinés au robot physique. Ces messages 
ont pour effet de mémoriser la suite des 
mouvements du segment continu dans la 
mémoire du robot physique. Ces mouvements 
seront effectués "en continu" par les 
organes du robot physique. 
4.3.6. Compétence_de la_traject~i~e_c~n!i~u~ 
Parcourir-traj-continue 
Effet active la compétence "parcours continu" 
pour tous les segments continus successifs 
qui constituent l'instance cible du mes-
sage. 
4.3.7. ~o~p~t~n~e_du ~e~m~n! doux 
Répartition 
Effet subdivise le segment doux cible du message 
en une suite de segments si ce segment 
doux est "trop long" pour être un segment 
continu. La subdivision s'opère si pos-
sible aux endroits où les mouvements sont 
caractérisés par la vitesse la plus faible. 
(voir fig. 4.5 page 4.10) 
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vitesse 
------~-----~-----~--------------------J-----~t 
mvt 1 mvt 2 mvt 3 mvt 4 mvts 
taille maximale d'un segment continu 
segment 
vitesse 
--l~-----1L-------<,__ ___________ 4-__________________ t 
mvt 1 mvt 2 mvt 3 mvt 4 mvts mvt 6 
segment segment segment 
continul continu 2 continu 3 
Fig. 4.5 - exemple de répartition. 
4.3.8. Compétence_du segment 
Découpe 
Objet créé 
Effet 
Valide-segm 
trajectoire douce 
subdivise le segment cible du message en 
une suite de segments doux. La trajectoire 
douce renvoyée est constituée de cette 
suite de segments doux. 
Effet teste la validité du segment. Un segment 
est valide lorsque tous les mouvements 
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qui le constituent sont valides. Active 
donc la compétence "valid-mvt" de tous 
les mouvements du segment. 
4.3.9. Compétence_d~ !a_traje~t~i~e_d~u~e 
Parcourir-traj-douce 
Effet active la compétence "répartition" des seg-
ments doux qui constituent la trajectoire. 
douce,cible du message. Active la com-
pétence "parcourir-traj-continue" des 
trajectoires continues obtenues par les 
activations successives de la compétence 
"répartition". 
Parcour i:t.:--traj 
Effet active la compétence "découpe" du seul 
segment qui constitue la trajectoire cible 
du message. Active la compétence "parcourir-
traj-douce" de la trajectoire douce obtenue 
par l'activation de la compétence "découpe". 
Destination-traj 
Objet créé position 
Effet crée et renvoit un objet position qui re-
présente la position qu'aurait le robot 
articulaire si celui-ci parcourait la 
trajectoire. 
Valide-traj 
Effet teste la validité de la trajectoire. Une 
trajectoire est valide si le seul segment 
Valide-force 
qu'elle comporte est valide. Active donc 
la compétence "valid-segm" du segment qui 
la constitue. 
Effet teste la validité de l'objet force. Une 
force est valide si les trois paramètres 
qui la composent sont des entiers et si 
Fermer 
Effet 
Ouvrir 
Effet 
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les deux premiers paramètres sont plus 
grand ou égal à O et plus petit ou égal 
à 7 et si le dernier est plus grand ou 
égal à O et plus petit ou égal à 99 
envoie un message au robot physique qui 
a pour effet de provoquer la fermeture 
de la pince avec une force donnée par 
l'instance cible du message. 
envoie un message au robot physique qui 
a pour effet de provoquer l'ouverture 
de la pince avec une force donnée par 
l'instance cible du message. 
4.3.12. Compétences du_temps 
Valide-tps 
Effet 
Attendre 
Effet 
teste la validité de l'objet temps. Le 
temps est valide s'il est représenté par 
un entier positif ou nul. 
envoie un message au robot physique qui 
a pour effet de bloquer son interpréteur 
de commande pendant un temps exprimé par 
l'objet cible du message. 
4.3.13. ~o~pft~n~e~ du_robot_physique 
Le robot physique est un concept appartenant à la couche 
inférieure à la couche articulaire. Nous n'en parlerons ctonc 
que très brièvement. Le robot physique que l'on désire program-
mer est aussi caractérisé par une série de compétences. Ces 
compétences sont ''cablées" et correspondent au jeu d'instructions 
défini par le constructeur. Aussi le robot RM 501 est-il 
caractérisé par les compétences NT, PS, MO, MC, 
L'annexe A de ce travail explique en détail un sous-
ensemble du jeu d'instructions défini par le constructeur. 
7 
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4.4. Objets cibles des messages envoyes par le robot articulaire 
Parmi les objets manipulés dans la couche articulaire, un 
sous-ensemble seulement est connu du robot articulaire. C'est 
à ces objets que le robot articulaire va envoyer des messages 
pour actionner le robot physique. 
Dressons simplement la liste de ces objets 
- la trajectoire 
- le mouvement 
- la vitesse 
- la force 
- la position 
- le temps 
L'implémentation des compétences et la structure des objets 
sont exposés dans l'annexe B de ce travail. 
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5. LA COUCHE "XYZ" 
De par la nature des tâches à accomplir, les langages de program-
mation robotique doivent permettre la maîtrise parfai t e des déplace-
ments de l'organe terminal du robot. Dans la couche précédente, 
les mouvements étaient définis en terme de rotations des articula-
tions (ou de translation des coulisses). Tout mouvement d'une 
articulation provoque dès lors un déplacement du corps qui lui est 
solidaire et de tous ceux situés en amont. Il est bien sûr possible 
de se limiter au niveau de la programmation de niveau articulaire 
et de définir les mouvements en terme de rotation des axes du robot. 
Cette approche qui est valable pour la programmation p ar apprentis-
sage est très difficile à utiliser en prog~ammation off-line car 
les positions ne sont plus déterminées par apprentissage mais par 
calcul. 
Pour faciliter la programmation off-line, il est donc nécessaire 
de construire un outil qui permette de définir aisément les positions 
et orientations de la pince et des objets de l'espace de travail. 
Cet outil permettra par ailleurs d'assurer une indépendance <le la 
programmation par rapport aux caractéristiques géométriques du 
robot (nombre de degrés de liberté, longueur des organes du bras 
et amplitude de rotation des articulations associées à chaque 
organe). 
Le premier chapitre exposera les éléments théoriques nécessaires 
à l'élaboration d'un tel outil, le deuxième chapitre définira les 
concepts inhérents à la programmation du niveau XYZ spécifiques 
à ce travail. 
5.1. ~l~m~n!s_théoriques 
La méthode la plus naturelle permettant la définition de la 
position de la pince et des objets consiste à attribuer un repère 
cartésien R a l'espace de travail du robot. Ce repère est très 
0 
souvent lié à la base du robot. A toute position x, on attribue 
un repère (R ). A l'aide d'une notation simple, on représente 
X 
la transformation qui permet le "passage" du repère R au repère 
0 
R . 
X 
z 
y 
-- - -- ' 
--- , 
' I 
X 
--- ~ 
---- - _ --- __ .,.,, T:cansfocm2.tion 
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La définition des transformations fait l'objet du paragraphe 
5.1.l. 
Il n'est pas suffisant de pouvoir expr ime r des pos i tions, 
encore faut-il pouvoir les transformer en posi t ions qui on t une 
signification pour le robot. Ce dernier ' ne peut atteindre des 
positions que si celles-ci sont décrites dans un code assimilable 
par l'unité de pilotage. Pour l'unité de pilotage, une posit i on 
doit être définie à l'aide de coordonnées articulaires. 
Il faudra donc créer un transformateur de coordonnées qui 
transforme les positions définies dans l'espace cartésien en 
"vecteurs" de coordonnées articulaires et vice-versa. 
x = vecteur de 
coordonnées 
cartésiennes 
X= F(q) 
-1 q = F (x) • 
q = vecteur de 
n variables arti-
culaires (sin 
est les nombre 
d'art i culaires 
indépendantes) 
Les vecteurs x et q sont liés par une relation F non linéai r e 
relativement complexe qu i est déduite des caractéristiques géo-
métriques et mécaniques du robot. 
Nous aborderons au paragraphe 5.1.3. les problèmes de la 
modélisation mathématique du robot qui nous permettra de déterminer 
l'expression de la fonction F et de son inverse. 
Au paragraphe 5.1.2., nous définirons un outil graphique 
qui permet de représenter de manière non ambiguë les caracté-
ristiques géométriques et mécaniques d'un robot. Cet outil 
graphique nous sera bien utile car il permettra de représenter 
les robots pour lesquels on désire détermjner l'expression de 
F et de son inverse. 
5.1.1. Les transformations dans l'espace de travail 
Les transformations sont les mouvements nécessaires 
pour déplacer un objet d'une position cartésienne à une autre. 
La position d'un objet peut être considérée comme le résultat 
d'une transformation ayant pour origine le système d'axe de 
référence de l'espace de travail. Jl existe deux types de 
transformations : la translation et la rotation. 
. } 
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5.1.1.1. La translation 
La translation est une transformation gui permet ~•ex-
primer le passage d'un repère Ri à un repère Ri+l par 
déplacement de l'origine de R. selon un vecteur '1 sans 
l. 
changement cle son orientation. Z (~i+ 1-) 
Z(R;) 
'i(Ri+1.} 
Fig. 5.1 - Représentation de la 
translation 
La position cartésienne du repère Ri+l sera le résultat 
de trois transformations : 
- une translation de V unités selon l'axe X ( R . ) ; 
X l. 
- une translation de V unités selon l'axe y ( R . ) ; y l. 
- une translation de V unités selon l'axe Z ( R. ) . 
z l. 
Si V 
x' 
V et V sont les coordonnées de l'origine du repere y z 
Ri+l dans R .. l. 
L'expression analytique des coordonnées dans R . d'un 
l. 
point P de coordonnées Xi+l' Yi+l' Zi+l exprimées dans le 
repère Ri+l sera de la forme 
P(Ri) = P(Ri+l) + (XT, YT, ZT) 
si XT, YT et ZT sont les coordonnées de l'origine èu repère 
Ri+l dans le repère Ri et si le passage d'un repère à l'autre 
est obtenu par translation. 
La translation est le résultat d'une simple addition 
vectorielle. 
5.1.1.2. La rotation 
La rotation est une transformation qui exprime un chan-
gement de base. Les coordonnées de tout point p subissant 
une rotation restent inchangées par rapport à la nouvelle 
base, mais comme la nouvelle base est différente de l'ancienne 
le point p change de coordonnées par rapport à cette dernière. 
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Soit un repere R .. On désire effectu€r une rotation 
l 
d'angle 9 autour de l'axe X(R . ) du repère. La rotation 
l 
du repère va donner lieu à un nouveau repère Ri+l constitué 
des axes xi+l(Ri+l), yi+l(Ri+l) et zi+l(Ri+l). 
R ;+1 
x,x,. 1 
Fig. 5.2 - Représentation de la rotation 
Rappelons l'expression générale d'une transformation 
de rotation d'un repère autour de ses axes : 
Si (Xi+l' Yi+l' Zi+l) dénotent la position d'un point 
dans le repère Ri+l' la même position dans le repere Ri 
est donnée par l'expression suivante 
xi+l l 0 0 X . l 
Yi+l = 0 cos 9 - sin e y. l 
2 i+l 0 sin e cos 9 z . l 
--------v--------
Rot (X, 9) 
La rotation d'un angle e autour de l'axe des X 
entièrement caractérisée par la matrice Rot(x,9). 
on aura : 
cos e o sine 
Rot (y,9) = O l 0 
-sin 6 0 cos e 
est donc 
De meme, 
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et 
cos e -sin 9 0 
Rot ( z, e) = sine 
0 
cos e o 
0 1 
Chaque ligne de ces matrices de rotation représente les 
coordonnées des projections des vecteurs directeurs du 
nouveau repêre dans l'ancien. 
La rotation inverse d'une rotation est caractérisée par 
l'inverse de la matrice associée, qui se réduit simplement 
dans ce cas à sa transposée. 
utile par la suite. 
Cette propriété nous sera 
Par convention, le sens positif correspond au sens de 
rotation des aiguilles d'une montre. 
z 
X 
Fig. 5.3 - Convention du sens positif de rotation 
5.1.1.3. Composition nes transformations de rotation · et 
de-translation- - - - - - - - - - - - - - - -
Il suffit de composer ces deux types de transformations 
pour obtenir des transformations articulaires. 
En toute généralité, un repère Ri+l peut être obtenu 
par des rotations du repère R. autour de son axe X. ,Y . ,z . 
1 1 1 1 
a' un angle respectif de °'-, f3 et 't et combinées par des trans-
lations de V ,V et V unités respectivement selon ses axes 
X y Z 
X.,Y.,Z .. 
1 1 1 
L'expression des coordonnées de tout point (x,y,z), 
exprimé dans le repère Ri+l' sera obtenue dans le repere 
R. à l'aide de la composition des transformations suivantes 
1 
V 
X 
\' + y 
\' 
z 
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Nous représenterons par x'y'z' les coordonnées recherchées 
V 
X 
V y 
V 
z 
Ou 
X x' 
+ Rot ( z," ) * Rot (y, 13 ) * Rot ( X ,<:J..) y = y 1 
z z' 
encore 
- - -
cos't -sinls' 0 cos/3 0 sinl3 l 0 0 X x' 
sin~ cos'! 0 0 l 0 0 cosr/... -sinoC. y = y' 
0 0 l -sinl3 0 cos/3 0 s inoi.. casai.. z z' 
En admettant que le repère R . ait subi une rotation 
l 
d'angle o(. puis 13 puis 't respectivement autour de ses axes 
X. , Y . et Z . . 
l l l 
5.1.2. Représentation graphique des systèmes mécaniques articulés 
(P. COIFFET 1981, LOPEZ & FAULC 1984) 
Dans la suite du travail, nous serons amenes à détermi-
ner le modèle mathématique d'un robot. L'obtention de ce 
modèle sera facilitée par l'utilisation d'une représentation 
graphique du robot étudié. Ce graphisme doit pouvoir repré-
senter de façon claire les organes du SMA et leurs liaisons 
avec leurs prédecesseurs et successeurs. 
On peut représenter les organes par de simples segments 
de droites car dans notre cas, seule leur longueur nous importe. 
Il reste encore le problème de la représentation des liaisons 
mécaniques entre les organes car cette représentation doit 
exprimer la mobilité d'un organe par rapport à un autre. 
Il existe des normes AFNOR (Fig. 5.4) pour la repré-
sentation de ces liaisons mécaniques (normes NF E04-E015) 
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Nom Mouvements Nombre Symboles de la liaison relatifs · de d.d.l. 
·- ' 
IC2 C1 : corps 1 
Liaison 0 rotation 0 C2 : corps 2 
encastrement 0 translation C1 
~ q· Liaison 1 rotation 1 p ivot 0 translation 2 C2 
~ ~ 2 Liaison 0 rotation 1 glissière 1 translation C1 C1 
ô- G Liaison 1 rotation glissière 1 translation 1 1 hélicoïdale conjuguées 1 
C1 JC2 ~ Liaison 1 rotation 2 'cl pivot glissant 1 translation 
1 rotation C1 
1c2 
Liaison 3 
appu i plan 2 translations 
c~ Liaison ' 3 rotations 3 
~2 rotule 0 translation 
Fig. 5.4 - Représentation normalisée de quelques liai sons 
Ces normes peuvent être utilisées librement. On peut 
y ajouter des flèches et d'autres annotations qui rendent le 
graphisme plus "parlant". 
La Fig. 5.4 reprend la liste des liaisons les plus 
courantes entre deux organes appelés Cl et C2 dans la figure. 
Ces liaisons y sont représentées de manière "stylisées" de 
profil et de face. 
Passons en revue la liste des liaisons 
- la liaison encastrement : n'assure aucune mobilité entre 
les deux organes liés. Il s'agit typiquement de la liaison 
de la base ou robot avec la table ou le sol sur lequel elle 
repose. 
. , . 
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- la liaison pivot : cette liaison est certainement la plus 
courante : les deux organes sont liés par un axe de rotation. 
Cet axe peut être perpendiculaire à l'axe des organes ou 
dans leur prolongement. 
- la liaison glissière : cette liaison est également fort 
courante : elle assure un mouvement de translation d'un des 
organes par rapport à l'autre. Les mécanismes téléscopiques 
et les mécanismes à crémaillère sont des cas typiques de 
liaison glissière. 
la liaison glissière hélicoïdale : cette liaison assure un 
mouvement de translation et de rotation entre les deux 
organes liés. Cette liaison me paraît peu commode car le 
mouvement de translation et de rotation sont toujours con-
jugués. La liaison d'un boulon avec un ecrou est un cas 
typique de liaison glissière hélicoïdale. 
- la liaison pivot glissant : cette liaison assure un mouvement 
de translation et de rotation entre deux organes liés. Cette 
fois-ci, les deux mouvements sont indépendants. Le déplace-
ment d'une pièce tubulaire sur une tige lisse est un cas 
typique de cette liaison. 
la liaison appui plan : cette liaison assure des mouvements 
de translation d'un des organes par rapport à l'autre selon 
deux axes différents ainsi qu'un mouvement de rotation. 
Ces trois mouvements sont indépendants. Le robot SHAKEY, 
monté sur trois roulettes, est capable de se déplacer en 
X et en Y ainsi que de modifier son orientation. La liaison 
de la base de ce robot avec le sol est une liaison du type 
appui plan. 
- la liaison rotule est une liaison peu courante mais cepen-
dant fort pratique. Elle assure un mouvement de rotation 
de l'un des organes par rapport à l'autre autour de trois 
axes concourants. Le poignet de l'être humain est un cas 
typique de ce genre de liaison. 
A titre d'exemple considérons la Fig. 5. page 5. 
Cette vue de profil nous donne une idée de la forme et de la 
longueur des organes du robot mais par contre ne nous donne 
aucune indication sur la nature des articulations qui lient 
les organes entre-eux. 
L1. 
~ 
1 
' 1 
- 5.9 
Le même robot à l'aide de la norme AFNOR est représenté 
à la Fig. 5. 
; 
; 
; 
/ 
/ 
/ 
/ 
; 
/ 
; 
/ 
✓ 
; 
f: - - - - - - - - - - - >,(- - - - - - -~ - - - ~ 
1 1 
1 1---
1 
1 
1 
~--
Fig. 5.5 - Représentation graphique normalisée àu rohot 
Mitsubishi movemaster RM 501. 
On pourrait compléter ce schéma en donnant la masse 
de chaque organe ou encore l'amplitude maximale de chaque 
liaison pivot. 
Fig. 5. 6 - Projection horizont ale du robot Movemaster RM 501 
Ul 
.... 
0 
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5.1.3. Modélisation mathématique du robot (P.COIFFET 1981) 
L'utilisation d'un système mécanique articulé nous 
amene à étudier son comportement dans son espace de travail. 
L'espace de travail est un espace cartésien à trois 
dimensions qui a pour référentiel un repere R souvent lié 
0 
à la base du robot. 
La modélisation mathématique utilise des éléments de 
la cinématique des systèmes mécaniques articulés. 
L'étude du comporteme n t des systèmes mécaniques articulés 
nécessite la connaissance des paramètres du robot. 
- Les paramètres structuraux : ~es paramètres donnent 
la longueur des différents membres du SMA et leur 
succession dans la chaîne des organes qui le constituent 
Nous utiliserons à cet effet, le modèle géométrique 
présenté au paragraphe précédent. 
- Les variables articulaires : on précise l'amplitude 
du mouvement qu'un actionneur peut exercer sur une 
articulation à partir d'une position O. La position 
0 varie en fonction du choix de la "home position". 
Les éléments de la cinématique que nous allons aborder 
concernent 
- L'établissement des coordonnées des différents points 
du système mécanique dans l'espace des tâches en 
fonction de la valeur des variables articulaires. 
Ce domaine se nomme aussi la cinématique directe. 
Nous allons nous intéresser particulièrement à la 
position et à l'orientation de l'organe terminal 
du robot. 
- Le calcul de la valeur des variables articulaires 
pour une position et une orientation données oe l'organe 
terminal du robot dans l'espace des tâches. Ce 
domaine s'appelle la cinématique inverse. 
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5.1.3.1. La cinématique directe 
Consiaérons un SMA constitué d'une chaîne d'organes reliés 
par des pivots et une glissière . On associe à chaque organe 
un repere. Ce repère est solidaire de l'articulation qui 
lie un organe à son prédecesseur dans la chaîne car un de 
ses axes est toujours dans le prolongement de l'axe de 
symétrie de ce corps. 
+ - - - - - - l:..2. - - - - M. -
\,.~ 
--------~ 
'2.a, 
l.1 1 
1 
1 
* ll) 
Lo 1 
1 
1 
1 
'#~ .. 
"· bo..5t. 
s 
Fig. 5. 7 - Représentation graphique d'un robot imaginaire 
muni de trois liaisons pivots et d'une glis-
sière. 
Théoriquement, pour passer du repère Ri au repère Ri+l' 
on peut avoir jusqu'à six transformations 
- trois rotations autour de chaque axe du repere R . : 
l 
- trois translations le long de chacun de ces mêmes axes. 
S'il y a plus d'une transformation pour passer d'un repère 
a un autre, on insère entre ces deux repères des organes 
intermédiaires fictifs sans taille, ni masse, de manière 
a simplifier la d8marche de calcul. 
Z· 1. 
R.ct ('fi., e·) P.ot (zt,e) 
----------
t. 
t.,'1 ~ L 
------------,--------c-------:-:---:-c-- - - - -;::-----:---------c~~~ 
.. . i 
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Fig. 5. 8 - Insertion d'un organe intermédiaire fictif entre 
deux organes dont les repères associés sont séparés 
par oeux rotations. 
Dans l'exemple de la Fig. 5.f, chaque repere est sépar é 
de son prédécesseur et de son successeur par une seule trans-
formation de rotation. Pour simplifier davantage les calculs, 
il est préférable qu'un des axes de chaque repère soit dans 
les prolongement de l'axe de symétrie de l'organe auquel il 
est associé. 
Nous observerons ces hypothèses simplificatrices par la 
suite. 
5.1.3.1.1. Calcul_de l'orient ation d'un_ organe Ea~ ~aE?~r! 
~ ~n_r~p±r~ !ii ~ ~n_ o~g~n~ ~n_ a~a! de_l~ ~h~î~e 
L'orientation d'un repère par rapport a un autre 
peut être considéréecomme le résultat oe plusieurs opéra-
tions de rotation. Pour déterminer cette orientation, 
on ignore les translations qui séparent le repère R . du 
l 
repère R . +l car elles n'ont aucune influence sur l'or i enta-
J. 
tion des organes. La détermination de l'orientation d'un 
organe Ci+l par rapport à un repère Ri' consiste à trouver 
la valeur des coordonnées des vecteurs unitaires du repère 
Ri+l exprimées dans le repère Ri. Les repères associés 
à chacun des organes seront donc "agglomér és" à l'origine 
du repère R .. 
l 
Pour passer du repère Ri au repere Ri+l' supposons 
que l'on exécute une rotation e du repère R. autour de son 
l 
axe X . . La transformation s'exprimera à l'aide de la 
l 
transformation Rot(X . ,9) définie précédemment e t que l'on 
l 
notera M~+l_ 
l 
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Tout vecteur V exprimé dans le repère Ri+l peut 
dès lors être exprimé dans le repère R . grâce à la relation 
1. 
.. • 
V(Ri) = Rot(xi,9) V(Ri+l) 
= Mi+l V(R. ) 
i i+l 
cette équation est récurrente. On a par exemple 
d'une manière générale, on a donc 
V(R.) = M~+n V(R.+ ) 
1. 1. in 
avec M~+n = M~+l Mi+2 
1. 1. i+l 
Mi+n 
i+n-1 
5.1.3.1.2. Calcul_de la position d'un_organe de_la chaine 
par rapport au_repère lié à un_organe en_aval 
Pour dégager une formule, nous allons utiliser 
la Fig. 5 . .:f. 
Supposons que l'on veuille calculer la position 
du point S du repère R4 dans le repère Ri lié à un organe 
en aval. 
On peut écrire la relation vectorielle 
Si on exprime cette relation dans le repere R . , 
1. 
on obtient 
êf:s(R . ) = O. O4 (R.) + o4S(R 1.) 1. 1. 1. 1. 
Le vecteur~ est connu dans le repère R4 . Pour 
le connaitre dans le repère R., il suffit de lui appliquer 
1. 
la transformation M~ définie précédemment. 
1. 
La reiation prendra alors la forme 
- - 4-O. S(R . ) = O.O 4 (R . ) + M. O4S(R 4 ) 1. 1. 1. 1. 1. (i <. 4) 
A titre d'exemple, nous allons calculer la position 
du point S par rapport à la base du robot (repère R ). 
0 
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OS(R ) M4 --= 0 o4 (R ) + o4s(R4 ) 0 0 0 0 0 
0 o4 (R) - M3 -= 0 o3 (R ) + 0304(R3) 0 0 0 0 0 
0 o3 (R) 0 o2~(R ) + M2 
=----=--
= 0203(R2) 0 0 0 0 0 
0 o2 (R) 0 o{(R ) + Ml = 0102(Rl) 0 0 0 0 0 
or 
et, de par les conventions sur la définition des repères, 
~( R4) = 
~ 
0304(R3) = 
~ 
0203(R2) = 
-0102(Rl) = 
0 o1 (R ) = 0 0 
On obtient dès lors 
OS(R ) = 
0 0 
(O,L 4 ,0) 
(O,L 3 ,0) 
(O,L 2 ,0) 
(O,O,L1 ) 
(0,0,L ) 
0 
0 
0 
L 
0 
+ Ml M2 
1 
M3 
1 0 
T 
T 
T 
T 
T 
0 
L3 + Ml M2 M3 M4 0 0 0 0 
0 
Remarques M3 2 exprime l'orientation du repere 
rapport au repere R2. Comme, dans 
0 
L4 
0 
R3 par 
le cas 
qui nous occupe, ces deux repères ne sont 
séparés que par une translation, M~ sera une 
matrice unitaire 3x3. 
- L2 n'est pas constante : cette longueur varie 
en fonction de la position de la coulisse 
liant l'organe C2 à l'organe C3. 
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5.1.3.1.3. Orientation de l'outil 
L'outil est l'organe situé le plus en amont 
dans la chaîne des organes du SMA. Dans la majorité des 
cas et dans le cas qui nous occupe, cet organe est une 
pince contrôlée par un moteur. 
L'orientation de l'outil est caractérisée par 
On associe un trièdre (X ,Y ,Z ) trois angles«-, 8 et t. 
e e e 
à cet outil. L'axe X 
e 
se trouve sur l'axe de symétrie de 
l'outil, Y sur son axe latéral 
e 
et Z sur son axe vertical. 
e 
L'orientation de ce trièdre par rapport au trièdre de base 
(X ,Y ,Z ) de l'espace de travail exprime l'orientation 
0 0 0 
de l'outil auquel il est rattaché. 
Dans le cas de la pince, on associera ce trièdre 
à son centre de serrage situé à l'extrémité et à mi-distance 
des mâchoires. 
Fig. 5. 9 - Orientation de l'outil 
- L'angleo( est l'angle formé par X par rapport à X . 
e o 
Il est obtenu par rotation autour de l'axe Y . Cette 
e 
rotation s'appelle le tangage. 
- L'angle 8 est l'angle formé par Y par rapport à Y. 
e o 
Il est obtenu par rotation autour de l'axe X . Cette 
e 
rotation s'appelle le roulis. 
L'anglet est l'angle formé par X et Y respectivement 
e e 
par rapport à X et Y . 
0 0 
Il est obtenu par rotation autour 
de Z . Cette rotation s'appelle le lacet. 
e 
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5.1.3.1.4. Orientation du_poignet 
Le poignet est l'articulation qui relie la pince 
à l'avant bras. L'orientation du poignet est exprimée par 
un trièdre T (X ,Y ,Z ) par rapport au trièdre T (X ,Y ,z ) p p p p a a a a 
solidaire de l'articulation de l'avant bras (coude). 
Le trièdre T est solidaire de l'articulation du poignet, p 
il est parallèle à T et son axe X se trouve sur l'axe 
e p 
de symétrie de la pince. 
Fig. 5. 10 - Orientation du po i gnet 
Le poignet peut être animé à l'aide de trois mouvements 
- un mouvement rotatif autour de l'axe y nous donne p 
l'inclinaison; 
- un mouvement rotatif autour de l'axe X nous donne p 
la torsion; 
- un mouvement rotatif autour de l'axe z nous donne p 
la rotation ( * ) . 
L'orientation du poignet donne également l'orien-
tation relative de la pince car les repères T et T sont 
e a 
parallèles. Cette orientation relative sera donc exprimée 
par rapport au repère T de l'avant-bras. p 
{*) Je n'ai pas trouvé le nom de ce troisième mouvement, 
aussi l'ai-je baptisé simplement "rotation". 
.,. 
1 
1 
1 
1 
' ; 
1 
1 
1 
1 
1 
1 
½ 
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5.1.3.1.5. ~PElic~tto~ ~e_l~ ~i~P.~a!igu~ ~i~e~t~ a un 
cas concret 
Il s'agit de déterminer la position et l'orientation 
de l'organe terminal du robot RM 501 par rapport à un repère 
lié à sa base, connaissant la configuration de ses organes 
exprimée par un vecteur de coordonnées articulaires, autre-
ment dit, on veut calculer la transformation 
(X, y, z , °'-, B , " ) 
ou x,y,z expriment la position de l'organe terminal 
et ~,B,t expriment son orientation. 
Dans le cas qui nous occupe, on peut scinder le 
problème en deux sous-problèmes 
,-
1° Détermination de la position de l'organe terminal 
dans l'espace de travail; 
2° Détermination oe l'orientation de l'outil. 
1° ~é!_e~mi_n~tto~ de_la position_de l'organe_terminal 
~u_r~~~t_0ans l'~sEa~e_d~ !_r~v~il 
-
-
o, ( lt.4) 
J.t ---
-
.,,.. 
-
.,,. 
.,,. 
..,,, 
.1,o -
.JA-
.1.t. = 
l'!,= 
.14 = 
;---_-t, 
3 ---
--YJ -'"'à 
"" 
~"', l 
t.J ' ~ 
,&..---t"-~ I'( ', 
À~,; ,,,,,,,, 
~s mm 
i,~/ff./Yl. 
.A~ lfl,/fJ 
A:fo ,,uYJ 
' 
' 
' 
' 
I 
/ 
:, 
'!IJ 
/ 
/ 
(><s 1 1/s, Kj) 
Oo (ltD) 
Fig. 5 .11 - Représentation grc:phique normalisée du robot RM 501 
sans son pivot de roulis 
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Remarque 1 Les figures 5.5 et 5.ii représentent en 
fait le même robot. On remarque cependant 
que la liaison pivot la plus en amont de la figure 5.5 
n'a pas été représentée dans la figure 5. 11. Ce pivot 
assure le mouvement de rotation de la pince autour de 
son axe de symétrie. Nous pouvons donc l'ignorer pro-
visoirement car il n'y a aucune influence sur la position 
de l'extrémité de la pince par rapport au repère de 
l'espace de travail. 
Remarque 2 : La longueur L4 est la distance qui sépare 
l'articulation du poignet du centre de 
serrage de la pince situé a l'extrémité de ses mâchoires. 
Nous pouvons appliquer la formule encadrée de la 
page 5.15 où les valeurs de M~ sont les suivantes, dans 
1. 
le cas de notre robot. 
Ml 
= Rot(Zl,el) 0 
M2 
= Rot(Y 2 ,e2 ) 1 
M3 
= Rot(Y 3 ,e3 i 2 
M4 
= Rot(Y 4 ,e4 ) 3 
M2 
= Ml M2 
0 0 1 
0 , 0 , 1 
= 
avec c . = cos e. 
1. 1. 
s . =sine . 
1. 1. 
. 
M3 
= 0 
= 
= 
M4 
= 0 
= 
= 
M2 M3 
0 2 
c1c2, -Sl, c1s2 c3, O, s3 
s1c2, Cl' s1s2 0 , 1, 0 
-s2, 0 , c2 -S3, o, c3 
c1c2c3 - c1s2s3, -Sl, c1c2s3 + c1s2c3 
s1c2c3 S1S2S3, Cl, s1c2s3 + s1s2c3 
-s2c3 
- c2s3 0 , 
-s2s3 + c2c3 
M3 M4 
0 3 
s1c2c3 - s1s2s3, 
-s2c3 - c2s3 
cl, s1c2s3 + s1s2c3 
o, -s 2s3 + c2c3 
c1c2c3c4 - c1s2s3c4 
- c1c2s3s4 - C1S2C3S4, 
s1c2c3c4 - s1s2s3c4 - s1c2s3s4 - S1S2C3S4, 
s2c3c4 - c2s3c4 + s2s3s4 
- c2c3s4 
c1c2c3s4 - c1s2s3s4 + c1c2c3c4 
S1C2C3S4 - S1S2S3S4 + s1c2s3c4 
-s2c3s4 
- c2s3s4 - s2s3c4 
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-Sl, 
Cl, 
0 , 
+ c1s2c3c4 
+ s1s2c3c4 
+ c2c3c4 
Nous pouvons dès lors calculer les différents termes du membre 
de droite de la formule encadrée en page 5.15 de ce travail, ce 
qui donne 
l T M
0
(0,0,L1 ) 
- - -
Cl' -Sl' 0 0 0 
= Sl' Cl' 0 0 = 0 
0 
' 
0 
' 
l ½_ ½_ 
- - -
2 T M
0
(L 2 ,o,o) 
c1c2, -Sl' c1s2 L2 ClC2L2 
= s1c2, Cl' s1s2 0 = S1C2L2 
-s2, 0 
' 
c2 0 -S2L2 
3 T M
0
(L 3 ,0,0) 
c1c2c3 - c1s2s3' -Sl' c1c2s3 + c1s2c3 L3 
= s1c2c3 - si52s3' Cl, s1c2s3 + s1s2c3 0 
-s2c3 - Cf3 0 
' 
-s2s3 + c2c3 0 
ClC2C3L3 - Cl S2S3L3 
= S1C2C3L3 - Sl S2S3L3 
-S2C3L3 
- C2S3L3 
4 T M
0
(L 4 ,0,0) 
c1c2c3c4 - c1s2s3c4 - c1c2s3s4 
- C1S2C3S4' -
= s1c2c3c4 s1s2s3c4 s1c2s3s4 - S1S2C3S4' -
s2c3c4 - c2s3c4 + S2S3S4 - c2c3s4 
= 
ClC2C3C4L4 - C1S2S3C4L4 - ClC2S3L4 - C1S2C3S4L4 
S1C2C3C4L4 - S1S2S3C4L4 - S1C2S3S4L4- S1S2C3S4L4 
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L4 
0 
0 
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En sommant ces différents termes de la formule encadrée reprise 
à la page 5.15, on obtient en définitive : 
Xs(Ro) = ClC2L2 + clc2C3L3 - C1S2S3L3 + C1C2C3C4L4 
C1S2S3C4L4 - ClC2S3S4L4 - C1S2C3S4L4 
Ys(Ro) = S1C2L2 + S1C2C3L3 - S1S2S3L3 + S1C2C3C4L4 
-S1S2S3C4L4 - S1C2S3S4L4 - S1S2C3S4L4 
Zs(Ro) = -S2L2 - S2C3L3 - C2S3L3 + S2C3C4L4 -
C2S3C4L4 + S2S3S4L4 - C2C3S4L4 +Lo+ Ll 
2° Détermination de l'orientation de l'outil 
L'orientation du poignet est donnée par les paramètres 
9 4 et 9 5 du vecteur donnant la position du robot dans 
l'espace des variables articulaires 
9 4 représente l'inclinaison du poignet; 
9 5 représente la torsion du poignet. 
Connaissant l'orientation relative de la pince, il 
est possible d'en déterminer l'orientation absolue. 
Calcul du roulis 
Le roulis reste inchangé lorsqu'il est exprimé par 
rapport au poignet ou par rapport au repère de l'espace 
de travail car tous les autres axes de rotation lui sont 
perpendiculaires. 
Roulis= 9 5 = torsion. 
Calcul du tangage 
Le tangage de l'organe terminal est fonction de l'orien-
tation de l'épaule, du coude et de l'inclinaison du poignet 
car les trois axes qui contrôlent ces orientations sont tous 
parallèles. 
L'angle de rotation de l'épaule 
L'angle de rotation du coude 
L'angle de l'inclinaison 
donc, 
. ./ 
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Calcul du lacet 
Le robot RM 501 est dépourvu d'axe de lacet. Cela ne 
veut pas dire pour autant que la pince est dépourvue du 
mouvement rotatif autour de son repère Z . On constate en 
e 
effet que ce mouvement rotatif est fonction de la position 
de la pince dans l'espace de travail. 
L'angle de ce mouvement rotatif est égal à la valeur 
de la variable articulaire exprimant l'angle du corps. 
L'angle de rotation des autres articulations n'a pas d'in-
fluence sur l'angle de lacet car leurs axes sont tous per-
pendiculaires à l'axe de rotation du corps. 
donc, 
Lacet= e1 . 
5.1.3.1.6. Réalisation d'un module de calcul des éléments 
de_la cinématique directe du_RM 501 
Le module de calcul est écrit en Prelog et est 
spécialement écrit pour le robot Movem·aster RM 501 de 
Mitsubishi. Comme les calculs se font dans l'espace des 
réels, l'interpréteur Prelog, qui originalement ne connaît 
pas le type entier, a été étendu. Les extensions du langa-
ge et le module de la cinématique directe figurent en annexe 
C de ce volume. 
5.1.3.1.7. Dé!e~m!n~t!o~ de_la cinématique_du ~o~o! ~M_5Ql 
à l'aide d'une méthode "sur mesure" 
En observant les caractéristiques géométriques 
du robot, on peut trouve r une méthode "sur mesure'', plus 
simple, permettant de calculer la position et l'orientation 
de l'organe terminal par rapport à un repère lié à la base 
du robot. 
J'ai donc inventé une méthode "sur mesure" qui 
a le mérite d'être plus simple et d'engendrer par conséquent 
moins de calculs que la précédente. Dans cette méthode, 
j'associe un vecteur à chaque organe orienté vers l'amont 
et situé sur son axe de symétrie. On peut déterminer la 
-------------- - - ----------------:-----,-.,-------- -------:;---------:--------c---- -
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position de l'extrémité de la pince dans l'espace de travail 
en sommant ces vecteurs. 
I 
/ 
/ 
Fig. 5. 12 - Une méthode plus simple pour la 
détermination de la cinématique 
du robot RM 501. 
La méthode se déroulera en trois temps 
1° On calcule une position provisoire de l'extrémité 
de la pince dans l'espace de travail en considérant 
porvisoirement que l'angle de rotation du corps est 
nul. 
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2° On calcule ensuite la véritable position de la 
pince dans l'espace de travail en tenant compte de 
l'angle de rotation du corps. 
3° On détermine enfin l'orientation de la pince. 
1° Calcul de la position provisoire de la pince 
On notera p~ les coordonnées des extrémités de tout 
1. 
vecteur p: dont l'extrémité initiale a été translat ée à 
1. 
l'origine du repère R de l'espace de travail. On considère 
0 
que l'angle du corps est provisoirement nul. 
Appelons S' (X' Y' Z' )la position provisoire de la pince s, s, s 
dans l'espace de travail. 
Le calcul de cette position sera obtenue par 
s = ~p~ 
. 1. 
1. 
avec 
Pi = ( 0, 0, L + Ll) 0 
P2 = (cos(e2 ).L 2 , 0, sin(e2 ).L 2 ) 
P3 = (cos(e 2 + 83).L3, o, sin(e2 + e 3 ).L 3 ) 
P4 = (cos(e2 + 93 + e 4 ).L 4 , o, sin (92 + 93 + e 4 ).L 4 ) 
donc, 
X' = cos (e 2 ) .L 2 s 
Y' = 0 
s 
Z' = sin(e2 ).L 2 s 
2° Calcul de la véritable position de la pince 
Appelons cette position S(X ,Y ,Z ). 
s s s 
Quel que soit l'angle e 1 du corps, la hauteur reste 
inchangée. Il nous restera encore à calculer la véritable 
valeur de l'abscisse et de l'ordonnée du point S. 
X = cos(e1 ) X' s s 
y = sin(e1 ) Y' s s 
z = Z' s s 
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3° Calcul de l'orientation de la pince 
Nous avons déjà abordé ce problème antérieureme nt 
(voir page 5.24). 
tangage= e2 + e 3 + e4 
roulis = e5 
lacet = e1 
5.1.3.1.8. ~é~lls~t lo~ 3 1 ~n_m~d~le 3'lmpl~m~n!a!i~n_d~ la 
méthode "sur mesure" 
Voir Annexe C. 
5 .1. 3. 2. Eléments de la cinématique inverse du robot { co(ff~ -<~ 1'!.) 
Supposons qu'un utilisateur désire déplacer un cylin-
dre A pour le placer au point p de l'espace de travail. 
L'utilisateur connaît certaines grandeuL s 
nées cartésiennes, orientation de l'objet A, 
rapport au repère R de l'espace de travail. 
0 
dimension, coordon-
exprimées par 
Le problème posé 
consiste à déterminer la valeur à donner aux différentes va-
riables articulaires de manière à amener le robot de la con-
figuration initiale (saisir l 'objet A) à la configuration 
finale (amener l'objet A au point p). 
o, 
0 
Support 
Fig. 5.13 - Configurations initiale et finale pour 
le déplacement d'un objet A à la position 
cartésienne p. 
Le calcul des valeurs des différentes variables arti-
culaires nécessite la connaissance 
- des paramètres structuraux du robot : limi t e de 
variation des articulations du robot, longueur 
des membres, etc ... 
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- des positions et orientationsde l'organe terminal 
du robot exprimées dans l'espace de travail. 
- de certaines contraintes spatiales du volume dans 
lequel s'effectue la tâche. 
A partir de connaissances sur le robot et sur l'espace 
de travail, on transformera des coordonnées cartésiennes ex-
primées dans l'espace de travail (dimension 3) en coordonnées 
exprimées dans l'espace des variables articulaires (de dimen-
sion maximum 6) 
5.1.3.2.1. Notion de résolvabilité 
Un manipulateur se dit résolvable s'il existe 
au moins un algorithme permettant de déterminer à partir 
d'une position et d'un orientation de l'organe terminal, 
les différentes valeurs articulaires correspondant à une 
configuration du manipulateur compatibles avec les con-
traintes imposées. 
Plusieurs cas sont à envisager. 
1) Absence de solution 
a) Pour_une_raison_d'ordre_géométrigue ~ il y a une 
incompatibilité entre la position à atteindre et 
les contraintes géométriques. Ce cas est illustré 
par la figure ci-dessous. 
Considérons un mécanisme à deux degrés de liberté 
Y. 
Ro 
0 
Fig. 5.14 -
si on impose pour 
x. 
Illustration 
solution avec 
deux organes. 
de 
L 1 = dist(0,P) 
L 2 = dist(P 1 ,P 2 ) 
l'absence de 
un manipulateur à 
le point P2 P2x = 0 
P2y = 0 
il est évident que le point (0,0) est hors de portée 
du mécanisme car L1 t L2 
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b) Pour_une_raison_d'ordre_mécanigue 
Les valeurs des variables articulaires ont une varia-
tion limitée inférieurement et supérieurement. 
Ces limites sont dues à des contraintes mécaniques 
telles que : 
- la présence d'un e butée de fin de course; 
- le couplage possible entre variables articulaires 
provenant du choix du mode de transmission entre 
les actionneurs et les articulations. 
c) Pour_une_raison_d'ordre_mathématigue 
Dans les chapitres 5. 1. 3. 1. 2 . . et 5 .1. 3. 1. 3., nous 
avons dégagé l'expression générale d'une fonction per-
mettant de calculer la position et l'orientation de 
l'organe terminal. Nous avions donc 
n=nombre d'articu-
lations indépen-
dantes. 
Si p est le point que l'on désire atteindre, et s'il 
n'est pas en contradiction avec les contraintes mécaniques 
et géométriques, il existe alors une valeur pour chaque 
variable articulaire satisfaisant l'objectif à atteindre 
(po i nt p). On procède par inversion de la fonction F 
Plusieurs problèmes peuvent se poser 
- La fonction Fest parfois difficile ou impossible à 
inverser. Pour en être convaincu, il suffit de re-
garder la forme des équations de la cinématique directe 
du robot RM 501. 
- Si on arrive à inverser la fonction F, il reste encore 
à résoudre un système d'équations non linéaires pour 
déterminer la valeur des e. Cette difficulté croît 
avec le nombre d'équations couplées. On comprend alors 
aisément pourquoi i l est possible de ne pas trouver 
de solution analyt i que alors qu'il existe une configu-
ration du manipulateur qui satisfait l'objectif et 
qui est en accord avec les contraintes géométriques 
et mécaniques. 
L1 
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Enfin, remarquons que si l'inversion est possible en 
théorie, elle peut être insatisfaisante en pratique 
car le temps de calcul nécessaire pour la transforma-
tion inverse est trop considérable. Le module de 
calcul de la transformation inverse est de loin le 
module le plus utilisé dans un environnement de pro-
grammation de niveau "XYZ". Si ce module est inef-
ficace, il constituera, bien sûr, un très sérieux 
goulet d'étranglement pour l'environnement de program-
mation, remettant aussi son efficacité en question. 
2) Infinité de solutions 
Si le nombre K de contraintes (en particulier les po-
sitions et l'orientation de l'organe terminal) est inférieur 
au nombre N de degrés de liberté, lors de la résolution du 
système d'équations, il existe N-~ inconnues qui peuvent 
prendre une valeur arbitraire sans pour autant être en con-
tradiction avec les contraintes. 
A titre d'exemple, considérons le porteur ci-dessous 
~--- Lt, I .._.__ 
contraintes X = 0 
C 
y 
C 
---~~ --~-- t 
- --
,r---~-~ 
1 a, 1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
1 
\Il.,. __ 
Xo 
'h. 
-~ 
Fig.5.15 - Illustration d'un .cas caractérisé par 
une infinité de solutions sous certaines 
contraintes 
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Cl -s 1 0 1 0 0 
Ml 
= Sl Cl 0 M2 = 0 c2 -s M3 = matrice 1 2 2 0 
0 0 1 
OC(R) oo1 (R0 ) = + 0 
d'où 
Xc(R
0
) = -s1c2 (L 2 + T) 
Yc(R
0
) = c1c2 (L 2 + T) 
Zc(R
0
) = Ll + s 2 (L 2 + T) 
0 s2 c2 
2-
Mo0102(R2) + 3-M0 0 3C(R 3 ) 
Le système a pour solution 
e1 = 0 
c 2 (L 2 + T) = Ll + L2 C . = cos ( e . ) 1. 1. 
ou 
e1 = 0 
c 2 (L 2 + T) = -L1 + L2 
3 
d'où une infinité double de solutions en e2 et T. 
5.1.3.2.2. Résolvabilité du robot RM 501 
X 
unité 
3 
On a déjà entrevu une manière de répondre au 
problème de la cinématique inverse du robot RM 501. On 
peut en effet inverser les équations cinématiques directes 
pour obtenir F-l (p(R
0
) : p(R
0
) ------ (810 20 30 40 5 ). 
Pour obtenir les e . , il faut résoudre un système d'équations 
1. 
non linéaires, ce qui provoque un grand nombre de calculs 
pour ne pas aboutir nécessairement à une solution. 
Il faut essayer de résoudre le problème de la 
cinématique inverse à l'aide d'une méthode qui tient compte 
des particularités du système mécanique art~culé. En 
observant les caractéristiques géométriques du bras articulé, 
on peut trouver une méthode particularisée qui nous permet 
de déterminer séquentiellement la valeur des variables arti-
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culaires. J'ai donc scindé le problème de la cinématique 
du robot RM 501 en une suite de sous-problèmes plus simples. 
Chaque sous-problème permet le calcul de la valeur d'une 
ou de plusieurs variables articulaires indépendamment des 
autres ou permet simplement d e simplifier le modèle géo-
métrique du robot. 
Nous déterminerons donc séquentiellement : 
- La valeur de la variable articulaire e1 . Cette valeur 
représentera l'angle de rotation du corps; 
- Une simplification du modèle du robot par projection 
des traces de ses membres sur un plan. Cette projection 
nous permettra de raisonner dans un espace de travail 
à deux dimensions et de simplifier considérablement 
le calcul; 
- La définition d'un repere de base de l'espace de tra-
vail à deux dimensions; 
- La position de la pince dans cet espace de travail à 
deux dimensions; 
- La définition de la position du poignet dans le repère 
de l'espace de travail à deux dimensions. La connais-
sance de cette position p ermettra une nouvelle simpli-
fication du modèle du robot; 
- La valeur de la variable articulaire e3 . Cette valeur 
représentera l'angle de r otation du coude; 
- La valeur de la variable articulaire e2 . Cette valeur 
représentera l'angle de r otation de l'épaule; 
- L'orientation du poignet . 
Sous-problème 1 Calcul de l ' angle e1 de rotation du corps 
L'angle de rotation du corps du robot par rapport au 
repère X,Y,Z de l'espace de travail nous donnera la valeur 
e1 • Le modèle géométrique du robot nous indique que les 
axes de rotation des pivots de l'épaule, du coude et du 
poignet sont parallèles. Par conséquent, les traces de la 
projection verticale de l'arrière-bras, de l'avant-bras et 
de la pince seront toujours dans un même axe. Nous pouvons 
déduire aisément la valeur e1 en raisonnant sur ces traces. 
1/o 
· ' 
/ 
/ 
/ 
.,·p<a., Ya, 4) 
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,,,__ _______ ....__ _________________ ___.. Xo 
Fig. 5.16 - Projection verticale des organes du 
robot RM 501. 
L'axe commun à l'arrière-bras, l'avant-bras et le poignet 
est une droite D passant par les points o et p qui ont res-
pectivement pour coordonnées (o,o) et (x' ,y'). 
L'équation générale d'une droite dans R2 en passant 
par 2 points quelconques (Xa,Ya), (Xb,Yb) est donnée par 
la formule 
en substituant b par o et a par p, on obtient comme équation 
pour P 
y 
a 
y = . X 
X 
Le rapport 
droite D. 
a 
y 
a 
x 
a 
Le 
désigne le coefficient de direction de la 
coefficient de direction est aussi l'expression 
de la tangente de l'angle formé par la droite D et l'axe X. 
Or, cet angle correspond à la valeur de la variable e 1 que 
l'on recherche. Nous avons donc : 
y 
a tg(el) 
x 
= 
a 
y 
el 
a k11. = arctg{x) + 
a 
Sous-eroblème_2 
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Simelification_du_modèle_du_robot_ear 
erojection_des_traces_de_ses_membres_sur 
~!}_E!ê!2 
Pour une valeur e1 donnée, le mouvement de la pince 
résultant de la variation de la valeur des variables arti-
culaires e2 ,e3 ,e4 , se situe toujours dans un même plan 
vertical P~ Ce plan P cont i ent les axes de symétrie du corps, 
de l'avant-bras , de l'arrière-bras et de la pince. On peut 
donc réduire le problème posé dans un espace à deux dimen-
sions en raisonnant sur les traces des membres du robot sur 
le plan P. Ces traces sont obtenues par projection horizon-
tale et perpendiculaire au plan P sur ce même plan P. On 
obtient alors la représentation simpiifiée du robot (Fig.5.11 
où l'axe de rotation du corps a été supprimé. Il reste 
encore à définir une base B pour ce nouvel espace de travail 
à deux dimensions et à calculer la position de la pince dans 
cet espace. 
Sous-eroblème_3 
Oo 
Définition_du_reeère_de_l'eseace_de_travail 
à deux dimensions 
U>ude 
"~ 
o't X. 
S(e,) , 
Pc.sa.\.Ori cile. b.. pÙ\u.. 
:. p~L t..o() c..i bk 
Fig. 5.17 - Modèle géométique du robot simplifié par 
la suppression de l'articulation du corps. 
Les deux vecteurs du nouveau repère B doivent se situer 
dans le plan P. Appelons les Xb et Yb les axes directeurs 
de ce repère. 
.. 
/ 
R. (a) 
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- l'axe Xb se situera sur la droite d'intersection du 
plan P avec le plan horizontal contenant les axes 
X et Y du repère R . 
0 0 0 
- l'axe Yb est identique à l'axe Z
0 
du repère R
0
• 
Sous-eroblème_4 Calcul_du_eoint_S_dans_le_reeère_B 
Le point S représente l'extrémité de la pince. On 
connaît les coordonnées ( X , Y ,·z ) du point S dans le repère l.o • 
s s s 
On peut donc calculer ses coordonnées (X' Y') dans le repère s, s 
B • 
-
- -, S (x~, Y;) 
: S("-s,Y:i,2 !>) 
1 
1 
1 
- -.. 1 
- ..... 1 
-i 
Fig. 5.18 - Coordonnées de l'extrémité de la pince dans 
le repère B d'un espace à deux dimensions. 
* abscisse de S(B) 
X' = norme du vecteur d'extrémité (X ,Y ,O) 
s s s 
= V. x2 + y2 
s s 
* hauteur de S(B) 
y 1. 
s 
La hauteur du point S dans la base Best donnée par 
Cette hauteur est identique à celle exprimée par la 
composante Z des coordonnées de S dans R ca~ la projection 
S 0 
horizontale sur le plan vertical P conserve la hauteur. 
Y' = Z 
s s 
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Sous-Eroblème_S Calcul_de_la_Eosition_du_Eoignet_dans 
le repère B 
-----------
La position du poignet est aussi la position de l'ex-
trémité de l'avant-bras. Si on détermine cette position, 
on peut simplifier le modèle du robot en y supprimant le 
poignet et la pince. On obtiendra ainsi la figure 5. 
La position de l'extrémité de la pince est caractéri-
sée par trois angles expr i mant l'orientation du repère 
d'origine S. Ces angles sont le tangage, le roulis et le 
lacet. 
L'angle du roulis n'a pas d'influence sur la position 
du poignet car l'axe du roulis est dans le prolongement de 
l'axe de symétrie de la pince. 
L'angle du lacet a été supprimé par la projection de 
la pince sur le plan P. Cet angle n'aura pas d'influence 
sur la position du poignet dans l'espace de travail à deux 
dimensions de repère B. 
L'angle de tangage de l'extrémité de la pince a, par 
contre, une influence sur la position du poignet dans l'es-
pace de travail à deux dimensions de repère B. 
On obtiendra la position du poignet par le raisonnement 
suivant 
Soit - p(X ,Y ) la position du poignet p p 
- B, l'angle du tangage 
S(X ,Y ) la position de l'extrémité de la pince 
s s 
exprimée par rapport au repère B. 
- L5 la distance qui sépare S de p 
- B1 le repère associé à Set qui définit l'orienta-
tion de la pince par rapport à B 
''/ b 
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On connaît la position de p exprimée dans le repere 
B1 (Fig. 5. 
·"-.. 
' 
D (e>) 
._ ______ •Xb 
Fig. 5.19 - Influence du tangage de la pince sur la 
position du poignet. 
Comme pet S sont distants d'une longueur L5 et comme 
p se trouve dans le prolongement de l'axe XBl' ses coordon-
nees dans B1 seront p(B1 ) = (-L 5 ,o). Il reste encore à 
trouver p(B). On utilisera la méthode exposée précédemment. 
avec 
p(B) = S(B) + p(B1 ) 
B p(B) = S(B) + MBlp(B) 
p(B) 
= 
cosB 
-sinB 
sinB 
cosB 
on obtient donc 
xp = xs - L5 cosB 
YP =Ys+ L5 sinB 
Sous-problème 6 : Calcul de l'angle e3 de rotation du coude 
-----------------------------------------
Après la suppression de la pince et du poignet, on 
obtient un modèle géométrique du robot extrêmement simple. 
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Ce modèle est représenté à la figure 5.J.,o et nous permettra 
de calculer l'angle de rotation de l'épaule et du coude. 
Fig. 5.20 - Modèle du robot RM 501 simplifié par la 
suppression de la pince et de l'axe du 
poignet de l'axe du corps. 
L'axe de l'épaule, du coude et de l'extrémité de l'avant-
bras forment les trois sommets d'un triangle quelconque. 
On peut trouver l'angle du coude en appliquant la relation 
de Pythagore à ce triangle. 
Fig. 5.21 - Calcul de l'angle du coude. 
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Par la relation de Pythagore, nous avons 
= 
L2 + L2 2 3 
= 
L2 + L2 2 3 
on obtient par mise en -évidence de cos(82 ) 
L2 
-
L2 
-
L2 
cos(83 ) 
4 2 3 
= 
2L 2L3 
x2 + (Y - L + L )2 - L2 - L2 p p 0 1 2 3 
= 
2L 2L3 
et nous avons enfin 
- 2 (Y L + L )2 L2 2-X + - - - L3 
83 
p p 0 1 2 
= arcos 
2L 2L3 
Sous-problème 7 : Calcul de l'angle 8 2 de rotation de l'épaule 
La figure 5.!1 nous permet encore de trouver l'angle 
de rotation de l'épaule, car nous pouvons raisonner sur le 
triangle défini par l'axe de l'épaule, l'axe du coude et 
l'extrémité de l'avant-bras. 
E.pa.u.lL 
E. (<> 11. • .- L1) 
I 1 
1 
1 
1 
, Yei 
(B) 
--""-----~ X t, 
--
-
Fig. 5.22 - Calcul de l'angle de l'épaule. 
· • . 
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L'angle e 2 est obtenu par la soustraction de l'angle 
à l'angle B de l a figure 5.ll. 
* calcul de l'angle 8 
L'angle 8 est aussi l'angle formé par la droite passant 
par les points e et p par rapport à l'axe x8 du repère B. 
On obtient alors la valeur de 8 par 
B = arctg 
y 
p - L 0 
X p 
* calcul de l'angle cl.. 
- L 1 
L'angleo(. est l'angle formé par l'hypothénuse du triangle 
et son côté adjacent L2 . La méthode utilisée sera identique 
à celle utilisée pour le calcul. 
y ( ,c.', y') 
l.1.-
(o,o') X 
On utilisera un triangle identique au précédent mais 
le côté caractérisé par la longueur L2 se situe sur l'axe 
des X. 
avec 
X' = L2 + L3cos93 
Y' = sine3 
on obtient 
o(_ = 
-sin(93 ) 
arctg 
L2 + L3cos(93 ) 
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* calcul de l'angle 82 
donc 
82 = 8 - o(,, 
-
Yb 
82 arctg = 
- L 
0 
X p 
- Ll -sin(e3 ) 
arctg 
L2 + L3cos(8 3 ) 
Théoriquement, il y a deux solutions. La première 
correspond à une configuration où le coude est situé "vers 
le bas", la deuxième correspond à une configuration où le 
coude se situe "vers le haut". On ne retiendra que la deu-
xième, car la première est incompatible avec le mécanisme 
du robot. 
Sous-eroblème_8 : Calcul_de_l'orientation_du_eoignet 
Si e 4 représente l'inclinaison du poignet; 
e 5 représente la torsion du poignet 
Connaissant e 2 et e 3 , le tangage et le roulis, on 
obtient pour l'orientation du poignet : 
e 4 = Tangage - e 2 - e 3 
e 5 = Roulis 
5.1.3.2.3. ~o~s!r~c!i~n_d'un module_d'implémentation ~e_l~ 
méthode "sur mesure" 
Voir Annexe C. 
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5.2. Concepts_inhérents_à_la programmation de_ni_v~au "XYZ" 
La couche "XYZ" fait apparaître le concept de robot "XYZ". 
Le robot "XYZ" assure l'indépendance de sa programmation par 
rapport aux caractéristiques géométriques et mécaniques du robot 
articulaire. Le robot "XYZ" pourrait aussi s'appeler "pince" 
car la position et le déplacement du bout de la pince entrent 
en ligne de compte tandis que les positions des autres organes 
nous sont devenus complètement indifférents. 
Il faut toutefois émettre certaines réserves. L'indépen-
dance géométrique n'est pas totale. En effet, la pince ne peut 
se déplacer que dans le volume de l'espace de travail du robot 
articulaire. 
Cette dépendance est exprimée implicitement par le trans-
formateur de coordonnées dont nous avions parlé antérieurement. 
Ce dernier est chargé, notamment, de déterminer la configuration 
des organes du robot permettant de positionner l'extrémité de 
sa pince à une position exprimée à l'aide de coordonnées carté-
siennes. Si la configuration obtenue est impossible pour le 
robot articulaire, cela signifie que la position cartésienne 
spécifiée n'est pas accessible par le bout de la pince. 
La programmation du niveau "XYZ" permet d'ignorer la pré-
sence et la position du corps, de l'arrière-bras et de l'avant-
bras du SMA. Cette simplification comporte certains risques car 
ces organes peuvent provoquer des collisions incontrôlées avec 
les objets disposés dans l'espace de travail. 
On utilisera des positions intermédiaires pour remedier à 
ce problème. Ces positions intermédiaires, aussi appelées "points 
via'~ seront des positions cartésiennes par lesquelles la trajectoi-
re de l'extrémité de la pince devra obligatoirement passer pour 
éviter les collisions. Les ''points via" utilisés pour éviter 
la collision du corps, de l ' arrière-bras et de l'avant-bras avec 
les objets disposés dans l'espace de travail sont caractéristiques 
de la géométrie et du nombre d'organes du robot articulaire, si 
on utilise un autre robot articulaire pour effectuer une même 
manipulation automatique, les "points via" de sa description 
programmée seront certainement différents. 
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La programmation du niveau "XYZ", malgré ces restrictions, 
est toutefois relativement portable car n'importe quel robot 
articulaire caractérisé par un nombre suffisant de degrés de 
liberté et par une géométrie relativement identique à celle du 
robot articulaire actuel, est susceptible d'exécuter la même 
tâche sans modification majeure de la programmation. 
La couche "XYZ" remplit également un deuxième rôle : elle 
assure la communication du robot "XYZ" avec le robot "articulaire" 
de la couche inférieure par objets interposés (voir fig. 5. ). 
La couche "XYZ" comporte un ensemble d'objets, chacuns 
caractérisés par une liste de compétences. Le robot "XYZ" com-
munique avec le robot "articulaire" en envoyant des messages aux 
objets définis dans la couche. 
L'activation des compétences des objets cibles des messages 
provoque l'envoi de messages au robot articulaire. 
robot "XYZ" 
Message 
objets définis dans la 
couche "XYZ" 
Message 
robot articulaire 
Fig. 5.23 - Communication du robot "XYZ" avec le robot 
articulaire. 
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5.2.1. Objets_d~fi_ni_s_d~n~ la c~u~h~ "XYZ" 
Les objets définis dans la couche "XYZ" sont représentés 
de la meme manière qu'à la figure 4.2. 
- Tolérdnce 
- De stination-t ube 
- Vite sse - tulJe 
- Pa rcouri r -t ube 
To l éranc e Vite s se 
- Destination-ar c 
Circ uit 
- Pa rcour1r- ar c 
"su ite de" 
Tube ... : ~~~~~~~~~~~~~~ 
à une suite de ": 
"composé de" 
- immé diat 
Déplaceme nt - des t1nat 1on-de p 
- vitesse-de p 
- transf u rmation inverse 
Tep - lace t 
- a pproc he 
IS-A 
- c a l c ul e -act uel 
cp cou r a nt - tep-act ue l 
Fig. 5.24 Structuration des objets définis dans la 
couche "XYZ" 
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5.2.2. Définition_des_objets de_la couche_"XYZ" 
L'objet TCP : le concept de tep est un concept central de la 
programmation de niveau "XYZ". En effet, le TCP (Tool Center 
Point) représente le repère associé à l'extrémité de la pince. 
Rappelons que ce repère définit la position et l'orientation 
de l'extrémité de la pince par rapport au repère de l'espace 
R de travail. Les axes du repère de la pince sont orientés 
0 
selon le schéma suivant : 
1 
z 
,,. 
.,. 
.,. 
- -L1 u---
Fig. 5.25 - Orientation des axes du repère. 
Le TCP sera constitué des coordonnées de l'origine O du repère 
de la pince par rapport au repère R de l'espace de travail et 
0 
de trois angles de rotation (tangage, roulis et lacet) qui 
caractérisent l'orientation de ce repère. 
Les coordonnées du point Oseront exprimées par des entiers en 
centièmes de mm et les angles de rotation par des entiers en 
centièmes de degrés. 
La programmation du robot consistera essentiellement à faire 
coïncider le repère de l'outil avec d'autres repères liés à la 
tâche à exécuter. Dans le cas de la manipulation d'objets, 
l'utilisateur devra donc définir pour chaque objet un ou plu-
sieurs repères de saisie en tenant compte des deimensions géo-
métriques et du sens d'approche de la pince pour que son repere 
vienne coïncider avec le repère de saisie (fig. 5. ) . 
Le concept de TCP peut être élargi. On peut l'utiliser pour 
représenter les repères de saisie des objets et les repères 
définissant leur position et leur orientation. 
- - - --- - ---- - - - - ------
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·Z Repère objet 
X. 
/ 
Fig. 5.26 - Illustration de la saisie d'un objet. 
Le TCP courant : est un tep qui représente la position et 
l'orientation courantes de l'extrémité de la 
pince par rapport au repère R · de l'espace de 
0 
La vitesse 
Le déplacement 
La tolérance 
Le tube 
travail du robot. 
identique au concept de vitesse défini dans 
la couche articulaire. 
représente un mouvement du tep de la pince vers 
un tep cible donné par un objet de classe tep 
et avec une vitesse donnée par un objet de 
classe vitesse. 
Ce concept correspond au concept de mouvement 
de la couche articulaire. 
détermine l'écart maximal que peut avoir la 
trajectoire réelle de la pince par rapport à 
la trajectoire théorique. Elle s'exprime en 
centièmes de millimètres par un nombre entier. 
est une enveloppe géométrique couvrant les 
trajectoires possibles à suivre par le tep de 
la pince du robot pour atteindre un tep cible. 
L'axe de symétrie de l'enveloppe cylindrique 
est une dro ite joignant le tep courant de la 
pince avec le tep cible. Cette droite représente 
également la trajectoire théorique(rectiligne) 
de déplacement du tep de la pince. Le tep cible 
----------------- -------------
,, 
,,, 
,; 
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du tube est donné par un objet de classe tep. 
Le diamètre du tube est donné par un objet de 
classe tolérance. Cette tolérance représente 
donc l'écart maximal de la trajectoire réelle 
du tep de la pince 
symétrie du tube. 
trajectoire réelle 
vitesse donnée par 
,, 
/ ,,, 
,, 
; 
,; 
,,, 
,, 
.,,. 
; 
,,, 
,; 
,,, 
,,, 
,,, 
,,, 
,; 
,, 
par rapport à l'axe de 
Enfin, le parcours de la 
de la pince se fait a une 
un objet de classe vitesse. 
,; 
✓ ,,, 
,; 
,, 
,, 
,, 
✓ 
.,,. 
.,,. 
,, 
,, 
, 
/ 
,, 
; ,,, 
.,,. 
.,,. 
,, 
,, 
.,,. 
,, 
,, 
Fig. 5.27 - Représentation d'un tube. 
Discussion_à_propos_du_choix_de_la_géométrie_d'une_trajectoire 
Nous avons déjà défini deux concepts représentant des tra-
jectoires : 
- Le concept de déplacement : représente une trajectoire 
libre. Une trajectoire est libre lorsqu'elle n'est 
soumise à aucune loi géométrique. 
Le déplacement représente également le chemin le plus 
rapide mais pas nécessairement le plus court pour dé-
placer le tep de la pince de sa position initiale vers 
une position cible. Cette trajectoire est donc très 
souple mais peu précise car elle n'est pas contrôlable. 
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- Le concept de tube : représente une trajectoire recti-
ligne ou quasiment rectiligne. 
Nous avons choisi la trajectoire rectiligne pour plusieurs 
raisons : 
(1) les lignes droites décrivent une trajectoire prévisible 
et facile à visualiser; 
(2) elles donnent le chemin le plus court (mais pas neces-
sairement le plus rapide) entre une source et une desti-
nation; 
(3) les trajectoires rectilignes sont utilisées dans bon 
nombre d'applications; par exemple, l'insertion d'une 
cheville dans un trou necessite une trajectoire recti-
ligne; 
(4) selon Richard Paul (R.P. Paul - 1981), les trajectoires 
rectilignes permettent de minimiser les forces dues 
à l'inertie de la pince et de l'objet transporté; 
(5) les trajectoires rectilignes permettent de simplifier 
le module chargé de la planification de la trajectoire. 
La tolérance ajoute une souplesse supplémentaire à la 
trajectoire rectiligne. Si la traject?ire de la pince est 
plus libre, celle-ci aura tendance à suivre une trajectoire 
dictée par la géométrie du bras qui la porte. Cette liberté 
de mouvement est facilement contrôlable car elle est limitée 
par l'enveloppe que constitue le tube. 
Dans notre approche, on concilie donc les avantages 
de la trajectoire libre et de la trajectoire rectiligne. 
Liens_entre_le_tube_et_le_déElacement 
Le tube contient toutes les informations nécessaires 
pour calculer une suite de points intermédiaires se 
situant sur l'axe de symétrie de l'enveloppe cylin-
drique qu'il représente. Ces points intermédiaires 
sont des points de passage obligatoires de la tra-
jectoire réelle du tep de la pince, de manière à ce 
que celle-ci se situe toujours à l'intérieur de l'en-
veloppe cylindrique que représente le tube. Ces points 
intermédiaires seront tous equidistants et en nombre 
inversément proportionnel à la tolérance du tube. 
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En définitive, le parcourspar le tep de la pince d'une 
des trajectoires inscrites dans l'enveloppe du tube 
se traduira par le passage successif du tep de la pince 
par toutes les positons intermédiaires avec une vitesse 
qui caractérise celle du tube. Or, le passage du tep 
de la pince d'une position à une autre avec une vitesse 
donnée correspond au concept de déplacement. La tra-
jectoire contenue dans le tube pourra donc être vue 
comme une suite de déplacements sans interruption du 
mouvement de la pince entre chaque déplacement. 
- Un tube caractérisé par une tolérance infinie est un 
déplacement. 
Le circuit représente une trajectoire composée d'une suite 
de tubes . Le passage d'un tube à l'autre ne 
doit pas nécessairement provoquer un arrêt du 
mouvement de la pince. Les tep délimitant les 
tubes sont des points de passage obligatoire 
de la trajectoire. 
Fig. 5.28 - Représentation d'un circuit 
La force 
Le temps 
La position 
articulaire 
concept identique au concept de force défini 
dans la couche articulaire. 
concept identique au concept de temps défini 
dans la couche articulaire. 
il s'agit du concept de position défini dans 
la couche articulaire. Le mot "articulaire" 
a été ajouté par souci d'éviter toute ambiguïté. 
- - - ------ - - - - - - - - - -------
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5.2.3. CorresEondance_des_concepts du_niveau articulaire et 
du niveau "XYZ" 
Nous pouvons faire correspondre certains concepts définis 
dans la couche articulaire avec des concepts de la couche "XYZ". 
Position -- tep La position représente une configuration des 
organes du SMA. A une configuration donnée correspond une po-
sition et une orientation bien précise de la pince dans l'espace 
de travail. Le tep représente la position et l'orientation d'un 
repère solidaire de l'extrémité de la pince. Ce repère identifie 
aussi la position et l'orientation de la pince dans l'espace 
de travail. Le concept de position correspond bien au concept 
de tep. 
Mouvemement .,______. déplacement : Le mouvement était défini dans 
la couche articulaire comme le passage de la position actuelle 
du SMA vers une position cible avec une vitesse donnée. Le 
déplacement est défini dans les memes termes mais on utilise 
un tep au lieu d'une position. Comme nous avons établi la cor-
respondance entre la position et le tep, il est donc facile 
d'établir la correspondance entre le mouvement et le déplacement. 
Segment..-. tube : Le segment est une suite de mouvement mais 
malheureusement, le tube n'est pas une suite de déplacements! 
Dans une remarque précédente, j'ai souligné le fait que la tra-
jectoire enveloppée dans le tube pouvait être vue comme une 
suite de mouvements, tous caractérisés par la même vitesse. 
Il y a donc une correspondance entre les concepts de tube et 
de segment. Seulement, cette correspondance est moins évidente. 
Trajectoire~ circuit : La correspondance est très nette : 
une trajectoire est une suite de segments et un circuit, une 
suite de tubes. 
5.2.4. ~o~p~t~n~e~ des objets_définis_dans la_c~u~h~ ~X~Z~ 
5.2.4.1. Comeétences_du_tce 
TCP 
Requiert 
Objet cree 
Effet 
six paramètres 
tep 
cree et renvoie une instance de tep en utilisant 
les six paramètres requis. Ces paramètres re-
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présentent respectivement 
les coordonnées X,Y,Z de l'origine du repere 
représenté par le tep créé. Ces coordonnées 
sont exprimées en centièmes de millimètres par 
rapport au repère R de l'espace de travail; 
0 
- le tangage, le roulis et le lacet du repère 
représenté par le tep créé. Ces trois angles 
sont exprimés en centièmes de degrés. 
TRANSFORMATION 
Objet recquis position articulaire 
Objet créé tep 
Effet calcule et renvoie un tep. Ce tep représente 
un repère qui exprime la position et l'orienta-
tion de l'extrémité de l'outil, connaissant 
la configuration des organes qui le portent. 
On utilisera pour ce calcul le modèle de la 
cinématique directe du robot RM 501 présenté 
au paragraphe 5.1.3.1.7. 
TRANSFORMATION INVERSE 
Objet créé 
Effet 
LACET 
Objet créé 
Effet 
Intérêt 
position articulaire 
renvoie une position articulaire correspondant 
à une configuration des organes du SMA. Cette 
configuration permet le positionnement et 
l'orientation de l'extrémité de l'outil cor-
respondant à l'objet de classe tep dont on a 
activé la compétence "transformation inverse". 
On utilisera pour le calcul de la position arti-
culaire, le modèle de la cinématique inverse 
du robot RM 501 présenté au paragraphe 5.1.3.2.2. 
entier 
calcule et renvoie le lacet du repere représenté 
par l'objet de classe tep dont on a activé la 
compétence "lacet". Ce lacet est exprimé en 
centièmes de degrés par un nombre entier. 
cette compétence nous est utile car le robot 
RM 501 est démuni d'axe de lacet. Par consé-
quent, le lacet du repère associé à l'extrémité 
APPROCHE 
Requiert 
Objet créé 
Effet 
Exemple 
z" 
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de la pince sera toujours fonction de la position 
de son origine par rapport au repère R de l'es-
o 
pace de travail. Nous considérerons donc cette 
compétence comme une option spécifique aux robots 
démunis d ' axe de lacet. 
deux paramètres 
tep 
calcule et renvoie un objet de classe tep qui 
représente un repère d'axes X.Y.Z. respectivement 
l l l 
parallèles aux axes X. Y.Z . du repère représenté 
J J J 
par l'objet de classe tep dont on a activé la 
compétence "approche". Les axes X. et X. des 
l J 
deux repères doivent toujours se situer dans un 
meme plan vertical. Les deux paramètres requis 
sont deux nombres entiers qui représentent res-
pectivement 
- la distance séparant l'origine des deux reperes 
représentés par les deux tep. Cette distance 
est exprimée en centièmes de millimètres par 
un nombre entier. 
- la pente par rapport au repere R de l'espace 
0 
de travail de la droite joignant l'origine des 
repères des deux tep. 
Fig. 5.29 - Illustration de l'approche 
Intérêt 
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il est très souvent utile d'approcher le tep de 
la pince vers une position finale. Cette approche 
constituera, par exemple, la phase finale d'une 
trajectoire de déplacement du tep de la pince 
permettant la saisie d'un objet. Cette phase 
finale est définie à l'aide d'un point intermé-
diaire (point d'approche) qui ne se situe pas 
nécessairement sur la trajectoire directe en 
provenance du point de départ de l'extrémité de 
la pince. 
L'approche d'un objet est illustrée à la fig. 
5.~ 0 -et dans les applications traitées au chapitre 
6. 
___ -~ po.:n.t ol 1Qf f"l.Oc.he. 
-------- 1 
------ 1 
--..i po$i t.~on clc. Sc:M. Sole. 
d '.u.n o~je.l 
Fig. 5.30 - Illustration d'une trajectoire d'approche 
d'un objet par la pince. 
Dans les applications traitées au chapitre 6, 
nous utiliserons un circuit constitué de deux 
tubes pour définir une telle trajectoire d'ap-
proche. Le premier tube sera caractérisé par 
une tolérance très grande et définira une tra-
jectoire de déplacement du tep de la pince sur 
le point d'approche. Le deuxième tube, caractérisé 
par une faible tolérance, assurera la définition 
d'une trajectoire fort rectiligne du déplacement 
de tep de la pince sur la position de saisie d'un 
objet à déplacer. 
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CALCULE-ACTUEL 
Objet créé tep 
Effet 
Méthode 
Intérêt 
TCP-ACTUEL 
renvoie un objet de classe tep qui représente 
la position et l'orientation du repère associé 
à l'extrémité de la pince. Cette position et 
cette orientation sont exprimées par rapport au 
repère R de l'espace de travail. 
0 
- active la compétence "pas-actuelle" de la classe 
"position" définie dans la couche articulaire 
afin de connaître la position articulaire 
actuelle du robot. 
- active la compétence "transformation" de la 
classe tep et donne comme argument la position 
articulaire. 
- renvoie le tep obtenu. 
- met à jour le tep actuel. 
On utilise cette compétence lorsque le tep iden-
tifiant la position et l'orientation actuelles 
du repère associé à la pince est inconnu du sys-
tème. Cette situation se présente lors de l'ini-
tialisation du robot ou après la modification 
directe de la configuration des organes du SMA 
par un programme du niveau "XYZ". 
Objet créé tep 
Effet 
Intérêt 
renvoie un objet de classe tep qui représente 
la position et l'orientation du repère associé 
à l'extrémité de la pince. 
on utilisera cette compétence lorsque l'usage 
de la compétence "calcule-actuel" n'est pas néces-
saire pour connaître le tep actuel de la pince. 
5.2.4.2. Compétences_du_déplacement 
IMMEDIAT 
Effet provoque le déplacement immédiat du tep de la 
pince vers un tep cible avec une vitesse donnée. 
Le tep cible et la vitesse sont donnés par un 
objet de classe déplacement dont on a activé la 
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compétence "immédiat". 
DESTINATION-DEP 
Objet créé tep 
Effet 
VITESSE-DEP 
Objet créé 
Effet 
renvoie le tep de l'objet de classe "déplacement" 
dont on a activé la compétence "destination-dep". 
vitesse 
renvoie la vitesse de l'objet de classe déplacement 
dont on a activé la compétence "vitesse-dep". 
5.2.4.3. Comeétences_du_tube 
TOLERANCE 
Objet créé 
Effet 
tolérance 
renvoie la tolérance du tube. 
DESTINATION-TUBE 
Objet créé tep 
Effet 
VITESSE-TUBE 
Objet créé 
Effet 
renvoie le tep du tube. 
vitesse 
renvo i e le tep du tube. 
PARCOURIR-TUBE 
Effet 
Méthode 
provoque le déplacement du tep de la pince sur 
un tep cible et avec une vitesse donnés par le 
tube; selon une trajectoire inscrite dans l'en-
veloppe cylindrique que représente le tube. 
· - calcule une série de points intermédiaires qui 
constitueront des points de passage obligatoires 
de la trajectoire du centre de la pince, de 
manière à ce que la ~éviation de cette trajectoi-
re par rapport à la trajectoire théorique 
n'excède pas la tolérance autorisée. Pour le 
robot RM 501, on estime que le déplacement de 
la pince vers un tep distant de 5 cm donne lieu 
à une déviation d'l mm. 
- détermine la position articulaire de tous les 
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tep de la trajectoire en activant leur com-
pétence "transformation-inverse". 
- crée un objet trajectoire à partir des posi-
tions articulaires calculées. La vitesse de 
tous les mouvements de la trajectoire est 
identique à celle du tube. 
- active la compétence "parcourir" du robot arti-
culaire et donne comme argument la trajectoire 
créée. 
- met à jour le tep actuel. 
Exemple soit un tube caractérisé par une tolérance de 
2 mm. La distance entre le tep actuel et le tep 
du tube est de 25 cm. on · calculera deux points 
intermédiaires distants de 10 cm. 
10 c.t'I\ lo LJ'I'\ 
Fig. 5.31 - Calcul des positions intermédiaires d'une 
trajectoire délimitée par un tube. 
5.2.4.4. ComEétences_du_circuit 
DESTINATION-CIRC 
Objet créé tep 
Effet donne le tep du dernier tube du circuit. 
PARCOURIR-CIRC 
Effet provoque le parcours d'une trajectoire par le 
tep. Cette trajectoire est définie par la suc-
cession des tubes du circuit. 
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5.2.5. Ohjets_définis_dans l'interface "XYZ" 
Etant donné que nous nous sommes déjà étendus suffisamment 
longtemps sur la définition et les compétences de ces objets, 
nous nous limiterons à dresser la liste de ces objets 
- Tep; 
- Déplacement; 
- Circuit: 
- Tube. 
5.2.6. Implémentation_d~ la_c~u~h~ ~X~Z~ 
Voir Annexe D 
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6. QUELQUES PROGRAMMES D'APPLICATIO~ DU NIVEAU "XYZ" 
6.1 DESCRIPTION D'UN ATELIER FLEXIBLE D'ASSEMBLAGE DE ~LAQUES 
L'atelier automatique a pour objectif d'assembler. un ensemble 
de plaques àe verre. Un assemblage est constitué d'une plaque 
munie d'un joint d'étanchéité et d'une plaque ordinaire unies 
à l'aide de trois pinces à papier. Le montage terminé, on obtient 
un récipient plat destiné à l'observation de gels acryliques. 
Cet atelier flexible sera utilisé par un laboratoire d'analyse 
d'un service médical de l'hôpital GASTHUISBERG de la K.U.L. à 
Louvain. 
Cette application fonctionne à titre expérimental car les 
stations de distribution n'ont pas encore été construites. 
Actuellement, on utilise des montages en carton pour représenter 
ces stations. La station d'assemblage est posée sur un plateau 
tournant actionné par un moteur électrique. Ce plateau est 
réalisé à l'aide d'un jeu d'assemblage du type "mécano". 
6.1.1. Description des composants_du ~o~t~g~ 
6.1.1.1. une plaque avec joint d'étanchéité 
~============~* ~mm 
200mm 
Fig. 6.1. 
Dunenslon d'une plaque avec Joinl 
Ces plaques sont fournies avec un joint d'étanchéité fixé 
à la vitre. 
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6.1.1.2. une plaque sans joint d'étanchéité 
Cette deuxième plaque a exactement les mêmes di-
mensions que la première seulement , elle n'est pas munie 
d'un joint d'étanchéité. 
6.1.1.3. trois pinces à papier 
Les pinces à papier sont des pinces ordinaires que 
l'on peut trouver dans le commerce. Elles sont constituées 
d'un ressort et de deux leviers permettant son ouverture. 
)ca 
1 em aca 
Fig.6.2 
Les pinces sont placées à mi-distance de chaque 
côté étanche de l'assemblage des deux plaques décrites ci-
dessus. 
6.1.1.4. résultat du montage 
Fig.6.3. Résultat du montage 
On obtient un petit aquarium plat. La partie 
supérieure reste ouverte afin de pouvoir y verser les gels 
à observer. 
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On désigne par stations, les sites appartenant â l'espace 
de travail du robot dans lesquels sont accomplies des actions 
spécifiques. 
L'atelier est constitué de cinq stat i ons. 
6.1 . 2.1. Les stations de distribution 
Pour exécuter une tâche répétitive automatiquement 
â l'aide d'un robot aveugle et insensible, il est impératif 
que les objets manipulés soient â une position connue du 
système avant l'exécution d'un cycle de travail. Pour que 
cette contrainte soit satisfaite, on utilise généralement 
un distributeur d'objets. 
de deux parties 
Ces distributeurs sont composes 
- un magasin d'objets contenant une réserve d'objets. 
Cette réserve permet une certaine autonomie de 
l'atelier automatique; 
- un mécanisme de présentation : ce mécanisme puise 
un objet du magasin du distributeur et le présente 
â la pince du robot toujours de la même manière. 
Le fa i t de présenter les objets dans la même 
position grâce â l'utilisation de distributeurs 
facilite l'aspect répétitif de la tâche. 
6.1.2.1.1. la_station_de distribution_de plaques sans_joint 
Fig. 6.4. 
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Cette station est identique à la précédente, 
seul le mécanisme de présentation est un peu plus large, 
a cause de la présence du joint d'étanchéité. Le côté 
sans joint est présenté à la pince de manière à ne pas 
déteriorer les joints. 
Les pinces sont emplilées dans un chargeur de 
pinces. Seule la pince située au sommet de la pile est 
accessible. Lorsque la pince située au sommet de la pile 
est enlevée, la pince qui lui succède prend sa place. 
,,---- ~o~a:.ion c,l.e . so.,i.-.ie. d..Q. e.o.. r~ 
I ~L 
~cd(" ~ â)V\..Q C. • 
Fig. 6.5. Station de distribution 
des pinces 
6.1.2.2. La station de dépôt 
Lorsqu'un aquarium a été assemblé, il faut l'entre-
poser à un endroit fixe. On propose donc la création d'une 
station de dépôt des aquariums conçue de manière à ce que 
le site de dépôt du résultat du montage soit toujours identi-
que pour chaque cycle d'exécution du travail. 
(voir Fig. n° 6.6 - p. 6.5) 
I Slw ~ depot 
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Fig. 6.6. 
St.aUoo de depot d" aquul~ 
Les aquariums sont mis en pile dans une boîte. 
Le fond de la boîte descend au fur et à mesure que le poids 
de la pile augmente. De cette manière, le site de dépôt 
reste inchangé pour chaque cycle d'exécution du travail. 
6.1.2.3. La station de montage 
La station de montage est un cadre posé sur un 
plateau tournant. Le plateau tournant sert à remplacer 
le degré de liberté manquant du poignet du robot. 
Fig. 6.7. Station de montage 
A cause de l'absence de l'axe de lacet, les objets 
à manipuler doivent être orientés de manière à ce que leur 
angle de lacet soit toujours identique à l'angle de rotation 
du corps du robot RM 501. 
I 
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Pour assembler un aquarium, 
on doit placer une pince en 
A,B et C. Seul le point A 
est accessible par la pince. 
Pour atteindre les points 
B et C, il faut les placer 
a la place du point A en 
pivotant l'ensemble du mon-
tage sur lui-même. 
Fig. 6.8 - Contraintes imposées par l'absence 
d'axe de lacet 
La station de montage doit donc être montée sur 
un plateau tournant de manière à ce que les points A, B et 
C de fixation des pinces soient accessibles tour A tour par 
la pince du robot. 
r POIJUoa ...... pot 
1. , 1 1 
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1 1 
-
1 
200-
Fig. 6.9 -
Les dimensions intérieures du cadre de montage 
doivent coïncider avec les dimensions des plaques de manière 
à permettre leur parfaite juxtaposition. 
' 
' 
' 
' 
' 
, ,, 
, / 
, ,, , 
, / 
, ; 
' \ , , 
_. , 
/ 
, 
/ 
, 
,, 
, 
; 
/ 
Fig. 6.10 - Disposition des sites 
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6.1.4. Définition des mouvements 
Ces mouvements sont définis à l'a ide de primitives 
similaires à celles que nous rencontrerons au niveau ''objet". 
Il s'agit pourtant bien d'une programmation du niveau XYZ. 
Le programme contient une base de données élémentaires des 
objets. On y reprend seulement le nom des objets et leur 
position. C'est au programme d'application d'assurer la 
maintenance de cette base de données. Ce programme d'ap-
plication nous permet donc de comprendre la nécessité d'un 
niveau "objet". 
6.1.4.1. Saisir (X) 
6.1.4.2 . Déposer dans (X) 
utilisé pour saisir une plaque 
ou saisir. une pince 
2 
Fr-.amt. (x, tc.p()(,Y,'2, l:.,r-, D) 
utilisé pour déposer une plaque 
ou un montage dans la station 
de montage ou dans la station 
de dépôt. 
... . ,,f 
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6.1.4.3. Fixer (X) utilisé pour fixer une pince sur 
un montage 
z. 
'I 
X 
2' 
____ - -- 0; owe. .... tui-e. J" La rin.c.f. 
6.1.4.4. Sortir de (X) ut ili sé pour sortir le montage 
de la station de montage 
1 
1 
1 
1 
1 -!1 
'2'\J.J ~z. 
• @ A ppr-oc.he. '{ 
X X 
@-F;~~t::,~; -d~ -~ -pÏri-c.ë.- - - - - - -
I* 
Definition des coordonnees des sites 
*I 
site(plaque_a,tcp(47750,0,16000,4000,9000,_)), 
site(plaque_b,tcp(47750,0,16000,4000,9000,_)). 
site(montage ,tcp<0,54300,13600,400,9000,_)) . 
siteCdepot ,tcpc~54300,o,25600,o,9oor,_)) . 
site(pince ,tcp(32440,0,5300,9000,0,_)). 
site(site_serrage, ~=~( C,5300 0 ,13200,0,9000,_)), 
/* 
Programmation XYZ du robot 
pr o;,r amme : -
i n i t i a 1 i sa t i on_r obo t , 
tantque ( magasins_pas_vides, 
[ saisir ( plaque_a), 
deposer_dans(montage), 
saisir ( plaque_b), 
dep oser_dans<montage, avec , delta<0,0,200,o,o,o)), 
saisir(pince), 
tourner_montage, 
fixer(site_serrage ) , 
saisir(pince), 
tourner_montage, 
fixer ( site_serrage), 
saisir(pince), 
tourner_montage, 
fixer(site_serrage), 
tourner_montage, 
retirer_de(montage, avec, delta CO,O,lOO,O,O,O ) ), 
deposer_dans ( depot ) 
] ) ' 
initial isation_robot, 
fin_programme, 
saisir(plaque_a) :-
coordonnees ( plaque_a,Tcpl), 
approche(Tcp1 ,4500,10000,Tcp2), 
parcourir _tube(tube(tol (10000 ) ,vi t(400) ,Tcp2)), 
parcourir _tube(tube(tol (100) ,vi t(40) ,Tcpl)), 
fermer(force ( 5,5,8)), 
parc ou r i r _tu be ( tu be ( t o 1 ( 100) , v i t ( 40 0) , Tc p 2) ) , ~ • 
sai:;ir ( plaque_b ) :-
coordonnees(plaque_b,Tcpl), 
approche(Tcpl ,4500,10000,Tcp2), 
parc ou r i r _tu be C tu be< t o 1 ( 100 0 0) , v i t ( 40 0) , Tc p 2) ) , 
parc ou r i r _tu be < tu be ( t o 1 ( 100) , v i t ( 40) , Tc p 1 ) ) , 
fermer(force<5,5,8)), 
parcourir _tube ( tube( tol ( 100) ,v i t(400) ,Tcp2)), ~. 
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saisir(Site) :-
coordonnees ( S i te,Tcpl), 
approche (Tcpl,9000,5000,Tcp2 ) , 
parc ou r i r _tu be ( tu be,: t o 1 ( 100 0 0 ) , v i t ( 40 0 ) , Tc p 2 ) ) , 
parc ou r i r _tu be< tu be ( t o l ( 100) , v i t ( 40) , Tc p 1 ) ) , 
fermer ( force(5 1 5,8)) 1 
pa r Cour i r - tu be ( tu be ( t O l ( 100 ) 'V i t ( 40 0 ) 'TC p 2 ) ) ' 1 • 
de:>oser_dans(Site ) :-
coordonnees(S i te,Tcpl), 
approche(Tcp1,9000,5000,Tcp2 ) , 
parc ou r i r _tu be < tu be< t o 1 < 100 0 0 ) , v i t ( 20 0 ) , Tc p 2 ) ) , 
pa r courir _tube< tube ( tol < 100 ) ,v i t ( 40 ) ,Tcpl )) 1 
ouvrir ( force ( 3,0,2 )) , 
approche (Tcpl ,0,5000,Tcp3), 
parcourir _tube ( tube ( tol ( 10 0) ,v i t(40) ,Tcp3 )) , 
fermer(force ( 0,0 1 0)), 
ouvrir(force ( 5 1 0,8 ) ) 1 ! • 
de ooser_dans CS i te, avec, delta ( DX,DY,DZ,DT,DR,DL) ) :-
coordonnees <S i te,tcp <X ,Y,Z,T,R,L ) ), 
X 1 i s X + DX, 
Yl i s Y + DY, 
Z 1 i s Z + DZ , 
Tl i s T + DT, 
Rl is R + DR , 
approche < tcp (X l , Yl ,Zl ,Tl ,Rl ,_ ) ,9000 ,600 0 ,Tcpl ), 
pa r c ou r i r _tu be ( tu be ( t o 1 ( 100 0 0 ) , v i t ( 20 0 ) , Tc p 1 ) ) , 
parc ou r i r _tu be < tu be ( t o 1 ( 100 ) , v i t C 40) , t c p ( X 1 , Y 1 , Z 1 , T 1 , R 1 , _ ) ) ) , 
ou vrir ( fo r ce ( 3,0,2 )) , 
approche ( tcp O< l , Yl 1 21 ,Tl ,Rl ,_) ,0 ,5000 ,Tcp2 ) , 
parc ou r i r _tu be ( tu be ( t o l ( 10 0) , v i t ( 40 ) , Tc p 2 )) , 
fermer ( force ( 0,0,0 ) ), 
ouvr i r ( force ( 5,0,8 )) , 1 • 
re~ i rer_de ( Site, a vec, delta<DX,DY,DZ,DT,DR,DU ) :-
coordonnees ( S i te,tcp( X,Y,Z,T,R,L>>, 
Xl i s X + DX, 
Yl i s Y + DY, 
Z 1 i s Z + DZ , 
Tl i s T + DT, 
Rl i s R + DR, 
approche ( tcp (X l ,Yl ,Zl ,Tl ,Rl ,_) ,0 ,5000 ,Tcpl ) , 
parc ou r i r _tu be ( tu be ( t o l ( 100 0 0 ) , v i t ( 20 0 ) , Tc p 1 ) ) 1 
parcourir _tube ( tube ( tol ( 100 ) ,v i t(40 ) , tcp(Xl ,Yl ,Zl ,Tl ,Rl ,_)) ) , 
fermer(force ( 5,5,8)) 1 
approche ( tcp (X l ,Yl ,21,Tl ,Rl ,_) ,9000,5000 1Tcp2 ) , 
parcourir_tube ( tube<to1(100 ) 1 v it(40),Tcp2 )) 1 ! . 
f i >. e r ( S i t e ) : -
coordonnees ( S i te,Tcpl), 
approche (Tcp1,0,3000,Tcp2 ) , 
parc ou r i r _tu be < tu be C t o 1 ( 100 0 0 ) , v i t ( 40 0 ) , Tc p 2) ) , 
parc~u~ i r_tube ( tube ( to1(50) 1 vit ( 40 ) ,Tcpl) ) , 
ouvr,r ~force ( 7,0,8 )) , 
parcourir_tube(tube<tol(100 ) 1 v i t(400),Tcp2) ), •. 
tou~ner_mo n tage :-
wr i te (' Veu i llez tourner la station de montage de 9 get0 (_),nl. 0 degres svp " ) , 
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ma~asins_pas_vides :-
write<'reste - t il encore des plaques dans les magas in s des sta ti ons ' ) , 
read ( oui). 
coo donnees<X,C) :- s i te ( X,C ) . 
Implementatat i on des structures de controle 
*.I 
tantque O< ,Y ) :-
tester _cond (X) , 
exec (Y ), 
fa i 1. 
tant~ue (_,_) . 
exec : [J ) :-!. 
exec ~[ X IY]) :-
cal l 00 , ! , 
exec (Y) . 
test er _cond (X ) :- not cal l (X) , ' ,fa i 1 . 
tester _cond (X) . 
tester _cond ( X) :- te:.ter _cond OO. 
ctr occurence([J ) . 
fi n_pr ogr amme. 
?- co,sul t ( interface_xyz ). 
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6.2. RESOLUTION DU PROBLEME DES TOURS DE HANOI PAR UN ROBOT 
Le problème des tours de Hanoï est un jeu de trois pôles 
et d'un ensemble de disques. Les disques sont tous de diamètres 
différents. Au début du jeu, les disques sont empilés sur le 
pôle gauche de manière à former une tour. Lorsqu'un disque est 
empilé sur un autre disque, le disque qui sert de base doit 
toujours être de diamètre supérieur à celui du disque qui repose 
sur lui. 
Pôle de gauche Pôle du centre Pôle de droite 
Situation initiale du jeu 
Le jeu consiste à déplacer la tour du pôle de gauche vers 
le pôle de droite. On ne peut déplacer qu'un seul disque à la 
fois, et il faut toujours respecter la règle d'empilement au 
cours du déroulement du jeu . 
L'algorithme des tours de Hanor n'est pas une nouveauté. 
La nouveauté de ce programme réside dans le fait qu'il est 
destiné à piloter un robot en vue de résoudre le problème des 
tours de Hanoï de manière automatique. 
Le programme codé en Prolog permet de résoudre le problème 
avec n disques. 
hauteur-2 
Pour chaque disque il y a une description. 
plateau (nom, hauteur-1, hauteur-2) 
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-----]_----------- 1 Ihauteur-1 L ____ .....____ ----
hauteur-1 
hauteur-2 
donne la hauteur du disque: 
donne la hauteur à laquelle il faut saisir le disque 
pour le déplacer: 
nom permet l'identification du -plateau. 
Les disques doivent être définis par ordre décroissant 
de diamètres. 
6.2.2. description des pôles 
Les pôles sont fictifs dans notre cas. Ils sont simple-
ment remplacés par une description d'une position XYZ fixe dans 
l'espace de travail du robot. 
• Pôle <'le gauche 
tcp(-1000,45000,0,0,0) 
y 
Pôle élu centre 
tcp(0,45000,0,0,0) 
z 
base du rolJot 
.Pôle de droite 
tcp(l000,45000, 
0,0,0) 
X 
6.2.3. calcul des coordonnées du TCP de saisie du plateau situé 
au sommet d'une tour 
Lorsque l'on désire déplacer un plateau du sommet d'une 
tour, il faut calculer son tep de saisie. 
Les plateaux sont empilés au-dessus d'un pôle. Donc, 
la position en X, Y, le lacet, le roulis et le tangage du site 
de saisie du plateau du sommet restent inchangés. Seule la 
coordonnée Z change et dépend de la hauteur de la tour. 
l 
- - - - ------ - --------------------
- 6.15 -
- Il suffit donc de faire la somme des hauteurs-1 de 
tous les plateaux situés en-dessous du plateau; 
- On ajoute la hauteur-2 du plateau situé au sommet 
et on obtient ainsi la coordonnée Z du tep de saisie. 
6.2.4. calcul des coordonnées du TCP de départ d'un plateau 
au sommet d'une tour 
La méthode est semblable à celle décrite ci-dessus. 
- Calcul de la somme des hauteurs-1 de tous les plateaux 
empilés sur le pôle: 
- On y ajoute la hauteur-2 du plateau à déplacer et on 
obtient la coordonnée Z du tep de départ du plateau. 
I* 
PROBLEME DES TOURS DE HANOI 
---------------------------
plateau(diam-3,750,100), 
plateau ( diam-2,700 1 100 ) . 
plateau ( diam-1 ,780,100 ) . 
plateau ( diam-0,700,100 ) . 
pgm :- initialisation_robot, 
retractal 1 ( in str ), 
letsgo, 
assert( instr(end)), 
repeat, 
instr(X), 
appel 00 , 
X == end,!, 
i n i t i a 1 i sa t i on_r obo t • 
appel (end). 
appel (X) :- cal 1 (X) . 
letsgo :- retractal 1 (si te(_,_,_)), 
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asser t <si te< ., p i que t de droite ', tep< 28000, 0, 0, 9000, 0 ,_), [ J)), 
assert (si te (' piquet du centre',tcp(21500 ,18000,0,9000,0,_),[J)), 
findall< X,p lateauO<, _,_),P), 
assert ( site <-' p i quet de gauche ·',tcp( 4800 ,27500 1 0,9000,0,_) ,P )) , 
long (P ,U, 1 1 
r1anoi <U . 
hanoi<N) :- move<N, 'pi quet de gauche·' , ' piquet du centr-e ' , ·'piq uet de dro ite ·' ), 
move (0, _,_,_) :- 1. 
move<N,A,B,C) :-
N > O, 
MisN-1, 
move <M,A,C,B ), 
inform(A,B), 
move<M,C,B,A ),! , 
inform(X,Y) :-
wri te('deplacer un disque du ') , 
wr i te (X), 
write(' vers le ') , 
write(Y),nl, 
mouvement(X,Y), 
deplace<X,Y),!, 
mouvement<Site_or i gine,Site_destination) :-
plateau_a_deplacer(Site_origine,Plateau), 
debut_approche<S it e_origine,Tube1) 1 
approche_saisie(Site_origine,Plateau,Tube2 ) 1 
eloignement(Site_origine,Tube3 ), 
debut_approche(Site_destination,Tube4 ) , 
approche_depot (Si te_destinat ion,Plateau,Tube5), 
eloignement(Site_destination,Tube6)
1 
asse r t ( i n s t r (parc ou r i r _c i r c ( c i r c ( [Tu be 1 , Tu be 2 J ) ) ) ) , 
assert ( instr<fermerUorce(?,5,5 )) )), 
assert~instr ~parcourir_circ(circC[Tube3,Tube4,Tube5J )))), 
asserh 1nstnouvr1r (f orce (7 ,5,5)))), 
assert ( i nstr<parcour i r _tube<Tube6))), ! • 
-,.· - - -----:;-------;------~--:----:-,---;----;,------:, ------------7 
plateau_a_deplacer ( Si te_or i g i ne,p l ateau(Nom,H1,H2 )) :-
s i te ( Si te , _, [ Nom I R J ) , 
plateau(Nom,Hl ,H2 ) , ! , 
deplace ( Si te_origine,Si te_destination) :-
r et r ac t ( si te <Si t e_or i gin e , Tc p 1 , [ S 1 1 P 1 J)) , 
retract(site ( Site_destination,Tcp2,P2) ) , 
assert<site(Site_destination,Tcp2,[S1 IP2J ) ), 
asse r t <si te (S i te _or i gin e, Tc p 1 , P 1)) , ! , 
debu t_ap proche (Si te, tube ( t o 1 ( 10 0 0 ) , v i t ( 40 0) , t c p (X , Y, 21 , T, R, U )) : -
s i te (S i te , t c p (X , Y, 2, T, R, l) ,_) , 
21 is 2 + 10000, ! . 
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approche_saisie <Site, plateau<_,H1,H2), tube ( tol(20),vit ( 400 ) ,tcp( X ,Y,21,T,F: ,u) ) :-
coord_sommet_site ( Site,tcp(X,Y,2,T,R,L)), 
2 1 i s 2 - H 1 + H2, ! • 
appro c: he_depot(Site, plateau (_,_,H2 ) , tube ( tol ( 20 ) ,vit ( 400),tcp O( , Y ,21,T , R, U ) ) :-
coor d_sommet_site ( S i te,tcp(X,Y,2,T,R,L)), 
2 1 i s 2 + H2, ' • 
e 1 o i gn eme n t < S i te , tu be ( t o 1 ( 100) , v i t ( 40 0 ) , t c p (X , Y, 21 , T, R, L) ) ) : -
s i te ( S i te, tcp (X ,Y ,2 ,T ,R,U ,_) , 
21 i s Z + 10000, ! . 
c oor d_ somme t _ s i te <Nom_ s i te , t c p ( X , Y , 2 , T , R , U ) : -
s i te (Nom_ s i t e , t c p ( X , Y , Z 1 , T , R , U , C) , 
:omme_hauteur_plateau x< C,Somme ), 
2 i s 21 + Somme, 1 • 
somme_hauteur_plateau x( [J,0 ) , 
somme_hauteur_plateau x( [PlateaulPJ,S ) :-
plateau ( Plateau , H,_) , 
somme_hauteur_plateau x( P,N ) , 
S i sN+H, 1 , 
long([J,O ) , 
long<C X IYJ,L>:- long< Y ,N ) ,L is N + 1. 
findal l ( O,L,_ ) :-asserta <found (mark )) , 
cal l< U, 
asse r ta ( found ( O)) , 
fail , 
fi nda 11 <_,_, S) :-col 1 ec tfound ( [ J ,M), 
',S=M. 
col lectfound <L,S) :-getne x t<O ) ,', 
col lectfound((OILJ ,S ) . 
col lectfound<S,S). 
getne x t <O) :-
0\ ==mar k. 
retract ( found ( O) ), ! , 
?- reconsult ( interface_x yz ) , 
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6.3. DEFINITION D'UNE TACHE DE PALETISATION 
La palétisation consiste à saisir une sé r ie d'obje t s et à 
les déplacer côte à côte en ligne e~ ou, en colonne. 
L'application suivante est une application de palé t isa t ion. 
Une presse fabrique une série de petits objets. On demande 
au robot de saisir ces objets et de les placer dans un bac métal-
lique selon trois lignes et quatre colonnes. 
Avant toute nouvelle exécution, le robot doit se réinitialiser 
pour éviter tout dérèglement du bras articulé et garantir ainsi 
la précision des mouvements (prédicat initialisation-robot). 
Après la première initialisation du robot, on répète une 
séquence d'instructions. 
- Attente d'un signal de synchronisation : le robot doit 
être synchronisé avec la presse pour éviter la destruction 
du bras par la presse. Pour l'instant, nous nous conten-
terons d'utiliser n'importe quelle touche du clavier en 
gu i se de signal de synchronisation; 
- Sortir l'objet de la presse : lorsque la presse est relevée 
l'objet fabriqué est accessible. La presse présenLe cet 
objet toujours de la même manière (il suffit simplement 
d'amener la pince à la position de l'objet et de la serrer) 
(prédicat sortir-de-presse); 
- Déposer dans le bac 
déposer-dans-bac) 
objets déjà déposés 
l'objet saisi dans la presse (prédicat 
cet objet doit être aligné à côté des 
dans le bac. La position de dépôt 
est différente pour tous les objets. Il faut donc calculer 
cette position avant de déposer l'objet (prédicat position-
cible). Lorsque l'objet est dans le bac, la pince doit 
être ouverte très largement pour ne pas bousculer l'objet 
(éventuel) se trouvant juste à côté de l'objet déposé. 
Mais cette oince doit être ouverte suffisamment pour per-
mettre de libérer l'objet de la pince. On aura donc recours 
à l'utilisation d'une force très faible et très brève pour 
l'ouverture de cette pince (prédicat ouvrir (force(2,l,l)) ). 
Cette séquence d'instructions se répète jusqu'à ce que le 
nombre de rangées et de colonnes d'objets alignés dans le bac 
corresponde au nombre de rangées et de colonnes désirées 
(prédicat bac-rempli) 
Programme de paletisat i on 
posit ion_presse(tcp(37315,22043,6728,6000,0,_)) . 
repere_bac <tcp<~10000,2sooo,1600,9000,0,18000 )). 
nombre_de_pieces(O ) . 
dx<2400 ) . 
dy(2000 ) . 
pieces_par_rang ( 3) . 
nombre_de_rangs ( 4). 
palet isat i on :-
i n i tial i sat i on_robot, 
i n i t i al i sa t i on , 
repeat, 
s y n c h r o _p r e '=· se , 
sort i r_de_presse, 
deposer_dans_bac, 
bac_r em p l i , ! , 
i n i tial isa ti on_robot. 
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/*-----------------------------------------------------------------------------*/ 
in i t i al i sa ti on : -
pos i tion_presse (T), 
approche (T,6000,4000,U ), 
app r oche <T , 6000,4000, V), 
assert(devant_presse ( U)) , 
ass~rt ( app roche_p r esse (V)) , 
i mme d i a t ( de p ( v i t ( 40 0) , U)) , 
fermer ( fo r ce ( 0,0,0 )) , 
ouvr i r ( fo r ce ( 5, 3, 10)) , 
ferme r ( fo r ce (6, 0,4 ) ) 1 
ou v r i r < force < 0 , 0 , 0 ) ) , ! • 
sort i r _de_presse :-
position_p r esse ( P) , 
approche_presse ( U), 
parc ou r i r _c i r c < c i r c ( [ tu be ( t o l ( 100 ) , v i t ( 4 0 0) , U) , 
tube ( to l ( 100 ) ,v i t ( 400 ) ,P ) ] )) , 
fermer ( force ( 2,1 1 15 )) 1 ! . 
deposer_dans_bac :-
posit i on_c i ble ( P) , 
approche_presse ( U) , 
devant_presse ( R) , 
preparer_approche ( P,6000,S ) , 
parc ou r i r _c ir c ( c i rc ( [tu be < t o l ( 10 0) , v i t ( 40 0) , U) , 
tube ( tol ( 1000) ,v i t ( 40 0) ,S ) , 
tube ( tol ( 100 ) ,vi t ( 400 ) ,P ) ])), 
ou v r i r ( force ( 2, 1 , 1 ) ) , 
parc ou r i r _c i r c ( c i r c ( [ tu be ( t o l < 100 ) , v i t < 40 0) , S) , 
tube ( tol ( 1000 ) ,v i t(400 ) ,R)])),'. 
s y n c h r o _p r e s se : - w r i t e < ' S i g n a l de s y n c h r on i sa t i on ) ., ) , g e t O ( X ) , n l. 
Page 1 
bac_remp 1 i :-
nombre_de_p i e ces (NP), 
nombre_de_rangs<NR), 
pieces_par_rang<PR), 
NP=:= NR * PR, 
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/*-------------------------------------------- ·--------------------------------*/ 
position_cible(tcp( X,Y,PZ,9000,R,_) ) :-
repere_bac ( tcp ( PX,PY,PZ,PT,PR,PL )) , 
dx ( DX) , 
dy(DY)' 
p ieces_par_rang (NR ) , 
nombre_de_p ieces (NT ) , 
X is PX + <NT / NR ) * DX, 
Y is PY + (NT - (NT/ NR ) * NR ) * DY, 
incrementer_total_p ieces, 
notrace, 
transformat ion_in verse ( tcp (X ,Y,PZ,9000,0,_) ,coord ( L, _ ,_,_,_)) , 
R i s PL - L, ! , 
preparer_approche(tcp <X ,Y,Z,T,R,_),Dist,tcp (X,Y,Zl ,T,R,_) ) ·-
21 i s 2 + Dist. 
incrementer_total_p ieces :-
retract(nombre_de_pieces (NP ) ), 
N i s NP+ 1 , 
asser t ( nomb r e_de_p i eces (N)) , 1 , 
?-con s ult (i nterface_xy z ) , 
----- ----
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6.4. REALISATION D'UN BOITIER D'APPRENTISSAGE 
L'objectif du module d'apprentissage est de permettre à 
l'utilisateur de programmer rapidement le robot RM 501. 
- Ce module d'apprentissage permet à la fois un apprentis-
sage au niveau XYZ et un apprentissage au niveau articu-
laire. On met à la disposition de l'utilisateur une 
série de commandes directement activées à l'aide du clavier. 
L'écran du micro ordinateur affiche toujours les cinq 
valeurs des variables articulaires 
la position cartésienne et l'orientation du bout de la 
pince; 
la vitesse actuelle de translation de la pince: 
la valeur du pas de translation et de rotation. 
Grâce à l'affichage de la position cartésienne de la pince 
et de son orientation, on peut aussi utiliser ce boîtier 
d'apprentissage comme outil de mesure de la position et 
de l'orientation des objets de l'espace de travail. Il 
suffit simplement de faire coïncider la position de la 
pince du robot avec la position des objets disposés dans 
l'espace de travail. 
Ce module permet l'enregistrement d'un programme acquis 
par apprentissage ainsi que sa réexécution. 
Touche Fonction activée 
D -----~ X X + Pas-translation 
H ------. X X - Pas-translation 
T -----• y y + Pas-translation 
V -----• y y - Pas-translation 
F -----• z := z + Pas-translation 
G -----• z := z - Pas-translation 
y 
-----• Tangage tangage + Pas-rotation; 
Les positions XYZ restent inchangées; 
N -----+ Tangage := tangage - Pas-rotation; 
Les positions XYZ restent inchangées; 
Z -----~ Roulis :=roulis+ Pas-rotatation; 
Les positions XYZ restent inchangées; 
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X -----~ Roulis := roulis - Pas-rotation; 
Les positions XYZ restent inchangées; 
6.4.2. Mouvements par actionnement des articulations 
(niveau articulaire) 
Touche 
l ------+ 
2 -----+ 
Q -----+ 
w -----+ 
A ------+ 
s ------+ 
z -----+ 
X ------+ 
z ------+ 
. x -----. 
Fonction activée 
Angle de rotation du corps:= 
Angle de rotation du corps+ Pas-rotation: 
Les positions XY sont modifiées en conséquence; 
Angle de rotation du corps := 
Angle de rotation du corps - Pas-rotation; 
Les positions XY sont modifiées en consequence: 
Angle de rotation de l'épaule := 
Angle de rotation de l'épaule+ Pas-rotation; 
Les positions XYZ sont modifiées en conséquence; 
Angle de rotation de l'épaule := 
Angle de rotation de l'épaule - Pas-rotation; 
Les positions XYZ sont modifiées en consequence; 
Angle de rotation du coude : = 
Angle de rotation du coude+ Pas-rotation; 
Les positions XYZ sont modifiées en consequence; 
Angle de rotation du coude := 
Angle de rotation du coude - Pas-rotation; 
Les positions XYZ sont modifiées en conséquence; 
Angle de tangage du poignet := 
Angle de tangage du poignet+ Pas-rotation; 
Les positions XYZ sont modifiées en conséquence; 
Angle de tangage du poignet := 
Angle de tangage du poignet - Pas-rotation; 
Les positions XYZ sont modifiées en conséquence; 
Angle de roulis du poignet := 
Angle de roulis du poignet+ Pas-rotation; 
Les positions XYZ restent inchangées; 
Angle de roulis du poignet := 
Angle de roulis du poignet - Pas-rotation; 
Les positions XYZ restent inchangées; 
6.4.3. Ouver t ure et_fermeture_de la_pince 
------. 
= ------+ 
Fe r meture de la pince; 
Ouverture de la pince; 
6.4.4. Enregistrernent_et ~x~c~t to~ ~e~ ~o~v~m~n~s 
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ret ou space ------. enregistrement de la p o s i tion 
actuelle; 
* 
I 
0 
K 
_____ .., 
-----+ 
------+ 
_____ .. 
------. 
Exécution du programme enregistré. 
Vitesse :=vitesse+ 40 mm/s 
Vitesse := vitesse - 40 mm/s 
Mise à jour du Pas utilisé pour les déplace-
ments en XYZ 
Mise à jour du pas de rotat ion des articula-
tions. 
6.4.6. ~o~t~ôl_e de l'exéc~tto~ du_programme _"teacher" 
Ctrl A 
Ctrl 0 
_____ .,. 
------. 
Terminaison du programme 
Avortement du programme 
6.4.7. Irnp lérnentation_du boîtier d'appren t issage 
Etant donné la longueur et la simplicité du progr amme, 
son listing source ne figurera pas ci-dessous. 
listing se retrouve en Annexe Ede ce travail. 
Toutefois, ce 
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7. LA COUCHE DE NIVEAU OBJET 
L'usage d'un robot est naturellement concerné par le posi-
tionnement de la pince et le déplacement des objets. Jusqu'à 
présent, nous n'avions manipulé que des tep. Ces tep sont des 
informations pauvres car ils ne représentent uniquement qu'un 
point de saisie des objets, mais pas leur position réelle, leur 
taille, etc ... 
Lorsqu'un objet était déplacé, la mise à jour de ses re-
pères devait être assurée par le programme de l'utilisateur. 
La manière d'approcher les objets, la force que la pince doit 
exercer sur les objets sont des caractéristiques de ces mêmes 
objets. Jusqu'à présent, ces caractériitiques étaient dissociées 
des objets. C'est encore le programme de l'utilisateur qui 
devait gérer ces caractéristiques. 
En outre, nous avons jusqu'à présent considéré que tous 
les objets étaient indépendants. En effet, on associait un 
tep à chaque objet et tout tep était modifié indépend~mment des 
autres. Cette manière de voir les choses n'est pas três réali-
ste car en réalité, certains objets peuvent être solidaires 
d'autres. 
Ainsi, lorsqu'on effectue un montage (utilisation très fré-
quente d'un robot), tous les objets qui le constituent sont 
solidaires les uns des autres. Cela signifie que si on déplace 
le montage, on déplace par la même occasion tous ses objets. 
Il faudra donc mettre à jour la description de tous ces objets. 
La couche de niveau "objet" remédie à ces faiblesses en 
offrant de nouvelles primitives de programmation. A chaque 
objet de l'espace de travail est associé un descripteur conte-
nant toutes ses caractéristiques. L'ensemble de ces descripteurs 
constitue un modèle de l'espace de travail du robot. Ce modèle 
sera utilisé par le planificateur de mouvements de la couche 
supérieure. 
La couche "XYZ" permettra également d'exprimer explicitement 
les liaisons entre les objets de l'espace de travail. On utili-
sera à cet effet des primitives de liaison définies dans la 
couche. 
IS -;A., 
, 
, 
/ 
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Le rôle de la couche "objet" sera d'offrir des primitives 
de mise à jour du modèle de l'espace de travail. Ces primitives 
puissantes permettront d'améliorer, par la même occas i on, la 
lisibilité des programmes. Par exe mple, les objets sont r éf é -
rencés par leur nom et plus par un tep fort peu parlant. 
7.1. Les méta-objets manipulés dans la couche "ob j et" 
Pour év i ter la confusion ent re objet figurant dans l'es-
pace de travail du robot et objet défini par des compétences 
dans le mode de structuration adopté dans ce travail, nous 
désignerons celui-ci sous le nom de "méta-objet" lor squ'une 
ambiguïté est possible. 
Tous les méta-objets définis dans l'interface de la couche 
"XYZ" sont présents dans la couche "objet". Mais cette de r -
nière cont ient également une sér i e de concepts qui lui sont 
propres. 
Il existe des relations structurelles entre les méta-
objets de la couche de niveau "objet". 
exp rimees par la figure 7.1. 
Ces relations sont 
____ _, _ créer -objet 
- force - ob j et 
Objet - approche-o b j et 
- pos1tion-s a 1sie 
~-.,...--~ - position 
- ha uteur-ob j et 
., 
/ 
/ 
/ 
- positio n-sommet 
- li e r 
- délie r 
- au tonome 
- lib re 
Site 
créer-s ite 
pos1t1on -s i œ 
approche - s i œ 
- dépôt 
- s e r re r 
- l âche r 
:sé c ompose de" "s e compo se de" 
, [:] 
Hauteur 
- s ou l ever 
- a pproc her 
- déplace r 
- dép l ac e r - vi a 
Tep 
, 
., 
IS-A,,/' 
., 
.," 
Te p 
re l a t i f - absolu 
..._ ___ ... 
Vitesse Tol érance Di s t ance 
Fig. 7.1. Structuration des méta-objets définis dans la 
couche "objet" 
vit-appr 
angl e-a .: 
d1 s t - apf' 
pos- appr 
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Le concept d'approche : le méta-objet ''approche" permet de 
calculer une position intermédiaire d'approche (ou d'éloigne-
ment) par laquelle devra passer la trajectoire du tep de la 
pince pour saisir (ou pour s'éloigner ou soulever) un objet 
de l'espace de travail. Le concept de point d'approche a 
déjà été abordé au paragraphe 5.2.4.1. (compétence "approche" 
du tep). Le méta-objet "approche" est défini à l'aide des 
concepts suivants 
- !9-~!t~êê~ détermine la vitesse d'approche ou d'éloi-
gnement du centre de la pince. 
- la_tolérance: détermine l'écart maximal de la trajectoire 
du centre de la pince par rapport à une trajectoire 
théorique rectiligne d'approche. 
- la_distance : détermine la distance de la trajectoire 
théorique rectiligne d'approche. 
! 9 _E~~t~ : détermine la pente de la droite qui représente 
la trajectoire rectiligne théorique d'approche. Cette 
pente est exprimée par rapport aux axes du repère R
0 
de l'espace de travail. 
Ces concepts permettent de construire un tube délimitant 
la trajectoire d'approche (ou d'éloignement). 
Fig. 7.2 - Illustration du tube d'approche 
(et d'éloignement) 
- - - - - -------------
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Le concept de site : le site représente une position fixe de 
l'espace de travail. 
suivantes 
Il est défini à l'aide des informations 
!~-~2~: identifie le site de manière univoque. 
- la_eosition : représente à l'aide d'un tep, la position 
fixe de l'espace de travail. 
!~~EE~2~Q~ : détermine la manière d'approcher la posi-
tion fixe (voir concept d'approche). 
Le concept d'objet : le concept d'objet permet de décrire les 
caractéristiques des objets disposés dans l'espace de travail 
du robot. Le concept d'objet est défini à l'aide des concepts 
suivants : 
- !~-~2~: identifie de manière univoque l'objet disposé 
dans l'espace de travail. 
- la_eosition_de_saisie : est un tep qui représente un 
repère associé à la position de préhension de l'objet 
de l'espace de travail. 
- la_eosition identifie la position et l'orientation 
de l'objet de l'espace de travail par rapport au re-
père R. Cette orientation et cette position sont 
0 
représentés à l'aide d'un repère associé à la base de 
l'objet. Ce repère est représenté à l'aide d'un tep. 
- !~~EE~2~Q~ : contient les informations nécessaires à 
la construction d'une trajectoire d'approche (ou 
d'éloignement) de la position de saisie de l'objet. 
- !~_f2~~~ : dêsigne la préssiori que doit exercer la pince 
sur l'objet pour le saisir et le déplacer. Cette force 
est choisie en fonction du poids et de la solidité de 
l'objet. 
la_hauteur : représente la hauteur de l'objet. 
- !~-~9Y2~ : représente le rayon du cylindre de révolution 
de l'objet autour d'un axe de symétrie vertical perpen-
diculaire à la base sur laquelle il repose. 
Le concept de pince : la pince est un méta-objet qui représente 
tout ce qui subsiste du robot au niveau "bbjet''. Seuls les 
mouvements de la pince nous intéressent car en définitive, 
c'est elle qui manipule les objets de l'espace de travail. 
- 7.5 -
Déjà au niveau "XYZ", nous avions recours à cette hypothèse 
simplificatrice où l'extrémité de l'outil, exorirnée par un 
tep, était notre centre d'intérêt. La pince est également 
un objet de l'espace de travail, i l est donc représenté par 
un méta-objet identique à ceux utilisés pour définir les 
autres objets. Il faut noter toutefois quelques particula-
rités : 
- le nom 
pince. 
"pince" 
: on utilisera le mot"pince" pour désigner la 
L'utilisateur doit donc veiller à ne pas appeler 
un autre objet de l'espace de travail. 
!~_!2~~~ : sera toujours nulle car la pince ne peut 
se serrer elle-même. 
- !~~EE~2~t~ : la vitesse, la tolérance, la distance et 
la pente de l'approche seront tous nuls car la pince 
ne peut s'approcher elle-même. 
- la_eosition : représentera la position et l'orientation 
du repère associé à l'extrémité de la pince. 
- la_eosition_de_saisie : identique à la position. 
Les autres concepts sont identiques à ceux des meta-objets 
représentant les objets de l'espace de travail. 
Le concept de tep relatif : ce concept est nouveau mais n'est 
pas nécessairement inhérant à la couche objet. Jusqu'à pre-
sent, toutes les positions étaient exprimées par rapport au 
repère R de l'espace de travail. Tous les objets de l'es-
o 
pace de travail étaient toujours indépendants car les tep qui 
les représentaient l'étaient également. Au niveau objet, 
nous avons émis l'hypothèse que des objets de l'espace de 
travail pouvaient être liés. Il faut représenter ces liaisons 
au niveau des repères associés aux objets. On peut donc 
exprimer la solidarité entre les objets en remplaçant leurs 
repères relatifs exprimés dans un repère de l'un des objets 
liés. On pourrait exprimer par exemple les repères de tous 
les objets liés dans le repère associé à la position de saisie 
de l'un des objets. On déplacera simultanément l'ensemble 
de tous les objets liés, en déplaçant l'objet dont le repère 
de saisie sert de référence. 
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7.2. Compétences des méta-objets définis dans la couche 
de niveau objet 
7.2.1. Com12étences_du_méta-obj_et_"a1212roche" 
VITESSE-APPR 
Méta-objet créé 
Effet 
ANGLE-APPR 
Méta-objet créé 
Effet 
TOLERANCE-APPR 
Méta-objet cree 
Effet 
DISTANCE-APPR 
Méta-objet créé 
Effet 
POSITION-APPR 
Méta-objet requis 
Méta-objet créé 
Effet 
Méthode 
vitesse 
donne la vitesse de l'approche. 
pente 
donne la pente de la trajectoire 
théorique rectiligne de l'approche. 
tolérance 
donne la tolérance de l'approche. 
distance 
donne la distance de l'approche. 
tep 
tep 
calcule et renvoie un tep d'approche 
du tep donné comme argument. 
La pente par rappor t à R àe la droite 
0 
passant par l'origine des repères re-
présentés par les deux tep, est donnée 
par la pente de l'objet de classe 
"approche" dont on a activé la compétence 
"position intermédiaire". 
La distance séparant l'origine des deux 
repères est également donnée par l'objet 
de classe "approche". L'axe X . des deux 
l 
repères se situent toujours dans le même 
plan vertical. 
- active les compétences "angle-appr" 
et "dist-appr" de l'objet "approche" 
pour obtenir la pente et la distance 
d'approche. 
-.-,. 
APPR 
Méta-objet créé 
Méta-objet requis 
Effet 
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- active la compétence "approche" du 
tep donné comme argument. La compéten-
ce "approche" du tep est définie dans 
la couche "XYZ". Lors de l'activation 
de la compétence "approche'', on fournit 
comme argument la pente et la distance 
d'approche déterminés précedemment. 
approche 
vitesse, tolérance, pente, distance. 
cree une instance d'objet "approche" 
à l'aide des concepts de vitesse, de 
tolérance, de pente et de distance donnés 
comme arguments. 
7.2.2. Comeétences_des_méta-objets_"site" 
CREER-SITE 
Méta-objet créé 
Méta-objet requis 
Effet 
POSITION-SITE 
Méta-objet créé 
Méta-objet requis 
Effet 
APPROCHE-SITE 
Méta-objet créé 
Méta-objet requis 
Effet 
instance de site 
nom de site, tep, approche. 
crée une instance de site en utilisant 
les objets donnés comme argument. 
tep 
nom de site 
donne le tep de l'objet de classe "site" 
identifié par le nom donné en argument. 
approche 
nom de site 
renvoie l'objet approche qui caractérise 
l'objet de classe "site" identifié par 
le nom de site donné comme argument. 
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7.2.3. Comeétences_des_méta-objets_"objet" 
CREER-OBJET 
Méta-objet créé 
Méta-objet requis 
Effet 
FORCE-OBJ 
Méta-objet créé 
Méta-objet requis 
Effet 
APPROCHE-OB,T 
Méta-objet créé 
Méta-objet requis 
Effet 
POSITION-SAISIE 
Méta-objet créé 
Méta-objet requis 
Effet 
méta-objet de classe "objet" 
nom d'objet, approche, force, rayon, 
position, position-saisie. 
cree une instance de méta-objet "objet" 
à l'aide de méta-objets donnés comme 
arguments. L'objet de l'espace de tra-
vail et le méta-objet qui le représente 
sont identifiés univoquement par leur 
nom d'objet. 
force 
nom d'objet 
donne la force que doit exercer la pince 
sur l'objet représenté par le méta-objet 
"objet" pour assurer son déplacement. 
L'objet et le méta-objet sont identifiés 
par le nom donné comme argument. 
approche 
nom d'objet 
renvoie le méta-objet "approche" qui 
caractérise le méta-objet identifié par 
le nom d'objet donné comme argument. 
tep 
nom d ' objet 
donne la position de saisie de l'objet. 
Cette position est contenue dans le 
méta-objet de classe "objet" qui repre-
sente cet objet. L'objet et le méta-
objet sont identifiés par le nom donné 
comme argument. 
POSITION 
Méta-objet créé 
Méta-objet requis 
Effet 
HAUTEUR-OBJ 
Méta-objet créé 
Méta-objet requis 
Effet 
POSITION-SOMMET 
Méta-objet créé 
Méta-objet requis 
Effet 
LIER 
Méta-objet requis 
Effet 
DELIER 
Méta-objet requis 
Effet 
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tep 
nom d'objet 
donne la position de la base de l'objet. 
Cette position est contenue dans le 
méta-objet identifié par le nom d'objet 
donné comme argument. 
hauteur 
nom d'objet 
donne la hauteur de l'objet représenté 
par un méta-objet de classe "objet", 
identifié par le nom d ' objet donné comme 
argument. 
tep 
nom d ' objet 
calcule et renvoie la position du sommet 
de l ' objet. Les informations (positi o n 
et hauteur) permettant le calcul de la 
position du sommet sont contenues dans 
le méta-objet de classe "objet" identifié 
par le nom donné comme argument. 
deux noms d'objet 
a pour effet de rendre solidaires les 
objets de l'espace de travail dont on 
a donné les noms. Ces noms permettront 
aussi d'accéder aux méta-objets qui 
décrivent ces objets. Toute mise à j o ur 
de la position de l'un des objets en-
traî nera la mise à jour de l'autre. 
deux noms d'objet 
rend autonome les deux objets liés dont 
on a donné le nom. 
AUTONOME 
Méta-objet créé 
Méta-objet requis 
Effet 
LIBRE 
Méta-objet créé 
Méta-objet requis 
Effet 
DEPOT 
Méta-objet créé 
Méta-objet requis 
Effet 
SERRER 
Méta-objet requis 
Effet 
LACHER 
Meta-objet requis 
Effet 
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booléen 
nom d'objet 
vérifie l'autonomie de l'objet dont on 
a donné le nom. Si l'objet n'est pas 
lié à un autre objet, la compétence 
"autonome" renvoie la valeur "vrai", 
sinon la valeur "faux". 
booléen 
nom d'objet 
verifie s'il n'y a pas d'autre objet 
posé sur l'objet dont on a donné le nom. 
site 
nom d'objet 1, nom d'objet 2 
calcule et renvoie un objet de classe 
"site" qui représente la position de 
l'espace de travail que doit atteindre 
la pince du robot pour placer l'objet 
1 sur l'objet 2. Ces objets sont res-
pectivement identifiés par nom d'objet 1 
et nom d'objet 2. 
nom d'objet 
provoque la fermeture de la pince avec 
une force donnée par le méta-objet de 
classe "objet" identifié par le nom 
d'objet donné en argument. 
nom d'objet 
provoque l'ouverture de la pince avec 
une force donnée par le méta-objet de 
classe "objet" identifié par le nom 
d'objet donné _en argument. 
SOULEVER 
Méta-objet requis 
Effet 
Méthode 
APPROCHER 
Méta-objet requis 
Effet 
DEPLACER 
Méta-objet requis 
Effet 
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nom d'objet 
provoque le parcours d'un tube cons t ruit 
à l'aide des informations contenues dans 
le méta-objet "approche" qui caractérise 
le méta-objet identifié par le nom d'objet 
donné comme argument. Ce tube représen-
tera une trajectoire d'éloignement du 
tep de la pince permettant de soulever 
l'objet serré par la pince. 
- active la compétence "position-saisie" 
du méta-objet identifié par le nom d'objet 
donné comme argument. 
- active la compétence "position-appro-
che" du méta-objet identifié par le nom 
d'objet donné comme argument. Lors de 
l'activation de la compétence "position-
approche", on donne pour argument le 
tep obtenu antérieurement. 
- on parcourt le tube construit à l'aide 
de la vitesse et de la tolérance caracté-
risant le méta-objet "approche" et à 
l'aide du dernier tep calculé. 
nom d'objet 
provoque le parcours d'un tube construit 
à l'aide des informations contenues dans 
le méta-objet "approche" du méta-objet 
identifié par le nom d'objet donné comme 
argument. Ce tube représentera une 
trajectoire d'approche du tep de la pince 
permettant d'approcher la position de 
saisie de cet objet. 
nom d'objet 1, nom d'objet 2, vitesse, 
tolérance. 
provoque la saisie et le dép lace ment 
Méthode 
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de l'objet 1 identifié par le nom 
d'objet 1. L'objet 1 doit être posé 
au-dessus de l'objet 2 identif ié 'par 
le nom d'objet 2. La trajectoire per-
mettant le soulèvement de l'objet 1 est 
conforme au méta-objet "approche" con-
tenu dans le méta-objet qui décrit 
l'objet 1. La trajectoire permettant 
le dépôt de l'objet 1 sur l'objet 2 est 
conforme au méta-objet "approche" con-
tenu dans le méta-objet qui décrit 
l'objet 2. La trajectoire proprement 
dite de déplacement de l'objet 1 est 
caractérisée par la vitesse et la to-
lérance données comme arguments. 
- activa:- la compétence "approcher" en 
donnant le nom d'objet 1 comme argument. 
- activer la compétence "serrer" en 
donnant le nom d'objet 1 comme argument. 
- activer la compétence "soulever" en 
donnant le nom d'objet 1 comme argument. 
- activer la compétence "dépôt" du méta-
objet "objet" identifié par le nom 
d'objet 2 afin d'obtenir un site repré-
sentant la position de dépôt. 
- calculer le tep d'approche du site 
de dépôt en activant la compétence 
"position-approche" du tep du site de 
dépôt. 
- parcourir un tube construit à l'aide 
des objets vitesse et tolérance donnés 
comme arguments et à l'aide du top 
d'approche du site de dépôt. 
- amener le tep de la pince sur la posi-
tion identifiée par le site de dépôt 
et selon une trajectoire conforme à celle 
exprimée par le méta-objet "approche" 
du site de dépôt. 
- relacher l'objet 1. 
DEPLACER VIA 
Méta-objet requis 
Effet 
Méthode 
DEPLACER 
Méta-objet requis 
Effet 
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- éloigner la pince en parcourant en 
sens inverse, la dernière trajectoire 
d'approche du tep de la pince. 
nom d'objet 1, nom d'objet 2, vitesse, 
tolérance, circuit. 
provoque la saisie et le déplacement 
de l'objet 1 identifié par le nom 
d'objet 1. L'objet 1 doit être posé 
au-dessus de l'objet 2 identifié par 
le nom d'objet 2. La trajectoire per-
mettant le soulèvement de l'objet 1 est 
conforme au méta-objet "approche" con-
tenu dans le méta-objet qui décrit 
l'objet 1. La trajectoire permettant 
le dépôt de l'objet 1 sur l'objet 2 est 
conforme au méta-objet qui décrit 
l'objet 2. La trajectoire de déplace-
ment proprement dite, est un circuit 
obtenu en ajoutant un nouveau tube 1 
à la fin de la liste des tubes qui 
composent ce circuit. Ce tube 1 est 
construit à l'aide des objets vitesse, 
tolérance donnés comme arguments et à 
l'aide d'un tep d'approche du site de 
dépôt. 
similaire à la précédente. 
nom d'objet, nom de site, vitesse, 
tolérance. 
provoque la saisie et le déplacement 
de l'objet identifié par le nom d'objet 
donné comme argument. L'objet déplacé 
doit être posé sur le site identifi~ 
par le nom de site donné comme argument. 
La trajectoire du tep de la pince per-
mettant le soulèvement de l'objet est 
conforme au méta-objet "approche" 
Méthode 
DEPLACER-VIA 
Méta-objet requis 
Effet 
Méthode 
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contenu dans le méta-objet décrivant 
l'objet à déplacer. La trajectoire 
du tep de la pince permettant le dépôt 
de l'objet sur le site est conforme au 
méta-objet "approche" contenu dans le 
méta-objet identifié par le nom de site 
donné comme argument. La trajectoire 
proprement dite de déplacement de l'objet 
est caractérisée par la vitesse et la 
tolérance données comme arguments. 
similaire à la précédente. 
nom d'objet, nom de site, vitesse, 
tolérance, circuit. 
identique au cas précédent mais la 
trajectoire de déplacement proprement 
dite diffère quelque peu. Cette tra-
jectoire est un circuit obtenu en ajoutant 
un nouveau tube (tube 1) à la fin de 
la liste des tubes qui composent ce 
circuit. Le tube 1 est construit à 
l'aide des objets vitesse, tolérance 
donnés comme arguments et à l'aide d'un 
tep d'approche du site de dépôt. 
similaire à la méthode utilisée précédem-
ment dans le cas de la compétence 
"déplacer-via. 
7.2.4. Com12étences_du_méta-objet_"12ince" 
La pince est un cas particulier d'objet de l'espace 
de travail. Le méta-objet qui décrit cette pince sera donc 
un cas particulier de méta-objet de classe "objet". Ce 
méta-objet héritera donc des compétences qui caractérisent 
les méta-objets de classe "objet". Quelques-une de ces 
compétences auront, toutefois, une signification particulière 
pour la pince. Nous passerons ces compétences en revue et 
nous expliquerons leurs particularités. 
- 7.15 -
D'autre part, la pince est caractérisée par des com-
pétences qui lui sont propres. Nous expliquerons également 
ces compétences. 
POSITION 
Méta-objet créé 
Méta-objet requis 
Effet 
DEPLACER 
Méta-objet requis 
Effet 
DEPLACER 
Méta-objet requis 
Effet 
DEPLACER-VIA 
Méta-objet requis 
Effet 
DEPLACER-VIA 
Méta-objet requis 
tep 
nom "pince" 
donne la position et l'orientation 
actuelles du repère associé à l'extré-
mité de la pince par rapport au repère 
R
0 
de l'espace de travail. 
"pince", nom d'objet, vitesse, tolérance. 
cette compétence est héritée des com-
pétences caractérisant les méta-objets 
de classe "objet". Le déplacement de 
la pince sur un objet c o nsiste à faire 
coïncider l'extrémité de la pince avec 
la position de saisie de l'objet. 
"pince", nom de site, vitesse, tolérance. 
identique à celui du cas précédent mais 
cette fois, l'extrémité de la pince sera 
amenee sur la position définie par le 
méta-objet "site" identifié par le nom 
de "site". 
"pince", nom d'objet, vitesse, tolérance, 
circuit. 
identique au cas précédent mais le tep 
de la pince parcourt un circuit donné 
comme argument avant de coïncider avec 
la position de saisie de l'objet identi-
fié par le nom d'objet. 
"pince", nom de site, vitesse, tolérance, 
circuit. 
Effet 
INITIALISATION-PINCE 
Effet 
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identique au cas précédent mais la pince 
coïncidera avec la position définie par 
le méta-objet "site" identifié par le 
nom de "site". 
provoque la (ré)initialisation du hard-
ware du robot. Cette (ré)initialisation 
entraîne le déplacement de la pince. 
Il faudra donc mettre à jour la position 
de cette pince. L'initialisation est 
donc une compétence de l'objet pince. 
7.2.5. Comeétences_des_méta-objets_ 0 tce" 
RELATIF 
Méta-objet créé 
Méta-objet requis 
Effet 
ABSOLU 
Méta-objet cree 
Méta-objet requis 
Effet 
tep relatif 
tep, tep repère 
calcule et renvoie le tep relatif d'un 
tep donné par rapport à un autre tep. 
tep absolu 
tep, tep repère 
calcule et renvoie le tep absolu d'un 
tep relatif donné par rapport à un 
autre tep repère. 
Ces deux compétences permettront de faciliter la mise à 
jour de la base de données des objets. Lorsque deux tep 
sont solidaires, on exprime la position relative de l'un 
par rapport à l'autre, on déplace le repère représenté par 
le tep absolu de ce dernier, on met à jour ce tep absolu 
de manière à ce qu'il identifie la nouvelle place du repère 
qu'il représente et enfin, on calcule le nouveau tep absolu 
du premier à partir de son tep relatif exprimé par rapport 
à la nouvelle valeur du tep absolu "repère". 
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7.3 Interface de la couche du niveau objet 
L'ensemble des méta-objets définis dans la couche du 
niveau tâche, à l'exception du tep relatif, seront connus 
avec la liste de leurs compétences à l'extérieur de la 
couche du niveau objet. 
7.4 Un programme d'application du niveau objet 
Au chapitre 6, nous avons passé en revue un ensemble 
de programmes d'applications du niveau "XYZ''. Il figurait 
parmi ces applications, un programme des tours de Hanoï. 
Voyons ce que devient ce même programme au niveau "objet". 
Hypothèses 
- supposons que tous les plateaux soient caractérisés 
par une hauteur de 2 cm. 
- Leur position de saisie se situe à mi-hauteur entre 
la base et le sommet du plateau sur son axe de symétrie 
vertical. 
- La distance d'approche pour tout objet sera de 6 cm, 
la pente d'approche sera de 90°, la force de serrage 
sera relativement élevée. 
- On n'utilisera pas de points intermédiaires car on a 
la certitude qu'il n'y aura pas de collisions, parce que 
la hauteur de la pince sera toujours suffisante pour 
permettre le passage du plateau transporté au-dessus 
des autres plateaux. 
pgm ·- initialisation-pince, 
définition-site-et-objet, 
hanoï. 
définition-site-et-objet :-
Approche= appr(vit(200),9000,100,5000), 
Force = force(S,5,4), 
créer-site(piquetl,Approche,tcp(28000,0,0,9000,0, )), 
créer-site(piquet2,Approche,tcp(21500,18000,O,9000,0, )), 
créer-site(piquet3,Approche,tcp(4800,27500,0,9000,0, ) ), 
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créer-objet(platl,Approche,Force,ray(lOOO), 
tcp(28000,0,2000,9000,0, ),tcp(28000,0,1000,9000,0 )), 
créer-objet(plat2,Approche,Force,ray(2000), 
tcp(28000,0,3000,9000,0, ),tcp(28000,0,4000,9000,0, )) , 
créer-objet(plat3,Approche,Force,ray(3000), 
tcp(28000,0,5000,9000, ),tcp(28000,0,6000,9000, )), 
créer-objet(plat4,Approch~,Force, ray(4000), 
tcp(28000,0,1000,9000,0, ),tcp(28000,0,8000,9000,0, )) , 
assert(dessus(piquetl, [platl,plat2,plat3,plat4,piquetl] ), 
assert(dessus(piquet2, [piquet2] ), 
as sert ( dessus ( piquet3, [piquet3J ) . 
hanoï ·- move(4,piquetl,piquet2,piquet3). 
move(O, , , :-!. 
move(N,A,B,C) ·-
N O, 
Mis N-1, 
move(M,A,C,B), 
déplacer-plateau(A,B), 
move ( M, C, B, A) , ! . 
déplacer-plateau(A,B) :-
retract ( dessus (A, [plateaul I Rl])), 
retract(dessus(B, [plateau2IR2] ), 
déplacer(plateaul,plateau2,vit(400),tol(l0000)), 
assert(dessus(A,Rl) ), 
assert ( dessus ( B, [plateaul, plateau2, 1 R2])). 
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8. LA COUCHE DE NIVEAU "TACHE" 
Jusqu'à présent, nous avons insisté sur le besoin de simplifier 
la programmation, d'améliorer sa portabilité et d'augmenter la 
puissance des primitives de programmation. La programmation de 
niveau "tâche" satisfait encore davantage ces besoins. 
Jusqu'ici, nous avons utilisé une programmation explicite. 
Dans cette approche, l'utilisateur spécifie tous l~s mouvements 
que le manipulateur doit effectuer afin qu'il accomplisse une 
tâche donnée. Nous utilisions cette approche dans les niveaux 
"articulaire", "XYZ" et "objet".(*) 
La programmation de niveau tâche est bien plus implicite. 
Elle offre à l'utilisateur un ensemble de primi tives lui permettant 
de spécifier les actions à accomplir mais pas la manière de les 
accomplir pour la réalisation d'une tâche. 
La spécification des actions consistera donc à donner succes-
sivement le nom d'un objet et la position dans l'espace de travail 
à laquelle on désire déposer cet objet. 
La détermination de la manière de déplacer l'objet, c'est-à-
dire le calcul d'une trajectoire de déplacement sera une fonction 
assurée par un planificateur de trajectoires. 
La trajectoire de déplacement d'un objet est déterminée de 
manière à ce que aucun obstacle ne se trouve sur son parcours. 
Tous les objets de l'espace de travail sont des obstacles potentiels. 
Il est donc nécessaire de mettre à la disposition du plan i ficateur 
un modèle de l'espace de travail exprimant la position courante 
et la géométrie de chaque objet. Sur base de ce mod~le, il lui 
sera donc possible de trouver un chemin sans collision pour le 
déplacement d'un objet donné. 
Dans le cas qui nous occupe, nous d~osons déjà d'un tel mo-
dèle : le niveau "objet" assure la création et la mise à jour d'une 
représentation de l'espace de travail. Cette représentation peut 
être utilisée comme modèle par le planificateur car elle reprend 
les caractéristiques géométriques des objets, leur position, 
(*} On remarquera que la couche "XYZ" offre déjà une programmat ion 
plus implicite que la couche articulaire. La couche "objet" 
offre la possibilité d'une programmation encore plus implicite. 
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la manière de les approcher, de les saisir, de les serrer, les 
relations qui les lient entre-eux ... 
La couche de niveau "tâche" offre une souplesse supplémentaire 
à la programmation. Dans les niveaux inférieurs, on avait recours 
à l'utilisation de points inter~édiaires (points via) pour éviter 
les collisions d'un objet transporté avec les obstacles. Or, 
l'usage de ces points intermédiaires nécessite de la part du pro-
grammeur une bonne connaissance de la position des obstacles. 
L'usage des points intermédiaires n'est pas évident; d'une 
part, la position des obstacles varie au cours de l'exécution 
de la tâche car ces derniers sont aussi des objets susceptibles 
d'être déplacés; d'autre part, toute nouvelle redisposition des 
objets dans l'espace de travail nécessitera certainement la 
redéfinition de tous les points intermédiaires, car les obstacles 
ne sont plus à la même position initiale. 
Le planificateur de trajectoire offre donc l'avantage de 
débarasser l'utilisateur du problème de la définition fastidieuse 
des points intermédiaires. 
8.1 Trois catégories de planificateurs 1 
Les techniques de planification de trajectoire peuvent 
apparamment être regoupées en trois catégories : 
La catégorie generate and test : Les planificateurs de 
trajectoire les plus simples sont basés sur cette technique. 
Elle consiste, en toute généralité, à sélectionner des candi-
dats et à tester pour chaque sélection la validité du candidat. 
La catégorie basée sur l'usage d'une fonction de pénalité. 
c2tte méthode consiste à attribuer un poids à des ensembles 
de points de l'espace et à trouver une trajectoire passant par 
les points de poids minimal. 
La catégorie basée sur l'utilisation d'une représentation 
explicite de l'espace libre, l'espace qui n'est pas occupé 
par un objet. Les planificateurs basés sur cette technique sont 
de loin les plus compliqués mRis semblent être les seuls qui 
soient réellement fiables. 
Nous commencerons par proposer un planificateur basé sur 
la technique "generate and test". Nous parlerons ensuite briève-
ment des deux autres catégories. 
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8.1.1 Un planificateur basé sur la méthode generate and test 
La méthode "generate and test" est certainement une 
des premières méthodes qui a été utilisée pour la planifi-
cation des trajectoires. Des méthodes de planification de 
trajectoires basées sur la technique "generate and test" 
ont été développées ultérieurement par Pieper et Lewis 
(Pieper 1968, Lewis 1974). 
La méthode que nous proposons ci-dessous est nouvelle. 
Elle présente plusieurs avantages. D'abord la modélisation 
des objets nécessaires à son fonctionnement est très simple. 
Ensuite elle est claire, facile à perfectionner et à implé-
menter. Enfin, elle offre les avantages d'une programmation 
du niveau tâche. 
8.1.1.1 La repr ésentation des objets 
Tout objet, quelles que soient sa forme géomé-
trique, sa position et son orientation, peut être contenu 
dans un cylindre ver.tical. Ce cylindre est obtenu par la 
révolution ae l'objet autour d'un a x e ae symétrie ver-
tical perpen d iculaire à la base sur laquelle il r e p ose. 
1 
Fig. 8.1 - Représentation des ~bjets 
Avant ages de cette représentation 
1) La simplicité. 
La représentation des objets par leur enveloppe 
cylindrique est aisée. Les seules informations nécessaires 
à cette représentation sont les suivantes : 
- La position de la base permet d'identifier 
le point de passage de l'axe vertical de révo-
lution; 
La hauteur de l'objet est aussi la hauteur de 
l'enveloppe cylindrique; 
.. , 
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Le rayon est la distance du point de l'objet qui 
est le plus éloigné de son axe vertical. 
2) Cette représentation simplifie le raisonnement. 
Les cylindres sont des volumes faciles à manipuler; 
de plus, ils sont tous verticaux. Cela nous permettra de 
raisonner sur la trace de leur projection verticale sur le 
plan Xo Yo de l'espace de travail. Les cylindres deviennent 
alors des cercles encore plus faciles à utiliser. 
3) Cette représentation pallie le problème du manque de 
contrôle de l'orientation du solide. 
Tous les robots n'offrent pas nécessairement 
six degrés de liberté pour les mouvements de la pince. 
Le robot RM-501 est dépourvu d'axe de lacet. L'angle de 
lacet d'un objet est donc fonction de sa position. 
y 
Figure 8.2. Trace du déplacement d'un objet cubique 
par un manipulateur dépourvu d'axe de lacet. 
Nous n'avons donc pas le contrôle de l'angle du lacet. 
La représentation des objets par leur enveloppe cylindrique 
convient particulièrement pour ce cas, car un cylindre se 
présente toujours de la même manière quel que soit son angle 
de lacet. 
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Exemple 
Après une rotation d'un quart de tour du 
solide représenté par le carré, ce dernier est tou-
jours contenu dans le même cylindre. Si nous repré-
sentons tous les objets par des cylindres, nous n'aurons 
donc plus à nous soucier du problème du changement 
incontrôlé de leur orientation. 
8.1.1.2 La détection des collisions 
Pour faciliter notre raisonnement, nous utili-
serons les traces circulaires des projections verticales 
dés cylindres sur le plan horizont~l contenant les axes 
X Y du repère R de l'espace de travail. Dans un premier 
0 0 0 
temps, nous allons donc ignorer la hauteur des objets. 
En toute généralité, lorsqu'on détecte une intersection 
entre deux enveloppes, cela signifie soit ~ 
- que les deux objets enveloppés sont fort proches; 1 
- qu'il y a une collusion entre les objets envelop-
pés. 
Ces deux cas sont illustrés dans la figure 8.3 
par la projection verticale de deux cylindres de même 
hauteur par rapport au plan horizontal de projection. 
L'intersection des enveloppes est représentée par 
l'intersection de leurs traces circulaires. 
A 
A 
Fig. 8.3. Détection d'une collision pot entielle. 
D'une manière générale, si on tient compte 
de la hauteur des objets, il y a une collision poten-
tielle entre deux objets 
- si la distance qui separe le centre des 2 
cercles obtenus par projection verticale sur 
le plan défini par les axes X Y du repè r e 
0 0 
R est inférieure à la somme des rayons des 0 
deux cylindres, et 
si la hauteur dans R de tout point de la 
0 
base de l'un des objets est comprise entre 
la hauteur de tout point du sommet de l'autre 
objet ou inversément. 
Ce qui s'écrira d'une manière plus formalisée 
Collision(A,B) si 
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rayon(A)+(B) ~ ✓ (X(A)-X(B) ) 2 + (Y(A)-Y(B) )2 
et 
(hauteur-base(B){ hauteur-base(A)~ hauteur-sommet(B ) 
ou 
hauteur-base(A)~ hauteur-base(B)~ hauteur-sommet(A)) 
avec 
X(K) = abscisse dans R du point d'intersection de la 
0 
base de l'enveloppe cylindrique de l'objet K 
avec son axe vertical de symétrie. 
Y (K) = ordonnée dans R du point d'intersection de la 
0 
base de l'enveloppe cylindrique de l'objet K 
avec son axe vertical de symétrie. 
hauteur-base(K) = hauteur dans R du point d'intersection 
0 
de la base de l'enveloppe cylindrique 
de l'objet K avec son axe vertical de 
symétrie. : 
hauteur-sommet(K) = hauteur dans R du point d'intersec-
o 
tion du sommet de l'enveloppe cylin-
drique de l'objet avec son axe verti-
cal de symétrie. 
8.1.1.3 Sélection des obstacles situés dans le voisinage 
de l'objet transporté. 
Il est évidemment inutile de tester le risque 
de collision de l'objet en cours de déplacement avec 
tous les objets de l'espace de travail. 
La plupart des objets sont suffisamment éloignés 
de la position courante de la base de l'objet à déplacer 
pour ne pas provoquer de collisions. 
Les seuls candidats à la collision se situent 
dans un voisinage proche de l'objet en cours de dépla-
cement. Nous pouvons sélectionner les candidats à la 
collision en raisonnant sur une représentation à deux 
dimensions des objets de l'espace de travail. 
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Soit T, l'objet à déplacer. On considère le 
carré de côtes parallèles aux axes X Y dans lequel est 
0 0 
inscrite la p r ojection de son enveloppe cylindrique 
sur le plan défini par les axes X Y du repere R 0 e 
0 0 0 
l'espace de travail. 
( ,;<".1 'l a.14) 
(~) 
Figure 8.4 Sélection des obstacles potentiels 
On retiendra comme candidats tout objet dont 
la projection de l'enveloppe a une intersection avec 
le carré dans lequel est inscrite la projection de 
l'enveloppe de l'objet à déplacer. 
On en déduit la règle : 
Candidat{D) si 
i x0 -XT i ~ R0 +RT 
Il restera alors à tester le risque de colli-
sion avec l'ensemble des obstacles sélectionnés. 
8.1.1.4 Recherche d'un chemin sans collision 
Nous utiliserons la méthode "generate and test" 
pour rechercher une trajectoire sans collision pour le 
déplacement d'un objet. La trajectoire obtenue sera celle 
que devra parcourir la base de l'objet en question. 
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Connaissant la position d'origine et de destina-
tion d'un objet, on génère une trajectoire candidate et 
on teste si le parcours de cette trajectoire par la base 
de l'objet à déplacer ne provoque pas de collisions avec 
d'autres objets. Si c'est le cas, la trajectoire doit 
être rejetée et remplacée par une trajectoire de contour-
nement. Le même processus est alors appliqué à la nou-
velle trajectoire de contournement candidate. 
Les trajectoires seront constituées d'un ou de 
plusieurs segments rectilignes. On peut représenter 
facilement ces segments en ne reprenant que leurs extré-
mités. Ces extrémités (sauf celles du dernier segment) 
correspondent aux concepts de points intermédiaires ex-
posés précedemment. Le planificateur aura donc pour rôle 
de dresser la liste des points intermédiaires. Dans notre 
approche, ces points intermédiaires permettront de cons-
tituer les tubes d'un circuit utilisés comme argument 
des compétences "déplacer via" définies au niveau objet. 
8.1.1.5 Les trajectoires candidates 
8.1.1.5.1. La_trajectoire_directe 
La trajectoire directe est définie à l'aide 
d'un seul segment rectiligne. On connaît les positions 
initiales et finales de la trajectoire. On peut donc 
déterminer l'équation du segment de droite liant ces 
deux points. 
On peut parcourir ce segment pas à pas et 
vérifier pour chaque position ainsi obtenue l'absence 
de collision avec un obstacle. Le pas peut être un 
paramètre laissé au choix du programmeur mais ce choix 
peut être un problème épineux : 
- un pas trop grand pourrait provoquer le passage 
"au travers" d'un obstacle sans qu'il y ait eu 
de détection de collisions: 
- un pas trop petit demandera un temps de calcul 
trop important. 
Choissisons à tout hasard, un pas d'un demi centimètre. 
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On essayera donc de prouver que la trajectoire 
directe est une trajectoire sans collision. 
8.1.1.5.2. La_trajectoire_de_contournement 
Lorsqu'on a prouvé la présence d'un obstacle 
sur un parcours d'une trajectoire, on sélectionne une 
trajectoire candidate de contournement de l'obstacle. 
Cette trajectoire passe par deux points intermédiaires 
afin de contourner l'obstacle qui a provoqué le rejet 
de la trajectoire candidate précédente. 
Ensuite, on considérera le deuxième point 
intermédiaire comme la nouvelle position initiale d'une 
trajectoire qu'il reste à déterminer et qui permettra 
de joindre la position finale du déplacement. 
- Le contournement par le dessus 
Le contournement par le dessus est obtenu en calcu-
lant la position des points vial et via2. 
' 
' 
' 
' 
' 1 
' 
---t- ------- ---
~ 
pchc"b..:Clfl 
Àl,Q.11/) 
Figure 8.5 Contournement par le dessus 
1° Calcul du premier point via : vial 
?o~it<on 
~i~ 
Il suffit de retrouver la dernière position de la 
trajectoire initiale avec laquelle on pourrait faire 
coïncider la base du solide à déplacer sans qu'il y 
ait de collisions. Il faut alors obtenir la hauteur 
du sommet de l'obstacle. On obtiendra le point vial 
en remplaçant la hauteur de la dernière position sans 
collision par la hauteur du sommet de l'obstacle. 
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2° Calcul_du deuxième point_v!a_:_v!aI 
On prolonge la trajectoire candidate qui a été 
rejetée et on la parcourt pas à pas. 
Après être passé à travers l'obstacle, on obtient 
une nouvelle position sans collision. Le point via2 
sera calculé en modifiant la hauteur de cette nouvelle 
position comme nous l'avons fait pour le premier point 
via. 
La position initiale, la position finale, le point 
vial et le point via2 se situeront donc toujours dans 
le meme plan vertical. 
3° Détermination de la trajectoire de contournement 
----- .-------------------
Il reste alors à trouver une première trajectoire 
liant la position d'origine au point vial, une deuxième 
liant les points vial et via2 et une troisième liant 
le point via2 au point de destination. 
- Le contournement par devant et en bas 
Il peut arriver que le contournement par le dessus 
de l'obstacle soit impossible. Il faut alors envisager 
de contourner l'obstacle latéralement. 
Dans ce cas-ci, on évite l'obstacle en créant une 
trajectoire de contournement qui a tendance à rapprocher 
l'objet transporté de l'axe X de l'espace de travail. 
0 
La trajectoire de contournement passe également 
par deux points intermédiaires obtenus par calcul. La 
méthode de calcul est similaire à la précédente : on 
retrouve la dernière position sans collision de la tra-
jectoire candidate rejetée; on prolonge cette trajectoire 
et on passe à travers l'obstacle pour obtenir une nouvelle 
position sans collision. 
IJ (.:.. i"t u .... 11. 
LH \ t ,·o..4 
, _.__ 
j)e>vtu · ek..<. (->v?c 6 ·vti 
.,.J,.,a..,7/,, J 
C,4,[{.,(;J, 'e,;1 
( ,t..~/ iD/CD) 
--- -- - - ---:-- < 
Figure 8.6 Contournement latéral 
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1° ~alc~l_des_coordonnées_des points ~i~l_e! via2 
Supposons que 
Xd,Yd,zd soient les coordonnées de la dernière po-
sition sans collision; 
X ,Y ,Z soient les coordonnées de la nouvelle po-n n n 
sition sans collision; 
X ,Y ,Z soient les coordonnées du point d'intersection 0 0 0 
de la base de l'obstacle avec son axe vertical de 
révolution; 
r et r' les rayons respectifs de l'enveloppe de 
l'obstacle et de l'objet à déplacer. 
Les coordonnées Xvl' Yvl' Zvl du point vial seront 
obtenues par 
= Y - (r + r') 
0 
= z 
n 
Les positions initiales et finales, les points inter-
médiares vial et via2 se situeront donc toujours sur 
un même plan horizontal parallèle au plan défini par 
les axes X ,Y de R . 
0 0 0 
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2° La_trajectoire_de ~o~t~u~nement 
Il reste encore à trouver une première trajectoire 
sans collision qui lie la position initiale au premier 
point vial, une deuxième qui lie les points vial, via2 
et une troisième qui lie le deuxième point via2 à la 
position initiale. 
Comme pour le cas précédent, la trajectoire de con-
tournement sera obtenue en mettant bout à bour les trois 
trajectoires obtenues. 
- Contournement par devant et au-dessus 
Le contournement se fait à la fois en rapprochant 
l'objet à déplacer de la base du robot et en contournant 
l'obstacle par le dessus. Il s'agit donc d'un cas 
hybride des deux précédents. La méthode est rigoureu-
sement identique, seul le calcul des points intermédiaires 
est différent. 
Soit H la hauteur de l'obstacle, 
0 
on obtiendra les coordonnées du point Vial par 
X 
vl 
y 
vl 
z 
vl 
on obtiendra 
= Xd 
= y (r + r' ) 
0 
= z + H 
0 0 
les coordonnées 
= X 
n 
=Y (r+r') 
0 
Z + H 
0 0 
du point via2 par 
- Contournement par derrière et en bas 
Cas identique au cas du contournement par devant et 
en bas mais le contournement se fait en s'éloignant 
de la base du robot. 
On obtiendra les coordonnées du point vial par 
X = Xd vl 
y = y + r + r' vl 0 
z = z 
vl 0 
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On obtiendra les coordonnées du point via2 par 
X = X v2 r 
y = y + r + r' v2 0 
z = z v2 0 
- Contournement par derrière et en haut 
Cas similaire au cas du contournement par devant 
et au-dessus. On évite l'obstacle en construisant 
une trajectoire de contournement qui aura tendance à 
éloigner l'objet de l'axe X du repère de l'espace de 
0 
travail. 
On obtiendra les coordonnées ·du point vial par 
X = Xd vl 
y = y + r + r' vl 0 
z = z + H vl 0 0 
On obtiendra les coordonnées du point via2 par 
X = X v2 n 
y = y + r + r' v2 0 
z = z + H v2 0 0 
On pourrait encore imaginer d'autre scénarios de 
contournement mais nous nous limiterons à ceux-ci car 
la liste de ces scénarios risquerait d'être fort longue. 
8.1.1.6. Algorithme du planificateur sous forme clausale 
Dans cet algorithme, nous conviendrons d'une 
autre représentation de la trajectoire. Comme cette 
dernière est toujours constituée d'un ensemble de segments 
rectilignes, on peut la représenter en dressant la liste 
des points intermédiaires par lesquels la trajectoire devra 
passer, connaissant son origine et sa destination. 
Si, par chance, la liste des points intermédiaires 
est une liste vide, cela signifiera que la trajectoire 
qui lie l'origine a la destination est une trajectoire 
directe. 
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trouver-un-chemin (Orig, Dest, Nom-objet, Liste-pts-interm) si 
obtenir le rayon de l'objet à déplacer, 
trajectoire (Orig, Dest, Rayon, Liste-pts-interm) 
(* trajectoire rectiligne*) 
trajectoire (Orig, Dest, Rayon, Liste-vide) si 
prouver qu'il n'y a pas de collisions pour tous les pas 
de la progression dans la trajectoire rectiligne joignant 
le point Orig au point Dest. 
(* contournement par le haut*) 
trajectoire (Orig, Dest, Rayon, Liste-pts-interm) si 
retrouver les caractéristiques géométr iques de l'obstacle, 
retrouver la dernière position sans collision, 
trouver la nouvelle position sans collision, 
trouver le point vial permettant de contourner l'obstacle 
par le dessus, 
trouver le point via2 permettant de contourner l'obstacle 
par le dessus, 
trajectoire (Orig, vial, Pvl), 
trajectoire (vial, via2, Pv2), 
trajectoire (via2, Dest, Pv3), 
concatener (Pvl, [vial], Pv2, [via2}, Pv3) et affecter 
le résultat à Liste-pts-interm. 
(* contournement par devant et en bas*) 
trajectoire (Orig, Dest, Rayon, Liste-pts-interm) si 
retrouver les caractéristiques géométriques de l'obstacle, 
retrouver la dernière position sans collision, 
trouver la nouvelle position sans collision, 
trouver le point vial permettant de contourner l'obstacle 
par devant et en bas, 
trouver le point via2 permettant de contourner l'obstacle 
par devant et en bas, 
trajectoire (Orig, vial, Pvl), 
trajectoire (vial, via2, Pv2), 
trajectoire (via2, Dest, Pv3), 
concatener (Pvl, [viall, Pv2, fvia2}, Pv3) et affecter 
le résultat à Liste-pts-interm. 
Pour le contournement par devant et en haut, le contournement par 
derrière et en bas et le contournement par derrière et en haut 
la méthode est similaire à la précédente. 
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8.1.1.7. Les améliorations 
La méthode de base peut être améliorée. 
- la trajectoire déterminée par le planificateur est celle 
que devra parcourir la base de l'objet à déplacer. Elle 
n'est donc pas nécessairement égale à la trajectoire 
de la pince (en toute généralité, ces deux trajectoires 
sont parallèles). 
Il faut veiller à ce que toutes les positions de cette 
dernière trajectoire soient compatibles avec les con-
traintes mécaniques et géométriques du manipulateur qui 
porte la pince car celle-ci ne peut en aucun cas sortir 
de l'espace de travail. En cas d'incompatibilité, la 
trajectoire candidate est à rejeter. On peut limiter 
le test aux points "intermédiaires" qui sont des points 
critiques. Nous devons pouvoir utiliser les primitives 
de déplacement définies dans la couche du niveau objet. 
L'ensemble des points intermédiaires calculés par le 
planificateur permettra de construire un ensemble de 
tubes. On construira un circuit à l'aide des tubes 
qui servira d' ar-gument à la primitive "déplacer via" du 
niveau objet. Pour constuire un tube, il faut encore 
une tolérance et celle-ci doit être aussi grande que 
possible. On pourrait envelopper l'objet à déplacer 
d'un deuxième cylindre de rayon supérieur à celui de 
l'enveloppe de l'objet. 
Pour chaque segment rectiligne de la trajectoire sans 
collision,on essayera de trouver un rayon maximum pour 
cette deuxième enveloppe, mais suffisamment restreinte 
pour que cette dernière n'entre en collision avec aucune 
autre enveloppe. La différence entre les deux rayons 
représentera la tolérance recherchée 
- il reste encore à choisir une vitesse pour ces tubes. 
On pourrait prendre pour vitesse une vitesse identique 
à celle donnée comme argument à la fonction "déplacer-
via". 
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' • Vt · ) 1 
Figure 8.7 Détermination d'une tolérance pour 
la trajectoire 
' 
- dans la couche du niveau objet, -nous avons émis l'hy-
pothèse que certains objets pouvaient être liés. Si 
deux objets sont liés, le déplacement de l'un provoque 
le déplacement simultané de l'objet est solidaire 
Il faudra donc trouver un chemin tel que son parcours 
par la base d'un objet ne provoque pas de collisions. 
Les objets solidaires transportés simultanément selon 
une trajectoire parallèle ne peuvent également pas 
provoquer des collisions. 
La pince est aussi un objet susceptible de provoquer 
des collisions. Lorsqu'on déplace un objet à l'aide 
de la pince, il conviendrait alors de le lier à celle 
ci pour déterminer une trajectoire sans collis i on à la 
fois pour la pince et l'objet déplacés. 
8.1.1.8. Limites de la méthode 
Cette méthode fonctionne théoriquement bien mais 
peut être sujette à certaines défaillances. 
- la méthode détecte des collisions alors qu'il n'y en 
a pas. Cette erreur est due à la simplicité de la 
représentation des objets. Cette erreur, en soi, n'est 
pas très grave mais elle peut en provoquer de bien plus 
graves car, le planificateur peut arriver à la conclusion 
qu'il n'y a pas de trajectoire sans collision possible 
alors qu'en réalité, il y a moyen d'en trouver une. 
- la méthode provoque l'évitement de justesse de l'objet 
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transporté avec les obstacles. En effet, l'objet trans-
porté rase toujours les obstacles. La trajectoire qui 
en résulte est souvent "zigzaguante". D'autres méthodes 
permettent d'év i ter "généreusement" les obstacles. La 
trajectoire en résultant est donc bien plus naturelle 
et souple. 
la méthode retient le premier chemin sans collision mais 
pas le meilleur (le plus court ou le plus rapide, par 
exemple) . 
- la méthode peut aussi échouer lorsque l'espace de travail 
est particulièrement encombré. Dans ce cas, le contour-
nement d'un obstacle peut typiquement provoquer la col-
lision avec un autre et ainsi dé suite. Le danger de 
collision en chaîne est encore plus grand lorsque la 
pince transporte des objets liés. 
- la méthode reche r che un chemin dont le parcours par la 
base d'un objet ne provoque pas de collision avec les 
obstacles. Si l ' objet déplacé ne provoque pas de col-
lision, il n'en est pas nécessairement de même pour la 
pince, l'avant-bras, le coude, l'arrière-bras et le 
corps du robot. On peut toutefois tenir compte de la 
présence de la pince en la considérant également comme 
un objet à transporter (cf améliorations). Cette 
amélioration ne tient pas encore compte de la présence 
des autres membres et il subsiste donc toujours un 
risque de collision. On peut se permettre de le courir, 
car il n'est pas aussi important. Déjà au niveau "XYZ", 
nous ignorions la présence du porteur de la pince et 
de la pince elle-même en ne considérant que sont extré-
mité. D'autre par t, nous pouvons constater que le bras 
du robotRM 501 surplombe toujours l'espace de travail 
car le coude est toujours situé vers le haut. Enfin, 
le RM 501 est un micro-robot; il ne permet donc que la 
manipulation des petits objets, ce qui réduit encore 
le risque de collisions imprévues. 
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8.1.1.9. Recommandations pour la disposition des objets 
dans l'espace de travail 
Nous avons vu que le planificateur ne fonctionnait 
pas toujours. Il y a moyen d'éviter des situations in-
solubles en disposant les objets d'une certaine manière. 
Il faut d'abord éviter une trop grande proximité 
des objets pour permettre le passage d'une trajectoire 
de contournement. 
Il faut essayer de placer les obstacles particu-
lièrement hauts et encombrants le plus loin possible de 
la base du robot. 
Il faut éviter de placer les objets trop près 
des limites de l'espace accessible par le bras du robot. 
Il faut bien sûr, éviter d'encombrer excessive-
ment l'espace de travail par la présence d'un trop grand 
nombre d'objets. 
8.1.2. L'utilisation de la méthode <les pénalités 
(Khatib 1980, Hogan 1981) 
La méthode des pénalités est attirante parce qu'elle 
offre un moyen simple d'exprimer la combinaison de contrain-
tes imposées par les objets de l'espace de travail. 
Les objets sont entourés d'une série d'enveloppes 
concentriques. On attribue à l'enveloppe la plus proche une 
pénalité infinie et on attribue des pénalités décroissantes 
aux autres enveloppes, à mesure qu'elles s'écartent de 
l'objet entouré. Le planificateur devra trouver un chemin 
catactérisé par la pénalité la plus faible. 
,.•, ________ , . 
\ ',., _______ ., I 
... _, 
----------
( o l ( b) 
- 8.20 -
8.1.3. La méthode utilisant une représentation explicite 
de l'espace libre 
(Lozano-Perez - Brooks, 1981) 
Cette méthode a été développée par Lozano-Perez et 
Brooks. L'espace libre est représenté explicitement en 
exagérant le volume occupé par les obstacles. Cette exagé-
ration est fonction de la géométrie et des dimensions du 
volume à déplacer. Tout objet est représenté par la réunion 
de polyhèdres convexes. Le nombre de polyhèdres, le nombre 
de leur surface est un problème non trivial. On peut repré-
senter les objets très fidèlement mais il ne faut pas pousser 
à l'excès la précision du modèle. Un modèle complexe néces-
site beaucoup de temps de calcul pour son utilisation. 
8.1.3.1. La_théorie_du_"growing_obstacle_seace" 
Cette théorie constitue le coeur . de cette méthode 
de génération de trajectoire sans collision. Le principe 
est le suivant : 
- on désigne un point p de l'objet à déplacer. La tra-
jectoire générée sera celle que devra suivre ce point. 
Ce point pourrait correspondre à la position de la base 
ou encore à la position de saisie du solide à déplacer. 
- le volume de tous les obstacles est exagéré (growing 
obstacles) dans certaines proportions qui sont fonction 
de l'objet à déplacer. Toute position de l'espace de 
travail qui ne se situe pas dans l'un de ces volumes, 
est une position sans collision par laquelle la trajectoi-
re du point p peut passer. 
Comme l'espace libre pour le déplacement de chaque objet 
est représenté explicitement, on peut alors déterminer 
un chemin optimal de déplacement sans collision. Ce 
chemin pourra, par exemple, éviter les obstacles d'une 
manière plus "généreuse" qu'auparavant 
Pour expliquer la méthode de Lozano-Perez, nous allons 
nous limiter à un espace à deux dimensions. Nous allons 
traiter simultanément le problème de la recherche de 
l'espace libre (findspace) et celui de la recherche d'une 
trajectoire dans cet espace libre (findpath). 
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8.1.3.2. Recherche_d'un_chemin_sans_collision_eour_le 
déelacement_d'un_objet_sans_modification_de_son 
orientation 
1 ' 
On demande de déplacer l'objet A de la position S à 
la position G. L'orientation de l'objet A doit être iden-
tique au cours de son déplacement. 
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Dans la figure 8. , on remarquera que le volume de 
tout obstacle B . a été augmenté pour obtenir B!. 
l l 
Le point Pest le point de référence pour lequel il 
faudra rechercher une trajectoire. Lorsque P se situe 
à l'extérieur de tous les volumes B!, l'objet A ne rentre 
l 
pas en collision avec les obstacles B . . On peut vérifier 
l 
cette propriété visuellement sur la figure 8. 
Il reste encore à rechercher les points intermédiaires 
par lesquels la trajectoire devra passer. Le chemin le 
plus court de S à G passera par les arrêtes (ici les coins) 
des polyhèdres B!. Les points intermédiaires de la tra-
1 
jectoire la plus cour te se situeront donc toujours sur ces 
arrêtes. 
8.1.3.3. Recherche_d'un_chemin_sans_collision_Eour_le 
déElacement_d'un_objet_avec_modification_de_son 
orientation 
Dans le paragraphe 8.1.3.2., nous avions en fait con-
venu que l'objet ne pouvait se déplacer que selon deux 
degrés de liberté (translation en X et Y). On peut doter 
l'objet d'un degré de liberté supplémentaire en rotation. 
Cette fois-ci, nous permettons le changement d'orientation 
de ce volume. Le problème se pose donc dans un espace 
(X,Y,~). Les dimensions des polyhèdres B! sont fonction 
l 
de la géométrie des dimensions et de l'orientation courante 
du solide à déplacer. 
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Dans la figure 8. , nous constation que l'orientation 
des positions Set G sont différentes. La recherche d'un 
chemin optimal est devenue un peu plus compliquée qu'au-
paravant car la taille des volumes B~ n'est plus fixe. 
l 
Le problème posé dans la réalité est encore plus 
complexe : l'espace de travail du robot est de dimension 
3 et tout objet peut être doté théoriquement de six degrés 
de liberté, dont trois agissent sur son orientation. Le 
problème se pose alors dans un espace (X,Y,Z,~,B,i) . 
• 
G 
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9. CONCLUSIONS 
Il n'y a rien de plus évident pour un être humain que d'avoir 
à saisir un objet déposé sur une table encombrée et de le déposer 
ailleurs sur cette même table. 
La même opération effectuée à l'aide d'un robot est par contre 
très peu evidente. L'utilisation d'un manipulateur nécessite une 
décomposition du mouvement. On doit d'abord amener la pince à 
proximité de l'objet. Ensuite, on entame une phase d'approche de 
l'objet pendant laquelle la pince parcourt une trajectoire extrême-
ment contrôlée. Lorsque la pince est enfin située sur la position 
de saisie de l'objet, on la serre avec une force qui ne peut être 
excessive. Il reste encore à soulever l'objet selon une trajectoi-
re fortement contrôlée et enfin, on peut entamer la phase de dépla-
cement proprement dite. Nous sommes déjà loin du mouvement iden-
tique qu'un être humain pourrait accomplir avec nonchalance. 
La couche "XYZ" offre un outil qui permet de décrire un tel 
mouvement en permettant de contrôler chacune de ses phases. La 
couche "XYZ" simplifiait déjà considérablement la tâche de program-
mation et cette tâche s'avère encore fort complexe. C'est dire 
à quel point la programmation au niveau de l'actionneur est impos-
sible. Nous avons ensuite voulu cacher toutes ces phases et 
simplifier autant que possible la programmation des déplacements 
aussi élémentaires. Nous avons alors défini une base de données 
dans laquelle on reprenait les caractéristiques des objets, comme 
leur position, la manière de les saisir, de les approcher, de les 
déposer. Les primitives de déplacement qui utilisent cette base 
de données permettent d'effacer toutes traces explicites des phases 
d'approche, d'élévation, de serrage et d'éloignement. Par contre, 
la phase de déplacement proprement dite est encore bien explicite. 
Ce déplacement s'avère encore fort compliqué : lorsqu'un être hu-
main, même maladroit, déplace un objet, il va de soi que ce dépla-
cement se fait sans collision avec les autres objets présents. 
Pour un robot, cela ne va pas de soi ! Il faut encore lui préciser 
explicitement les points par lesquels la trajectoire de déplacement 
devra obligatoirement passer afin d'éviter les collisions. Pour 
tout déplacement au niveau de l'objet, nous devons encore définir 
explicitement les trajectoires de contournement. On précise une 
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ANNEXE A 
PROGRAMMATION DU NIVEAU 
ARTICULAIRE 
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ANNEXE A PROGRAMMATION DU NIVEAU ARTICULAIRE 
LES COMPENTENCES DU ROBOT PHYSIQUE 
Le constructeur a défini un jeu de 32 commandes pour 
programmer le robot. Ces commandes sont interprétées par un 
interpréteur câblé. Dans le cas qui nous occupe, ces commandes 
ne seront pas toutes utiles, nous n'utiliserons qu'un sous-
ensemble de neuf commandes dont les caractéristiques sont 
énoncées ci-dessous. 
TJA COMMANDE NEST 
La commande "Nest"a pour effet de réinitialiser le robot 
dans une position connue de l'unité de commande. Chaque membre 
subit une rotation jusqu'à ce que l'interrupteur de fin de course 
soit ouvert. 
Le contrôleur provoque tour à tour la rotation des axes de 
chaque corps jusqu'à ouverture du contact de fin de course. 
La séquence des mouvements est la suivante 
- rotation de l'épaule vers le haut; 
- rotation du coude vers le bas; 
- rotation du poignet vers le bas et selon son axe de tangage; 
- rotation du poignet dans le sens anti-horlogique selon son 
axe de roulis; 
- rotation du corps dans le sens anti-horlogique. 
Lorsque le mouvement est terminé, les membres du robot se 
trouvent dans une position que l'on appelle l'origine mécanique. 
L'origine mécanique représente aussi la home position par défaut. 
Format de la commande : "N~ 
L'exécution de la commande a pour effet de mémoriser une confi-
guration des membres du robot dans la mémoire de son unité de com-
mande. Cette configuration est exprimée à l'aide d'un nombre de 
pas représentant la rotation de chaque articulation par rapport à la 
home position. 
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Format de commande 
PS a
0
, al,a2,a3,a4,a5,a6~ 
Les paramètres a. sont des nombres entiers. 
1 
Toutes les positions mémorisées dans la mémoire de l'unité de 
commande du robot portent un numéro de position. Ce numéro de 
position est exprimé par le paramètre a et servira à identifier la 
0 
position mémorisée entre O unité et 629. 
Les paramètres al à aS expriment en nombre de pas l'angle de 
rotation de chaque articulation par rapport à une position de réfé-
rence; ce sont donc des variables articulaires. 
Les tableaux Tl et T2 ci-dessous expliquent plus en détail 
la signification des paramètres et la manière de les utiliser. 
PARAMETRE ARTICULATION SIGNE + SIGNE - AMPLITUDE D'UN PAS 
- ----------
-------------- --------- --------- --------------------
al Pivot du corps sens Ü sens 0 0,025 0 
a2 épaule sens 
' 
sens i 0,025 0 
a3 coude sens t sens i 0,025 0 
a6 - - - -
Le paramètre a6 représente le lacet de l'organe terminal 
mais il n'y a pas d'axe de lacet, ce paramètre doit toujours 
avoir une valeur nulle. 
Paramètres a4 et aS : ces deux paramètres indiquent l'orien-
t ation de l'organe terminal du robot. Le tableau T2 exprime le sens 
du mouvement de l'organe terminal pour une même valeur absolue des 
paramètres a4 et as. 
signe a4 signe as .mouvement du poignet 
----------
----------
--------------------
+ + roulis : sens 0 
- - roulis : sens f + - tangage : sens 
- + tangage : sens ~ 
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UTILiSATION DES PARAMETRES A4 ET AS POUR L'ORIENTATION DE 
L'ORGANE TERMINAL 
L'orientation de l'organe terminal est assurée par un meca-
nisme à différentiel. Ce mécanisme est avantageux parce que l'axe 
de tangage et de roulis sont concourants. La rotation des engre-
nages du différentiel est assurée par le mouvement de deux courroies 
fixées sur des poulies. Ces courroies sont mises en mouvement par 
deux actionneurs indépendants dont le mouvement est fonction res-
pectivement des paramètres a4 et a5. Ces paramètres expriment 
un nombre de pas. Chaque pas est un angle de 0,075°. Un mouvement 
d'inclinaison du poignet par rotation de l'axe de tangage sera obtenu 
par addition des mouvements de rotation des deux poulies. 
Si les deux poulies tournent "dans le même sens'', le signe 
des paramètres a4 et a5 est opposé, car le moteur des actionneurs 
assurant le mouvement des courroies tourne en sens opposé à cause 
de la symétrie de l'architecture du robot. Dès lors, si on désire 
effectuer un mouvement de tangage de m pas, il faudra que les deux 
poulies effectuent un mouvement de rotation de m pas "dans le 
même sens"; donc la valeur des paramètres a4 et a5 sera respecti-
vement +met -m. Si on désire effectuer un mouvement de roulis, de 
n pas, il faudra faire tourner les deux poulies "dans un sens oppo-
sé". Le signe des paramètres a4 et a5 sera donc identique et leur 
valeur représentera un nombre n de pas. 
De manière générale, si on désire effectuer un mouvement de 
tangage de m pas et un mouvement de roulis den pas alors la valeur 
des paramètres a4 et as sera 
a4 = n + m 
as= n - m 
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Axe du roulis 
axe nu 
tan9age 
courroie actionnée 
par le moteu r commandé 
par le paramètre a 4 
LA=COMMANDE="MOVE" 
Format de la commande "MO a" ~ 
0 ~ à ~ 629 
s it e d'attache de l'outil 
-+--- ax P. c1 u 
tangëge 
courroie actionnée 
par le moteur commandé 
par le paramètre a 5 
La commande "move" provoque une rotation simultanée des 
cinq articulations du robot et amène les corps qui le composent 
dans une position identique à la position portant le numéro a. 
Si cette position n'existe pas, le robot se met en mode erreur 
(lampe rouge allumée sur la face frontale de l'unité de commande). 
Format de la commande "MC a'~ 
-629 ~ à '" 629 
L'exécution de cette commande provoque le passage sans inter-
ruption du mouvement par "a" configurations successives. 
Ces configurations sont mémorisées au préalable à l'aide de 
la commande "position set". 
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Si "a" est positif, ces positions sont parcourues par ordre 
croissant de numéro de position. "Si "a" est négatif, elles 
sont parcourues par ordre décroissant. 
L'exécution de la commande "MC" doit être précédée de 
l'exécution de la commande "move". Cette dernière servira à 
préciser le numéro de la position de départ du parcours continu. 
La valeur absolue de "a" doit être inférieure ou égale au 
nombre de positions mémorisées antérieurement à l'aide de la 
commande de "position set". 
se met en mode "erreur". 
Si ce n'est pas le cas, le robot 
Remarque Une précaution s'impose lors de l'utilisation de la 
commande "MC". Il faut éviter d'inverser le· sens de rotation 
des moteurs lorsque ceux-ci tournent à haute vitesse. Ces 
inversions brusques peuvent détériorer le mécanisme du bras articulé. 
Exemple : Supposons que l'on ait enregistré les positions n°1, 4, 
5, 10, 50, le parcours de ces positions par numero croissant de 
numéro de position s'écrira de la manière suivante 
MO l 
MC 4 
LA COMMANDE "POSITION CLEAR" 
Format de la commande 
La commande "clear position" a pour effet d'effacer toutes 
: es positions dont le numéro de position appratient à l'intervalle 
Le paramètre a 2 peut être omis; dans ce cas, toutes les posi-
tions dont le numéro de position est supérieur ou égal à la valeur 
du paramètre a 1 seront effacées. 
LA COMMANDE "GRIP OPEN" 
Format de la commande GO ..J 
L'exécution de la commande "go" provoque une ouverture de 
la pince de l'organe temrinal du robot. 
LA COMMANDE "SET GRIP PRESSURE" 
Format de la commande GP a 1 , a 2 , a 3 ..J 
0<:a1 , a 2 <7 
0<a3 ~99 
- A.6 -
Cette commande contrôle la tension d'alimentation du moteur 
de la pince. La pression de la pince est proportionnelle à cette 
tension. 
Les paramètres a 1 et a 2 désignent une pression dont la valeur 
varie entre O et 7. 
Le paramètre a 3 désigne la durée, exprimée en dixièmes de 
secondes, pendant laquelle la pince exerce une pression exprimée 
par le paramètre a 1 . 
temps 
LA COMMANDE "SPEED SET" 
Format de la commande SP a j 
0 a 9 
La commande "speed set" représente la vitesse maximale de 
~out nouveau mouvement. 
La vitesse est représentée par le paramètre a. 
La vitesse minimale est de 40 mm/seconde. 
à la valeur a= O. 
Elle correspond 
La vitesse maximale est de 400 mm/seconde et correspond à 
la valeur a= 9. 
Les vitesses intermédiaires sont approximativement propor-
tionnelles à la valeur de a. 
j 
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LA COMMANDE "GRIP CLOSE" 
Format de la commande GC ..J 
L'exécution de la commande "grip close" provoque une fermeture 
de la pince avec une force déterminée par la commande "grip pres-
sure set". 
LA COMMANDE "GRIP FLUG" 
Format de la commande GF a..-J 
a= 0 ou 1 
Cette commande associe l'état de la pince lors de la mémori-
sation de position. 
Lorsque GF 1 est exécuté, on associera l'état "pince fermée" 
de la pince à toute nouvelle position enregistrée. 
Lorsque GF O est exécuté, on associera l'état "pince ouverte" 
de la pince à toute nouvelle position enregistrée. 
Exemple : GF 1 
PS 10, 10, 20, 30, 40, 50, 0 
MO 10 
provoquera le positionnnement du robot dans la configuration re-
présentée par la position numéro 10 ainsi que la fermeture de la 
pince. 
:,A COMMANDE "TIME SET" 
Format de la commande Ti a .J 
0 a 99 
L'exécution de la commande "time set" provoque un arrêt de 
toute activité du robot pendant un temps a x 0,1 seconde. 
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EXEMPLE_DE_PROGRAMME_(Mode_immédiat) 
Le programme ci-dessous représente, même si ce n'est pas très 
évident, le premier mouvement du bras du robot permettant de sé-
soudre le problème des tours de HANOI. 
NT 
PS 0,0,-4100,3600,1450,-950,0 
SP 9 
PS 1,0,4100,-3600,-1450,950,0 
PS 2,-3204,1823,-3364,-686,686,0 
MO 1 
MC 1 
PC 1 
PS 1 ,-3204,1823,-3364,-686,686,0 
PS 2,-3204,1748,-3401 ,-649,649,0 
PS 3,-3204,1670,-3431 ,-613,613,0 
PS 4,-3204,1589,-3452,-578,578,0 
PS 5,-3204,1504,-3466,-545,545,0 
PS 6,-3204,1415,-3472,-514,514,0 
MO 1 
MC 5 
PC 1 
PS 1,-3204, 1415,-3472,-514,514,0 
PS 2,-3204,1324,-3469,-484,484,0 
PS 3,-3204,1230,-3459,-456,456,0 
MO 1 
MC 2 
PC 1 
GP 7,5,5 
GC 
GF 
PS 1 ,-3204,1230,-3459,-456,456,0 
PS 2,-3204,1823,-3364,-686,686,0 
MO 1 
MC 1 
PC 1 
PS 1 ,-3204,1823,-3364,-686,686,0 
PS 2,0,1816,-3348,-689,689,0 
MO 1 
MC 1 
PC 1 
PS 1 ,0,1816,-3348,-689,689,0 
PS 2,0,1742,-3386,-652,652,0 
PS 3,0,1665,-3415,-616,616,0 
PS 4,0,1584 , -3437,-582,582,0 
PS 5,0,1499,-3450,-549,549,0 
PS 6,0,1411 ,-3456,-518,518,0 
MO 1 
'1C 5 
PC 1 
PS 1 , 0 , 1411 , -345t,, -51 8, 51 8, 0 
PS 2,0,1320,-3454,-488,488,0 
PS 3,0,1227,-3444,-460,460,0 
PS 4,0,1131 ,-3426,-435,435,0 
~; 5,0, 1033,-3400 ,-411 ,411 ,o 
MD 1 
MC 4 
PC 1 
GD 
GF 0 
ANNEXE B 
IMPLEMENTATION EN PROLOG DE LA COUCHE 
DE NIVEAU ARTICULAIRE 
Dans le chapitre 4, nous avons abordé une première modéli-
sation de la couche articulaire par le biais d'une approche orien-
tée objet. 
Dans cette annexe, nous allons nous pencher sur l'implémentation 
des objets et de leurs compétences. 
Dans l'approche orientée objet, nous avons des objets caracté-
risés par une série de compétences . 
On active une compétence en envoyant un message identifiant cette 
compétence. La cible au message sera une instance d'objet. 
Nous aurons par exemple 
MSS 
tDestinations 
l ·rnstance de trajectoire 
ce qui aura pour effet de donner une position représentant la 
destination de la trajectoire. Pour l'implémentation en Prelog 
de la couche, nous utiliserons des prédicats dont le foncteur 
sera le nom d'une compétence. On aura par exemple 
destination(Trajectoire, Position) 
Interface de la couche articulaire 
- ComEétences_ae_la_position 
Actuelle_pos(Position) 
Valide_pos (Position) 
- Compétence_de_la_home_position 
Reference(Position) 
Actuelle_Home(Position) 
Nest 
- Cornpétence_de_la_vitesse 
valide.:..:_vit(Vitesse) 
actuelle.:..... vit(Vitesse) 
- Cornpétence_du_rnouvernent 
dernier(Mouvernent) 
imrnédiat(Mauvernent) 
vitesse-rnvt(Mouvernent, Vitesse) 
destination_ rnvt(Mouvernent, Bosition) 
valide_rnvt(Mouvernent) 
- Cornpétence_de_la_trajectoire 
parcourir.:..:.traj (Traj) 
destination_traj (Traj, Position) 
valide_traj (Traj) 
- Cornpétence_de_la_force 
valide_force(Force) 
ferrner_force(Force) 
ouvrir_force(Force) 
- Cornpétence_du_ternps 
valide_tps(Ternps) 
attendre(Ternps) 
BQ 
B 3 
STRUCTURE DE DON~EE DESOBJETS DEFINIS DANS L'INTERFACE DE LA 
COUCHE DE NIVEAU ACTIONNEUR 
ROBOT ARTICULAIRE : n'est qu'un concept. 
LA POSITION 
LA FORCE 
LA VITESSE 
LE MOUVEMENT 
LA TRAJECTOIRE 
LE TEMPS 
Il n'est pas implémenté sous la forme d'une 
structure de donnée. 
Coord (Al, A2, A3, A4, AS) 
Les Ai représentent res?ectivement les angles de 
,rotatio•n du cor.ps: et .. de ~l '..épatile, -1' inclinaison 
du poigne t et la torsion du poignet. Ces angles 
sont exprimés par des entiers en l00ème de 
degrés. 
Force (Pl, P2, T) 
Pl, P2, et T sont des entiers. Pl et P2 re-
présentent une pression .de la pince exprimée 
dans une échelle de 0 à 7. Test une durée 
exprimée en l0è de secondes et représente la 
durée pendant laquelle la pression Pl est 
exercée. Après cette durée, la pression P2 
est exercée. 
Cette durée s'exprime dans une échelle de 
0 à 99. 
Vit (v) 
v exprime la vitesse de translation de la pince 
dans l'espace de travail du robot et est ex-
primée en mm par seconde. Cette vitesse est 
exprimée à l'aide d'un entier qui varie entre 
40 et 400. 
Mvt (Vit, Pos) 
Vit est une structure de donnée du type 
vitesse. Pos est une structure de donnée du 
type position. 
Traj ( !mvtl, mvt 2 .... mvt ni) 
La trajectoire est une liste de structures 
du type mouvement. 
t(T) 
T ~st une entier positif qui représente un 
temps exprimé en 1/10 de secondes. 
I* 
IMPLEMENTATION DE LA COUCHE ARTICULAIRE 
Competences du mouvement 
I* 
DERNIER(Mouvement) 
dernier(mvtn.Jit,Coord)) :-
current_pos(Coord), 
speed(Vi t), ! • 
I* 
IMMEDIAT (Mouvement) 
*I 
i mm e d i a t ( m v t ( V i t , Co or d ) ) : -
val ide(mvt(Vi t,Coord)), 
set_speed(Vit), 
move_immediate(Coord ) ,!. 
'JAU DE_M',)T (Mouvement) 
val ide_m1Jt(mvt(vit(V),P)) :-
val i de _p os< P) , 
1Jal ide_vit(vit(l))), 
V=< 400, 
V >= 40, ! • 
VITESSE_M1,.JT(Mouvemen t ,~) i tes se). 
vitesse_mvt(mvt <V, _) ,V). 
I* 
DESTINAT I ON_M1JT ( Mouvement, Position) • 
dest i nat i on_m1Jt(mvt<_,P) ,P>. 
I* 
Competence de la trajectoire 
PARCOURIR_TRAJ <Trajectoire) 
parcourir _traj < traj (T)) :-
non_v i de ( traj <T)), ! , 
decoupe(T,Traj_douce), 
parcourir_traj_douce(Traj_douce), 1 • 
parcourir_traj_douce((J). 
pa.r courir_traj_douce ( (SegmentlRJ) :-
parcourir_segment(Segment), 
parcourir_traj_douce(R ) , 
parcourir_segment(Segment):-
repartition<Segment,Trajectoire_continue), 
parcourir_traj_continue(Trajectoire_continue). 
parcourir_traj_continue((]). 
parcourir_traj_continue([Segment_continulRJ):-
parcours_continu (Segment_continu), 
parcourir_traj_continue(R), 
parcours_cont i nu <[J):- go. 
parcours_continu([mvt(Vit,Pos )IRJ): -
v a 1 i de< mv t < V i t , Po s ) ) , 
set_speed (Vi t ) , 
set_pos i t ion<Pos), 
parcours_continu ( R). 
non_vide(traj([_I_J)). 
I* 
DE ST INAT I ON_ TRA J (T r a j e c t o i r e , Po s i t i on ) . 
--------------------------------------
destination_traJ(traj ( [mut<_,Pos ) J),Pos ) . 
destination tra J( traj([MIRJ),Pos):- destination ( tra j( R), Pos). 
I* 
Competence de la position 
NEST 
nest :- nt. 
l* 
ACTUELLE_POS<Position) 
----------------------
actue11e_pos( X) :- current_pos(X) ,! • 
VALIDE_POS<Position) 
va 1 i de_pos< coord(A1 ,A2 ,A3 ,A4 ,AS)) :-
i nt e ge r < A 1 ) , 
integer(A2), 
integer(A3), 
in teger (A4), 
integer(AS), 
current_home(coord(H1 ,H2,H3,H4,HS)), 
A1 >= ~H1, A1 =< 30000 - H1, 
A2 >= ~13000 - H2, A2 =< ~H2, 
A3 >= ~H3, A3 =< 9000 - H3, 
A4 >= ~H4, A4 =< 18000 - H4, 
AS>= ~18000 - HS, AS=< 18000 - HS,~, 
I* 
REFERENCE(Position), 
reference(coord(A1 ,A2,A3,A4,AS)) :-
val ide(coord(A1 ,A2,A3,A4,AS)), 
set_home(coord(A1 ,A2,A3,A4,AS)), ~. 
I* 
ACTUELLE_HOME(Position) 
actuelle_home(Position) :- current_home(Position). 
I* 
Cornpetence de la force 
FERMER (Force) 
fermer(force<X,Y,T)) :-
val ide-force(force(X,Y,T)), 
set_grip_force(force<X,Y,T)), 
grasp, ~ . 
/* 
OLJI-JRIR<Force) 
ou v r i r (force< X, Y, T) ) : -
val ide-force(force<X,Y,T)), 
set_grip_force(force(X,Y,T)), 
release,~, 
/* 
VALIDE_FORCE <Force) 
-------------------
va l ide_force ( force(F1 ,F2,T) ) :-
integer <F!), 
/* 
integer<F2), 
integer(T), 
F 1 = < 9, F 1 >= 0, 
F2 =< 9, F2 >= O, 
T =< 99 , T >= 0, 1 , 
Competence du temps 
ATTENDRE <Temps) 
----------------
lf / 
atte ndre ( t (T)) :-
val i de_tps ( t<T )) , 
set_t ime(T), ! , 
VALIDE_TPS <Temps ) 
--------------
*/ 
valide_tps(t<Temps)) :- integer(Temps), 
MODULE DE GENERATION DE MESSAGES DE MESSAGES 
nt : -
nt 
/ * 
·-. 
current_home ( co ord (Al,A2,A3,A4,A5 )) , / * le robot a. deja ete in i tial i ~-e */ 
A6 is ~Al, A7 is ~A2, 
AB is ~A3, A9 is ~A4, 
AlO is ~As , 
retract ( ctr_pos (_)), 
asse r t ( ct r_pos ( O)) , 
set_pos i t ion( coord (A6,A7,A8,A9,A10 ) ) , 
go, 
tell i n9 ( P), 
curre nt_output(Out ) , 
tell ( Out ) , 
printl ist ( [ ·' NT ' J ) , 
tel l( P) ,! . 
tell i ng ( P) , 
current_output ( Out ) , 
te 11 <Du t), 
p r i n t 1 i s t ([ ·' NT ., J ) , .h 1 e r· o bot e s t i n i t i a 1 i s e * / 
assert ( speed ( v it C40 )) ) , / * pou r la prem iere f oi s *f 
assert ( ctr_pos ( O)) , 
assert ( current_home ( coo r d( 0,0 , 0,0,0 ) )) , I * default hom e pos i t i on */ 
assert ( gr i p_fo r ce ( fo r ce (5,0,10 ) ) ), 
assert ( current_pos ( coord ( 0,0,0,0,0 ))) , 
te11 CP) . 
SE- PO~; I TI ON. 
se t _p os. i t i on ( c o or d (T 1 , T 2 , T 3 , T 4 , T 5 ) ) : -
posit i on (X) , 
r ec _p os ( X , c o or d (T 1 , T 2 , T 3 , T 4 , T 5 ) ) , ' , 
rec_pos ( l,coord (Tl ,T2,T3,T4,T5 )) :-
retract ( current_pos ( coord (T6,T7,T8,T9,T10))), 
asse r t ( cu r rent_pos ( coor d(Tl ,T2,T3,T4,T5 )) ), 
con vers ion_en_pas ( coord (Tl ,T2,T3,T4,T5 ) ,pas(Pl ,P2,P3,P4,P5 )) , 
convers ion_en_pas ( coord (T6,T7,T8,T9,T10 ) ,pas ( P6,P 7 ,P8,P9,Pl0 ) ) , 
position (_ ) , 
te l ling ( P) , 
current_output <Out), 
tell ( OuO, 
pr intl ist ( [ ' PS ' ,1,P6,P7,P8,P9,P10,0]), 
printl ist ( t ' PS -' ,2,Pl ,P2,P3,P4,P5,0J ) , 
te11 ( P) ,!, 
rec_pos(X,coord(T1 ,T2,T3,T4,TS)):-
conuersion_en_pas ( coord(T1 ,T2,T3,T4,T5) ,pas(Pl,P2,P3,P4,PS) ) , 
retract(current_pos(_)), 
assert(current_pos<coord(Tl,T2,T3,T4,T5))), 
tellingCP), 
current_output(Out), 
te 11 <Out) , 
printl ist<t"PS' , :X: ,Pl ,P2,P3,P4,PS,OJ), 
tell(P ) ,!. 
pos i tion(X) :-
retract ( ctr_pos(Y)), 
XisY+l, 
assert Cctr_pos (X)) ,'. 
mov e _ i mme d i a te ( c oor d (T 1 , T2, T3, T 4, TS)) • -
l• 
SET HOME 
*/ 
con vers ion_en_pas ( coord (Tl ,T2,T3,T4,TS),pas(Pl ,P2,P3,P4,P5 )) , 
retract ( current_pos<_>>, 
asse r t ( current_pos ( coord (Tl,T2,T3,T4,TS))), 
telling <P>, 
current_output(Out ) , 
t e-1 l (Out) , 
p r in t 1 i s t < [ ., PS ·' , 1 , P 1 , P2, P3, P4, P5, 0 J ) , 
printlist([ ·'MO l " ]), 
tell CP), 
retract ( ctr_pos (_)), 
assert ( ctr_pos ( O) ),' . 
set_home(coord<Tl ,T2,T3,T4,T5)) :-
retract ( current_pos ( coord (Al ,A2,A3,A4,A5 ))), 
Cl is A1 Tl, .I* rea.j ustement de la position *./ 
C2 is A2 T2, /* de la position courrante *./ 
C3 is A3 T3, I* du bras articule en fonction *.l 
C4 is A4 T4, I* de la nouvelle home pos i t ion*/ 
CS is AS T5, 
assert ( current_pos(coord ( Cl,C2,C3,C4,CS))), 
conversion_en_pasCcoord(Tl ,T2,T3,T4,TS),pas(Pl ,P2,P3,P4,P5)), 
te 11 i ng( P), 
current_output(Out), 
tell(Out), 
printl ist([ ' PS " ,O,Pl ,P2,P3,P4,PS,OJ), 
tell CP), 
retract(current_home(coord(D1 ,D2,D3,D4,DS))), 
B1 is Dl+ Tl, .I* Calcul de la position de la *.l 
B2 is D2 + T2, I* 'Home position ' par rapport *.l 
B3 is D3 + T3, I* a l'origine mecanique du SMA *.l 
B4 is D4 + T4, 
B5 is D5 + T5, 
assert(current_home(coord(Bl ,B2,B3,B4,85))),'. 
I* 
GO 
go:-
go:-
/¾ 
SET SPEED 
*., ' 
retract(ctr_pos(l)), 
tel 1 ing(P), 
current_output ( Out), 
tell<Out>, 
printlist(['MO 1-' J), 
printlist ([' PC l'J), 
tell(P), 
assert(ctr_pos(0)), 1 • 
retract(ctr_pos(Y) ) , 
assert ( ctr_pos(O)), 
telling ( P), 
current_output(Out), 
te 11 <Out) , 
printlist ( ['MO 1')), 
SisY-1, 
p r i nt 1 i '=· t ( [ ' MC·' , S J ) , 
printlist ( ['PC 1-')), 
tell(P), 1 , 
set_speed ( vit(S)) :-
s p ee d ( lJ i t ( D)) , 
S / 40 =:= D / 40, ! , 
set_speed ( vit (S)) :-
not speed (S), 
telling ( P) , 
current_output ( Out), 
tell ( Out ) , 
C is CS + 20) / 40 - 1, 
p r in t 1 i s t ( [ 'SP ·' , C]) , 
tell (P), 
retract ( speed (_)), 
assert ( speed(S)), ! . 
se t_sp e e d ( v i t ( S) ) , 
I * 
GRASP 
*I 
grasp :- telling ( P), 
current_output ( Out), 
tell<Out:>, 
printl ist(['GC ' J), 
printl ist(('GF l ' J), 
tell(P),!, 
I* invoques ' il n ' y a qu ' une seule 
I* position a parcourir 
/* invoque s'il y a plus *I 
/* d ' une position a parcourir *I 
I* 
RELEASE 
*/ 
~~ de {h pine.t. 
release:- tell ing(P), 
current_output(Out), 
tell ( Out), 
I* 
p r i nt 1 i s t (( ' GO ·' J ) , 
p r i nt 1 i s t < [ ' GF O' ] ) , 
tell(P), 1 , 
011 
SET GRIP FORCE 
--------------
m-oct~~ett deP-O~ct de~ a;d'~ 
cle e.a_ ~,i.,1..et 
*I 
se t_gr i p _force CO : -
gr· i p_force(X), ! , 
set_grip_force(force(Fl ,F2,Temps)) :-
/* 
not grip_force ( force <Fl,F2,Temps )) , 
telling ( P ) , 
current_output<Out), 
tel 1 mut ) , 
printl is.t(['GP' ,Fl ,F2,TempsJ), 
tell ( P ), 
retract ( grip_force (_)), 
assert ( grip_force ( force ( F1,F2,Temps ))) , 1 • 
SET TIME. ô/4>~ de f 1ae6:n~ de e1u;,1ot;~ ~ ~mnuM?de✓ de .efMU'/gi' dR eont111~f;enda,,tf 
./kt!. tBlnfo @Rite, */ 
set_time(Temps ) :-
Temps. > 99, 
Ti:, Temps - 99, 
tel 1 ing ( P ) , 
current_output ( Out ) , 
tell ( Out ) , 
p r i nt 1 i s t ( [ ' TI ' , 99 J ) , 
tell<P ) , 
set_t ime(T), ! • 
se : _time (Temps) :-
I* 
. Temps=< 99, 
telling ( P), 
current_output(Out ) , 
te 1 1 <Dut ) , 
p r i nt 1 i s t ( [ 'TI ·' , Temps J ) , 
tellCP ), 1 , 
SET OUTPUT 
.5~el·on cW & ~'e 
*/ 
set_output (X ) :-
retract ( current_output(_)), 
assert(current_output (X)) , 
re trac ta 11 ( speed (_ )) , 
r e t r· ac t a 1 1 ( c t r _p os ( _) ) , 
re trac ta 11 ( tcp_ac tue 1 ( _ )) , 
retractall(current_home(_)), 
r et r· ac ta. 11 ( gr i p _force <_) ) , 
r e t r ac t a 1 1 ( c u r r e n t _p os ( _ ) ) , ! . 
-' 
printl ist([XJ) :- integer ( X) ,printnum (X ) ,nl, ! • 
p r i nt 1 i s t ( [ X J ) : - wr i te (X ) , n 1 , ! • 
printl ist([X1 IX2J ) :-
integer(Xl), 
pr i n tnum (X 1), 
put(44 ) , 
pr i ntlist 0 (2 ) ,!. 
printl ist([X1 IX2J) :-
write (X1 ) 1 
wr i te ( ' ·' ) , 
printl ist (X2). 
p r i rd r, um ( X) : - X< O , 1 , 
put ( 45 ) , 
Y i s "'X, 
write ( Y) . 
printnum (X) :- wr i te( X) . 
conversion_en_pas ( coord (Tl ,T2,T3,T4,T5 ) ,pas <P1 ,P2,P3,P4,P5 )) :-
p 1 i s "'T 1 * 4 / 1 0 , 
P2 i s T2 * 4 / 10, 
P3 is T3 * 4 / 10, 
A is T4 * 4 / 30, 
B is T5 * 4 / 30, 
P4 i s A+ B, 
P5 is B - A. 
current_output ( pr i nter). 
DEUXIEME COMPETENCE DE LA TRAJECTOIRE : La découpe 
Cette compétence est développée dans un module a part 
(module découpe) pour des raisons de modifiabilité 
/* 
DECOUPE aRA~ECTOIRE, TRAJECTOIRE DOUCE) 
!t/ 
decoupe([Xl ,[[Xll) :-~, 
de coupe <T, Y) :-
curren t_pos( C), 
speed(S), 
dec(mvt<S,C),T,T,Y). 
dec<_,tXJ,L,tLJ):- !. 
dec(C,CTl 1T21Tl ,L,tYIZ]) :-
inversion<C,Tl ,T2), 
trouver_ 1 i s te< L, CT2 I Tl , Y) , 
dec(Tl,CT21Tl,CT21TJ,2),!, 
dec<_,CTl ,T21Tl ,L,Y) :- dec<Tl ,CT21Tl ,L,Y), 
inversion(Posl ,Pos2,Pos3) :-
sens_rotation(Posl ,Pos2,Rotl), 
sens_rotation(Pos2,Pos3,Rot2), 
choc<Rotl ,Rot2), 
t~ouver _1 i ste( Y ,Y, [ J) :-~. 
t~ouver_l iste(tXIZJ,Y,tXIT]) :- trouver_l iste<Z,Y,T). 
sens_rotation<mvt<_,coord(P11,P12,P13,P14,P15)), 
mvt<_,coord(P21,P22,P23,P24,P25)), 
[Rl ,R2,R3,R4,R5J) :-
R 1 i s P 11 P21 , 
R2 is P12 P22, 
R3 is P13 P23, 
R4 is P14 P24, 
RS is P15 P25. 
doc<tXllXJ,[YllY]) :- sens_oppose<Xl,Yl),~. 
choc<[XllXJ,tYllYJ) :- choc<X,Y). 
sens_oppose (Xl ,X2) :-
Xl < 0, 
X2 > O. 
sens_oppose<Xl ,X2) :-
Xl ) 0, 
X2 < O. 
COMPETENCE DU SEGMENT : La répartition 
Implémentée à part dans le module de répartition. 
I* 
REPARTITION<Segment,Trajectoire_continue) 
*I 
repa~tition<X,Z) :-
caracteristiques_trajectoire<X,Long,Vit,Nombre), 
maximum_positions<MP), 
suite_elements_continus(X,Long,Vit,Nombre,MP,Y), 
recol 1er _morceaux (Y, Z ,MP), ! • 
sui t e_e 1 emen t s_con t i nus(X, Long ,_,_,MP, [XJ) :-
Long = < MP, ! • 
sui te_e 1 emen t s_con t i nus(X, Long,_, Long ,MP, Y) :-
sui te_e 1 emen ts_con t_ ta i 11 e_max (X, Y ,MP), ! • 
suite_elements_continus(X,_,Vit,_,MP,Y) :-
couper_a_vitesse_faib1e<X,Vit,T1,T2), 
caracter i st i ques_trajectoi re(T1 ,Long1 ,Vi t1 ,Nombre!), 
suite_e1ements_continus(T1 ,Long1 ,Vit! ,Nombre1,MP,U1), 
caracteristiques_trajectoire(T2,Long2,Vit2,Nombre2), 
suite_elements_continus(T2,Long2,Vit2,Nombre2,MP,U2), 
append2(U1, U2, Y). 
carac teristiques_trajectoire<X,Long,Vit,Nombre) :-
info_trajectoire(0,10,0,X,Long,Vit,Nombre). 
info_t raJectoire(Long, Vit, N, [J, Long, Vit, N). 
info_· raJectoire(U, V1, N1, [pos(vit( 1J),_)ITJ, X, Y, Z) :-
V1 -- V,~, 
L2 i s L1 + 1 , 
N2 i s N1 + 1, 
info_trajectoire(L2, V1, N2, T, X, Y, Z). 
info_trajectoire(Ll, V1, N1, [pos(vit(V),_)ITJ, X, Y, Z) :-
V < V1, ! , 
L2 i s L1 + 1, 
info_traJectoire<L2, V, 1, T, X, Y, 2). 
info_t r ajectoire(U, V, N, [_ITJ, X, Y, 2) :-
L2 i s L1 + 1, 
info_trajectoire(L2, V, N, T, X, Y, 2). 
reco11 er _morceaux ( [], [] ,_). 
recoller_morceaux<[XJ,[XJ,_). 
reco11er_morceaux([X,YITJ,U, MP) :-
longueur(X,Ll), 
1 ongueur (Y, L2), 
MP >= L1 + L2, 
append2(X,Y,V), 
reco11er_morceaux([VITJ ,U, MP). 
reco11er_morceaux([X,YITJ,[XIUJ, MP) :-
reco11er_morceaux([YITJ,U, MP). 
suite_e1ements_cont_tai1le_max(X,[Element_continulRJ,MP) :-
append2(Element_continu, Reste,X), 
longueur(Element_continu,MP), 
suite_elements_cont_taille_max<Reste, R, MP), ~ 
su i t e_e 1 eme nt s_c ont_ ta i 11 e_max < [ l , [ l ,_) : - ! • 
suite_elements_cont_taille_max<X,[XJ, _). 
I* Le Reste est une 1 i ste vide *.l 
I* Taille du Reste < MP */ 
couper_a_vitesse_faible<Traj, Vit, Tl, [pos(vit(Vit>,Coord)IT2J ) :-
append2(T1, [pos(vit(Vit),Coord)IT2J, Traj), 
evaluer(Tl, [pos(vit(V i t),Coord)IT2l, Long_premier, Evaluation_actuel ) , 
Evaluation_actuel > 0 1 
evaluer_suivant(Long_premier, T2, Vit, Evaluation_su ivant), 
Evaluation_suivant < Evaluation_actuel, 
! • 
couper_a_vitesse_faible([Tl ITrajJ, _, [Tll, Traj ), 
evalLer<Tl, T2, Ll, E) :-
longueur<Tl, Ll), 
longueur(T2 , L2), 
minimum(Ll, L2, E). 
evaluer_su ivant(Longueur, Traj, Vit, Eval) :-
append2(X, [pos(vit(Vit),_)IYJ, Traj), 
longueur(X, Ll), 
longueur([pos ( vit(Vit),_)IYJ, L2>, 
L3 is Longueur+ 1 + Ll, 
minimum(L3, L2, Eval), ! • 
evaluer_suivant(_, _, _, 0), I* Pas de solut ion suivante *f 
minimum (Ll, L2, L1):-
L1 =< L2, ! • 
minimum (Ll, L2, L2):-
L1 > L2. 
append2 ( [ J, X, X). 
append2<C XIYJ, U, (XIZJ) :-
append2CY, U, Z>. 
longueur([J,0) :- !. 
longueur([XIYJ,U :-
1 ongueur <Y, T) , 
L is T + 1. 
maximum_positions(629), 
info_traj (0,0,0). 
ANNEXE C 
EXTENSION DU LANGAGE 
IMPLEMENTATION DE LA CINEMATIQUE DIRECTE 
----------------------------------------
IMPLEMENTATION DE LA CINEMATIQUE INVERSE 
----------------------------------------
.l* 
EXTENSI ON DU LANGAGE PROLOG 
Dans le prolog de W.F. Clocl<sin & C.S. Mellish, toute operation arithmetique 
se fait toujours en nombre entier. Pour des applications en robotique ou eri 
calcul numerique, les mombres entiers s'averent tres peu adaptes. Pour ce 
genre de travaux , nous avons ajoute une extension au langage qui permet de 
travailler avec des nombres reels. 
Le nombre reel est represente par une structure de donnees identifiee par 
le mot cle ' real ' . La structure 'real' comporte deu x nombres entiers , 
repect i vement la mantisse et l ' exposant. 
real(Mantisse,E xposant) 
Un tel type pose certains problemes : 
- le probleme de la vitesse : Nous savons deja que les or:i ·:· ations 
arithmetiques en virgule flottante coutent cher en temps de calcul. 
En prolog, les operations arithmet iques en nombre reel coutent encore 
pl us. cher, en effet, i 1 faut a j outer au temps de cal cul un temps de 
conversion et un temps de normalis.ation. 
La covers i on est une operation effectuee par l ' interpreteur qui 
consiste a transformer la representat i on real (M ant i sse,E xposant >, 
e n u n n om br e e n v i r g u l e f l c, : i "· n t e . 
La normal i sation est l ' operation inver·se. Elle est effectuee par 
l ·' i nt er p r et eu r en f i n de c a 1 c u 1 . 
Le probleme du "matchinQ" : Le nombre reel ne peut representer qu ' un 
n om br e 1 i m i t e de c h i f f r e s . Le s e r r e u r· s d ' a r r on d i s q u i e n 
resultent posent dans certains cas un probleme de matching. 
exemple: 
Les nou veau x predicats builtin 
comvrt (M ant,E xp,Int) 
norm ( lnt,Mant,Exp) 
addrl(Ml ,Et ,M2,E2,M3,E3) 
subrl (Ml ,El ,M2,E2,M3,E3 ) 
arcsin ( sin (X)) <> X a cause des erreurs d' arromd is, 
Le matching ne sera des lors plus possible entre 
X et arcsin ( sin (X)) . 
Convers i on des nombres reels en nombres ent iers. 
Ce pred icat calcule le nombre entier correspondant 
a l'arrondis du nombre reel represente par la 
notation Mant,Exp. 
Conversion des nombres entiers en nombres ree ls . 
Le predicat determine la representation 
Mantisse,E xposant correspondant au nombre entier 
donne. 
Calcule l'add i tion de deux nombres reels representes 
a l ' aide de la notation Mantisse,Exposant. le nomb r e 
represente par M3,E3 est le resultat de l ' operation 
d ·' addition. 
Effectue la soustraction de deux nombres reels 
representes a l'aide de la notat i on Mantisse,E xoosant. 
le nombre represente par M3,E3 est le resultat de 
1 ' operat i on de soustraction. 
div r l(Ml,El ,M2,E2,M3,E3) 
mult r l (Ml ,El ,M2,E2,M3,E3 ) 
sqrout (Ml ,El, 1 ,M2,E2 ) 
sqrout<Ml,El ,2,M2,E2 ) 
trigono(Ml ,El,1 ,M2,E2 ) 
trigo , o(Ml ,El ,4,M2 , E2 ) 
trigo ii o(Ml ,El ,2,M2,E2 ) 
trigono <M1,E1 ,5,M2,E2 ) 
trigono<Ml ,El ,3,M2,E 2) 
trigoro (Ml ,El ,5,M2,E2 ) 
Effectue la divis i on de deu x nombres reels 
representes a l'aide de la notation Mantisse,E xposant. 
le nombre represente par M3,E3 est le resultat de 
l ' operation de di v ision,M2,E2 represente un 
d iviseur non nul. 
Effectue 1 a mu 1 t i p 1 i c a t i on de deu x nomb r es r e el s 
representes a l ' a i de de la notat i on Ma nt i sse,Exposant. 
le nombre represente par M3 , E3 est l e resu l tat de 
l ' oper·ation de mult iplicat ion. 
Calcule le carre du nombre reel represente par 
Ml,El. le resultat de l ' ele vat i on au carre est 
represente par M2JE2. 
Ca l cule la racine carree du nomb r e reel r epr ese nt e pa r 
M1,E1. le resultat de l'extract i on de la ra ci ne ca r ree 
est represente par M2,E2. 
calcule 1 e sinus de l ' angle represente pa r Ml , El . 
calcule 1 ·' ar c dont 1 e sinus est represe nte par Ml,El. 
ca l cu l e 1 e cos i nus de l ' ang l e r ep r esente pa r M 1 , E 1 . 
calcule l'arc dont 1 e cos inus est represente par M1, E1. 
ca l cule 1 a tangente de l ' angle represente pa r Ml, El . 
ca l cule 1 ' arc dont 1 a tangente est represente par Ml,El. 
Predicats defin i s a l' a i de des no uv ea ux predicats bu i lt i n 
t imesr e:R l ,R2,R3 ) 
sin(N1, N2) 
cos<Nl ,N2 ) 
tarr<Nl ,N2 ) 
Pe r met de calculer la somme ou la diffe r ence de deux 
nombres reels representes a l ' a i de de la notat i on 
Mant i sse,Exposant. Le pred icat affecte une valeur au 
couple d' arguments Mantisse,E xposant non instanc ies 
de man iere a etabl i r l ' egal ite Nl + N2 = N3 . 
Permet de calcule r le produ i t ou le quot i ent de deu x 
nombres reels representes a l ' a i de de la not a ti on 
Mant isse,Exposant. Le predicat affecte une va l eur au 
coup l e d' arguments Mantisse,Expos ant non instanc ies 
de ma ni ere a etabl i r l ' egal ite Nl / N2 = N3. 
Permet de calculer un sinus ou un arc sinus. 
ce pred icat etabl i t la relation 
N2 = sin (Nl ) ou 
Nl = arcs in<N2 ) . 
Permet de calculer un cosinus ou un arc cosinus. 
ce pred icat etablit la relation 
N2 = cos<Nl ) ou 
Nl = arcos (N2 ) . 
Permet de calculer la tagente d' un angle ou de 
calculer l ' arc dont on connait la tangente. 
ce pred icat etablit la r·elation 
N2 = sin(Nl ) ou 
Nl = arcsin CN 2) . 
Conversion nombre entier <---> nombre reel 
------------------------------------------
i nt(real (Mant ,Exp), !nt):-
i nteger<Mant), 
integer<Exp) ,! , 
convrt(Mant ,Exp, Int), 
int(real (Mant ,Exp) ,Int) :-
integer<Int), 
norm<Int,Mant,Exp), 
I* 
Operations arthmetiques sur les reels 
-------------------------------------
sumr(real(Mantl, Expl), real(Mant2, Exp2), real (Mant3, Exp3)) :-
integer<Mantl), 
integer(Exp1), 
in teger (Man t2), 
integer(Exp2 ) ,! , 
addrl(Mantl, Exp1, Mant2, Exp2, Mant3, Exp3), 
sumrCrea1CMant1, Exp1) 1 real(Mant2, Exp2), real (Mant3, Exp3 ) ) :-
integer(Mantl), 
integer<Expl), 
integer(Mant3), 
integer ( Exp3), 1 , 
subrl (Mant3, Exp3, Mantl, Exp1, Mant2, Exp2). 
sumr(real(Mantl, Exp1), real(Mant2, Exp2), real<Mant3, Exp3 ) ) :-
integer(Mant2), 
integer<Exp2), 
integer(Mant3), 
integer<Exp3),', 
subrl (Mant3, Exp3, Mant2, Exp2, Mantl, Expl ) , 
timesr Creal (Ma.ntl, Expl), real(Mant2, Exp2), real (Ma.nt3, Exp3 )) ·-
in teger (Man t1), 
integer<Expl ) , 
integer<Mant2 ) , 
integer(Exp2),', 
multrl (Mantl, Expl, Mant2, Exp2, Mant3, Exp3 ) , 
timesr ( reaHMantl, Expl), real(Mant2, Exp2 ) , real (Ma.nt3, Exp3 ) ) :-
i nteger<Mant1), 
i nteger·( Expl), 
integer· (Mant3), 
integer(Exp3), ! , 
Hantl \== O, 
. divrl(Mant3, Exp3, Mantl, Expl, Mant2, Exp2), 
t1mes~(real(Mantl, Expl), real(Mant2, Exp2) real(Mant3 Exp3 ) ) ,_ 
1nteger(Mant2), ' ' ' 
integer<Exp2), 
integer(Mant3), 
in te ge r <Exp 3) , ! , 
Mant2 \== O, 
divrl(Mant3, Exp3, Mant2, Exp2, Mantl, Expl). 
sqr(real (Ml ,El) ,real <M2 ,E2)) :-
i nteger<M2), 
i teger(E2), 
M2 >= 0, ! , 
sqroutCM2,E2,1 ,Ml ,El). 
sqr<rnl <Ml ,El) ,real (M2,E2 ) ) :-
integer<Ml>, 
integer•:El),!, 
sqrout (M1,E1,2,M2,E2). 
C.) 
va eu~_absolue(real(Ml,E ), real<M2,E)) :-
1nteger(Ml), 
Ml < 0, 
M2 i s -Ml , ! • 
valeu~_absolue(real (Ml ,E) ,real (M2,E)) :-
tnteger<M2), 
M2 < 0, 
Ml i s -Ml, 1 , 
valeur _absolue (r eal (M,E) ,real (M, E)) . 
signe_oppose (r eal (Ml ,E) ,real <M2,E )) :-
nonvar (Ml), 
M2 i s -Ml,!. 
signe_oppose ( real (M1, E), real (M2, E)) :-
nonvar(M2), 
Ml is "'M2 . 
.I* 
Fonctions trigonometriques 
--------------------------
sin( X,real<_,E)). var(X), E > 1,!,fail. 
sin( >( ,real(M,1) ) :- var(X), t1) 100000000,~,fail. 
sin(X,real(M,1)) :- var(X), M < "100000000,' ,fa il. 
sin(real (Ml,El),real(M2,E2)) :-
in teger· (Ml), 
i nteger(El ) , ! , 
trigc,n o (Ml ,El ,1,M2,E2). 
sin<rea.l(t11,E1),real(M2,E2)) :-
integer(M2), 
integer(E2),', 
trigono(M2,E2,4,M1 ,El), 
cos C< ,real <_,E)) :- var(X), E > 1, ! ,fai 1. 
cos<X,real(M,1) ) :- var<X), M > 100000000,!,fail. 
cos <X ,real<M,1)) :- var()(), M < "'100000000,',fail. 
cos (r eal (M l , El),real (M2, E2)) :-
integer(Ml), 
i nt e ger- < E 1 ) , ! , 
trigono(Ml ,El ,2,M2,E2). 
cos(real (M1 ,E1),real (M2, E2 )) :-
integer-(M2), 
integer(E2),', 
tr i gono<M2,E2,5,M1 ,El), 
tan(real<M1,El>,real(t12,E2 )) :-
integer <Ml), 
integer<El),!, 
real(Ml,El) \== rea1(9000 00000 , 2), 
real<Ml,El) \== real(270000000, 3), 
tr i gono(Ml ,El ,3,M2,E2), 
tan<real <M l ,El) ,real (M2,E2)) :-
integer(M2), 
in te ge r ( E2) , ! , 
trigono (M2 ,E2,6,M1 ,El), 
Implémentation des nouveaux prédicats built i n 
procedure Normalisation(Num: real; var Mant, Exp:longint); 
<*normalisation de la mantisse et ajustement de l'exposant*) 
begin 
Exp := O; 
while Abs(Num) >= 1 do begin 
Num := Num / 10; 
Exp := Exp + 1 
end; 
while (Abs(Num) < 0.1> and <Num <> 0) do begin 
Num := Num * 10; 
Exp := Exp - 1 
end; 
Mant := trunc(Num * 1000000000); 
if Mant= 0 then Exp := 0 
tnd (*Normalisation*>; 
procedure ConversionCMant~Exp: longint;var Num 
egin 
Nurn :=Mant/ Pwroften(9 - Exp) 
End;(* Conversion*) 
procedure Donorm; 
rea 1); 
<* transforme un nombre entier en un nombre en virgule 
flottante normal isee *) 
var R : rea 1 ; 
Mant, Exp : long i nt; 
begin 
end; 
R := evaluate ( argval[l), 0); 
Normal isation(R, Mant, Exp); 
result := IntResult(argva1[2J, callenv, Mant); 
resul t := IntResul t(argval [3], cal l env, Exp) 
pr ocedure Doconvrt; 
( : transforme un nombre en virgule flottante normalise en 
nombre en t i e r *) 
var Mant, Exp : longint; 
R:real; 
bfgin 
en::i; 
Ma.nt := evaluate(arg,Jal[lJ,O); 
Exp := evaluate(argval [2] 1 0); 
i f Exp <= 0 then resul t := IntResul t(argval [3] ,cal 1 env 1 0) 
else begin 
Conversion <Mant,Exp,R); 
resul t := IntResul t(argval [3] ,cal 1 env, trunc(R)) 
end 
pr::,cedure DoAddreal; 
<* add i tion de deux nombres en virgule flottante*) 
var Mant,Exp : longint; 
Rl ,R2 : real; 
begin 
end; 
convers i on(eval uate(argval [ 1 J ,O> ,eval uate(argval [2] ,O> ,Rl); 
convers i on ( e va 1 u a te ( ar gv a 1 [ 3 J , 0) , e va 1 u a te< ar gv a 1 [ 4 J , 0) , R2) ; 
Norma 1 i sati on ( Rl + R2 ,Mant, Exp) ; 
resul t := IntResul t<argval [5) ,cal lenv ,Mant); 
result := IntResult(argva1[6J,callenv,Exp ) 
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procedure DoSubrea 1 ; ( -- pred..c.:ca.t 6obr€ "") 
<* soustraction de deux nombres en virgule flottante*) 
var Mant,Exp : longint; 
R1 ,R2 : real; 
beg in 
end; 
conversi on(eval uate(argval ( 1] 1 0) ,eval uate(argval (2] ,0) ,R1); 
conversi on(eval uate(argval (3] 1 0) ,eval uate(argval (4) 1 0) ,R2); 
Normalisation(R1 -R2 ,Mant, Exp); 
resul t := IntResul t<argval (5) ,cal l env ,Mant); 
resul t := IntResul t<argval (6J ,cal 1 env ,Exp) 
procedure DoMu 1 trea 1 ; 
<* multipl ication de deux nombres en virgule flottante*) 
var Hant,Exp : longint; 
R1 ,R2 : real; 
begin 
end; 
convers i on(eval uate(argval ( 1 J ,0) ,eval uate(argval (2J ,0 ) ,R1); 
con1Jersion(e valuate(argval (3J ,0) ,evaluate(argval (4J ,0) ,R2); 
Normalisat i on ( R1 * R2 ,Mant, Exp); 
resul t := IntResul t(argval (5J ,cal lenv,Hant); 
resul t := IntResul t(argval (6] ,cal 1 env ,Exp) 
procedure DoD i 1Jrea 1; ( if 
(* division de deu x nombres en virgule flottante*) 
var Mant,Exp: longint; 
R1,R2: real; 
begin 
end; 
conversi on(eval uate<argval ( 1 J 1 0) ,eval uate(argval (2J ,0 ) ,R1); 
convers i on ( e va 1 u a te< ar gv a 1 ( 3 J , 0) , e va 1 u a te< ar gv a 1 ( 4 J , 0 ) , R2 ) ; 
Normalisation(R1 / R2 ,Mant, Exp); 
resul t := IntResul t(argval (5) ,cal len1J ,Mant); 
result := IntResult(argval(6J,callenv,Exp) 
procedure DoSqrout; 
<* calcul du carre ou de la racine carree d'un nombre* ) 
v~r Hant,Exp : longint; 
R 1 , R2 : r e a 1 ; 
begin 
end; 
convers i on< e va 1 u a te < ar gv a 1 ( 1 J , 0 ) , e va 1 u a te< ar g1J a 1 ( 2 J , 0 ) , R 1 ) ; 
case evaluate ( argva1(3J,0 ) of 
1: R2 := Sqrt ( R1 ) ; 
2: R2 := Sqr(Rl); 
end; 
Normal i sati on<R2 ,Mant, Exp); 
resul t := IntResul t(argval [4J ,cal 1 env ,Mant); 
resul t := IntResul t(argval (5) ,cal l env ,Exp) 
C 5 
procedure Dotrigono; 
const PI= 3.14159265; 
~J 
ar R 1 , R2, R3, R4 : Re a 1 ; 
Mant,Exp :longint; 
begin 
erd; 
convers i on(eval uate(argval [ 1 J ,0) ,eval uate(argval [2J ,O) ,Rl); 
case evaluate(argval [3J ,0) of 
1: R2 := sin(Rl / 180 * PI); 
2: R2 := cos(Rl / 180 * PI); 
3: beg in {fonction tangeante) 
R4 := Rl / 180 * PI; 
R2 := sin(R4)/cos(R4) 
end; 
4: begin {fonction arcsin) 
if Rl = 0 then R2 := 0 
else R2 := arctan(Rl / sqrtC 1 - sqr(Rl))) * 180 /Pl 
end; 
5: begin {fonction arcos) 
if Rl = 0 then R2 := 90 
else R2 := arctan(sqrtC - sqr(Rl)) / Rl) * 180 /Pl 
end; 
6: R2 := ArctanCRl) *180 / PI; 
end; 
normal isation(R2,Mant,Exp); 
resul t := IntResul t(argval [4J ,cal 1 env ,Mant); 
resul t := IntResul t(argval [5) ,cal lenv ,Exp) 
C 6 
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I* 
MODULE DE LA CINEMATIQUE 
transformation ( coord (Al ,A2,A3,A4,A5 ) ,tcpO<l ,Yl ,21,Tg,A5,Al )) :-
conversion_en_ree12 (A1,A2,A3,A4,A5,Tl ,T2,T3,T4,T5 ) , 
s igne_oppose (T2,TT2), 
s igne_oppose(T3,TT3 ) , 
signe_oppose (T4,TT4 ) , 
calcul_valeur_X (Tl ,TT2,TT3,TT4, X) , 
c a 1 c u 1 _va 1 eu r _ Y <T 1 , TT 2 , TT 3 , TT 4 , Y) , 
ca l cul_valeur_Z<Tl,TT2,TT3,TT4,Z), 
ca l cul_valeur_tangage<T1,T2,T3,T4,T), 
conversion_en_ent ier2(X,Y,Z,T, Xl ,Yl ,21,Tg ) . 1 • 
calc ul_valeur_X(Tl ,T2,T3,T4,X ) :-
I* X := L2C1C2 + L3C1C2C3 - L3C1S2S3 + L4C1C2C3C4 
- L4C1S2S3C4 - L4C1C2S3S4 - L4C1S2C3S4. *I 
cos<Tl,C1), 
s i n <T2, S2 ) , 
sin<T3,S3 ) , 
sin<T4,S4 ) , 
cos CT2,C2 ) , 
cos<T3,C3 ) , 
cos<T4,C4 ) , 
timesr<Cl ,C2,C1C2 ) , timesr (C3, C4,C3C4 ) , 
t imesr<Cl ,S2,C1S2 ) , timesr <C3,S4,C3S4), 
t imesr(S3,C4,S3C4 ) , t imesr (S3,S4,S3S4 ) , 
t imesr ( rea1C220000000,3 ) ,C1C2,L2C1C2 ) , 
t imesr (C1C2,C3,C1C2C3 ) 1 
t imesr(rea1(160000000,3 ) ,C1C2C3,L3C1C2C3), 
t imesr<C1S2,S3,C1S2S3 ) , 
t imesr ( rea1 ( 160000000,3) ,C1S2S3,L3C1S2S3), 
t imesr(C1C2,C3C4,C1C2C3C4) 1 
ti mesr( real ( 204600000,3) 1 C1C2C3C4,L4C1C2C3C4), 
ti mesr(C1S2,S3C4,C1S2S3C4), 
t imes r (real(204600000,3),C1S2S3C4,L4C1S2S3C4 ) , 
timesr(ClC2,S3S4,ClC2S3S4), 
t imesr ( rea1(204600000,3 ) ,ClC2S3S4,L4ClC2S3S4 ) , 
timesr(C1S2,C3S4,C1S2C3S4 ) , 
timesr(real ( 204600000 1 3) ,C1S2C3S4,L4C1S2C3S4), 
sumr<L2ClC2,L3ClC2C3,Ul ) , 
sumr( L3C1S2S3,U2,U1), 
s umr ( L4C1C2C3C4,U2,U3 ) , 
s umr(L4C1S2S3C4,U4,U3) 1 
s umr ( L4C1C2S3S4,U5,U4) 1 
sumr< L4C1S2C3S4,X,U5). 
calcul_valeur _Y<Tl ,T2,T3,T4,Y) :-
Y := L2S1C2 + L3S1C2C3 - L3S1S2S3 + L4S1C2C3C4 
- L4S1S2S3C4 - L4S1C2S3S4 - L4S1S2C 3S4. 
cos (T2,C2 ) , s i n<T2,S2), 
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cos<T3,C3), 
cos<T4,C4), 
sin(Tl,S1), 
sin<T3,S3>, 
sin<T4,S4), 
timesr(C3,C4,C3C4), timesr(C3,S4,C3S4), 
timesr(S1 ,C2,S1C2), timesr(S3,C4,S3C4), 
timesr(S1 ,S2,S1S2), timesr(S3,S4,S3S4) 1 
timesr<rea1(220000000 1 3),S1C2,L2S1C2), 
timesr<S1C2,C3,S1C2C3), 
timesr(rea1(160000000,3),S1C2C3,L3S1C2C3), 
timesr(S1S2,S3,S1S2S3), 
timesr(rea1(160000000,3),S1S2S3,L3S1S2S3), 
timesr(S1C2,C3C4,S1C2C3C4), 
timesr(rea1<204600000,3),S1C2C3C4,L4S1C2C3C4), 
timesr<S1S2,S3C4,S1S2S3C4), 
timesr<rea1(204600000,3),S1S2S3C4,L4S1S2S3C4), 
timesr(S1C2,S3S4,S1C2S3S4>, 
timesr(rea1(160000000,3),S1C2S3S4,L4S1C2S3S4), 
timesr(S1S2,C3S4,S1S2C3S4), 
timesr<rea1(160000000,3),S1S2C3S4,L4S1S2C3S4), 
sumr(L2S1C2,L3S1C2C3,U6) 1 
sumr<L3S1S2S3,U7,U6), 
sumr(L4S1C2C3C4,U7,U8), 
sumr(L4S1S2S3C4,U9,U8), 
sumr(L4S1C2S3S4,Ul0,U9), 
sumr<L4S1S2C3S4,Y,U10). 
calcu l_valeur_Z<_,T2,T3,T4,2) :-
2 := LO+ Ll - L2S2 - L3S2C3 + L3C2S3 - L3S2C3C4 
+ L4C2S3C4 + L4S2S3S4 - L4C2C3S4. 
cos(T2,C2 ) , sin(T2,S2), 
cos (T3,C3), sin(T3,S3 ) 1 
cos(T4,C4 ) , sin(T4,S4), 
timesr(C2,C3,C2C3), timesr(C2,S3,C2S3), 
timesr(S2,C3,S2C3), timesr(S2,S3,S2S3), 
timesr(rea1(220000000,3) ,S2,L2S2), 
timesr(real(160000000,3),S2C3,L3S2C3), 
timesr(real(160000000,3),C2S3,L3C2S3 ) , 
timesr<S2C3,C4,S2C3C4>, 
timesr(rea1(160000000,3),S2C3C4,L3S2C3C4), 
timesr<C2S3,C4,C2S3C4 >, 
timesr(rea1(204600000,3),C2S3C4,L4C2S3C4), 
t imesr(S2S3,S4,S2S3S4), 
t imesr(rea1(204600000,3),S2S3S4,L4S2S3S4), 
t ·mesr<C2C3,S4,C2C3S4), 
t imesr(rea1(204600000,3) ,C2C3S4,L4C2C3S4), 
s umr<L2S2,U11 ,rea1(250000000,3)), 
s umr<L3S2C3,U12,U11), 
SLmr(L3C2S3,U12,U13), 
sumr<L3S2C3C4,U14,U13), 
sumr(L4C2S3C4,U14,U15), 
surnr(L4S2S3S4,U15,U16), 
sumr<L4C2C3S4,2,U16). 
calcul_valeur_tangage(_,T2,T3,T4,T) ·-
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T :- T2 + T3 + T4 
sumr<T2,T3,U17), 
sumr(U17,T4,TT), 
signe_oppose<TT,T). 
C 9 
conv er s i on_e n_e nt i e r 2( re a 1 (Mx, Ex) , r e a 1 (M y , Ey) , re a 1 <Mz , Ez ) , r e a 1 (Mt, Et) ,X 1 , Y 1 , 21 , Tg) : -
Ex 1 i s Ex + 2, 
Eyl i s Ey + 2, 
Ez 1 i s Ez + 2, 
Etl is Et + 2, 
i nt(real <Mx,Ex1) ,Xl), 
i nt< r e a 1 <My, Ey 1 ) , Y 1 ) , 
nt(real <Mz ,Ez1) ,21), 
nt(real (Mt ,Et1) ,Tg). 
convers i on_en_ree12<A,B,C,D,E,Ar,Br,Cr,Dr,Er):-
cv_reel(A,Ar), 
cv_reel<B,Br), 
cv_reel <C,Cr), 
cv_reel<D,Dr), 
cv_reel <E,Er), ! • 
c v _r e e 1 2 < 0 , r e a 1 < 0 , 0 ) ) : - ! , 
cv_ree12<X,real(M,E )) :-
int(real <M,El) ,X), 
E is El - 2. 
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I* 
MOD ULE DE LA CINEMATIQUE 
Version plus intuitive et plus eff i cace 
*I 
transformation(coord(Al ,A2,A3,A4,A5 ) ,tcp(Xl ,Yl ,Z1,Tg,A5,A1 ) ) :-
conversion_en_ree12<A1 1A2,A3,A4,A5,T1,T2,T3,T4,T5) 1 
sumr(T2,T3,U1), sumr ( Ul ,T4,U2), 
sin <T2,S1), cos (T2,C1), 
sin(Ul,S2), cos(U1,C2 ) , 
sin ( U2,S3), cos<U2,C3), 
sin<Tl,SO), cos<Tl,CO), 
I* Valeur de Z *I 
t imesr(S1 ,real (220000000 ,3) ,Rl), 
t imesr<S2,r·eal < 160000000 ,3) ,R2 ) , 
t imesr ( S3,rea1(204600000,3 ) ,R3 ) , 
sumr ( Rl,R2,R4), 
sumr ( R3,R4,R5), 
sumr ( R5,real (250000000 ,3) ,Z ) , 
I* V~leur de X *I 
t i mesr ( Cl , rea 1 < 220000000, 3), R6 ) , 
t imesr ( C2, rea 1 ( 160000000, 3), R7 ) , 
timesr(C3,rea1(204600000,3),R8 ) , 
sumr<R6,R7,R9), 
sumr<RB,R9,R10), 
timesr<CO,RlO,X), 
I* Valeur de Y *I 
timesr(SO,RlO,Y), 
I* Va l eur du tangage *I 
sumr<T2,T3,R11 ) , 
sumr ( R 11 , T 4, TT) , 
s , gne_oppose (TT,T), 
convers i on_en_ent i er2 <X ,Y ,z ,T ,Xl ,Yl ,Zl ,Tg), 1 • 
C 10 
con vers i on_e n_en t i e r 2 ( r e a 1 (Mx, Ex) , r e al (My, Ey) , re al (Mz , Ez) , r e al ( Mt I Et) ,X 1 , Y 1 , 21 , Tg ) : -
El< 1 i s Ex + 2, 
E>' 1 i s Ey + 2, 
Ez 1 i s Ez + 2, 
Et 1 i s Et + 2, 
i nt(real (Mx ,Exl) ,Xl), 
i nt <real (My,Eyl) ,Yl), 
i nt(real <Mz ,Ezl) ,Zl), 
int(real(Mt,Et1),Tg ) ,!. 
conversion_en_ree12 (A,B,C,D,E,Ar,Br,Cr,Dr,Er ) :-
c v_ree l (A ,Ar), 
ClJ_reel <B,Br·), 
cv_reel<C,Cr), 
c v_reel(D,Dr ) , 
cv_reel <E,Er), ! , 
cv_ree 12(0,real(0,0)) :- ! . 
cv_reel2(X,real(M,E)) :-
i n t <real <M,E1) ,X), 
E is El - 2. 
I* 
MODJLE DE LA CINEMATIQUE INVERSE. 
Le module de la cinematique inverse a pour effet de calculer les valeurs 
des angles de rotation des articulations d' une chaine mecanique articulee. 
Dans ce module, la theorie de la cinematique inverse est appliquee au 
robot RM 501. 
L'interface du module ne comprend que fonct ion ' transformation_inverse 1 
Le modu l e ut i l i se 1 'ex te n s i on f 1 oa t in g p o i nt du Pro 1 og. 
transforma t i on_ i n verse ( t c p ()( , Y , 2 , T , R , Ti> , c o or d <T 1 , T 2 , T 3 , T 4 , R) ) : -
C 11 
var<T1),!, I* Valeur par defaut du lacet *I 
conversion_en_reel<X,Y,2,T,Xr,Yr,2r,Tr>, 
resolution(Xr,Yr,Zr,Tr,Lr,Tr1,Tr2,Tr3,Tr4 ) , 
conversion_en_entier(Tr1 ,Tr2,Tr3,Tr4,T1 ,T2,T3,T4) 1 1 , 
mecaniquement_compatible<T1 ,T2,T3,T4,R), 1 • 
transformation_inverse(tcp(X,Y,2,T,R,L), coord(T1 ,T2,T3,J4,R)) :-
nonvar ( U, 
conversion_en_reel( X,Y ,2,T,L,Xr,Yr,2r,Tr,Lr), 
resolution CXr,Yr, Zr,Tr,Lr,Tr1 ,Tr2,Tr3,Tr4), 
conversion_en_entier(Tr1 ,Tr2,Tr3,Tr4 1T1 ,T2,T3,T4), 
mec an i q u eme n t_c omp a t i b 1 e <T 1 , T2, T3, T 4, R) , ! . 
conversion_en_reel( X,Y ,Z,T,L,Xr,Yr,Zr,Tr,Lr) :-
cv_ree l CX ,Xr), 
cv_reel<Y,Yr>, 
c v _r e el ( 2 , Zr·) , 
c v _r e e 1 <T , T r ) , 
cv_reel <L,Lr), ! • 
conve r sion_en_reel(X,Y,Z,T,Xr,Yr,Zr,Tr):-
cv_reel (X,Xr), 
cv_reel(Y,Yr), 
c v _r e e 1 ( Z , 2 r ) , 
- v _r e el ( T , T r ) , ! • 
c v _r e e l ( 0 , r e al ( 0 , 0 ) ) : - ! . 
cv_reel<X,r eal<M,E)) :-
i nt<real (M,El) ,X ), 
E is El - 2. 
conversion_en_entier<real(M1 ,E1),real(M2,E2),real(M3,E3>,real(M4,E4) ,Tl ,T2,T3,T4 ) :-
Er1 is E1 + 2, int(real(M1,Erl),Tl>, 
Er2 is E2 + 2, int(real(M2,Er2),T2), 
Er3 is E3 + 2, int(real(M3,Er3),T3), 
Er4 is E4 + 2, int(r·eal(M4,Er4),T4). 
r e solution (X , Y, 2, T, L, T 1 , T2, T3, T 4) : -
angle_corps<X,Y,Tl>, 
p os i t i on _p o i g n e t < X , Y , 2 , T , L , T 1 , PX 1 , PZ 1 ) , ' , 
geometriquement_compat ible(PXl,PZl ) , 
an g l e _ c ou de ( PX 1 , PZ 1 , T 3 ) , 
angle_epaule(PXl ,P21,T3,T2), 
angle_poignet(T2,T3,T,T4), 
mecaniquement_compatible<A1,A2,A3,A4,A5) :-
A1 >= 0, A1 =< 30000, 
A2 >= -1000, A2 =< 12000, 
A3 >= -9000, A3 =< 0, 
A4 >= -9000, A4 =< 9000, 
A5 >= N18000, A5 =< 18000, 
angle_corps(real(Mx,Ex),real(My,Ey),T ) :-
Mx > O, 
My >= 0, 
t imesr<T1 ,real (Mx ,Ex) ,real (My,Ey)), 
tan <T, T 1) , ! , 
angl e_corps(real (Mx ,Ex) ,real (My,Ey) ,T) :-
:'1x < 0, 
My >= 0, 
t imesr<T1 ,rea.1 (Mx ,Ex) ,real <M :1 ,Ey)), 
tan<T2,T1), 
sumr ( r e a 1 ( 180 0 0 0 0 0 0, 3) , T2, T) , ! . 
angle_corps(real(Mx,Ex),real(My,Ey),T) :-
Mx < O, 
Hy = < 0, 
't imesr<T1 ,real <Mx ,Ex) ,real <My,Ey)), 
tan <T2, T 1 ) , 
sumr(real ( 180000000 ,3) ,T2,T), 1 • 
angl e_corps ( real (Mx ,Ex) ,rea.l (My,Ey) ,T) ·-
Mx > O, 
My = < 0, 
timesr(Tl,real(M x ,Ex ),real(My,Ey)), 
tan<T2,T1), 
su m r ( r e a 1 ( 3 6 0 0 0 0 0 0 0 , 3 ) , T 2 , T ) , ! • 
angle_ orps ( real (0 1 0) ,real <0 ,0) ,T) :-
a_tuel le(coord<T1 ,_,_,_,_)), 
cv_reel <Tl ,T), ! • 
I* premier quadrant *I 
I* deuxieme quadrant *I 
I* troisieme quadrant *I 
I* quatrieme quadrant*/ 
angle_corps(real(0,0),real<M,_>,real(900000000,2)) :-
M >0, ! • 
angl e_corps(real (0 ,0) ,real <M,_) ,real (270000000 ,3)) :-
M < 0, 1 , 
position_poignet(X,Y,Z,T,L,L,PX,PZ):-
sqr<X,Xl), 
sqr<Y,Y1), 
surnr(X1,Y1 1 21) 1 
sqr(22,Z1), 
cos<T 1 23), 
timesr(real(204600000, 3) ,23,24), 
SUïlr ( Z 4 1 P)< 1 Z 2) 1 
sin<T,26), 
timesr(real(299600000, 3),26,27) 1 
sumr(Z7,Z ,28), 
sumr ( 28, rea 1 <N250000000, 3), PZ),!, 
I* Lacet= Angle du corps 
C 12 
position_poignet<X,Y,2,T,L,P,PX,P2):- /*Lacet= Angle_corps + 180 degres *I 
sumr<P,real(180000000,3),L), 
sqr(X,Xl), 
sqr<Y,Yl), 
sumr(Xl ,Yl ,21), 
sqr(22,21), 
cos<T 1 23), 
timesr(real(299600000, 3) 1 23,24) 1 
sumr ( 24, 22, PX), 
sin<T,26), 
timesr(real<204600000, 3),26,27), 
sumr(Z7,2,28), 
sumr ( 28, rea 1 ("'250000000, 3), PZ),! . 
position_poignet<X,Y,2,T,L,P,PX,PZ):-
sumr(L, real (180000000,3) ,P), 
sqr<X,Xl), 
sqr(Y,Yl), 
sumr(Xl ,Yl ,21), 
sqr<22,21), 
cos<T, 23), 
timesr(real(204600000, 3) 1 23,24) 1 
sumr(Z4,22,PX), 
s i n <TT , 2 6) , 
timesr(real(204600000, 3),26,Z?), 
sumr<Z7,Z,28>, 
sumr(28,rea1("'250000000 1 3) 1 PZ). 
geometriquement_compatible<PX1 ,PZl) :-
sqr(PXl ,PX2), 
sqr<P21,PZ2>, 
sumr<PX2,PZ2,D2), 
:qr(D1 ,D2), 
int<D1 ,D), 
D =< 380, 
D >= 272. 
an g 1 e _ c ou de ( PX 1 , PZ 1 , r e a 1 < M , E ) ) : -
sq r ( PX 1 , PX2) , 
sqr(P21 ,PZ2), 
sumr(PX2,P22,D2), 
sumr(real(740000000,5),D1 ,D2>, 
t i me sr ( re a 1 ( 70 40 0 0 0 0 0 , 5) , D3, D 1) , 
c:,s(real <Ml ,E> ,D3), 
M i s "'Ml. 
angle_epaule(PX1,P21 ,T3,T2) :-
arctangeante<PXl ,PZ1 ,Pl), 
s n<T3,U1), 
t i me sr ( r e a 1 ( 160 0 0 0 0 0 0 , 3) , U 1 . U2) , 
cos<T3, U3), 
t imesr(real(160000000,3),U3,U4) 1 
sumr(real(220000000 1 3),U4,U5), 
arctangeante(U5,U2,P2>, 
sumr<T2,P2,P1), 
angle_poignet(T2,T3,T,real<M,E)>:-
signe_oppose(T,TT), 
sumr<T2,T3,R), 
sumr<R,real<M,E),TT), 
/*Lacet= Angle_corps - 180 degres *I 
arctangeante(rea1(0 1 0) 1_ 1 rea1(900000000,2)) :- 1 , 
arctangeante(X,Y ,A) :-
t imesr<X,P,Y), 
ta;i(A,P). 
C 13 
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AMELIORATION DES PERFORMANCES . DU SYSTEME 
----------------------------------------/ 
Le pilotage du robot en mode cartésien nécessite l'utilisa t ion 
très fréquente des modules de la cinématique et de la cinématique 
inverse. 
Ces modules en , TCP dure deux secondes environ en utilisant 
le deuxième module de la cinématique (en utilisant le premi er, 
on en mettrait cinq). 
La transformation d'un TCP en position dure 4 secondes. 
Ces performances médiocrEi)sont dues d'une part au nombre très 
important d'unifications effectuées pendant le calcul et d'autre 
part au nombre très important de conversions et de normalisations. 
Certains environnements prolog mettent un compilateur (ou 
évaluateur partiel) à la disposition de l'utilisateur. 
Si cela avait été le cas pour le York Prolog, j'aurais 
compilé les prédicats "transformation" et "transformation inverse". 
Comme ce n'est pas le cas et comme nous avons la possibilité de 
modifier l'interpréteur, j'ai implémentP. deux nouveaux prédicats 
builtin "transf" et "transfi" qui effectuent respectivement la 
transformation d'une position en TCP et la transformation inverse. 
Les modules de la cinématique et de la cinématique inverse 
sont reduits à peu de chose 
MODULE DE LA CINEMATIQUE 
transformation ( coord(Al ,A2 ,A3 ,A4 ,A5), tep <X, Y, 2, T ,A5 ,Al ) ) :-
transf <Al ,A2 ,A3 ,A4 ,X, Y, Z), 
T is -(A2 + A3 + A4), 
MODULE DE LA CINEMATIQUE INVERSE 
ransformation_inverse(tcp(X,Y,Z,T,R,Tl), coord<Tl,T2,T3,T4,R)) :-
transfi(X,Y,Z,T,Tl ,T2,T3,T4), 
mecaniquement_compatible(Tl,T2,T3,T4,R). 
mecaniquement_compatible(A1,A2,A3,A4,A5) :-
Al >= 0, 
A2 >= "'1000, 
A3 >= "'9000, 
A4 >= ,..,9000, 
A5 >= "'18000, 
Al =< 30000, 
A2 =< 12000, 
A3 =< 0, 
A4 =< 9000 1 
A5 =< 18000, 
1 
1 
1 
1 
Implenentation des prédicats Transf et Transfi 
Procedure DoTransfi; 
var X,Y,Z,T,T1,T2,T3,T4 : longint; 
Rl ,R2,R3,R4,R5 : boolean; 
"j e gin 
nd; 
X:= evaluate<argval[lJ,O); 
Y := eval uate ( argval [2] ,O); 
2 := evaluate(argval [3] ,0); 
T := evaluate (argva1[4J,0); 
R1 := Resolution<X,Y,Z,T,Tl,T2,T3,T4); 
R2 := IntResult(argva1[5J,callenv,T1); 
R3 := IntResult(argval[6J,callenv,T2); 
R4 := IntResult(argva1[7J,callenv,T3); 
R5 := IntResul t(argval [8] ,cal 1 env ,T4); 
result := Rl and R2 and R3 and R4 and R5 
Procedure DoPosTcp; 
~ar X,Y,Z,Tl ,T2,T3,T4 longint; 
Rl ,R2,R3 : boolean; 
tegin 
end; 
Tl := evaluate(argval[l],0); 
T2 := evaluate(argval [2] ,0); 
T3 := evaluate(argva1[3J,0); 
T4 := evaluate(argval [4] ,0); 
Position_Tcp(Tl ,T2,T3,T4,X,Y,Z); 
Rl := IntResult(arg1Ja1[5J,callenv, X) ; 
R2 := IntResult(argva1[6J,callenv,Y); 
R3 := IntResult(arg1Jal[?J,callenv,Z); 
result := Rl and R2 and R3 
{ $S Trsf } 
Unit Transf; 
INTERF~CE 
Function Resolution(XI ,YI ,ZI ,TI :longint; 
Var Corps,Epaule,Coude,Poignet:longint ) :boolean; 
C 15 
Procedjre Position_tcp( Corps,Epaule,Coude,Poignet:longint;Var X,Y ,Z:longint ); 
IMPLEM::NTAT ION 
con s t Pi = 3.14159265; 
DeuxPi = 6.28318530; 
Pi Demi = 1.57079632; 
L1 = 250; 
L2 = 220; 
L3 = 160; 
14 = 207.5; 
Fu ction Resolution; 
var Px,Py,X,Y,2,T,A_Corps,A_Epaule,A_Coude,A_Poignet:real; 
I : in te ger; 
R,S,U : real; 
beçin 
X:= XI / 100; 
Y:= YI / 100; 
2 ·-. 21 / 100; 
T:= <TI / 18000) * Pi; 
if <Y= 0) and <X= 0) then A _corps := 0 else 
if <Y )= 0) and (X ) 0) then A _corps := arctan(Y / X) else 
if (Y > 0) and <X= 0) then A _corps := Pi Demi else 
if <Y ) 0) and <X < 0) then A _corps := arctan(Y / X) + Pi else 
if <Y <= 0) and <X < 0) then A _corps := arctan<Y / X) + Pi else 
if (Y < 0) and (X= 0) then A _corps := 3 * Pi Demi else 
if (Y < 0) and <X ) 0) then A _corps := arctan(Y / X) + DeuxPi 
end; 
Px := Sqrt(Sqr(X) + Sqr (Y)) - L4 * cos(T); 
Py := z + L4 * sin<T) - L1 j 
I := Trunc(Sqrt(Sqr(PX) + Sqr < PY))) ; 
if not ( 1 <= 380) and (l >= 272) then begin 
Corps := 36000; 
Epaule := 36000; 
Coude := 36000; 
Poignet := 36000; 
Resolution := fa l se 
end 
else begin 
end 
R : = ( S q r ( P>O + S q r ( PY ) - 7 4 0 0 0 ) / 7 0 4 0 0 ; 
if R <> 0 then A_coude := -arctan(sqrt( 1 - sqr(R)) ./ R) 
else A_coude := Pi Demi; 
if PX= 0 then R := PiDemi 
else R := arctan(PY ./PX); 
S := L3 * cos(A_Coude) + L2 ; 
if S = 0 then U := PiDemi 
else U := arctan(L3 * sin <A_Coude) / S); 
A_Epaule := R - U; 
A_poignet:= -T - A_Coude - A_Epaule; 
Corps := Round(A_Corps *18000 /Pi); 
Epaule := Round(A_Epaule *18000 / Pi); 
Coude := Round(A_Coude *18000 /Pi); 
Poignet := Round(A_Poignet *18000 /Pi); 
Resolution := true; 
Procedure Position_tcp; 
Var x,Py,Pz,A_Corps,A_Epaule~A_Coude,A_Poignet:real; 
begi1 
end; 
end. 
A_Corps :=(Corps/ 18000) *Pi; 
A_Epaule := (Epaule/ 18000) *Pi; 
A_Coude :=(Coude/ 18000) *Pi; 
A_Poignet :=<Poignet./ 18000) *Pi; 
Px := cos(A_Epaule) * L2 + cos (A_Epaule + A_Coude) * L3 + 
cos(A_Epaule + A_Coude + A_Poignet) * L4 ; 
Py := sin(A_corps) * Px; 
Px := cos<A_corps) * Px; 
Pz := sin(A_Epaule) * L2 + sin(A_Epaule + A_Coude) * L3 + 
sin(A_Epaule + A_Coude + A_Poignet) * L4 ; 
X := Round(Px * 100); 
Y := Round(Py * 100); 
Z := Round((Pz + L1) * 100) 
C 16 
j 
ANNEXE D 
IMPLEMENTATION DE LA COUCHE XYZ 
I 
I PLEMENTATION DES COMPETENCES DES OBJETS DE LA COUCHE XYZ. 
Canpetences du TCP 
Transformation ( Position_articulaire,Tcp) 
Voir module de la cinematique Annexe C . 
Transformation_inverse(Position_articulaire,Tcp ) 
Voir module de la cinematique_inverse Annexe C 
La:e t <Tep ,Ang 1 e) 
la:et<tcp (X ,Y,_,_,_,L),L) :-
cvrt_reel <X,XR), 
cvrt_reel (Y ,YR ) , 
angle_lacet(XR,YR,LR), 
cvrt_entier(LR,L),!. 
angle_lacet(real (Mx ,Ex ),r eal (My, Ey) ,Tl :- I* prem ier quadrant •I 
Mx > O, 
My >= 0, 
t i me sr (T 1 , r e al ( Mx , Ex) , r e a 1 (My , Ey) ) , 
ta.n<T ,Tl),'. 
an gle_lacet<real(Mx,Ex) ,real(My,Ey),T) :- I* deuxieme quadrant • I 
Mx < O, 
My )= 0, 
timesr<T1 ,real <Mx ,Ex) ,real (My,Ey)), 
tan<T2,T1), 
sumr (r·eal ( 180000000 ,3) ,T2,T ), ! . 
angle_lacet(real(Mx ,Ex),real(My,Ey),T) :- I• tro i s i eme quadra nt • I 
Mx < 0, 
My =< 0, 
t i me sr (T 1 , r e al <Mx, b) , r e a 1 (My, Ey) ) , 
tan<T2,T1), 
sumr ( r e a 1 ( 180 0 0 0 0 0 0, 3) , T2, T) , ! • 
angle_lacet(real(Mx,Ex),real(My,Ey),T) :- I• quatrieme quadrant •I 
Mx > 0, 
My = < 0, 
t i me sr CT 1 , r e al ( Mx , Ex) , r e a 1 (M:1, E:1) ) , 
tan<T2,T1), 
sumr(real (360000000 ,3) ,T2,T), ! • 
ang l e_lacet(real <0,0) ,real (0,0) ,T> :-
actuel le ( coord(T1 ,_,_,_,_)), 
c v _r e e 1 <T 1 , T) , ! • 
ang e_l acet(real <0 ,0) ,real <M,_) ,real (900000000 ,2)) :-
M )0,'. 
ang · e_lacet(real(0,0),real(M,_),real(270000000,3)) :-
M < 0,'. 
I* 
App~oche(Tcp1 ,Pente,Longueur,Tcp2) 
app r oche ( tcp<X,Y,Z,T,R,_),Pente,Lg,tcp (X 1 ,Y1 ,21 ,T,R,_) ) :-
transformation_ inverse(tcpCX,Y,2,T,R,_),coor d(L,_,_,_,_)), 
conversion_en_reel(L,LR), 
con version_en_reel(Pente,PR ) , 
con version_en_reel(Lg,LGR ) , 
cos <PR,CPR), cos(LR,CLR>, 
sin(PR,SPR), s in(LR,SLR>, 
timesr<LGR , SPR,DZR >, 
timesr (LGR,CPR,D1), 
timesr ( D1 ,CLR,DXR>, 
timesr ( D1 ,SLR,DYR ) , 
conversion_en_entier<DXR,DX) , 
conversion_en_entier(DYR,DY>, 
conversion_en_ent ierCDZR,D2 ) , 
Xl i s X DX, 
Yl i s Y DY, 
Z 1 i s 2 + DZ , 1 , 
*/ 
calcule_actuel(Tcp ) 
calcule_actuel (Tcp ) :-
I* 
actuel le(Pos), 
transformat ion ( Pos,Tcp ) , 
mod i f ier_tcp_act uel<Tcp ) , 1 • 
Initial isation_robot 
initialisation_robot :-
tcp_actue l (_), 
nest, 
calcule_actue l( Tcp), ! . 
initial i sation_robo t :-
.I* 
nest, 
reference (coord (0, ~10250,9000,9000,1875 )) , 
calcule_actuel (Tcp ) , ! • 
Î C p _3.C tue 1 (TC p) 
tcp_3.ctue l <Tep) :- actuel <Tep). 
Comp~tences du deplacement 
immed iat<Deplacement) 
---------------------
immediat(dep('J i t,Tcp)) :-
transformat ion_inverse (Tcp,Pos), 
immediat(mvt(Vit,Pos)), 
retract(actuel (_)), 
assert(actuel(Tcp)), ! , 
I* 
Vitesse_dep(Deplacement,Vitesse) 
--------------------------------
*/ 
vi tesse ( dep('Ji t,_) ,~)i t). 
l * 
[•est i na t i on_dep ( Dep 1 acemen t, Tep) 
--------------------------------
dest i nat ion( dep (_,Tcp ) ,Tep), 
* ·/ 
D!rn ier_dep <Deplacement ) 
------------------------
*/ 
der n i e r· _de p ( de p ('-) i t , Tc p) ) : -
dernier (mvt (Uit ,Pos )) , 
actuel (Tep). 
Campetences du tube 
Tolera nce (T ube,Tol ) 
-------------------
*I 
to l erence ( tube ,: tol (T) ,_,_), tol (T)), 
I* 
vi~esse_tube (Tube, Vit) 
----------------------
V i te sse ( tu be ( - 'V i t (V) ,_) 'V i t (V) ) • 
destination(tube(_,_,tcp(X,Y,2,T,R,L)),tcp CX ,Y,2,T,R,L> ) . 
I* 
destination_tube <Tube,Dest) 
---------------------------
destination(tube<_,_,tcp<X,Y,Z,T,R,L)),tcp(X,Y,Z,T,R,L)). 
/'I. 
parcourir(Tube) 
*I 
parcourir<tube<Tol ,Vit,Tcp)) :-
actuel <Atcp), 
I* 
cons t ru i r e _ t ra je c t o i r e <At c p , tube <T o 1 , 1J i t , Tc p ) , Tra j ) , 
parcourir<Traj), 
modifier-_tcp_actuel<Tcp),!. 
Competence du circuit 
destination_circ(Circuit,Tcp) 
*.I 
destination_circ(circ([tube(_,_,Tcp ) ]),Tcp). 
destin a t i on_c i r c (circ ( [tu be 1 1 R]) , Tc p) : -
des t in a t i on_c i r· c (circ (R) , Tc p) • 
*' ·' Parc ou r i r _c i r c <C i rc u i t) • 
parcourir(circ([T1IT2])) :-
actuel <Tep), 
constr _1 g_traJ ( 1 cp, L 111 1 LJ, 1), 
f-'0 1 \..VU I I l , \.1 Q,J '\ 1 ,, ., ' , • 
" n, , '- o. , ,, u , 1 11 .,, """ 1-1 u u 1 · , a o e t I n 1 't I on Cl e s c om p e t e n c e s de s o b j e t s de 1 a c ou c h e XY Z 
c on s t r _ 1 g_ t r a j (Tc p , ( ] , [ ] ) : - m o d i f i e r _ t c p _ac t u e 1 (Tc p ) , ! • 
c on s t r _ 1 g_ t r a j (Tc p , [T 1 1 T 2 ] , T r· a j ) : -
construire_tra j ectoire(Tcp,Tl,traj (Trajl)), 
destination(Tl ,Tcpl), 
constr _lg_traj(Tcpl ,T2,Traj2), 
fusionner (Trajl ,TraJ2,Traj). 
construire_trajectoire(Atcp,tube<Tol,Vit,Tcp ) ,Tra,i) :-
transformation_inverse(Tcp,Pos), 
e car t_ t c p_su cc e SS ifs (At c p , tube (T o 1 ,V i t , Tc p) ,N, De 1 ta) , 
cons t r (Tc p , ~) i t ,N, De 1 ta, t r aJ ( [mu t< 1,J i t, Pos)] ) , Tr aj) • 
constr<Tcp ,_,o ,_,T ,T) :- 1 • 
constr(tcp<X,Y,Z,T,R,_),Vit,N,delta ( Dx,Dy,Dz,Dt,Dr,_) ,traj(U),Traj) :-
Xl i s X - Dx, 
Yl i s Y - Dy, 
Z 1 i s Z - Dz, 
Tl isT - Dt, 
R1 i s R - Dr, 
transformation_inverse(tcp (Xl ,Yl,Zl ,Tl,Rl, ),Pos), 
Nl i s N - 1, -
cons t r ( t c p ( X 1 , Y 1 , Z 1 , T 1 , R l ,_) , V i t, N l , de 1 ta ( Dx, Dy, Dz , Dt, Dr,_) , 
tra.J([mvt (Vi t ,Pos ) Ill] ) ,Tr·a j ), 1 , 
constr( tcp(X,Y,Z,T,R,_) 1Vit,N,delta<Dx,Dy,Dz,Dt,Dr,_>,traj (U) 1Traj) :-
X1 i s X - Dx, 
Y1 i s Y Dy, 
Z 1 i s Z Dz, 
Tl is T Dt, 
Rl i s R Dr, 
Nl is N 1, 
cons tr ( t c p ()( 1 , Y 1 , 21 , T 1 , R 1 , _) , V i t ,Nl , de 1 ta <Dx, Dy, Dz , Dt , Dr , D 1 ) , t r aj ( U) , Tr aj) • 
ecart_tcp_successifs ( tcp(Xa,Ya,2a,Ta,Ra,La) ,tube (T o l ,V i t,tcp(X,Y,Z,T,R,L)), 
Xl is X Xa. , 
Yl i s Y Ya, 
Zl is Z Za, 
Tl i s T Ta, 
Rl is R - Ra, 
int(Xr,Xl>, 
int(Yr,Yl), 
i nt(2r ,21), 
sqr(Xr· ,Sqr xr), 
sqr (Yr ,Sqryr), 
sqr (Z r ,Sqrzr ) , 
sumr(Sqrxr,Sqryr,Trl), 
sumr(Trl ,Sqrzr ,Tr2), 
sqr<Distr,Tr2), 
int<Distr,Dist), 
dist_ma.x_entre_tcp<Tol ,Dma x) , 
N is CDist / Dma x) , 
N )0' 
Dx i s :X:1 
·' 
/ N, 
Dy i s Yl I N, 
Dz IS Zl / N, 
Dt is Tl / N, 
Dr is Rl / N, 
Nl is N - 1 ' 1 • 
Nl,delta<Dx,Dy,Dz,Dt,Dr,Dl)) :-
e : a r t _ t c p _suc ces s i f s C _, tu be (T o 1 , 1,) i t , t c p ( X , Y , 2 , T , R , L) ) , 0 , _) • 
d i st_max_entr·e_tcp (t ol<T),D) :- Dis T * 50. 
m~d i fier_tcp_actuel(Tcp) :-
retract ( actuel (_)), 
assert ( actuel <Tep)),!. 
m3difier_tcp_actuel<Tcp) :-
assert(actuel(Tcp)), 
j 
cvrt_reel <0 ,real (0 ,0)) :- ! . 
cv r t_reel <X,real (M,E)) :-
int ( real <M,El ) ,X ) , 
E i s El - 2, 
cvrt_entier(real<0,0 ) ,0 ) :- ! . 
cvrt_ent i er(real ( t1,E),X) :-
El i s E + 2, 
int ( real <M,El ) ,X). 
fusionner([], X, X) . 
fu s ionner ( [XIYl, U, [ X IZ]) :-
fus i onner <Y, U, 2). 
·-' . .. conversion_en_reel ( 0,real(0,0) ) 
conversion_en_reel <X ,real<M,E)) :-
i nt ( real <M,El ) ,X) , 
E i s El - 2, ! , 
co vers i on_en_entier ( real (M,E),X) :-
El i s E + 2, 
int(real <M,El) ,X), 1 , 
?- consul t(fp2), 
?- consult ( cinemat i que_inv_2 ) , 
?- consult ( c i nemat i que3 ) . 
?- ceir,sul t( interface art). 
ANNEXEE 
REALISATION D'UN BOITIER D'APPRENTISSAGE 
(CODE PROLOG) 
----------------------------------------
.I* 
MODULE D'APPRENTISSAGE 
----------------------
controle de l'ecran *I 
movetoO(,Y) :-
Xl i s X + 32, 
Yl i s Y + 32, 
Yl >= 32, Yl = < 63, 
Xl >= 32, Xl =< 119, 
put C27) ,put (6 1 > ,put(Yl) ,put (Xl) . 
effacer :- put(27),put(42), 
write-toe<,Y,Z) :-
moveto(X,Y), 
wr· ite(Z), 
readfr·om O< ,Y ,2 ) •-
wr i teto( X,Y,' ') , 
mot.1 eto (X ,Y), 
read(Z), 
wri teto (X ,Y,' ') , 
JJr i te t o O<, Y , 2) • 
I* programme teacher *I 
tea.cher :-
in i t i a 1 i sa t ion, 
epea. t, 
1 i r e _commande ,: X ) , 
t r· a i t e r· _ c omm an de ( X ) , 
X: == 1 ' ~ ' 
terminaison. 
/* hitialisation */ 
in i t i al i sati on : -
ef facer, 
writeto(0,2, ' _______________________ '), 
writeto(44,2, ' '), 
writeto(30,5,'T E AC HI N G 8 0 X'), 
writeto(30,6,' ____________ '), 
writeto(0,10,'Positions cartesiennes 
ur· i te t o ( 0 , 11 , ' 
l.!lr · teto<0,12, ' 
ur teto(58,10,'Tangage = degres ' ), 
ur teto(58,12,'Roulis = degres ' ), 
)( 
y 
., 
'-
ur teto<0,14,'Positions articulaires Corps 
ur teto<0,15, ' Epaule 
1,,1r teto<0,16, ' Coude 
= -' ) 
' =,) 
' = ·' ) 
' 
= ·')' 
=')' 
= ·' )' 
1,,1r1teto(0,17, ·' 
wr i te t c, < 0 , 1 8, ' 
Inclinaison= ') , 
Tors i on = ·' ) , 
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wr teto(58,14, ' Vi tesse = 
wr teto(58,16, ' Pas = 
wr teto(58,18,'Pas rot= 
wr teto(l0,24,'Commande :'), 
mm/ s ' ), 
mm' ) , 
Pas'), 
wr te to( 0, 28, ' _______________________ , ) , 
wr teto(44,28, ' ') , 
in tialisation_robot, 
immediat (mvt<vit C40 ) ,coord ( 0,0,o,o,o:>:>), 
retractall ( pas(_)), 
retractal 1 <vitesse(_) ), 
retractall ( pas_rotation (_ ) ), 
r et r ac ta l 1 < i n s truc t i on<_) ) , 
assert(pas(5000 )) , 
assert<vitesse_t <40)), 
assert(pas_rotation(1000)), 
a et u e 1 1 e _p os ( c o or d (T 1 , T 2 , T 3 , T 4 , T 5 ) ) , 
calcule_actuel ( tcp(X,Y,Z,T,R,L)), 
assert(stop), 
ecr · re_champsl (X) , 
ecr re_champs2 <Y) , 
ecr re_champs3 ( Z) , 
ecr re_champs4 (T) , 
ec r re_champs5 CR) , 
ecr re_champs6 (Tl ) , 
ecr1re_champs7 (T2 ) , 
ecrire_champs8 <T3 ) , 
ecr i re_champs9 (T4 ) , 
ecrire_champsl0 <T5 ) , 
ecr i re_champs11 ( 40 ) , 
ecrire_champs12 ( 50 00) , 
ecrire_champs13 ( 1000 ) . 
I* ecri tu r e des champs de l ' ecran *I 
ecrire_champsl(X) 
·- wr i te t c, ( 35, 1 0 , ' . 
ecrire_champs2 CX) 
·- wr i te t o ( 35 , 11 , ' . 
ecri ~e_champs3(X) 
·- 1,1/ r Î te t O ( 35 1 12 1 ' . 
ecrire_champs4 (X) 
·- wr i te t o ( 68, 10 , ' . 
ecr i ~_champs5OO 
·- writeto ( 68,12, ' . 
ecrire_champs6 (X ) 
·- wri teto ( 35,14, ' . 
ecr i re_champs7 (X) :- wr i te t o C 35 , 15, 1 
ecrire_champs8( X) 
·- wr i teto ( 35,16, ' . 
ecrir~_champs9 (X ) 
·- wr i teto ( 35 , 17, ' . 
ecrire_champs10 (X) 
·- wr i teto <35,18, ' . 
ecrire_champsll< X) 
·- wr i te t o < 68, 14 , ' . 
ecrire_champs12 (X ) 
·- writeto(68 , 16, ' . 
ecrire_champs13( X) 
·- wr i te t o ( 68, 18, ; . 
I* 1 ec ture de la commande et des champs */ 
1 i r e _ c omm an de < X ) : - m o v e t o < 3 5 , 2 4 ) , g e t 0 ( X ) • 
l ire_champs12( X) :- readfrom ( 68,16, X) . 
1 i r e _ c h am p s 1 3 ( X ) : - r e ad fr om ( 6 8 , 1 8 , X ) • 
I * te mina i son */ 
term i a i son :- nest,effacer. 
' ) , wr i te t o ( 35, 1 0 , X) . 
' ) , wr i te t o < 35, 11 , X) • 
' ) , 1)/r i te t o ( 35, 12, X) • 
' ),writeto ( 68,10, X) . 
') ,wr i te t o ( 68, 12, X:) • 
' ) , wr i te t o < 35, 14 , X) . 
' ) ,wr i teto ( 35,15, X) . 
' ) , wr i te t o ( 35, 1 6, X) . 
' ) ,wr i teto ( 35,17, X). 
' ) , tJJr i te t o ( 35, 1 8, X) . 
'),wr i teto(68,14, X) . 
'),1,11riteto (68,l6, X) . 
' ) , 1,11r i te t o ( 68, 1 8, X) • 
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I* t r aitement de commandes*/ 
trai er_commande ( 1), 
t ra i a r _commande < 2) : - t r ac e , ' • 
trai er_commande ( 3) :- notrace,', 
trai : er_commande ( 100 ) :-
tcp_actuel ( tcp (X ,Y,Z,T,R,_) ), 
v i tesse_t('J), 
pas ( P) , 
X1 i s X + P, 
i mme di a t ( de p ( V i t ( I,)) 1 t C p ( X 1 'y I z 'T 'R '_) ) ) ' 
actuelle_pos ( coor d<T1 ,T2,T3,T4,T5 )) 1 
ecr i re_champs1 (X 1) , 
ecr i re_champs6(T1 ) , 
ecr i re_champs7 <T2 ) , 
ecrire_champs8 (T3), 
ecr i re_champs9 (T4 ) , 
ecr i re_champs10 (T5 >, ! • 
tr a i ' e r _ c omm an de ( 1 0 4 ) : -
tcp_actuel(tcp (X ,Y,Z,T,R,_)) , 
v i tesse_t (V) , 
pas < P) , 
. X1 i s X - P, 
i mme di a t ( de p ( v i t ( 'J) , t c p ( X 1 , Y, Z , T, R, _ ) ) ) , 
actue l le_pos ( coord (T1 ,T2,T3,T4,T5 )) , 
ecrire_champs1 (X 1>, 
ecr i re_champs6 (T1 ) , 
ec rir e_cham ps7 (T2 ) , 
ec r i re_champs8 (T3) , 
ecr i re_cham ps9 CT4 ), 
ecr i re_champs1 0(T5 ) ,', 
t r a i t e r _ c omm an de ( 1 1 6 ) : -
tcp_actuel(tcp (X ,Y,Z,T,R,_) ) , 
v i tesse_t(V ) , 
pas ( P) , 
Y1 i s Y + P, 
i mme d i a t Cd e p < v i t <V) , t c p O<: , Y 1 , Z , T , R , _ ) ) ) , 
actue l le_pos ( coor d(T1 ,T2,T3,T4,T5 ) ), 
ecr i re_champs2 (Y 1) , 
ecr i re_champs6 (T1 ) , 
ecr i re_champs7 (T2 ) , 
ecrire_champs8 (T3 ) , 
ecr i re_champs9 (T4 ) , 
ecr i re_champs10 CT5 ) , ! , 
traiter_commande ( 118 ) :-
tcp_ac tue 1 (tep ()(, Y, Z, T, R ,_) ) , 
v i tesse_t (~)), 
pas ( P) , 
Y1 i s Y - P, 
i mme d i a t ( de p ( v i t (V) , t c p (X , Y 1 , Z , T , R, _) ) ) , 
actuelle_pos ( coord (T1 ,T2,T3,T4,T5 )) , 
ecrire_champs2 (Y 1) , 
I * f i n de tra va i l *I 
I * X := X + pas *I 
I * X := X - Pas*/ 
/ * Y := Y + Pas *I 
/* Y := Y - Pas*/ 
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ecrire_champs6 (Tl), 
ecrire_champs7 (T2), 
ecrire_champs8 <T3), 
ecrire_champs9 (T4), 
ecrire_champs10(T5) 1 !. 
tr ai ter _commande ( 102 ) :-
tcp_ac tue l ( tcp <X ,Y, Z ,T, R ,_> ) , 
v i tesse_t (1J ) , 
pas ( P), 
Zl i s Z + P, 
i mme di a t ( de p ( v i t (V) , t c p O< , Y, Z 1 , T, R ,_))) , 
actuelle_pos ( coord(Tl,T2,T3,T4,T5)), 
ecrire_champs3 ( Z1) 1 
ecr i re_champs6 (T1) 1 
ecr i re_champs7 CT2), 
ecrire_champs8 (T3 ) , 
ecrire_champs9(T4 ) , 
ecr i re_champs10 CT5 ) , 1 • 
traiter_commande ( 103) :-
tcp_actuel(tcpC X,Y,Z,T,R,_) ) , 
v i tesse_tnn , 
pas ( P), 
Zl is Z - P, 
i mm e d i a t ( de p < ,, i t (1.)) , t c p < X , Y , Z 1 , T , R , _) ) ) , 
ac tue 11 e_pos ( coord<T1, T2, T3 , T4, T5 )), 
ecr- i re_champs3 ( Zl ) , 
ecrire_champs6 (T1), 
ecr i re_champs7 (T2 ) , 
ecrire_champs8 (T3 ) , 
ecr i re_champs9 (T4 ) , 
ecr i re_champs10 CT5 ) 1 1 • 
I* Z := Z +Pas*/ 
I * Z := Z - Pas*/ 
tr a i t er- _ c omm an de < 4 4 ) : - I * Mi se a jour du pas de rotat i on des art i culations *I 
1 i r e _ c h am p s 1 3 ( Z ) , 
i n te ger- ( 2 ) , 
retract ( pas_rotat i o~ (_ ) ), 
assert ( pas_rotation ( Z) ) , 1 • 
t r a i t e r _ c omm a. n de ( 4 4 ) : -
pas_rotat i on OO , 
ecrire_champs 13CX), 
put ( ? ) ,! . 
tra i ter_commande ( 10 7) :-
1 i r e _ c h am p s 1 2 < Z ) , 
integer(Z ) , 
retract ( pas <_ )) , 
assert ( pas ( Z)) , ! . 
tra i ter_commande ( 10 7) :-
pas( X) , 
ecrire_champs12 CX 1), 
put( ?) , 1 • 
I* Mise a jour du Pas*/ 
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tra.iter_commande ( 105) :-
v i tesse_t(X), 
Xl i s X + 40, 
X1=<400,!, 
retract(vitesse_t(_)), 
ecrire_champs11<X1) 1 
assert(vitesse_t<Xl)),!. 
trc i ter _commande ( 111) :-
vitesse_ t (X), 
Xl i s X - 40, 
Xl =< 400, ! , 
retract(vitesse_t(_)), 
ecrire_champs11(X1), 
assert(vitesse_t(X1)) 1 1 • 
I* Vitesse ;=Vitesse + 40 mm/ s *I 
I* Vitesse ;= Vi tesse - 40 mm/s */ 
t r ë. i te r _commande ( 1 21 ) : -
tcp_actuel(tcpCX,Y,Z,T,R,_)), 
pas_rotat i on(P), 
I* Tangage :=Tangage+ pas rotat i on *I 
TT is T + P, 
v i tesse_t(V), 
i mm e d i a t C de p ( v i t( V ) , t c p 0( , Y , Z , TT , R , _) ) ) 1 
actuelle_pos(coord(T1 ,T2,T3,T4,T5)), 
ecr i re_champs4 (TT), 
ecrire_champs6 (T1), 
ecrire_champs7(T2), 
ecrire_champs8(T3), 
ecrire_champs9 CT4), 
ecrire_champs10(T5), 1 • 
t rë. i t e r _ c omm an de ( 11 0 ) : -
tcp_actuel ( tcp (X ,Y,Z,T,R,_)), 
pas_rotation(P ) , 
I• Tangage := Tangage - pas rotation *I 
TT is T - P, 
v i tes:e_t(l)), 
immediat Cdep Cvi t(V) ,tcp (X,Y, Z,TT,R,_))), 
a et u e 1 1 e _p o !: ( c o or d (T 1 , T 2 1 T 3 , T 4 1 T 5 ) ) 1 
ecrire_champs4(TT) 1 
ecrire_champs6 (T1), 
ecrire_champs7(T2), 
ecr i re_champs8 (T3), 
ecrire_champs9(T4), 
ecrire_champs10 (T5), 1 • 
traiter_commande(117) :-
pas_rotation(P), 
tcp_actuelCtcp< X,Y ,Z,T,R,_)), 
/*Roulis :=Roulis+ pas rot~.tion *.l 
R1 is R + P, 
v i tesse_t( 1J), 
i mme di a t < de p ( v i t <V) , t c p 0( , Y, Z , T , R 1 , _) ) ) , 
ecrire_champs5(R1), 
ecrire_champs10(Rl),!. 
trciter_commande ( 109) :-
pas_rotation(P ) , 
tcp_actuel(tcp (X ,Y,2,T,R,_)) 1 
I* Roulis := Roulis - pas rotat i c,n • I 
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Rl is R - P, 
v i tesse_t( 1.J), 
i mme di a t ( de p ( v i t (V) 1 t cp (X I Y 1 2 1 T I R 1 ,_))) 1 
ecrire_champs5(R1), 
ecrire_champs10(R1) 1 !. 
t:6 
traiter _commande ( 32 ) :-
re trac ta l l (stop ), 
v i tesse_t(V), 
I* Enregistrement de la position actuelle du SMA */ 
actuelle_pos (Pos), 
assertz(instruction(mvt(vit(V),Pos))),!. 
tra i ter _commande(57) :- stop, 1 • 
tra i ter _commande,: 57) :-
asser t <stop), 
assertz(instruction(stop)),!. 
I* Interruption du mouvement continu*/ 
tra i ter _commande(45) :-
assert(stop), 
asser tz (instruction (stop)), 
fermer(force(5,0,10)), 
assertz(instruction ( close_grip )),!. 
tra i ter_commande(61) :-
assert(stop), 
assertz (i nstruction ( ~.top)), 
ouvrir(force <5,0,10) ) , 
assertz ( instruction(open_grip)),!. 
I* Fermeture de la pince*/ 
I* Ouverture de la pince *I 
tra , ter_commande ( 42 ) :-
initialiser, 
I* Execut ion du programme enregistre*/ 
retractal l (tra.jectoire(_)), 
assert(trajectoire ( [J)), 
assertz(instruct ion(fin_travail)), 
repeat, 
instructionOO, 
traiter (X), 
X== fin_travail, 
r et r ac t ( i n s truc t i on ( f i n_ t r av a i 1 ) ) , ! • 
tra i ter(fin travail) :- trajectoire([) ),! . 
traiter(fin travail) :-
retract(trajectoire CX)) , 
parcourir(traj(X)), 
assert(trajectoire C[J) ) ,!. 
traiter(stop) :- trajectoire([]),!. 
t rai ter (stop) : -
retract(traJectoire(X)), 
parcourir(traJ(X)), 
assert(trajectoire([))),!. 
traiterCopen_grip) :-
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ouvrir(force(S,0,10)) 1 1 , 
tra i ter(close_grip ) :-
fermer(fo r ce <S,0,10 )) , 1 • 
tra i ter (m1Jt (X,Y )) :-
retract ( tra j ectoire(T) ) , 
append3 (T,[m vt <X,Y ) J,U ) , 
assert ( tra j ectoire<U>>, 1. 
trai ': er _commande ( 53 ) :- Destruction du programme en mem oir e *I 
retractal l (i nstruction (_ )) , 1. 
t r a i : e r _ c omm an de ( 5 4 ) : - Sau vetage du pr ogramme enreg i t r e *I 
te 11 < ·' programme_robot ' ), 
sa ve_al 1 ( instruction OO) , 
to 1 d, ! • 
sa \J e_al 1 ( X) :-
cal 1 ( X), 
record (X) , 
fa i 1. 
save_a 11 00 . 
record (X) :- 1A1 r i te (X) ,write ( 1 , 1 ) ,nl. 
tra i ter _commande ( 55 ) :- I* chargement d ' un programme robot *I 
see( ' programme_robot ' ) , 
retractall ( ins t ruction (_ )) , 
re pea.t , 
read OO , 
trt c:o , 
eof, 
seen, 1 • 
trt ( (?- end )) . 
t r t (X) :-assertz (X) . 
traiter _commande ( 49) :- .I* Co r ps := corps + pas *I 
pas_rotat i on ( P) , 
actuelle_pos ( coord (Tl ,T2,T3,T4 ,T5)), 
Rl is Tl + P, 
val ide ( coord ( Rl ,T2,T3,T4,T5 )) , ! , 
v i tesse_t(V), 
immediat(m vt (v it CV ) ,coord ( Rl ,T2,T3,T4,T5 ))) , 
calcu l e_actuel(tcp (X ,Y,Z,_,_,_) ), 
ecr i re_champs6 ( Rl ) , 
ecr i re_champsl (X) , 
ec ri re_champs2 (Y) , 
ecrire_champs3 ( Z) , ! . 
tra i ter _commande(50) :- I* Corps := corps - pas*/ 
pas_rotation (P) , 
actuelle_pos ( coord (Tl,T2,T3,T4,T5 ) ), 
Rl i s Tl - P, 
va l i de ( cc,ord ( Rl ,T2,T3,T4,T5 )) , 1, 
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vitesse_t(V), 
immediat(mvt(vit(V),coord(Rl ,T2,T3,T4,T5 ))) , 
calcule_actuel<tcp(X,Y,Z,_,_,_)) , 
ecrire_champs6(R1 ) 1 
ecr i re_champsl(X), 
ecrire_champs2 (Y) , 
ecr i re_champs3( Z), ! . 
trai t er_commande(113 ) :- I* Epaule := epaule +pas*/ 
pas _rota t i on ( P) , 
actuelle_pos(coord(Tl ,T2,T3,T4,T5)), 
R2 is T2 + P, 
val ide(coord(Tl,R2,T3,T4,T5 )),! , 
v i tesse_t('J), 
i mme di a t (mv t ( v i t (V) , c oor d (T 1 , R2, T3, T 4, T5 ))) , 
calcule_actuel ( tcp (X ,Y,Z,T,_,_)), 
ecrire_champs7 (R2> , 
ecr ir e_champsl (X) , 
ecr i re_champs2 (Y) , 
ecr i re_champs3 (Z) , 
e c r i r e _ c h am p s 4 (T ) , ! • 
t r a i r: e r _ c omm an de < 11 9 ) : - I* Epaule := epaule - pas*/ 
pas_rotation(P ) , 
ac t u e 1 1 e _p os ( c o or d (T 1 , T 2 , T 3 , T 4 , T 5 ) ) , 
R2 is T2 - P, 
val ide(coord<Tl ,R2,T3,T4,T5 )) , 1 , 
vitesse_t('J), 
immediat(mvt(vit(V),coord (Tl,R2,T3,T4,T5 ))) , 
calcule_actuel Ctcp (X ,Y, Z,T,_,_)) , 
ecr i re_champs7 ( R2), 
ec ri re_champsl (X) , 
ecr ir e_champs2 (Y ), 
ecr ir e_champs3( Z), 
ecr i re_champs4<T),'. 
t r a i ,: e r _ c omm an de ( 9 7 ) : -
pas_rotat i on ( P), 
actuelle_pos ( coord (T l ,T2,T3,T4,T5)), 
R3 i s T3 + P, 
val i de ( coord<Tl ,T2,R3,T4,T5)), ! , 
vi tesse_tnn' 
/ * Coude :=coude+ pas */ 
i mme d i a t (mv t < v i t nn , c oor d <T 1 , T2, R3, T 4, TS ))) , 
calcule_actuel ( tcp< X,Y,Z,T,_,_)), 
ecrire_champs8CR3), 
ecr i re_champsl (X), 
ecrire_champs2 (Y) , 
ecr i re_champs3 ( Z), 
ecr i re_champs4<T), ! • 
tra i : er_commande ( 115 ) :-
pas_rotation(P ) , 
actuelle_pos ( coord (Tl ,T2,T3,T4,T5)), 
R3 i s T3 - P, 
val i de ( coord<Tl ,T2,R3,T4,T5)), ! , 
v i tesse_t (V) , 
/* Coude := coude - pas *I 
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immediat(mvt(vit(V),coord(T1,T2,R3,T4,T5))), 
calcule_actuel(tcp(X,Y,Z,T,_,_)), 
ecrire_champs8CR3), 
ecrire_champsl( X) , 
ecrire_champs2<Y>, 
ecrire_champs3(2), 
ecr i re_champs4<T), ! , 
traiter_commande<122 ) :- I* Tangage po ignet := tangage poignet + pas *I 
pas_rotation(P), 
actuelle_pos<coord(Tl ,T2,T3,T4,T5)), 
R4 is T4 + P , 
val ide(coord<Tl ,T2,T3,R4,T5 )) , ! , 
v i tesse_t (,)), 
immediat<mvt(vit(V),coord<Tl ,T2,T3,R4,T5 ))) 1 
calcule_actuel(tcp(X,Y,Z,T,_,_)) 1 
ecrire_champs9(R4), 
ecrire_champsl(X ) , 
ecrire_champs2 (Y) , 
ecrire_champs3(2), 
e cri re_c hamps4<T) , ! • 
traiter _commande ( 120) :- I* Tangage poignet := tangage poignet - pas *I 
pas_rotation <P>, 
actuelle_pos ( coord (T1,T2,T3,T4,T5) ) , 
R4 is T4 - P, 
val i de ( coord<Tl ,T2,T3,R4,T5)), ! , 
vit esse_ t (,)) , 
immediati:mvt(vi t('J) ,coc,rd<Tl ,T2,T3,R4 ,T5 ))) , 
calcule_actuel ( tcp<X,Y,Z,T,_,_)) 1 
ecrire_champs9 (R4) , 
ecr i re_cham ps1 (X) , 
ecr ir e_champs2 (Y) , 
ecrire_champs3 (2), 
ecr ir e_champs4 <T> ,'. 
tra · ter_commande (X) :- put(?). 
append3 ( [J, X , X):-!. 
apptnd3 ( [XIYJ, U, [XIZJ) :-
apperrd3(Y, LI, 2 ) . 
?- consulte interface_xyz). 
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