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Resum 
Al llarg d’aquest treball s’estudien diverses eines criptogràfiques i es desenvolupen dos 
sistemes electrònics que permetin al seu usuari comunicar-se amb diversos sistemes 
externs amb seguretat i comoditat, de manera que es garanteixi la confidencialitat i la 
integritat de les dades que es transmetin, alhora de dificultar que qualsevol agent extern hi 
pugui interferir o fins i tot fer-ne ús en el cas que aquest sistema caigués en les seves mans. 
Aquest sistema es basa en l’ús d’un mòdul de Texas Instruments eZ430-Chronos, que es 
tracta d’un microcontrolador contingut en format de rellotge digital, el qual a més de les 
funcions bàsiques de tot rellotge conté una sèrie de sensors (de temperatura, pressió i 
acceleròmetres) i funcions afegides que permeten el desenvolupament d’eines 
criptogràfiques, entre d’altres. Això pot permetre a l’usuari, per exemple, obrir i tancar la 
porta de casa, accedir al seu compte bancari, enviar dades a un ordinador... sense cap eina 
més que aquest dispositiu, amb la tranquil·litat de que únicament ell en podrà fer ús i que 
per tant, en cas de robatori no se’n pugui treure profit i accedir a cap d’aquests sistemes, ja 
que son necessàries diverses peces d’informació per poder fer-ho. 
El mètode emprat per aconseguir desenvolupar aquests sistemes es basa en la 
implementació de programes informàtics dins el microcontrolador que codifiquin i 
emmagatzemin dades úniques i personals de l’usuari, preses mitjançant els esmentats 
sensors o les funcions estàndard del rellotge, i que posteriorment es facin servir cada cop 
que aquest vulgui fer una sèrie d’accions com a mètode d’autentificació. Aquests sistemes o 
serveis externs (com ara la porta o l’ordinador ja anomenats) poden ser simulats per un 
ordinador, i cada cop que se n’intenti fer ús es comunicarien amb el dispositiu intercanviant 
una sèrie de claus, i finalment verificarien que la persona que hi intenta accedir és 
efectivament l’usuari legítim del dispositiu. En el primer sistema desenvolupat, el cas que 
una altra persona intenti fer-ne ús, per molt que tingui el dispositiu la verificació no es podrà 
dur a terme satisfactòriament i per tant els sistemes seguiran sent segurs. En el segon 
sistema desenvolupat, en el cas que un atacant interfereixi en la comunicació i obtingui una 
clau d’accés el servei al qual es vol accedir romandrà segur, ja que les claus són d’un sol ús 
i són vàlides durant un breu període de temps, per garantir que ningú més les pugui fer 
servir. 
Finalment i després de tot el procés de recerca i desenvolupament, s’han aconseguit 
desenvolupar ambdues aplicacions plantejades. La primera ha estat compilada amb èxit, 
encara que no s’ha pogut posar a prova, i la segona ha estat compilada i executada amb 
èxit, concloent de forma satisfactòria el seu desenvolupament. 
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1. Glossari 
 AES: acrònim del sistema de d’encriptació de dades que es fa servir al llarg d’aquest 
treball, corresponen a Advanced Encryption Standard. És un dels sistemes de 
codificació més emprats actualment, degut a la seva versatilitat, relativa facilitat 
d’implementació i elevat nivell de seguretat. 
 AND: operador lògic conjunció (també anomenat “i”), pren com a valor cert si tots els 
operands són certs, i pren com a valor fals si algun dels operands és fals. Es pot 
representar amb els símbols  o . 
 Col·lisió: es diu que es produeix una col·lisió quan dos missatges tenen el mateix 
valor hash o compressió. Això es pot produir quan es vol passar d’informació 
provinent d’un conjunt molt gran a un conjunt molt més reduït, que és el que solen 
buscar les funcions hash. 
 CPU: acrònim en anglès d’Unitat Central de Processament. És el component d’un 
ordinador o qualsevol dispositiu programable que interpreta les instruccions dels 
programes i processa les dades. 
 Funcions hash: també anomenades funcions resum, prenen com a entrada una 
cadena de dades de longitud variable i tenen com a sortida una altra cadena de 
longitud fixa, anomenada hash. La seva propietat principal és que si dos hash 
obtinguts amb la mateixa funció són diferents, llavors les respectives entrades que 
els han generat també són diferents. 
 HMAC: tipus de MAC que basa la seva construcció en funcions hash en combinació 
amb una clau secreta. En general presenta un nivell de seguretat major que els MAC 
convencionals basats en blocs. 
 MAC: sigles del mètode de verificació general que es fa servir per comprovar que el 
missatge enviat per l’usuari al sistema receptor efectivament l’ha enviat ell i que cap 
agent extern l’ha modificat, corresponen a Message Authentication Code. 
 Mode OCB: sigles de Offset Codebook Mode, es tracta d’un mode d’operació 
especial per a xifrats de blocs, dissenyat per implementar en un sol algorisme els 
sistemes de verificació MAC i el d’encriptació AES. D’aquesta manera s’aconsegueix 
reduir el temps d’operació de forma notable. 
 Offset: enter que indica, dins un vector o una estructura, la distància des de l’inici de 
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l’objecte i un punt o element donat. Normalment s’utilitza per indicar el nombre de 
posicions de memòria sumades a una adreça base per aconseguir arribar a una 
adreça específica. Per aquest motiu també es pot conèixer com a adreça relativa. 
 One Time Pad: tipus d’algorisme de xifratge que combina el missatge original amb 
una clau aleatòria de la mateixa longitud, i que només s’utilitza una vegada. Si la clau 
és totalment aleatòria i no es reutilitza resulta un mètode impossible de trencar. 
 Operació mòdul: donats uns números a i b, el resultat de l’operació a mod b és el 
residu de dividir a entre b. Per exemple, 7 mod 5 és 2, ja que el residu de dividir 7 
entre 5 és 2. 
 OR: operador lògic disjunció inclusiva (també anomenat “o”), pren com a valor cert si 
un o més dels operands són certs, i pren com a valor fals si cap dels operands és 
cert. Es representa amb el símbol   o . 
 RAM: acrònim en anglès de Memòria d’Accés Aleatori. Està composta per 
dispositius que permeten l’escriptura i lectura de dades aproximadament en el mateix 
temps. Sol ser un tipus de memòria volàtil, és a dir, que quan els dispositius es 
desconnecten la informació que contenen es perd. 
 XOR: operador lògic disjunció exclusiva (també anomenat “o” exclusiva), només 
pren com a valor cert si un dels dos operands és cert, i pren com a valor fals si cap 
dels dos operands (o tots dos) són certs. Es representa amb el símbol ⊕. 
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2. Introducció 
2.1. Motivació 
Avui en dia una de les grans preocupacions de la societat és la confidencialitat de les dades 
i la informació personal. Amb el desenvolupament de les tecnologies s’han anat creant 
dispositius cada cop més avançats i que permeten als usuaris fer més tasques quotidianes 
de forma més ràpida i còmoda. Per contra, aquesta tecnificació i expansió també suposa 
una major dependència d’aquests dispositius que solen contenir dades personals, i per tant 
poden fer els usuaris més vulnerables davant d’un mal ús.  
Com a exemple més comú de les tecnologies actuals i aquest risc derivat estan els 
smartphones. Amb un únic terminal es poden fer trucades, enviar missatges, fer fotografies, 
navegar per la xarxa, utilitzar milers d’aplicacions diferents, comprar pràcticament qualsevol 
cosa en qüestió de segons... amb els riscos que tot això implica, i és que el més probable és 
que en cas de perdre el terminal (o de robatori) la persona que el tingui pugui accedir a tot 
tipus d’informació personal de l’usuari, accedir a tots els seus comptes i per tant suplantar la 
seva identitat sense dificultat. 
Així doncs, resulta interessant la possibilitat d’aprofitar aquestes tecnologies per 
desenvolupar sistemes que permetin realitzar algunes d’aquestes tasques quotidianes en 
les quals la confidencialitat és vital, de manera que la seguretat de la informació de l’usuari 
no es vegi compromesa. 
2.2. Objectius del projecte 
L’objectiu principal d’aquest projecte és crear un sistema que, mitjançant un mòdul en forma 
de rellotge digital, permeti a l’usuari identificar-se com a tal de forma ràpida i segura a l’hora 
de realitzar una sèrie d’interaccions amb altres sistemes (com per obrir la porta de casa, 
accedir al compte bancari, iniciar sessió a un ordinador...).  
Aquest sistema a més ha de garantir que cap altre usuari pugui fer ús d’aquests altres 
sistemes externs, fins i tot comptant amb el rellotge, sense conèixer el funcionament i la 
informació que conté el dispositiu, ja que aquest ha de poder detectar que la persona que 
l’està utilitzant no és el seu usuari habitual i/o ha de requerir d’altres peces d’informació que 
només l’usuari legítim pot tenir. 
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2.3. Abast del projecte 
El primer que es busca en aquest projecte és trobar la manera d’identificar l’usuari del 
sistema com a tal, mitjançant els sensors de què es disposa. Aquests permeten prendre una 
sèrie de dades limitades, de manera que per a aquest estudi no es comptarà amb dades 
biomètriques, que serien les més difícilment reproduïbles per un usuari no desitjat. 
Es tractarà que els sistemes amb els quals interacciona el mòdul siguin simulats mitjançant 
un ordinador, donada la dificultat de treballar amb la mena de sistemes reals als quals es 
necessitaria accés, així com la complexitat de fer-los compatibles per a aquest ús. 
Per tal de garantir la seguretat del sistema i evitar errors d’implementació, en aquest projecte 
es faran servir les funcions de l’algorisme AES ja contingudes dins el mòdul. A més 
l’algorisme de verificació de missatges utilitzat també serà un de funcionament ja comprovat, 
basat en el generador de funcions hash SHA-1. 
Posteriorment es valorarà la opció d’ampliar la seguretat implementant un segon sistema 
d’autentificació en dos passos, de manera que a més de la informació prèvia de l’usuari es 
requereixi una clau aleatòria d’un sol ús, generada pel mòdul en el moment i únicament 
després d’haver verificat que l’usuari és qui intenta accedir als sistemes. 
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3. Algorismes d’encriptació 
 
3.1. Fonaments de la criptografia1 
Un dels principals objectius de la criptografia és transformar informació o dades de manera 
que aquesta no sigui reconeixible i que per tant algú que la vegi i no es vulgui que en tingui 
accés no la pugui desxifrar fàcilment. És a dir, el que es busca és assolir privacitat. A l’hora 
d’enviar o emmagatzemar dades un usuari les encripta o xifra, de manera que només el 
receptor pugui desencriptar o desxifrar el missatge i per tant recuperar la informació en el 
seu format original. Aquestes transformacions es duen a terme amb l’ús d’algorismes i claus 
que busquen garantir la confidencialitat en el procés. 
Aquest objectiu en porta associat un altre d’igual importància, i aquest és l’autentificació. I és 
que no només és important poder enviar i rebre dades en un format segur, sinó que també 
ho és poder garantir que aquestes dades provenen realment de l’emissor original. Amb els 
algorismes d’autentificació el receptor busca comprovar aquest origen a partir d’alguna 
informació que només podria provenir de l’emissor que s’espera. 
Un dels problemes als quals ha de fer front qualsevol sistema de comunicació és la possible 
pèrdua d’informació pel camí de l’emissor al receptor. En el cas de la criptografia no només 
es vol garantir l’arribada de tota la informació, sinó que a més s’ha de poder comprovar que 
en cap moment s’ha modificat aquesta informació durant la transmissió. Per això la integritat 
de la informació és un dels conceptes clau en món criptogràfic. 
A l’hora de dur a terme aquests objectius es pot distingir entre dos tipus d’algorismes segons 
el tipus de clau que facin servir per fer tot el procés de xifrat/desxifrat de dades.  
Per una banda els algorismes amb clau secreta utilitzen una única clau tant per encriptar 
com per desencriptar els missatges. Aquests algorismes també s’anomenen de xifrat 
simètric. 
Per altra banda, també existeixen algorismes amb clau pública que fan servir més d’una 
clau per al seu funcionament. En aquests casos cada membre involucrat en la comunicació 
disposa d’una clau pública i una clau privada. Aquesta clau privada és secreta en tot 
moment i és la que es fa servir per desxifrar els missatges, mentre que la clau pública és 
                                                 
1
 PAAR C., PELZL J., Understanding Cryptography, A Textbook for Students and Practitioners. 
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coneguda i només s’utilitza per encriptar els missatges abans d’enviar-los. Aquests 
algorismes també s’anomenen de xifrat asimètric. 
3.2. Tipus d’atacs 
Principalment els possibles atacs als sistemes de xifrat es classifiquen en dos grans grups: 
atacs a l’algorisme i atacs a la seva implementació. A continuació es fa una visió general 
sobre els atacs més freqüents amb l’objectiu de saber a què ha de fer front un sistema de 
xifrat per tal que sigui segur. 
Atacs a l’algorisme 
- Atacs al missatge xifrat: en aquest cas l’atacant només té accés als missatges 
xifrats que surten de l’algorisme. Un bon algorisme ha d’estar dissenyat de manera 
les seves sortides no revelin cap mena d’informació sobre els missatges d’entrada, ja 
que altrament l’atacant podria acabar descobrint el seu funcionament i desxifrant tots 
els missatges analitzant les sortides. 
- Atacs amb missatge conegut: l’atacant compta amb una sèrie de parelles de 
missatge d’entrada i missatge xifrat. Un bon algorisme ha de dificultar la tasca de 
trobar la seva clau i el seu funcionament a partir d’aquestes parelles, encara que 
l’atacant pogués realitzar una recerca exhaustiva de claus. 
- Atacs amb tria de missatge xifrat: l’atacant ha obtingut el xifrat d’alguns missatges 
de la seva elecció, fent ús de l’algorisme, ja sigui enganyant el sistema o de forma 
consentida (per exemple quan es vol posar a prova aquest sistema). Amb aquesta 
informació l’atacant pot intentar trobar la clau per desxifrar qualsevol altre missatge. 
- Atacs amb tria de missatge: en aquest cas l’atacant pot triar missatges per 
d’obtenir el xifrat d’aquests. A base d’escollir els missatges adequats i observant els 
missatges xifrats que s’obtenen, si l’algorisme no està ben dissenyat l’atacant podria 
arribar a descobrir el seu funcionament i la seva clau, fent-lo totalment insegur. 
- Atacs amb claus relacionades: amb aquests tipus d’atacs es parteix d’un primer 
valor de clau i es va incrementant successivament, fins a obtenir la clau correcta o 
per contra prou informació com per poder esbrinar-la de forma analítica. 
- “Atac d’aniversari”: aquest es tracta d’un tipus d’atac especial, basat en 
matemàtica i un compromís espai-temps. Es basa en el fet que si una funció pot 
produir un nombre de resultats determinat, tots ells igualment probables, llavors si 
aquesta s’avalua un cert nombre de vegades és molt probable que es trobin dos 
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resultats iguals, fet que es coneix com a col·lisió i que s’explicarà més en profunditat 
a l’apartat 4.1. 
Atacs a la implementació 
- Atacs de sincronització: amb aquest tipus d’atacs s’analitza el temps d’execució de 
l’algorisme a l’hora d’encriptar i desencriptar els missatges. Si el temps no és 
constant l’atacant podria obtenir informació sobre el seu funcionament, per exemple 
observant quan s’executen certes parts de l’algorisme i amb un altre tipus d’atac 
tractar d’esbrinar les operacions que s’estan duent a terme. 
- Atacs d’anàlisi de consum: l’atacant pot observar la informació d’una mesura del 
consum (estàtic o dinàmic) de la implementació de l’algorisme per trobar bits de la 
clau que fa servir, de manera que s’analitza la relació entre les operacions que 
realitza i el consum que comporta. Una altra opció és realitzar una anàlisi de consum 
diferencial, filtrant el soroll amb múltiples mesures i analitzant així la relació entre les 
dades processades i el consum. 
- Atacs d’anàlisi electromagnètic: l’atacant analitza les radiacions 
electromagnètiques que es produeixen dins el circuit quan l’algorisme està en 
funcionament, de manera que pot arribar a obtenir informació sobre les operacions 
que realitza o trobar el valor d’alguns bits en el moment de la mesura.  
- Atacs amb missatges d’error: aquest tipus d’atac aprofita els missatges d’error 
donats pel sistema per extreure’n informació. Per exemple, com es veurà més 
endavant, hi ha molts algorismes de blocs que afegeixen un pad al final del missatge 
original per tal de quadrar la mida dels blocs. Un atacant hàbil pot forçar missatges 
d’error a partir d’aquest fet per tal d’obtenir informació de l’algorisme. 
3.3. Algorisme AES 
3.3.1. Introducció 
L’AES (Advanced Encryption Standard, estàndard avançat d’encriptació) és un algorisme 
d’encriptació per blocs i simètric adoptat com a estàndard l’any 2001 pel NIST (National 
Institute of Standards and Tecnology dels Estats Units). Es va adoptar com a estàndard 
oficialment després de proposar un concurs per tal d’actualitzar l’estàndard previ, ja que el 
que hi havia fins llavors, l’anomenat DES (Data Encryption Standard, estàndard d’encriptació 
de dades) havia deixat de ser segur a causa dels avenços tecnològics i l’alternativa existent, 
el 3DES (abreviació de Triple DES), que consisteix en aplicar l’algorisme DES 3 vegades, tot 
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i ser aparentment segur era massa lent i costós d’implementar. 
Es tracta d’un sistema de xifrat que tracta blocs de text de 128 bits (16 bytes) i que fa servir 
claus de 128, 192 o 256 bits. El número d’iteracions que ha de fer l’algorisme per encriptar 
(o desencriptar) el text depèn d’aquesta mida de clau, necessitant 10, 12 o 14 voltes 
respectivament. A més, l’algorisme AES està format per capes. A cadascuna es tracta tot el 
bloc complet de 128 bits i n’hi ha de tres tipus: capa d’addició de clau, capa de substitució de 
bytes i capa de difusió. Cadascuna d’aquestes serà explicada amb detall al següent apartat. 
3.3.2. Xifrat 
L’algorisme d’encriptació (definit com a E(k,x)) pren com a entrades un bloc de text x i una 
clau k i realitza una sèrie d’operacions fixades a cada volta per tal d’encriptar el text i obtenir 
el bloc xifrat y. L’estructura general que segueix l’algorisme d’encriptació de l’AES és la 
següent: 
 
Figura 3.1: Estructura de l'algorisme de xifrat AES. 
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A continuació s’explica en què consisteixen aquestes operacions. 
- Capa de substitució de bytes: en primer lloc es defineix el bloc de text inicial com 
una matriu 4x4 (ja que és de 16 bytes), a la qual a cada posició li correspon un únic 
byte. En segon lloc es realitza una substitució a cadascun d’aquests bytes segons 
una S-Box (Substitution Box), que es tracta d’una taula predefinida que assigna un 
valor hexadecimal a cada possible byte que se li entri. Aquest és l’únic element no 
lineal de l’algorisme d’encriptació, i ha estat dissenyat de manera que sigui bijectiu, 
és a dir, que a cada entrada li correspongui una única sortida i a cada element de la 
sortida només li correspongui un de l’entrada. 
 
Figura 3.2: S-Box de l'algorisme de xifrat AES. 
- Capa de difusió:  a l’algorisme AES aquesta capa consta de dues subcapes, que 
realitzen operacions amb files i columnes del bloc de text per tal de barrejar la 
informació (és a dir, provocar una difusió, com el seu nom indica).  
La primera subcapa realitza de forma cíclica un desplaçament dels bytes de cada 
fila, de manera que a la sortida la primera fila queda intacta, a la segona els bytes 
s’han desplaçat una posició cap a l’esquerra, a la tercera s’han desplaçat dues 
posicions cap l’esquerra i finalment a la quarta s’han desplaçat tres posicions. 
(
         
         
          
          
)  (
         
         
          
          
) 
Figura 3.3: Operació de desplaçament de files de l’algorisme de xifrat AES. 
La segona subcapa fa una barreja dels bytes a cada columna a la matriu resultant de 
l’operació anterior, multiplicant cadascuna per una matriu fixa (operant en camps 
finits). 
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(
  
  
  
  
)  (
        
        
        
        
)  (
  
  
   
   
) 
Figura 3.4: Operació de barreja de columnes de l’algorisme de xifrat AES. 
- Capa d’addició de clau: en primer lloc l’algorisme agafa la clau k original n’extreu 
11 subclaus (una per fer una addició inicial i les altres 10 operar a cada volta), 
seguint el següent esquema. Al final de cada volta simplement es realitza una 
operació XOR entre la subclau i el bloc de text. 
 
Figura 3.5: Estructura del generador de claus de l'algorisme AES. 
3.3.3. Desxifrat 
Les operacions realitzades a l’algorisme d’encriptació no són reversibles, de manera que el 
procés de desxifrat (D(k,y) = x) ha de realitzar operacions, molt similars i en ordre invers. 
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Figura 3.6: Estructura de l'algorisme de desxifrat AES. 
- Capa d’addició de clau inversa: com que la operació XOR és la seva pròpia 
inversa, aquesta capa de l’algorisme de desencriptació no presenta cap diferència 
respecte l’algorisme d’encriptació, i simplement es tracta de fer una XOR entre el 
bloc xifrat i la subclau corresponent a cada volta. 
- Capa de difusió inversa: en primer lloc es realitza una operació inversa a la barreja 
de columnes, consistent de nou en una multiplicació entre una matriu fixada i cada 
columna del bloc. La matriu fixada però és diferent en aquest cas. 
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(
  
  
  
  
)  (
        
        
        
        
)  (
  
  
  
  
) 
Figura 3.7: Operació de barreja de columnes de l’algorisme de desxifrat AES. 
A continuació es desplacen els bytes dins de cada fila del bloc. Aquesta operació fa 
els desplaçaments en el sentit invers a l’algorisme d’encriptació, és a dir, la primera 
fila es queda igual, a la segona es desplaça cada byte una posició cap a la dreta, a 
la terçera es desplacen dues posicions cap a la dreta i finalment a la quarta fila es 
desplacen tres posicions cap a la dreta. 
(
         
         
          
          
)  (
         
         
          
          
) 
Figura 3.8: Operació de desplaçament de files de l’algorisme de desxifrat AES. 
- Capa de substitució de bytes inversa: la operació a realitzar és la mateixa que a 
l’algorisme d’encriptació, simplement canviant la taula de correspondències, de nou 
mantenint les mateixes propietats de bijectivitat i no linealitat. 
 
Figura 3.9: S-Box de l'algorisme de desxifrat AES. 
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4. Funcions Hash 
4.1. Introducció2 
Treballar directament amb blocs de text xifrat pot resultar molt senzill a nivell conceptual, ja 
que únicament s’hauria de fer servir un algorisme per encriptar i un altre per desencriptar, 
però això presenta dos clars inconvenients en el cas que es vulgui fer alguna cosa més amb 
aquestes dades a més d’emmagatzemar-les i llegir-les. En primer lloc, el gran volum de 
dades amb els quals s’hauria de treballar per comprovar el seu origen i veracitat faria 
inviable qualsevol implementació eficient, i en segon lloc, si algú aconseguís accedir a 
aquestes dades o a la seva clau de xifrat posaria en perill la seguretat del sistema. Per tal de 
poder emmagatzemar informació però que aquesta ocupi un espai molt més reduït i que 
sigui virtualment impossible de desxifrar es fan servir les funcions hash. 
En termes generals, una funció hash o de compressió és un tipus de funció que pren com a 
entrada informació digital de qualsevol mida i que dóna com a sortida informació digital 
d’una mida fixa, de manera que petites variacions en l’entrada produeixen grans canvis en la 
sortida. Aquest tipus de funcions tenen un gran ventall d’aplicacions, trobant-se entre 
aquestes la criptografia. 
En aquest àmbit, es fan servir funcions hash que siguin difícilment invertibles, és a dir, que 
donin una sortida tal que sigui pràcticament impossible recuperar el missatge original 
d’entrada únicament a partir del mateix resultat de la funció. Per tal que una funció hash 
sigui adient per a aplicacions criptogràfiques s’espera que compleixi com a mínim les 
següents propietats: 
- Resistència a pre-imatge: donat un hash concret ha de ser molt difícil trobar un 
missatge tal que en aplicar-li aquesta funció en resulti el hash donat. És a dir, donat 
h, per tal que una funció F sigui resistent a pre-imatge la probabilitat de trobar un m 
tal que F(m)=h ha de ser negligible. 
- Resistència a segona pre-imatge: donat un missatge d’entrada concret ha de ser 
molt difícil trobar un altre missatge tal que en aplicar-los la funció hash el resultat 
sigui el mateix. És a dir, que donat un missatge conegut m, per tal que la funció F 
sigui resistent a segona pre-imatge la probabilitat de trobar un altre missatge n tal 
que F(m)=F(n) ha de ser negligible. 
                                                 
2
 BONEH D.,  Cryptography I. 
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- Resistència a col·lisions: per tal que una funció hash sigui resistent a col·lisions la 
probabilitat de que dos missatges diferents dins d’un mateix espai resultin en un 
mateix hash ha de ser molt petita. Això implica que en cas de modificar mínimament 
el missatge d’entrada és molt fàcil detectar canvis en la sortida i per tant detectar 
possibles atacs sobre les dades. 
La manera en què operen aquestes funcions varia segons l’aplicació. En el món criptogràfic, 
la gran majoria estan basades en l’estructura de Merkle–Damgård. 
 
Figura 4.1: Estructura de Merkle–Damgård. 
Aquesta construcció divideix un missatge de mida arbitrària en blocs de mida fixada i opera 
amb aquests de forma seqüencial. A partir d’un vector d’inicialització (abreviat com a IV) i un 
primer bloc, s’aplica a aquests la funció hash, a continuació es torna a fer aquesta operació 
amb el següent bloc i el resultat del hash anterior, i així successivament fins arribar al darrer 
bloc del missatge, al qual s’afegeix un pad per tal de fer que tots els blocs tinguin la mateixa 
mida. 
 
4.2. SHA-1 
L’algorisme SHA-1 (Secure Hash Algorithm) és un dels més utilitzats dins el món criptogràfic 
des de fa molts anys, tot i que actualment existeixen versions més actualitzades i segures. 
Existeixen atacs i col·lisions conegudes per a aquest algorisme, però per a aplicacions en 
els quals es disposa d’un espai limitat el risc de que sorgeixi algun problema és molt baix i 
per aquest motiu encara es fa servir (tot i que per a aplicacions de majors dimensions és 
totalment recomanable utilitzar algorismes més avançats, com ara els de la família SHA-2). 
El SHA-1 produeix una sortida de 160 bits a partir d’un missatge de qualsevol mida, fins a un 
màxim de 264 bits. Durant el procés l’algorisme opera amb blocs de 512 bits, i la funció de 
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compressió consta de 80 voltes, dividides en 4 etapes de 20 voltes cadascuna. 
4.2.1. Preprocessat  
Abans d’iniciar el procés de compressió, al missatge original se li afegeix un pad per tal que 
es pugui dividir en blocs d’exactament 512 bits, tal i com ja s’ha vist que es feia amb 
l’estructura de Merkle–Damgård. Aquest pad està format per un únic 1 seguit per una 
cadena de zeros i la representació binària en 64 bits de la longitud del missatge, de manera 
que la longitud total del missatge i el pad sumi un múltiple de 512 bits. 
A continuació es procedeix a dividir aquesta cadena en blocs, de manera que cada bloc es 
pugui subdividir en 16 paraules de 32 bits cadascuna (fet necessari perquè la funció hash 
funcioni correctament, com es veurà a continuació). 
Finalment es genera un primer valor H0 (similar al vector d’inicialització IV), que consisteix en 
5 paraules de 32 bits fixades. 
    
          
    
          
    
          
    
          
    
          
 
Figura 4.2: Valor del hash inicial de l’algorisme SHA-1. 
4.2.2. Funció de compressió 
La funció hash es tracta del gruix principal de l’algorisme. Cada bloc del missatge és 
processat a través de 4 etapes amb 20 rondes cadascuna. Aquestes etapes tenen una 
estructura similar, però fan servir funcions i constants diferents. A cada ronda es processen 
parts del bloc de missatge combinant la funció i constant corresponents a cada etapa, de 
manera que els valors de la compressió H s’actualitzen al final de la ronda. 
Per operar l’algorisme utilitza: 
- Una funció per obtenir paraules de 32 bits a partir del bloc de 512 bits per a 
cadascuna de les rondes (W0,...,W79). 
- 5 registres hàbils de 32 bits (A, B, C, D i E). 
- Un valor de hash consistent en 5 paraules de 32 bits que s’actualitza a cada ronda 
(H0,...H4). 
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Les constants de cada ronda venen fixades per definició, i les funcions (també fixades) són 
simplement combinacions d’operacions lògiques bàsiques (AND, OR, NOT i XOR). 
 
Figura 4.3: Constants i funcions de compressió segons la ronda de l'algorisme SHA-1. 
 
 
Figura 4.4: Estructura de l'algorisme de compressió SHA-1. 
 
A cadascuna de les 80 rondes s’expandeix el bloc que s’està processant de la següent 
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manera, on Wt és el valor de l’expansió de la paraula utilitzada en la ronda t: 
    {
                                                                                        
     ⊕      ⊕      ⊕                         
 
La operació << que es veu al segon cas és una rotació de bits. En aquest cas consisteix en 
desplaçar de forma circular un bit cap a l’esquerra, mantenint la longitud de 4 bytes, de 
manera que el bit més significatiu passa a ser el menys significatiu, mentre que tota la resta 
es mouen una posició cap a l’esquerra.  
D’aquesta manera, a cada ronda s’opera per obtenir uns nous valors d’A, B, C, D i E a partir 
de Wt, la funció f i la constant K  corresponents a aquella ronda. Finalment, es realitza una 
suma amb mòdul 232 entre els valors finals d’A, B, C, D i E, i els valors establerts de H0, H1, 
H2, H3 i H4, per obtenir el hash final de 160 bits. 
 
4.2.3. Implementació  
L’algorisme SHA-1 va ser dissenyat amb la implementació en software en ment. Cada ronda 
consisteix en únicament en una sèrie d’operacions lògiques bàsiques entre registres de 32 
bits, de manera que la complexitat d’implementació és relativament baixa. Això es veu en 
part compensat negativament per l’elevat número de rondes que realitza en total. Tot i així, 
comparativament el SHA-1 és un algorisme força ràpid, amb una velocitat de processament 
mitjana d’uns 192 Mbit/s i fins i tot arribant a superar velocitats d’1 Gbit/s en alguns 
microprocessadors de 64 bits moderns. 
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5. Verificació de missatges 
L’aspecte final que ha de complir un bon sistema criptogràfic per tal que el seu funcionament 
sigui complet és poder verificar la integritat dels missatges. Amb aquest objectiu es creen els 
codis d’autentificació de missatges, habitualment referits com a MAC (Message 
Authentication Code). De forma similar al que faria una signatura digital (concepte que no 
entra dins de l’àmbit d’estudi d’aquest projecte), els MAC adjunten una etiqueta o checksum 
al missatge de bloc que estan tractant, a partir d’una clau simètrica i el mateix missatge. 
L’objectiu principal de tot MAC és detectar qualsevol manipulació que el missatge original 
hagi pogut patir en la seva transmissió. L’emissor computa el xifrat del missatge amb 
l’algorisme de blocs de la seva elecció i hi afegeix l’etiqueta corresponent creada amb una 
clau secreta k abans d’enviar-lo. L’únic que ha de fer el receptor per tal de comprovar la 
integritat del missatge que rebi és tornar a fer els mateixos passos que l’emissor i comprovar 
l’autenticitat de l’etiqueta amb la mateixa clau k que només coneixen ells dos. En el cas que 
l’etiqueta presenti algun error, voldrà dir que el missatge enviat ha estat manipulat durant la 
transmissió (o bé que hi ha hagut algun error de transmissió). 
5.1. HMAC 
Un gran nombre de MAC basen la seva construcció en algorismes de blocs, però una altra 
opció a l’hora de dissenyar un MAC és utilitzar funcions hash com a base. La construcció 
HMAC és una d’aquestes opcions, i és una de les més utilitzades en els darrers anys. 
Concretament, és el MAC que fa servir el protocol TLS (Transport Layer Security), que 
utilitzen els navegadors i s’indica amb una icona d’un cadenat al costat de l’adreça web. 
L’algorisme HMAC va ser desenvolupat per Mihir Bellare, Ran Canetti i Hugo Krawzyk l’any 
1996, per tal de crear un sistema que fos resistent als atacs en front els quals havien fallat 
els MAC anteriors (principalment, atacs consistents en afegir un bloc prefix o sufix que 
acabaven revelant informació sense necessitat de conèixer la clau secreta). 
Aquesta construcció (veure Figura 5.1) comença expandint la clau simètrica k afegint zeros 
a l’esquerra de manera el resultat tingui la mateixa mida que l’amplada del bloc que haurà 
d’entrar a la funció hash. A continuació es fa una XOR entre la clau expandida i un pad 
intern, que consisteix en la repetició del patró 00110110 les vegades necessàries per assolir 
la mida desitjada. 
El resultat d’aquesta operació és el primer bloc de l’entrada de la funció hash, sent la resta 
d’entrades els blocs del missatge. El segon hash es calcula a partir del resultat del hash 
anterior i del resultat de fer XOR entre la clau expandida i un pad extern, consistent en la 
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repetició del patró 01011100. 
En resum, es pot expressar la funció HMAC de la següent manera: 
          [  
 ⊕         [   ⊕         ]] 
 
Figura 5.1: Estructura de la funció HMAC. 
 
5.2. Mode OCB3 
El mode OCB (Offset Codebook Mode) és un mode d’operació per a xifrats de blocs que 
garanteix la privacitat i l’autenticitat dels missatges alhora. Seguint el sistema tradicional, 
quan es vol obtenir privacitat i autenticitat se sol encriptar i aplicar un MAC (tenint en compte 
l’ordre en el qual es fan aquestes operacions, segons quins algorismes es facin servir, donat 
que si s’apliquen incorrectament es poden generar vulnerabilitats al sistema que facin que 
deixi de ser segur). Aquest és un mètode perfectament vàlid, i de fet és el més utilitzat, però 
implica haver d’implementar dos algorismes, amb el seu temps i espai necessari. Aquest 
mode OCB ha estat dissenyat per poder realitzar ambdues operacions en un sol algorisme, 
reduint així la quantitat de codi i el temps d’execució necessaris. 
                                                 
3
 ROGAWAY P., OCB – An Authenticated Encryption Scheme 
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L’OCB va ser creat pel doctor Phillip Rogaway (amb la col·laboració de Mihir Bellare, John 
Black i Ted Krovetz) l’any 2001, i finalment estandarditzat l’any 2009. El concepte darrere 
d’aquest mode està basat en un altre mode d’alta seguretat anomenat IAPM, desenvolupat 
per Charanjit Jutla l’any 2000. 
Els motius pel qual l’ús d’aquest algorisme encara no està gaire estès, tot i els seus evidents 
avantatges, són principalment jurídics. El mode OCB ha estat patentat als Estats Units, i per 
tant es necessita sol·licitar una llicència per tal fer-lo servir. Existeixen però una sèrie 
d’excepcions, i és que està permès utilitzar-lo de forma gratuïta pel desenvolupament de 
software llicenciat sota la GNU (General Public License), així com per a aplicacions no 
comercials. Des de gener de 2013 que l’autor permet l’ús de l’OCB de forma gratuïta també 
per desenvolupar aplicacions de codi obert certificades per l’OSI (Open Source Initiative). 
 
 
Figura 5.2: Estructura general del funcionament del mode OCB. 
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6. Intercanvi de claus 
Un últim aspecte clau a estudiar a l’hora de tractar missatges en l’àmbit de la criptografia és 
la manera en que s’estableix la comunicació entre emissor i receptor, i especialment com es 
produeix l’intercanvi de claus per tal que ambdós puguin xifrar i desxifrar els missatges que 
s’enviïn sense que es posi en perill la seguretat del sistema que facin servir, tant si es tracta 
d’un sistema de clau pública com si és de clau privada. 
Aquest és probablement el punt més complex de tot el procés, i de fet a dia d’avui no s’ha 
trobat cap mètode totalment infal·lible per dur a terme aquesta comunicació, sobretot tenint 
en compte que de vegades aquesta comunicació s’ha de poder produir entre dues persones 
que no es coneguin entre elles. Tot i així, existeixen una sèrie de mètodes àmpliament 
utilitzats que tot i no ser perfectes permeten assolir un nivell de seguretat prou elevat per l’ús 
diari. A continuació s’expliquen alguns d’aquests mètodes. 
 
6.1. Mètode de Diffie-Hellman 
Aquest va ser el primer mètode de xifrat asimètric de coneixement públic, proposat per 
Whitfield Diffie i Martin Hellman l’any 1976. Permet a dos usuaris d’un canal no segur 
comunicar-se i derivar una clau secreta comuna sense posar el contingut dels missatges en 
perill. Molts protocols de seguretat actuals es basen en aquest mètode, com ara el SSH 
(Secure Shell), el TLS (Transport Layer Security) o el IPSec (Internet Protocol Security). Es 
basa en el següent principi: 
                   
El desenvolupament d’aquest mètode consta de dues etapes. En la primera s’escull un 
nombre primer p gran i un enter g entre 2 i p-2. Aquests dos paràmetres, anomenats 
paràmetres del domini, es fan públics per a la comunicació que es vol establir. Amb aquests 
paràmetres cadascun dels dos membres que es comuniquen poden generar una clau k amb 
la qual xifrar els seus missatges. En la segona etapa l’usuari emissor codifica un missatge 
amb aquesta clau i, i el resultat és enviat a l’usuari receptor. Aquest realitza el mateix 
procediment amb el missatge rebut amb els seus paràmetres i d’aquesta manera pot 
descodificar amb la mateixa clau, obtenint exactament el mateix missatge original. De 
manera simplificada s’estableix la comunicació següent: 
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Figura 6.1: Protocol de comunicació de Diffie-Hellman establert entre dos usuaris, Alice i Bob. 
Bàsicament el procés que han seguit els usuaris Alice i Bob a la Figura 6.1 es pot resumir 
en 6 passos. Es farà servir un exemple numèric per tal de fer-ho més entenedor: 
1. Alice i Bob es posen d’acord per utilitzar un nombre primer p = 23 i una base entera 
g = 5. 
2. Alice escull un nombre enter secret a = 6 i realitza la operació A = ga mod p = 56 mod 
23 = 8. Aquest missatge A és el que li envia a Bob. 
3. Bob escull un nombre enter secret b = 15 i realitza la operació B = gb mod p = 516 
mod 23 = 19. Aquest missatge B és el que li envia a Alice. 
4. Alice pot derivar un nombre secret k, que és el que realment ha fet les funcions de 
clau, amb la operació k = Ba mod p = 196 mod 23 = 2. 
5. Bob pot realitzar la mateixa operació que Alice amb el missatge que ha rebut, i 
obtindrà la mateixa clau. (k = Ab mod p = 815 mod 23 = 2). 
6. S’ha establert una comunicació segura entre Alice i Bob, ja que ara comparteixen 
aquesta clau secreta k. 
Aquest mètode és molt simple d’implementar i és realment segur, però presenta un 
problema important, i és que per assolir un nivell de seguretat acceptable es necessita que 
el nombre primer que es faci servir sigui major com més gran sigui el missatge que es vulgui 
transmetre, i això fa que la transmissió amb aquest mètode pugui arribar a ser molt lenta. 
Per exemple, per assolir un nivell segur amb 128 bits el nombre primer escollit ha de ser de 
3072 bits, amb el qual es pot concloure que és un sistema senzill i eficaç, però molt poc 
eficient. 
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6.2. Mètode de Elgamal 
Aquest mètode es pot considerar com una millora del mètode de Diffie-Hellman. Va ser 
proposat per Taher Elgamal l’any 1985. Els principis en els que es basa són els mateixos, 
però les operacions realitzades quan s’estableix la comunicació presenten algunes 
diferències. 
Generació de la clau 
 Un usuari defineix un grup cíclic G d’ordre q, amb un generador g. 
 Aquest usuari escull un número x a l’atzar dins l’interval {1, q-1}. 
 L’usuari calcula h = gx i fa aquest valor públic juntament amb G, q i g. 
Xifrat 
 L’altre usuari (que coneix G, q, g i h) escull un valor y qualsevol dins l’interval {1, q-1}, 
i calcula c1 = g
y. 
 Aquest altre usuari calcula la clau secreta s = hy. També adapta el missatge m que 
vol enviar en un element m’ que pertanyi al grup G definit inicialment. Amb aquest 
missatge i la clau secreta es calcula c2 = m’ · s. 
 Aquest usuari envia a l’altre el text xifrat (c1, c2). 
Desxifrat 
 El primer usuari calcula també la clau secreta compartida, però fent s = c1
x. 
 Aquest usuari calcula el missatge m’ fent m’ = c2 · s
-1. Finalment aquest missatge 
adaptat es transforma de nou al missatge m original.  
El grau de seguretat assolit per aquest sistema depèn de la dificultat que suposi resoldre 
un problema determinat dins el grup G, relacionat amb el càlcul de logaritmes discrets. 
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6.3. Mètodes d’acord de clau autentificats per password4 
En la actualitat existeixen una sèrie de mètodes de comunicació interactius que es basen en 
la derivació de claus a partir de passwords coneguts per un o més membres de la 
comunicació que es vol establir. Una de les propietats que presenten aquests mètodes és 
que un observador extern no pot obtenir informació com per intentar un atac sense haver 
d’interaccionar directament amb els usuaris, de manera que resulta molt fàcil saber si algú 
està intentant interferir en la comunicació. Així resulta possible assolir un nivell de seguretat 
acceptable fins i tot amb passwords relativament febles. 
Existeixen una gran diversitat de mètodes d’aquest tipus, classificats segons el tipus de 
password que fan servir, l’ús de servidors, els membres que formen part de la comunicació... 
Principalment es distingeix entre dos grans grups de mètodes: els equilibrats i els 
augmentats. 
En els sistemes equilibrats (freqüentment anomenats Balanced PAKE, Balance Password-
Authenticated Key Exchange) es permet als membres de la comunicació utilitzar el mateix 
password a l’hora de generar i verificar una clau compartida que queda emmagatzemada 
per a aquella sessió. Alguns exemples de mètodes d’aquest grup són l’EKE (Encrypted Key 
Exchange), el SPEKE (Simple Password Exponential Key Exchange) o el Dragonfly. 
Els sistemes augmentats (Augmented PAKE), són versions aplicables en situacions 
client/servidor en què el servidor no emmagatzema informació sobre el password. Això 
implica que fins i tot donat el cas en que un atacant aconsegueixi accedir al servidor no 
obtindria informació sobre el client, a no ser que faci una recerca de clau exhaustiva 
directament, amb el qual el client detectaria que l’estan atacant. Alguns exemples de 
sistemes augmentats serien l’Augmented-EKE, el PAK-Z o el SRP (Secure Remote 
Password protocol). 
La majoria d’aquests mètodes d’intercanvi de claus estan basats en mètodes més senzills 
com els explicats anteriorment, però incorporen millores importants, sobretot pel que fa a la 
seva implementació a gran escala i la seva eficiència. 
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7. Anàlisi d’alternatives 
 
Els sistemes d’accés actuals compleixen adequadament la seva funció, però també tenen 
una sèrie d’inconvenients, que són els que permet solucionar el sistema desenvolupat en 
aquest projecte.  
 
El sistema més bàsic i que tothom fa servir a diari són unes claus. Ja sigui per obrir una 
porta, el cotxe, un armari... són fàcils i ràpides d’utilitzar, i a més no necessiten manteniment. 
Per contra, són immediatament identificables com a eina d’accés, i fàcilment replicables. 
Qualsevol persona que tingui accés a una clau podrà accedir a allò que obri si ho identifica 
sense cap mena de problema. A més, un altre inconvenient que presenten és el fet que, per 
tal que siguin mínimament segures, una clau ha de poder accedir a un sol lloc. Això suposa 
que una persona pot necessitar un gran nombre de claus per accedir a diferents llocs o 
sistemes, amb la incomoditat que això comporta. 
 
Un sistema més modern però de funcionament relativament simple i àmpliament utilitzat és 
un comandament a distància. És més còmode i més discret que unes claus, i també 
presenta més resistència a ser copiat, però al cap i a la fi ambdós sistemes presenten els 
mateixos problemes: únicament permeten accedir a un sol lloc, es poden replicar o 
intervenir, i qualsevol persona que els tingui a les seves mans pot accedir sense cap 
problema al lloc o sistema que intenten protegir. 
 
Altres sistemes més específics de cada fabricant permeten accedir de forma més o menys 
segura i còmoda al lloc o producte que protegeixen, però de nou pateixen d’un problema de 
limitació. Així doncs no existeix, al menys a gran escala i a l’abast del públic, cap mètode 
que permeti a un usuari accedir de forma ràpida i còmoda a diversos sistemes alhora, sense 
que això suposi haver de portar diversos estris a sobre i que a més no pugui ser copiat ni 
intervingut fàcilment. 
 
Per aquest motiu es planteja la opció de desenvolupar un sistema amb aquestes 
característiques, contingut en un aparell aparentment quotidià i que pot tenir altres usos, de 
manera aquest passi desapercebut per l’ull aliè. L’aparell d’us diari i personal escollit és un 
rellotge de polsera amb una sèrie de funcions afegides que permetran crear aquest sistema. 
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8. Dispositiu utilitzat 
El mòdul eZ430-Chronos5 és una eina de desenvolupament de software basada en un 
microcontrolador CC430F6137, integrada en un format de rellotge digital de polsera i 
fabricada per Texas Instruments. Compta amb un display LCD de 96 segments, 5 botons, 
un sensor de pressió, un sensor de temperatura i un acceleròmetre de 3 eixos. A més es 
combina amb una interfície de connexió sense fils CC1101 per comunicar-se amb un 
ordinador mitjançant radiofreqüència.  
La pantalla està dividida en dues seccions, amb les quals es mostren dues informacions 
diferents alhora. Amb els botons laterals es poden controlar ambdues seccions de forma 
independent. La secció superior s’utilitza per a mostrar l’hora, l’alarma i els valors mesurats 
pels sensors d’acceleració, temperatura i altitud. A la secció inferior es pot trobar la data, 
informació sobre la bateria i la resta de funcions de comunicació o funcions que pugui afegir 
l’usuari. 
 
Figura 8.1: Dispositiu Texas Instruments eZ430-Chronos. 
 
 
 
                                                 
5
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8.1. Microcontrolador CC430F6137 
El CC430F61376 és un microcontrolador de baix consum de la família CC430 de Texas 
Instruments, del tipus System-on-Chip (abreviat SoC), que vol dir que inclou la majoria dels 
components d’un ordinador en un sol xip, i a més compta amb un transceptor de 
radiofreqüència integrat que permet establir comunicacions, principalment amb un altre 
ordinador. Disposa d’una CPU de 16 bits, registres de també 16 bits i un generador de 
constants per millorar l’eficiència del codi. Pel que fa a la memòria disponible, compta amb 
32 kB de memòria flash per tal de guardar el programa que s’ha d’executar, a més de 4 kB 
de RAM estàtica.  
Aquesta família de microcontroladors compta amb 5 modes de consum per tal d’adaptar-se 
amb més facilitat als requeriments de cada aplicació, estenent així la vida útil de la bateria, 
cosa que és particularment interessant en el cas d’aplicacions autònomes i portàtils com el 
cas d’estudi d’aquest projecte. El transceptor del que disposa permet establir comunicacions 
amb freqüències per sota de 1 GHz (concretament, el model del que es disposa treballa 
amb 868 MHz). 
Altres funcions de les quals disposa són dos temporitzadors de 16 bits, un convertidor 
analògic-digital de 12 bits, un comparador de 8 canals, una interfície universal de 
comunicació sèrie amb dos canals (USCI), un accelerador AES de 128 bits, un multiplicador 
de hardware, un accés directe a la memòria, rellotge amb temps real i un controlador per a 
pantalles LCD. A continuació s’explicaran  breument els components i les funcions més 
importants.  
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Figura 8.2: Diagrama de blocs funcionals del microcontrolador CC430F6137. 
 
- CPU: es tracta d’una CPU de 16 bits de tipus RISC (Reduced Instruction Set 
Computer). Això vol dir que fa servir un nombre reduït d’instruccions. Compta amb 
16 registres, 4 dels quals estan dedicats a l’execució de codi i estant la resta 
disponibles per a qualsevol aplicació general. La resta de components estan 
connectats a la CPU a través de busos de dades, d’adreces i de control, i als quals 
s’accedeix amb les instruccions que inclou el processador, disposant d’un total de 51 
instruccions diferents amb diversos formats i modes d’adreçament. 
- Memòria flash: disposa d’un total de 32 kB, programables a través del port JTAG o 
directament de la CPU. Té 63 segments de memòria principal, cadascun d’ells de 
512 bytes, i 4 segments més de memòria d’informació de 128 bytes. Tots ells es 
poden esborrar i modificar individualment o en conjunt segons es requereixi. 
- Memòria RAM: consta de dos blocs de 2 kB cadascun, sumant un total de 4 kB però 
sent utilitzables individualment. Cada bloc entra en mode de baix consum 
automàticament quan no se n’està fent ús. 
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- Modes d’operació: té un mode actiu i 5 modes de baix consum, seleccionables a 
través de software. En mode actiu tots els components i perifèrics es troben 
encesos, mentre en els modes de baix consum alguns d’aquests es desconnecten 
per estalviar energia. 
- Transceptor de radiofreqüència: el microcontrolador compta amb un mòdul C1101 
que permet l’enviament i recepció de dades per radiofreqüència. El senyal d’entrada 
s’amplifica mitjançant un amplificador de baix soroll i posteriorment es barreja amb 
un altre senyal de la mateixa freqüència generat pel mateix mòdul. A continuació 
aquests senyals es digitalitzen, es processen i es filtren. El senyal de transmissió 
s’obté directament d’aquesta barreja, utilitzant un sintetitzador de freqüència amb un 
oscil·lador controlat per voltatge i un desfasador de 90o. També fa servir un cristall 
que genera una freqüència de 26 MHz per crear una freqüència de referència pel 
sintetitzador i els rellotges del convertidor. Compta també amb un registre de 
memòria que es fa servir per l’accés a les dades, per a configuració i per sol·licitar 
l’estat de la CPU. 
 
Figura 8.3: Diagrama de blocs del funcionament del mòdul CC1101. 
  
- Mode JTAG: el microcontrolador pot operar en dos modes JTAG (Joint Test Action 
Group, que és l’estàndard de comunicació per a realitzar la programació i prova del 
dispositiu), per tal de realitzar tests en el programa. Es distingeix entre el mode JTAG 
estàndard, que requereix quatre connexions, i el mode Spy-Bi-Ware, que només en 
requereix dues. Aquest mode permet programar funcions i depurar el codi. 
- Rellotge: el sistema unificat de rellotge UCS (Unified Clock System) conté una 
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realimentació digital de freqüència bloquejada, que juntament amb el modulador 
digital estabilitza la freqüència de l’oscil·lador digital intern a una freqüència múltiple 
a la del cristall esmentat anteriorment. També disposa d’un rellotge principal, que és 
el que fa servir la CPU, i d’un rellotge secundari, que és el que fan servir alguns 
perifèrics. 
- Mòdul d’administració del consum: inclou un regulador de voltatge i conté 
diferents entrades per tal d’optimitzar el consum. Supervisa l’alimentació i protegeix 
contra possibles apagades parcials, controlant que durant els reinicis en cap moment 
el voltatge caigui per sota del mínim necessari per operar. 
- Entrades i/o sortides digitals: compta amb 5 ports d’entrada/sortida digitals, amb 8 
pins cadascun. Es poden programar independentment, configurant-los com a sortida, 
entrada o interrupció segons es necessiti. Es té accés tant per escriure com per llegir 
els registres de control per a qualsevol instrucció. 
- Controlador DMA: aquest controlador d’accés digital a la memòria (Digital Memory 
Access) permet moure dades entre adreces sense necessitat d’utilitzar la CPU. 
D’aquesta manera es redueix el consum i es millora el rendiment dels perifèrics. 
- Temporitzador Watchdog: la seva funció és realitzar reinicis del sistema després 
de produir-se errors de software. Si aquesta funció no és necessària el temporitzador 
també es pot fer servir com a temporitzador d’interval, per tal de generar 
interrupcions cada cert període de temps a aquest interval. 
- Mòdul CRC16: aquest mòdul genera una signatura digital basant-se en les dades 
d’entrada, per tal de verificar l’autenticitat i la integritat de les dades. Aquesta està 
basada en l’estàndard CRC-CCITT. 
- Multiplicador per hardware: tal i com indica el seu nom, el microcontrolador compta 
amb un mòdul dedicat per fer operacions amb operands de 6, 16, 24 o 32 bits, amb 
o sense signe. 
- Accelerador AES-128: aquest mòdul pot realitzar de forma integrada el xifrat i 
desxifrat de dades amb blocs i claus de 128 bits segons l’algorisme AES (explicat a 
l’apartat 3.3). Aquest està optimitzat pel hardware del qual disposa el 
microcontrolador, de manera que la velocitat d’operació que pot assolir serà 
probablement superior a qualsevol altra implementació manual que es pugui fer de 
l’algorisme AES per a aquest dispositiu. 
- Temporitzadors: compta amb dos comptadors/temporitzadors independents, un de 
cinc registres i un altre de tres registres. Ambdós poden realitzar operacions de 
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comparació i captura de polsos PWM (Power Width Management, administració de 
l’amplitud del consum), a més de diversos modes d’interrupció.   
- Comptador/rellotge amb temps real: aquest pot funcionar com a comptador de 32 
bits o com a rellotge convencional. Funcionant en el primer mode disposa de dos 
temporitzadors de 8 bits independents que poden ser connectats en cascada per 
formar-ne un de 16 bits. Operant en el segon mode té un calendari integrat i compta 
amb funció d’alarma. 
- Controlador LCD: aquest mòdul genera els senyals necessaris per fer funcionar les 
pantalles de cristall líquid més habituals (com ara la de 96 segments que fa servir el 
mòdul eZ430-Chronos). El controlador té una memòria dedicada per mantenir la 
informació dels segments. També pot proporcionar alimentació independent a la 
pantalla i té capacitat de generar parpelleig dels segments individualment. 
- Convertidor A/D: el microcontrolador permet conversions ràpides d’analògic a 
digital amb un mòdul d’aproximacions successives de 12 bits. A més compta amb un 
generador de referències, control de selecció de mostres i un buffer de 16 paraules 
per a conversió i control sense intervenció de la CPU. 
- Mode d’emulació integrada: aquest mode permet fer depuració de software en 
temps real. Disposa de tres breakpoints (punts d’aturada) a l’accés a la memòria, un 
al registre d’escriptura de la CPU, i fins a quatre més que poden combinar-se per a 
controls més complexos. 
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9. Desenvolupament d’un sistema d’accés basat 
en una seqüència de moviments 
El sistema que es desenvolupa en aquest apartat combina l’ús d’algunes de les eines 
explicades en els capítols anteriors. Partint d’unes dades originals, aquestes es xifren 
mitjançant l’algorisme AES, i posteriorment aquest missatge resultant és enviat al sistema 
extern escollit i aquest, mitjançant un algorisme de verificació, com ara l’HMAC, comprova 
l’origen i integritat del missatge, i conseqüentment permet o no l’ús del sistema.  
9.1. Plantejament 
 
Figura 9.1: Esquema bàsic del funcionament del sistema plantejat. 
Dispositiu Presa de dades personals 
Xifrat i compressió 
Verificació regular de dades 
Autentificació 
Sist. ordinador 
Sist. casa 
Sist. banc 
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En primer lloc l’usuari del sistema s’ha de poder identificar com a tal, i amb aquest objectiu 
ha de prendre amb el mòdul una sèrie de dades personals, seguint el procediment que es 
descriurà més endavant. Aquestes dades són xifrades i emmagatzemades dins el mòdul. A 
continuació, cada cop que l’usuari vulgui fer ús d’algun dels sistemes externs programats per 
interaccionar amb el mòdul s’accedirà a aquestes dades. El mòdul comprimirà aquestes 
dades i n’enviarà el resultat per radiofreqüència al sistema extern escollit. Aquest, en rebre 
aquest missatge, activarà el seu algorisme de reconeixement, i cercarà una correspondència 
entre aquest missatge i la seva pròpia base de dades; en cas de trobar-ne una, el sistema 
considerarà que l’usuari que hi vol accedir és l’usuari legítim i per tant en permetrà el seu ús. 
En cas contrari, si el sistema no troba cap correspondència considerarà que l’usuari que hi 
vol accedir no és el legítim i per tant tancarà la comunicació. 
A més, per tal d’evitar que en cas de robatori o pèrdua del dispositiu algú altre en pugui fer 
ús, es pot realitzar una verificació periòdica de les dades personals, de manera que així es 
pugui bloquejar l’accés als sistemes connectats anteriorment en cas que hagi canviat de 
propietari. 
A l’hora de desenvolupar el conjunt del sistema s’ha distingit entre el sistema rellotge i els 
sistemes externs amb els que es podrà comunicar. 
9.2. Funcionament 
El funcionament segur del sistema es basa en el fet que per poder establir una comunicació 
correcta són necessàries tres coses que algú que no sigui l’usuari legítim difícilment podrà 
conèixer o tenir: el mateix rellotge, les claus d’accés i haver configurat prèviament els 
sistemes externs que es volen protegir. Sense alguna d’aquestes tres coses no es podrà fer 
ús de cap dels sistemes externs, de manera que romandran segurs. 
 Rellotge: s’hi emmagatzema informació de tots els sistemes als quals es vol tenir 
accés en una base de dades. Aquesta informació consisteix en un identificador de 16 
bits únic de cada sistema, i una clau AES de 128 bits compartida amb dit sistema a 
l’hora de configurar-lo. La clau no té perquè ser única, però és recomanable que 
cada sistema tingui la seva clau pròpia per assolir un major nivell de seguretat. 
 Clau d’accés: la generació de claus es porta a terme quan s’estableix la 
comunicació entre el rellotge i el sistema per primer cop. Aquestes claus de 128 bits 
es generen fent ús dels sensors del rellotge, concretament de l’acceleròmetre. 
L’usuari realitza una seqüència de moviments a la seva elecció sobre el rellotge, de 
manera que amb les dades preses per l’acceleròmetre s’emmagatzema una 
seqüència de valors de 96 bits, només coneguda per l’usuari. Aquesta seqüència 
llavors és xifrada amb l’algorisme AES per tal d’obtenir la corresponent clau de 128 
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bits. La comunicació establerta posteriorment farà ús d’aquesta clau, de manera que 
únicament si es coneix la seqüència i a quin sistema està assignada es podrà tenir 
accés a aquest. A més, és possible canviar la seqüència en cas que l’usuari ho 
vulgui, tornant a configurar la comunicació rellotge-sistema extern. 
 Sistema extern: cada sistema té associada una única clau generada per una 
seqüència i fixada a l’hora de configurar-lo. Quan des del rellotge es vol establir 
comunicació amb el sistema aquest es posa en mode de recepció de dades i espera 
que el portador del rellotge repeteixi la seqüència correcta. Quan aquest ho ha fet i 
s’han enviat les dades el sistema extern les normalitza (ja que és possible que la 
seqüència no s’hagi repetit perfectament, i permet un petit marge d’error sempre i 
quan segueixi sent reconeixible), i verifica la seva validesa amb la informació que té 
emmagatzemada. Només en cas que la verificació sigui correcta es tindrà accés al 
sistema. 
Per exemple, el rellotge pot emmagatzemar una sèrie de números d’identificació dels 
sistemes externs amb la seva corresponent clau compartida a la base de dades, tal i com es 
representa a la Figura 9.2. Per altra banda, cada sistema extern disposarà de la seva pròpia 
base de dades, amb un identificador per a cada rellotge que tingui associat, i la seva 
corresponent clau compartida i seqüència d’accés, com es pot veure a la Figura 9.3. 
Número Identificador del sistema extern Clau de 128 bits compartida 
1 0xFE12 01 6D 2C 83 62 64 0E 25 3B A0 41 0D 2D 83 66 FF 
2 0x11D3 0E 25 3B A0 41 3B A0 41 0D 2D 83 66 FF 66 64 0E 
... ... ... 
Figura 9.2: Exemple de base de dades del rellotge (ID 0x43E4). 
 
Número 
Identificador del rellotge 
associat 
Clau de 128 bits compartida 
Seqüència de desbloqueig de 
96 bits 
1 0x43E4 
01 6D 2C 83 62 64 0E 25 3B A0 41 0D 
2D 83 66 FF 
50 FF 8C A0 35 32 80 EF 35 32 
80 2D 
 
2 0x101A 83 66 FF 66 64 0E A0 41 0D 2D 0E 25 
3B A0 41 3B 
99 FF 30 00 40 00 5D 00 83 66 
64 00 
... ... ... ... 
Figura 9.3: Exemple de base de dades d’un sistema extern (ID 0xFE12). 
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A continuació es descriurà el procés de programació tant del rellotge com del sistema 
extern. 
9.3. Programació del rellotge 
Per tal que el rellotge realitzi les funcions desitjades per aquest projecte s’han utilitzat 
algunes de les funcions que ja porta incloses en el firmware de fàbrica, s’han modificat o 
ampliat algunes d’aquestes i també s’han hagut de desenvolupar d’altres totalment noves. 
Totes elles estan escrites en llenguatge C i s’han desenvolupat utilitzant el software IAR 
Embedded Workbench7. A continuació s’expliquen aquelles funcions noves i modificades 
que es fan servir. Tots els arxius amb el programa complet es poden trobar a l’Annex en 
format digital. 
- Funcions AES: per tal de realitzar els processos de xifrat i desxifrat de dades s’ha 
aprofitat el hardware amb les funcions integrades8, per tal d’ocupar el mínim espai 
possible i maximitzar la velocitat d’execució. Es troben a l’arxiu aes.c. 
void aes_encrypt(u8 data[16], u8 key[16]) 
{ 
 u8 i = 0; 
 
 // Reinici software 
 AESACTL0 |= AESSWRST; 
 // Desactivar interrupció 
 AESACTL0 &= ~AESRDYIE; 
 
 // Preparar xifrat 
 AESACTL0 &= ~(AESOP0 | AESOP1); 
 
 // Carregar clau 
 for (i = 0; i < 16; i++) 
 { 
  AESAKEY_L = key[i]; 
 } 
 
 // Carregar data 
 for (i = 0; i < 16; i++) 
 { 
  AESADIN_L = data[i]; 
 } 
 
 // Esperar fins a completar 
 while (AESASTAT & AESBUSY); 
 
 // Llegir data 
 for (i = 0; i < 16; i++) 
 { 
   data[i] = AESADOUT_L; 
 } 
} 
                                                 
7
 TEXAS INSTRUMENTS, IAR Embedded Workbench Version 3+ for MSP430 
8
 TEXAS INSTRUMENTS, CC430 Family – User’s Guide 
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La funció de xifrat aes_encrypt pren com a entrada una informació data i una clau key, 
generades a partir de la presa de valors amb l’acceleròmetre. En primer lloc es reinicia el 
registre de control i es desactiva la interrupció del mòdul, de manera que la memòria quedi 
buida i immediatament disponible pel seu ús. A continuació s’inicialitza el registre de control 
en mode xifrat (assignant-li els bits 00). Seguidament es carreguen tant la clau com les 
dades, byte per byte, i es duu a terme el xifrat de forma automàtica. El programa es manté a 
l’espera mentre el registre d’estat de l’accelerador AES indiqui que segueix ocupat. 
Finalment, quan ja ha acabat el xifrat, la funció va emmagatzemant byte per byte les dades 
ja xifrades. 
  
void aes_decrypt(u8 data[16], u8 key[16]) 
{ 
 u8 i = 0; 
 
 // Reinici software 
 AESACTL0 |= AESSWRST; 
 // Desactivar interrupció 
 AESACTL0 &= ~AESRDYIE; 
 
 // Preparar desxifrat 
 AESACTL0 &= ~AESOP1; 
 AESACTL0 |= AESOP0; 
 
 // Carregar clau 
 for (i = 0; i < 16; i++) 
 { 
  AESAKEY_L = key[i]; 
 } 
 
 // Carregar data 
 for (i = 0; i < 16; i++) 
 { 
  AESADIN_L = data[i]; 
 } 
 
 // Esperar fins a completar 
 while (AESASTAT & AESBUSY); 
 
 // Llegir data 
 for (i = 0; i < 16; i++) 
 { 
   data[i] = AESADOUT_L; 
 } 
} 
 
La funció de desxifrat funciona exactament de la mateixa manera que la de xifrat, únicament 
cal canviar els bits del registre de control a 01 en comptes de 00 per indicar-li que es vol 
iniciar el procés de desxifrat. 
 
- Funcions de l’acceleròmetre: per tal de prendre les dades a partir de les quals 
generar les claus de forma adient cal que l’acceleròmetre pugui obtenir informació 
dels 3 eixos de forma independent. Inicialment aquesta funció no està definida, de 
manera que s’han afegit 3 funcions independents a les del firmware original. Es 
troben a l’arxiu bmp_as.c. 
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u8 bmp_as_get_x(void) 
{ 
 if ((AS_PWR_OUT & AS_PWR_PIN) != AS_PWR_PIN) return 0; 
 return as_read_register(0x06); 
} 
 
u8 bmp_as_get_y(void) 
{ 
 if ((AS_PWR_OUT & AS_PWR_PIN) != AS_PWR_PIN) return 0; 
 return as_read_register(0x07); 
} 
 
u8 bmp_as_get_z(void) 
{ 
 if ((AS_PWR_OUT & AS_PWR_PIN) != AS_PWR_PIN) return 0; 
 return as_read_register(0x08); 
} 
 
 
- Funció CRC: s’ha definit una funció utilitzant el mòdul CRC (Cyclic Redundancy 
Check, Control de Redundància Cíclica) per tal de generar la checksum d’un bloc de 
dades emmagatzemat. Serveix per comprovar que no hi ha errors en el bloc. Es 
troba a l’arxiu crc.c. 
 
u16 crc_compute(u8 *data, u16 length) 
{ 
 u8 i; 
 
 // Inicialitza 
 CRCINIRES = 0xffff; 
 
 for (i = 0; i < length; i++) 
 { 
  CRCDI_L = *(data++); 
 } 
 return CRCINIRES; 
} 
 
En primer lloc s’inicialitza el registre del mòdul CRC amb la comanda CRCINIRES, 
assignant-li el valor 0xffff. A continuació es va modificant aquest registre amb la checksum 
que es va generant a partir de l’entrada, fins a assolir la dimensió desitjada. Finalment la 
funció retorna aquest registre complert, que és el que es farà servir per comprovar la 
integritat del missatge. 
 
- Funcions flash: s’han incorporat una sèrie de funcions per modificar els segments 
de la memòria flash del dispositiu. Aquestes es poden trobar a l’arxiu flash.c. 
void flash_unlock(void) 
{ 
 // Deshabilita el temporitzador Watchdog 
 WDTCTL = (WDTCTL ^ WDTPW_XOR) & ~WDTHOLD; 
 
 // Espera a que acabi qualsevol operació flash prèvia 
 while (FCTL3 & BUSY); 
 
 // Desbloqueja flash 
 FCTL3 = FWKEY; 
 
 // Desbloqueja el banc d'informació 
 FCTL4 = FWKEY; 
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 if(FCTL3 & LOCKA) 
 { 
  // Segment A del banc tancat, indicant que tots els segments estan bloquejats. 
Escriu 1 per canviar l'estat 
  FCTL3 = FWKEY | LOCKA; 
 } 
} 
La funció flash_unlock permet desbloquejar els segments de memòria flash que es volen fer 
servir, de manera que s’hi pugui escriure informació. La funció espera a que acabi qualsevol 
operació prèvia, a continuació comprova si dits segments estan protegits a l’escriptura, i en 
cas afirmatiu els desbloqueja. 
També s’ha definit la funció flash_lock, que realitza els passos contraris, i en cas que hi hagi 
algun segment que permeti l’escriptura el bloqueja.  
 
void flash_erase_segment(u8 *addr) 
{ 
 flash_unlock(); 
 
 // Habilita esborrar segment 
 FCTL1 = FWKEY | ERASE; 
 
 // Escriu 0 per iniciar el segment A. Esperar a que acabi d'escriure 
 *addr = 0; 
 while(FCTL3 & BUSY); 
 
 flash_lock(); 
} 
 
La funció flash_erase_segment en primer lloc desbloqueja el segment que es vol modificar, 
n’esborra el seu contingut i posteriorment el torna a bloquejar.  
De la mateixa manera s’ha definit la funció flash_write_segment, que desbloqueja, 
sobreescriu i finalment torna a bloquejar un segment de la memòria. 
 
- Funcions de radio: a més de les funcions predefinides pel fabricant s’han afegit una 
sèrie de funcions al mòdul de ràdio, principalment dissenyades per poder comprovar 
en qualsevol moment quin és el seu estat i si s’està fent alguna transmissió. 
Aquestes funcions han estat recuperades d’una versió anterior del firmware. Totes 
aquestes funcions s’han afegit al fitxer radio.c. 
 
void radio_receive_on(void) 
{ 
 u8 status = 0; 
 
 // Get radio into idle state 
 status = Strobe(RF_SIDLE); 
 while (status & 0xF0) 
 { 
  status = Strobe(RF_SNOP); 
 } 
 
 // Clear rx fifo 
 status = Strobe(RF_SFRX | RF_RXSTAT); 
 while (status & 0x0F) 
 { 
  status = Strobe(RF_SNOP | RF_RXSTAT); 
Pàg. 46  Memòria 
 
 } 
 
 // Turn on receive interrupt 
 RF1AIFG &= ~BITA; 
   RF1AIE  |= BITA; 
 
 // Get into rx mode 
 status = Strobe(RF_SRX); 
 while ((status & 0xF0) != 0x10) 
 { 
  status = Strobe(RF_SNOP); 
 } 
} 
La funció radio_receive_on serveix per posar el mòdul de radio en mode recepció. En primer 
lloc llegeix l’estat del mòdul, sense fer cap altra operació, i el posa en estat idle, és a dir, 
desocupat. A continuació, buida la pila de dades rebudes, per si hi ha alguna informació 
prèvia que hagi quedat emmagatzemada, i finalment activa el mode recepció (amb les seves 
interrupcions corresponents).  
La funció radio_transmit funciona exactament de la mateixa manera, però per posar el 
mòdul de radio en mode transmissió.  
 
void radio_receive(u8 *data, u8 length) 
{ 
 // Get packet 
 rf1a_read_rx(data, length); 
  
 // Go to receive mode 
 radio_receive_on(); 
} 
 
void radio_transmitted(void) 
{ 
 request.flag.radio_transmitted = 0; 
 // This will clear rx/tx fifo 
 radio_receive_on(); 
} 
 
void radio_received(void) 
{ 
 request.flag.radio_received = 0; 
 // This will clear rx/tx fifo 
 radio_receive_on(); 
} 
La funció radio_receive fa que el sistema llegeixi un paquet de dades de la mida desitjada 
que hagin estat enviades per radio cap al rellotge. Les funcions radio_transmitted i 
radio_received simplement indiquen si s’ha transmès o rebut alguna cosa en el moment en 
què es fa la crida. 
 
- Funcions de la base de dades: per tal d’emmagatzemar la informació dels 
sistemes externs associats, així com les claus corresponents, s’han desenvolupat 
una sèrie de funcions que permetin generar una base de dades con poder tenir-la 
organitzada. Es poden trobar al fitxer db.c. 
En primer lloc s’han definit uns tipus d’estructures que serviran per emmagatzemar 
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tota la informació que es necessiti. 
 
typedef struct db_record 
{ 
 u16 id; 
 u8 key[16]; 
} db_record_t; 
 
typedef struct db_table 
{ 
 db_record_t records[RECORDS_PER_TABLE]; 
 u16 crc; 
} db_table_t; 
 
typedef struct db_info 
{ 
 u16 id; 
 s16 batt_offset; 
 s16 temp_offset; 
 u8 reserved[120]; 
 u16 crc; 
} db_info_t; 
 
La primera estructura defineix una entrada de la base de dades, amb la referència del 
sistema i la clau associada. La segona estructura inclou totes aquestes entrades en una 
taula i hi afegeix la checksum. La tercera estructura defineix un altre tipus independent amb 
més informació que s’utilitzarà per generar valors. 
A continuació s’han definit les funcions que permetran escriure i accedir a la base de dades. 
Només s’expliquen breument en aquesta memòria les més importants. 
 
void db_reset(void) 
{ 
 u8 i; 
 
 // Passa totes les entrades de la flash a la RAM 
 for (i = 0; i < MAX_TABLES; ++i) 
 { 
  memcpy(&tables[i], tables_in_flash[i], sizeof(db_table_t)); 
 
  // crc match? 
  if (tables[i].crc != crc_compute((u8*)&tables[i],  RECORDS_PER_TABLE * 
sizeof(db_record_t))) 
  { 
   memset(&tables[i], 0, sizeof(db_table_t)); 
  } 
 } 
 
 // Carrega la informació a la RAM 
 memcpy(&info, info_in_flash, sizeof(db_info_t)); 
 if (info.crc != crc_compute((u8*)&info,  sizeof(db_info_t) - 2)) 
 { 
  memset(&info, 0, sizeof(db_info_t)); 
  info.batt_offset = -10; 
  info.temp_offset = -250; 
 } 
} 
La funció db_reset carrega la informació que hi hagi emmagatzemada en el moment de la 
crida a la memòria flash i la copia a la RAM.  
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u16 db_id(void) 
{ 
 if (info.id && info.id != 0xFFFFu) 
  return info.id; 
 
 info.id = 0; 
 while (!info.id || info.id == 0xFFFFu) 
 { 
  info.id ^= TA0R; 
  info.id ^= crc_compute((u8*)&sDate,  sizeof(struct date)); 
  info.id ^= crc_compute((u8*)&sTime,  sizeof(struct time)); 
  info.id ^= crc_compute((u8*)&sBatt,  sizeof(struct batt)); 
 } 
 
 flash_erase_segment((u8*)info_in_flash); 
 info.crc = crc_compute((u8*)&info,  sizeof(db_info_t) - 2); 
 flash_write_segment((u8*)info_in_flash, (u8*)(&info)); 
 return info.id; 
} 
La funció db_id genera i retorna l’identificador del sistema corresponent a partir de les dades 
de què es disposa.  
u8 db_query(u16 id, u8 key[16]) 
{ 
 u8 i, j; 
 
 for (i = 0; i < MAX_TABLES; ++i) 
 { 
  for (j = 0; j < RECORDS_PER_TABLE; ++j) 
  { 
   if (tables[i].records[j].id == id) 
   { 
    memcpy(key, tables[i].records[j].key, 16); 
    return 0; 
   } 
  } 
 } 
 
 return 1; 
} 
La funció db_query busca si hi ha una correspondència a la base de dades per a un codi 
identificador i una clau donats. Va recorrent totes les entrades de la taula i en cas que trobi 
una correspondència retorna 0. Altrament, si no existeix cap entrada a la base de dades 
amb aquell identificador i clau retorna 1. 
u8 db_save(u16 id, u8 key[16]) 
{ 
 u8 i, j; 
 u8 empty_found = 0, empty_i = 0, empty_j = 0; 
 
 // Primer mira si ja existeix aquesta entrada 
 for (i = 0; i < MAX_TABLES; ++i) 
 { 
  for (j = 0; j < RECORDS_PER_TABLE; ++j) 
  { 
   if (tables[i].records[j].id == id) 
   { 
    // Si la troba l'esborra 
    flash_erase_segment((u8*)tables_in_flash[i]); 
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    // Actualitza la RAM 
    memcpy(tables[i].records[j].key, key, 16); 
 
    // Calcula una nova CRC 
    tables[i].crc = crc_compute((u8*)&tables[i],  RECORDS_PER_TABLE * 
sizeof(db_record_t)); 
 
    // Escriu un únic segment 
    flash_write_segment((u8*)tables_in_flash[i], (u8*)(&tables[i])); 
    return 0; 
   } 
   else if (!empty_found && !tables[i].records[j].id) 
   { 
    empty_i = i; 
    empty_j = j; 
    empty_found = 1; 
   } 
  } 
 } 
 
 // Està plena la base de dades? 
 if (!empty_found) return 1; 
 
 // Esborra 
 flash_erase_segment((u8*)tables_in_flash[empty_i]); 
 
 // Escriu a un nou espai 
 tables[empty_i].records[empty_j].id = id; 
 memcpy(tables[empty_i].records[empty_j].key, key, 16); 
 
 // Calcula una nova CRC 
 tables[empty_i].crc = crc_compute((u8*)&tables[empty_i],  RECORDS_PER_TABLE * 
sizeof(db_record_t)); 
 
 // Escriu un únic segment 
 flash_write_segment((u8*)tables_in_flash[empty_i], (u8*)(&tables[empty_i])); 
 
 return 0; 
} 
La funció db_save permet guardar una clau i associar-la a un sistema extern, de manera 
que es generi una nova entrada a la base de dades. En primer lloc busca si ja existeix una 
entrada amb l’identificador donat. En cas afirmatiu sobreescriu l’entrada amb la nova clau. 
Altrament poden succeir dues coses: que la taula ja estigui plena o que no existeixi cap 
entrada amb l’identificador. En el primer cas la funció retornarà 1 i s’aturarà la seva 
execució, i en el segon cas es crearà una nova entrada amb l’identificador i la clau donats, 
retornant 0. 
Finalment també s’ha definit la funció db_clear, que permet esborrar el contingut de tota la 
base de dades. 
- Funcions de la seqüència: s’han definit una sèrie de funcions que permetin captar 
la informació generada per l’usuari amb l’acceleròmetre i que amb aquesta puguin 
generar una seqüència de valors que serveixin per obtenir una clau, i posteriorment 
quan el sistema requereixi l’autentificació comprovar que la seqüència repetida per 
l’usuari és la correcta. Aquestes es troben als fitxers random.c i sequence.c. 
void lock_random(u8 random[16]) 
{ 
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 u8 longrandom[32] = {0}; 
 
 // Inicialitza 
 lock_random_index = 0; 
 
 // Inicia acceleròmetre 
 bmp_as_start(); 
 
 // Inicia temporitzador 
 fptr_Timer0_A3_function = lock_random_timer; 
 Timer0_A3_Start(CONV_MS_TO_TICKS(LOCK_RANDOM_INTERVAL)); 
 
 for(;;) 
 { 
  idle(); 
 
  if (lock_random_index >= 32) 
  { 
   bmp_as_stop(); 
   break; 
  } 
 
  // Mira si la informació de l'acceleròmetre està llesta 
  if (!request.flag.acceleration_measurement) 
  { 
   continue; 
  } 
 
  request.flag.acceleration_measurement = 0; 
 
  // Mou bits de forma aleatòria 
  longrandom[(lock_random_index + 0) % 32] ^= bmp_as_get_x(); 
  longrandom[(lock_random_index + 10) % 32] ^= bmp_as_get_y(); 
  longrandom[(lock_random_index + 20) % 32] ^= bmp_as_get_z(); 
 } 
 
 Timer0_A3_Stop(); 
 
 // Encripta 
 aes_encrypt(longrandom, longrandom + 16); 
 
 memcpy(random, longrandom, sizeof(u8) * 16); 
} 
Aquesta funció lock_random genera la clau que es farà servir en el procés d’identificació a 
partir de les mesures preses amb l’acceleròmetre. En primer lloc s’inicialitzen i preparen 
l’acceleròmetre i un temporitzador que controlarà el temps durant el qual es prenen dades. 
Llavors, mentre estiguin actius l’usuari ha de fer una seqüència de cops o moviments sobre 
el rellotge de manera que l’acceleròmetre capti aquest moviment. Quan acabi el temps o 
l’usuari hagi acabat s’aturaran tant l’acceleròmetre com el temporitzador, i es procedirà al 
xifrat de la seqüència de valors generats, que seran emmagatzemats a la memòria. 
u8 lock_sequence(u8 sequence[LOCK_SEQUENCE_MAX_LENGTH]) 
{ 
 s16 previous_delta = 0; 
 s16 delta = 0, ddelta = 0; 
 u8 previous_raw = 0; 
 u8 length = 0; 
 u8 max = 0; 
 u8 raw = 0; 
 u8 i = 0; 
 float ratio = 0.0f; 
 
 // Inicialitza 
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 memset(sequence, 0, sizeof(u8) * LOCK_SEQUENCE_MAX_LENGTH); 
 lock_sequence_pause = 0; 
 
 // S'ha superat el límit de temps 
 lock_sequence_timeout = LOCK_SEQUENCE_TIMEOUT; 
 
 // Iniciar mesura acceleració 
 bmp_as_start(); 
 
 fptr_Timer0_A3_function = lock_sequence_timer; 
 Timer0_A3_Start(32768u); 
 
 for(;;) 
 { 
  idle(); 
 
  if (!lock_sequence_timeout) 
  { 
   bmp_as_stop(); 
   return LOCK_ERROR_TIMEOUT; 
  } 
 
  // S'ha interromput perquè la pausa ha estat massa llarga? 
  if (lock_sequence_pause <= LOCK_SEQUENCE_PAUSE_MAX_LENGTH) 
  { 
   // Mira si la informació de l'acceleròmetre ja està llesta 
   if (!request.flag.acceleration_measurement) 
   { 
    continue; 
   } 
 
   request.flag.acceleration_measurement = 0; 
 
   // Llegeix la informació de l'acceleròmetre 
   raw = bmp_as_get_z(); 
   delta = raw - previous_raw; 
   ddelta = delta - previous_delta; 
   previous_raw = raw; 
   previous_delta = delta; 
 
   // Si l'acceleració obtinguda és prou gran continua 
   if (ddelta < LOCK_SEQUENCE_TAP_THRESHOLD && 
    ddelta > -LOCK_SEQUENCE_TAP_THRESHOLD) 
   { 
    continue; 
   } 
 
   Timer0_A3_Stop(); 
 
   // Primer cop? 
   if (length == 0) 
   { 
    // Renicia temporitzador 
    lock_sequence_timeout = 1; 
 
    // Reinicia longitud de pausa 
    lock_sequence_pause = 0; 
    ++ length; 
 
    // S'ha detectat un cop? Pita una vegada 
    display_symbol(LCD_ICON_RECORD, SEG_ON); 
    start_buzzer(1, CONV_MS_TO_TICKS(20), CONV_MS_TO_TICKS(10)); 
    Timer0_A4_Delay(CONV_MS_TO_TICKS(30)); 
    stop_buzzer(); 
    display_symbol(LCD_ICON_RECORD, SEG_OFF); 
 
    // Iniciar el temporitzador de pausa 
    fptr_Timer0_A3_function = lock_sequence_pause_timer; 
    Timer0_A3_Start(LOCK_SEQUENCE_PAUSE_RESOLUTION); 
    continue; 
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   } 
 
   // És la pausa prou llarga? 
   if (lock_sequence_pause > LOCK_SEQUENCE_PAUSE_MIN_LENGTH) 
   { 
    sequence[length - 1] = lock_sequence_pause; 
    ++ length; 
    if (lock_sequence_pause > max) 
    { 
     // Mira quina és la pausa més llarga 
     max = lock_sequence_pause; 
    } 
 
    // S'ha detectat un cop? Pita una vegada 
    display_symbol(LCD_ICON_RECORD, SEG_ON); 
    start_buzzer(1, CONV_MS_TO_TICKS(20), CONV_MS_TO_TICKS(10)); 
    Timer0_A4_Delay(CONV_MS_TO_TICKS(30)); 
    stop_buzzer(); 
    display_symbol(LCD_ICON_RECORD, SEG_OFF); 
   } 
 
   lock_sequence_pause = 0; 
 
   // S'ha completat la seqüència? 
   if (length <= LOCK_SEQUENCE_MAX_LENGTH) 
   { 
    // Inicia temporitzador de pausa 
    fptr_Timer0_A3_function = lock_sequence_pause_timer; 
    Timer0_A3_Start(LOCK_SEQUENCE_PAUSE_RESOLUTION); 
    continue; 
   } 
 
   // Atura si s'ha acabat la seqüència 
   bmp_as_stop(); 
  } 
  else 
  { 
   // Atura si la pausa és massa llarga 
   bmp_as_stop(); 
 
   lock_sequence_pause = 0; 
 
   // La seqüència és massa curta? 
   if (length <= LOCK_SEQUENCE_MIN_LENGTH) 
   { 
    // Reset quan se surti d'aquest estat d'error 
    memset(sequence, 0, sizeof(u8) * LOCK_SEQUENCE_MAX_LENGTH); 
    return LOCK_ERROR_FAILURE; 
   } 
  } 
 
  // Normalitza totes les pauses 
  ratio = 255.0f / (float)max; 
  for (i = 0; i < LOCK_SEQUENCE_MAX_LENGTH; i++) 
  { 
   sequence[i] *= ratio; 
  } 
  return LOCK_ERROR_SUCCESS; 
 } 
 
} 
 
La funció lock_sequence permet que quan s’estableix una comunicació entre el rellotge i un 
sistema extern es pugui comprovar que la seqüència repetida per l’usuari per accedir-hi és la 
correcta. Com que és molt difícil que els moviments de l’usuari coincideixin exactament amb 
els que hagi fet en el moment de configurar el sistema, el que ha de fer aquesta funció és 
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permetre un cert marge de variabilitat a l’hora de repetir la seqüència, de manera que el que 
importa no és la velocitat amb la que es realitza, sinó la durada relativa entre moviments.  
En primer lloc s’inicialitza l’acceleròmetre i s’espera a que es faci el primer toc. Quan s’ha 
captat aquest moviment arrenca un temporitzador per mesurar la pausa entre el primer 
moviment i el segon. Quan l’acceleròmetre capta el segon moviment s’atura el temporitzador 
i es guarda la durada d’aquesta pausa com a primer element d’un vector. Llavors es reinicia 
el temporitzador i es repeteix aquest procediment, fins que aquest indiqui que s’ha superat el 
temps d’espera (i que per tant s’ha acabat d’introduir la seqüència) o fins que el vector 
estigui ple. A continuació el que fa es normalitzar aquest vector, escalant-lo amb la durada 
de la pausa més gran. Amb aquest vector normalitzat ja es pot fer la comparativa per veure 
si la seqüència repetida és correcta o no. 
- Funcions del menú: per tal d’accedir a les funcions principals que es descriuran en 
el següent punt s’ha afegit una nova estructura al fitxer menu.c, així com una nova 
funció, que permeti entrar el rellotge en aquest nou mode de funcionament. 
// Line2 - Lock 
const struct menu menu_L2_Lock = { 
    FUNCTION(sx_lock),               // direct function 
    FUNCTION(mx_lock),                  // sub menu function 
    FUNCTION(display_lock),          // display function 
    FUNCTION(update_lock),            // new display data 
    &menu_L2_Date, 
}; 
 
u8 update_lock(void) 
{ 
 return (display.flag.update_lock); 
} 
Com es pot veure l’estructura definida inclou les quatre funcions bàsiques que permetran 
accedir a tota la resta, al igual que amb els altres modes de funcionament dels que ja 
disposa el rellotge. De la mateixa manera, s’ha definit una funció update_lock que actualitzi 
l’estat de la pantalla quan s’està en aquest mode de funcionament.  
- Funcions del desbloqueig: en aquest grup s’engloben totes les funcions que fan 
referència al procés de desbloqueig del sistema al qual es vol accedir. També són 
les que principalment proporcionen una interacció amb l’usuari, de manera que es 
poden considerar unes de les funcions més importants, ja que sense elles l’usuari no 
tindria instruccions de què fer a cada moment. Es troben totes al fitxer lock.c. 
void sx_lock(u8 line) 
{ 
 clear_display_all(); 
 lock_access(); 
 display.flag.full_update = 1; 
} 
La funció sx_lock serveix per iniciar el mode seqüència, amb la funció que s’explicarà a 
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continuació. 
 
void mx_lock(u8 line) 
{ 
 clear_display_all(); 
 
 for(;;) 
 { 
  display_chars(LCD_SEG_L1_3_0, (u8*)"CONF", SEG_ON); 
  display_chars(LCD_SEG_L2_4_0, (u8*)"EINES", SEG_ON); 
 
  idle(); 
 
  // Idle timeout exit 
  if (sys.flag.idle_timeout) 
  { 
   break; 
  } 
  // S'usa m1 per sortir 
  else if (button.flag.star) 
  { 
   break; 
  } 
  // S'usa s1 per renovar la clau 
  else if (button.flag.up) 
  { 
   clear_display_all(); 
   lock_renew(); 
  } 
  // S'usa s2 per canviar la sequencia 
  else if (button.flag.down) 
  { 
   clear_display_all(); 
   lock_passwd(); 
  } 
  // Es mante m2 per canviar el sistema connectat 
  else if (button.flag.num_long) 
  { 
   clear_display_all(); 
   lock_pair(); 
  } 
  // Es mante m1 per buidar db 
  else if (button.flag.star_long) 
  { 
   clear_display_all(); 
   lock_clear(); 
  } 
 
  // Clear flags botons 
  button.all_flags = 0; 
 } 
 
 // Clear flags botons 
 button.all_flags = 0; 
 
 display.flag.full_update = 1; 
} 
 
Quan es crida la funció mx_lock s’accedeixen a les eines de configuració. Pressionant una 
vegada el botó ☼ se surt d’aquest mode, mentre que si es manté pressionat s’esborra la 
base de dades. Pressionant una vegada els botons ▲ i ▼ es pot renovar la clau i canviar la 
seqüència, respectivament. Finalment si es manté pressionat el botó ♯ es pot canviar el 
sistema extern al que s’està connectat en el moment. 
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Les funcions principals del desbloqueig seran explicades a continuació. El codi no ha estat 
inclòs en aquesta memòria, ja que són funcions molt grans i la majoria de línies de codi són 
simplement comprovacions de l’estat de la comunicació i escriptura de missatges per 
pantalla. 
 
 La funció lock_access és la primera que es crida quan s’inicia la comunicació 
entre rellotge i sistema. En primer lloc mostra el missatge “BUSCA PORTA” 
per indicar que s’està intentant establir una comunicació entre el rellotge i el 
sistema. En cas que es trobi un sistema configurat dins el radi d’abast del 
rellotge es mostra el missatge “PORTA OK”, i si no en troba cap mostra 
“FORA RANG”, indicant que no hi ha cap sistema dins el seu abast. 
Altrament, si per qualsevol altre motiu no es pot establir comunicació donarà 
un missatge d’error. Si ha trobat un sistema configurat a continuació mostrarà 
el missatge “INTRO CODI” i passarà a la fase d’introducció de la seqüència. 
Un cop fet, s’enviarà aquesta informació al sistema que haurà de comprovar 
la seva autenticitat. En qualsevol cas d’error, o pèrdua de comunicació, el 
rellotge ho indicarà i es tancarà el procediment. 
 La funció lock_pair estableix la connexió entre el rellotge i el sistema extern. 
Primerament demana a l’usuari que repeteixi la seqüència de tocs, i quan 
aquest ho fa comprova l’estat de la connexió. Si la connexió és satisfactòria 
mosta el missatge “CNX OK”, i si no ho és mostra “FALLA CNX”. Si es 
produeix un error o el sistema queda fora de rang en algun moment mostrarà 
els mateixos missatges que la funció anterior en aquesta situació. 
 La funció lock_renew es crida quan es vol renovar la clau d’accés. En primer 
lloc busca el sistema del qual es vol renovar la clau i estableix una connexió 
si està dins l’abast del rellotge. Un cop establerta, el rellotge demana a 
l’usuari que introdueixi una seqüència, cridant la funció lock_random descrita 
anteriorment. Amb aquesta genera una nova clau d’accés, i a continuació el 
rellotge la comparteix amb el sistema extern, com indica el missatge “CLAU 
SYNC”. 
 La funció lock_passwd es fa servir quan es vol canviar la seqüència de 
desbloqueig. Primerament s’inicia una sessió entre el rellotge i el sistema 
(indicat pels missatges “BUSCA PORTA” i “PORTA OK” quan el troba), i 
llavors amb el missatge “INTRO CODI” demana a l’usuari que introdueixi la 
seqüència que vol fer servir a partir d’aquell moment. Un cop fet, es demana 
a l’usuari que la repeteixi amb el missatge “TORNA CODI”, perquè la funció 
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fa la mitjana dels valors que s’obtinguin amb aquestes dues iteracions. 
Evidentment, si l’usuari s’equivoca i les dues seqüències introduïdes són molt 
diferents el rellotge indicarà que no coincideixen amb el missatge 
“MISMATCH”, i s’haurà de torna a començar el procés. Si la comprovació és 
satisfactòria, s’envia el codi al sistema i es mostra el missatge “CODI SYNC” 
si l’enviament s’ha fet sense problemes. 
 La funció lock_clear serveix per buidar la base de dades, i per tant totes els 
sistemes configurats i les respectives claus. El rellotge informa l’usuari que 
s’ha entrat en aquest mode amb el missatge “CLEAR ON”, i si no s’interromp 
el procés s’inicia el buidat. Quan aquest s’ha acabat s’indica amb el missatge 
“DATA CLEAR”. 
- Tipus de paquet de dades: per tal de poder enviar tota la informació necessària per 
dur a terme el procés de comunicació i desbloqueig del sistema extern s’ha utilitzat 
una estructura composta anomenada packet_t. Aquesta definició es pot trobar al 
fitxer packet.h. 
typedef struct packet { 
 u16 dst; // Destinació del paquet, ID del sistema 
 u16 src; // Origen del paquet, ID del rellotge 
 u8 type; // Tipus de paquet segons definició 
 u8 version; // Versió del paquet 
 union { 
  u8 raw[16]; // Paquet RAW, utilitzat per l’intercanvi de clau 
  struct { u8 reserved[16]; } syn;  // Utilitzat durant la sincronització, per 
sol•licitar un identificador de sessió 
  struct { u32 token; u8 seq[12]; } seq; // Utilitzat per enviar la seqüència de 
desbloqueig 
  struct { u32 token; u8 seq[12]; } pwd; // Utilitzat per canviar la seqüència de 
desbloqueig 
  struct { u32 token; u8 key[8]; u8 reserved[4]; } key; // Utilitzat per renovar 
la clau de xifrat 
  struct { u32 token; u8 pattern[12]; } sec; // Resposta del sistema al paquet 
de sincronització 
  struct { u32 token; u8 status; u8 reserved[11]; } ack; // Paquet ACK, resposta 
del sistema 
 } payload; 
 struct { 
  u16 rssi:8; 
  u16 crc_ok:1; 
  u16 lqi:7; 
 } status; // Estat de la comunicació de radio 
} packet_t; 
 
9.4. Programació del sistema extern 
La programació del sistema extern, simulat per un ordinador, finalment no s’ha pogut dur a 
terme, degut a les limitacions dels recursos disponibles enfront dels recursos necessaris per 
realitzar-la satisfactòriament. 
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El plantejament original era desenvolupar una interfície gràfica a l’ordinador que tingués 
associats uns fitxers amb programes i funcions, de la mateixa manera que el rellotge, i que 
pogués establir una comunicació per radiofreqüència amb aquest, emmagatzemar claus i 
seqüències associades, detectar quan un rellotge configurat es troba a prop... Això, tot i 
haver iniciat el procés de programació, no s’ha pogut finalitzar per les següents raons: 
- Necessitat d’una llicència del software utilitzat: la versió del software IAR 
Embedded Workbench utilitzada compta amb una llicència que permet disposar de 
totes les opcions del programa, sense límit de codi, durant un termini de 30 dies. Al 
llarg d’aquest termini s’ha desenvolupat la programació del rellotge, però donat que 
es tracta d’un procés llarg no ha estat possible depurar-la ni finalitzar la programació 
del sistema simulat. Un cop finalitzat aquest termini únicament es disposa, encara 
que per un temps indefinit, d’una versió limitada del programa, sense totes les 
llibreries i amb una mida de codi limitada a 8 kB. Tenint en compte que el rellotge 
disposa d’una memòria flash de 32 kB i que aquesta s’utilitza pràcticament en la 
seva totalitat, i també que la part del programa desenvolupat pel sistema simulat té 
una mida de 156 kB, resulta evident que no és possible continuar amb la 
programació amb la versió limitada. Per tal de poder continuar amb aquesta part del 
projecte seria necessari adquirir una llicència del programa complet, amb la 
important despesa que això suposaria. 
- Necessitat d’un hardware amb més opcions: el hardware de què es disposa, el 
dispositiu USB CC1101, únicament permet establir comunicació entre el rellotge i 
l’aparell al qual es connecti (en aquest cas amb l’ordinador), però no permet 
emmagatzemar informació. L’aplicació que s’ha estat desenvolupant requeriria que 
aquest dispositiu també fos programable, per tal de poder emmagatzemar la base de 
dades amb les claus i seqüències de cada parell rellotge-sistema simulat que es 
vulgui fer servir. 
- Necessitat de programar un servidor i una interfície: per tal de poder establir una 
comunicació adient i segura entre l’ordinador i el rellotge s’hauria de disposar d’un 
servidor dedicat i d’una interfície que permeti a l’usuari decidir a quin sistema vol 
accedir, rebre informació sobre l’estat de la comunicació... Aquesta feina està fora de 
l’abast d’aquest projecte i serien necessaris coneixements i recursos amplis 
d’informàtica, dels quals malauradament no es disposen. 
- Limitació de la memòria disponible en el dispositiu: un dels problemes que pot 
presentar el sistema plantejat és que mentre s’està configurant la parella rellotge-
sistema extern s’estan enviant paquets d’informació sense codificar, el qual pot 
suposar un risc per la integritat del sistema. Això es podria solucionar implementant 
un mètode d’intercanvi de claus més segur, com ara el de Diffie-Hellman explicat a 
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l’apartat 6.1, però això requeriria de més espai a la memòria del dispositiu, de la qual 
no es disposa. 
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10. Desenvolupament d’un sistema d’accés basat 
en claus d’un sol ús 
El sistema que es desenvolupa en aquest apartat també combina l’ús d’algunes de les eines 
explicades en els capítols anteriors. Partint d’una clau secreta i dades temporals preses pel 
rellotge, mitjançant l’algorisme SHA-1 es generen claus d’un sol ús que permetin a l’usuari 
accedir a un servei compatible del qual s’ha extret la clau secreta original. Quan es vol 
accedir a aquest servei, el mateix disposa d’una taula que li permet contrastar la informació 
de l’usuari i la clau que ha introduït, per saber si es tracta de l’usuari correcte o no utilitzant 
l’algorisme de verificació HMAC. 
10.1.  Plantejament 
            Usuari               Servei 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Bob        Taula 
“Sóc en Bob” 
Comptador d’en Bob 
Clau secreta d’en Bob 
Comptador d’en Bob 
Clau secreta d’en Bob 
Hash criptogràfic 
 Són iguals? 
“El meu codi és 123456” 
SÍ: permet l’accés al servei i 
actualitza el comptador 
NO: no permet l’accés al 
servei 
Hash criptogràfic 
Figura 10.1: Esquema bàsic del funcionament del sistema. 
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La idea bàsica d’aquest sistema és que l’usuari pugui identificar-se a l’hora d’accedir a un 
servei sense necessitat de recordar cap mena de clau però mantenint alhora la seguretat del 
sistema. Aquest mètode d’accés senzill es basa en la generació de claus d’un sol ús, que 
siguin únicament conegudes per l’usuari. A l’hora d’establir una connexió amb un servei, 
prèviament configurat, aquest disposa d’una taula d’usuaris, entre els quals es troba aquell 
que utilitza el rellotge. A aquesta taula s’hi emmagatzema un comptador i una clau secreta. 
Amb el comptador i la clau secreta genera una clau d’un sol ús, igual que el rellotge quan 
s’activa aquest programa. L’usuari introdueix aquesta clau i el servei comprova que aquesta 
és la clau correcta per a aquest usuari i amb el comptador actual. En cas afirmatiu l’usuari 
pot utilitzar aquest servei amb normalitat, i en cas negatiu l’usuari té un marge de temps per 
tornar a introduir la clau obtinguda. Si no ho fa en aquest interval, el servei deixarà de donar-
la per vàlida i n’haurà de sol·licitar una de nova per tornar a iniciar el procés d’identificació. 
10.2.  Funcionament 
El concepte darrere d’aquest sistema de seguretat és més senzill que en el cas del primer 
sistema desenvolupat. Únicament són necessaris el rellotge i un servei en línia que hagi 
estat prèviament configurat (com ara un servidor de correu, per exemple). 
La situació inicial és que l’usuari que té el rellotge vol accedir a un servei o iniciar sessió. 
Habitualment aquesta acció es faria amb una contrasenya escollida per l’usuari, que seria 
sempre la mateixa i que hauria de recordar (mentre no decideixi canviar-la). Aquest sistema 
presenta una alternativa més segura i còmoda al mètode tradicional. Quan l’usuari activa el 
programa al rellotge aquest genera una clau d’un sol ús utilitzant un valor únic i fix 
proporcionat pel servei, i un comptador que es va incrementant després de cada 
autentificació correcta. Aquesta clau es genera mitjançant l’algorisme SHA-1 explicat 
prèviament (veure apartat 4.2), i en cap moment queda emmagatzemada al rellotge un cop 
hagi passat el seu temps d’ús. Alhora, el servidor on es troba operant el servei compta amb 
una taula amb informació dels usuaris que el fan servir, entre d’ells l’usuari del rellotge que hi 
vol accedir. A aquesta taula el servidor hi emmagatzema el valor del comptador actual i la 
clau secreta que li ha assignat a aquest usuari. El servidor realitza la mateixa operació que 
el rellotge i genera la clau d’un sol ús que espera que l’usuari introdueixi. Únicament quan 
tant l’usuari com el servidor obtinguin el mateix resultat es donarà l’autentificació per 
correcta. L’avantatge que té aquest mètode és que com que cada clau es pot utilitzar una 
única vegada, no hi ha perill de que un atacant intercepti la comunicació i pugui obtenir 
alguna clau, ja que per quan ho faci aquesta ja no serà vàlida. Evidentment és possible que 
l’usuari s’equivoqui alguna vegada en introduir la clau. El servidor no incrementarà el seu 
comptador fins que no s’introdueixi la clau correcta, de manera que l’usuari pot tornar a 
introduir la seva clau dins un petit marge de temps (definit per un màxim de 30 segons en 
aquest cas).  
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L’algorisme SHA-1, encara que està considerat antiquat a dia d’avui, encara resulta adequat 
per a aplicacions com ara la creació de claus d’un sol ús. Això és perquè l’únic atac que pot 
funcionar contra aquest algorisme és un atac de força bruta, i tenint en compte que el SHA-1 
dóna una sortida de 160 bits això implica que per tal d’obtenir dos missatges que resultin en 
el mateix hash estadísticament seria necessari provar de l’ordre de 2160 missatges 
diferents. En comparació amb altres algorismes més moderns és un nombre força baix, però 
donat que cada clau es fa servir una única vegada la probabilitat de trobar una col·lisió és 
molt baixa. A més, resulta ideal per a implementar-lo en dispositius de baixes prestacions o 
amb memòria limitada, com és el cas del microcontrolador utilitzat, donada la seva baixa 
complexitat. 
Al programa desenvolupat en aquest projecte s’utilitza l’algorisme SHA-1 dues vegades 
consecutives per tal d’obtenir el codi final que es passarà a un algorisme HMAC. En primer 
lloc, el primer SHA-1 pren com a entrada la clau secreta i un missatge generat en el moment 
en el que s’inicia el càlcul. Aquest conjunt s’amplia fins els 64 bytes, i fent XOR amb el valor 
0x36 (64 vegades també) procedeix a l’execució de l’algorisme tal i com s’ha descrit 
prèviament. El segon cop es torna a operar exactament de la mateixa manera, però en 
comptes de complementar la clau amb el missatge es complementa amb el resultat del hash 
anterior, i en comptes de fer una XOR amb 0x36 es fa amb 0x5C. El resultat final és el codi 
d’autentificació que ha de coincidir, tant al rellotge com al servidor. Ara bé, aquest codi final 
és de 160 bits, el que implica que implica un nombre de dígits massa elevat per ser utilitzat 
ràpidament i sense errors per l’usuari. Per aquest motiu s’ha modificat l’algorisme per tal 
d’obtenir un codi adient i igualment segur, en reduir la sortida final de l’algorisme a una 
cadena d’únicament 6 dígits que ja serviran per identificar el codi d’autentificació (com 
s’explicarà a l’apartat 10.3). 
 
10.3.  Programació del dispositiu 
Per desenvolupar el programa descrit i fer que el rellotge realitzi les funcions desitjades 
s’han utilitzat algunes de les funcions que ja porta incloses en el firmware de fàbrica, i 
principalment s’han incorporat les noves funcions criptogràfiques. Totes elles estan escrites 
en llenguatge C i s’han desenvolupat utilitzant el software Code Composer Studio 6, de 
Texas Instruments9. S’ha utilitzat un programa diferent degut a les limitacions donades per la 
llicència del software anterior, tal i com s’ha explicat a l’apartat 9.4. Per aquest motiu s’han 
realitzat una sèrie de tutorials, amb l’objectiu de familiaritzar-se amb aquest nou entorn de 
treball.  A continuació s’expliquen aquelles funcions noves que es fan servir. Tots els arxius 
                                                 
9
 TEXAS INSTRUMENTS, Code Composer Studio v6.0 for MSP430. 
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amb el programa complet es poden trobar a l’Annex en format digital. 
- Funcions de la clau: en primer lloc s’ha definit una estructura que pugui contenir 
tota la informació necessària per generar la clau. Aquesta s’ha anomenat totp (donat 
que el seu funcionament és similar al d’un One Time Pad). 
 
struct totp { 
    u32 code;            // Intervals de 30 segons des de 1/1/1970 
    u8  togo;            // Número de segons que queden fins el proper interval 
    u8  run;             // Comptador TOTP activat 
    u8  dispseq;         // Comptador de la seqüència al display 
 
    struct tm time2code; // Variable de suport per computar el codi 
    u8  key[20];         // Clau privada pel TOTP 
    u32 totpcode;        // Codi computat TOTP 
    u8  digest[20];      // Espai pel digest del SHA1 
}; 
 
S’ha definit una primera part amb variables auxiliars (principalment comptadors i mesures 
de temps), com ara el codi de 32 bits que s’utilitza per obtenir la clau, un comptador de 8 
bits que guarda el número de segons que queden fins arribar al proper interval de 30 
segons, un comptador run que simplement indica si hi ha una clau activa i un darrer 
comptador que controla el temps que s’està mostrant una seqüència en pantalla. A més 
d’aquestes s’ha definit dins el mateix tipus una altra variable composta que contindrà la 
informació relativa a la clau que s’està generant (la clau interna utilitzada per calcular-la, 
el codi de 32 bits resultant i el hash de 160 bits resultant de l’algorisme SHA-1). 
A continuació es descriuen les funcions de la clau més importants. Totes les funcions 
utilitzades es poden trobar al fitxer totp.c. 
void reset_totp() { 
 stotp.code    = 0; 
 stotp.run     = 0; 
 stotp.dispseq = 0; 
 base32_decode((const u8 *)"4RGXVQI7YVY4LBPC4RGXVQI7YVY4LBPC", stotp.key, 32); // Crea clau 
a partir d'un string secret 
 stotp.code    = 0; 
} 
La funció reset_totp reinicia els camps de la variable descrita anteriorment per començar 
amb el càlcul de la clau. Posa tots els comptadors a 0 i calcula una primera clau a partir 
de la clau secreta fixa proporcionada pel servidor. Aquesta funció es crida en finalitzar el 
càlcul, per no arrossegar valors de càlculs anteriors. 
void set_totp(u8 line) { 
 // Sincronitza el comptador TOTP amb el temps del rellotge 
 stotp.time2code.tm_sec  = sTime.second; 
 stotp.time2code.tm_min  = sTime.minute; 
 stotp.time2code.tm_hour = sTime.hour;            // Hores passades les 00:00 
 stotp.time2code.tm_mday = sDate.day;             // Dia del mes (1 .. 31) 
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 stotp.time2code.tm_mon  = sDate.month - 1;       // Mes (0 .. 11) 
 stotp.time2code.tm_year = sDate.year - 1900;     // Mesurat des del 1900 
 stotp.code = mktime(&(stotp.time2code))          // Variable de segons 
                       - 2208988800 // Ajust al temps unix 
                       - 3600;     // Ajust a la franja horària 
local CET 
 stotp.code = stotp.code / 30; 
 stotp.togo = 30; 
 stotp.run  = 1; 
} 
La funció set_totp inicialitza les variables anteriors. En primer lloc pren una mesura dels 
temps, mitjançant les funcions incloses en el software original, i a continuació aplica un 
factor corrector passant la mesura a temps Unix10 i ajustant-la a la franja horària del lloc 
de mesura (en aquest cas, la franja CET, Central European Time, que té una hora més 
que la referència de Greenwich). També es defineixen uns intervals de treball de 30 
segons, i finalment s’inicialitza el comptador run, indicant que es procedeix a iniciar el 
càlcul de la clau. 
void compute_totp() { 
 u8 i; 
 uint8_t challenge[8]; 
 u32 tm = stotp.code; 
 for (i = 8; i--; tm >>= 8) { 
  challenge[i] = tm; 
 } 
 
 // Estimació del número de bytes necessaris per representar el secret desxifrat 
 int keyLen = 20; // 
 
 uint8_t hash[SHA1_DIGEST_LENGTH]; 
 hmac_sha1(stotp.key, keyLen, challenge, 8, hash, SHA1_DIGEST_LENGTH); 
 offset = stotp.digest[SHA1_DIGEST_LENGTH - 1] & 0xF; 
 
 stotp.totpcode = 0; 
 for (i = 0; i < 4; ++i) { 
  stotp.totpcode <<= 8; 
  stotp.totpcode  |= stotp.digest[offset + i]; 
 } 
 stotp.totpcode &= 0x7FFFFFFF; 
 stotp.totpcode %= 1000000; 
} 
La funció compute_totp és la que realitza tots els càlculs per tal d’obtenir el codi d’accés, i 
crida les funcions dels algorismes SHA-1 i HMAC que es descriuran més endavant. En 
primer lloc divideix el codi inicial en blocs de 8 bits i assigna una longitud de clau de 20 
bytes. A continuació s’apliquen tots dos algorismes alhora, de manera que quan acaba la 
operació hmac_sha1 ja s’ha obtingut un hash amb el codi d’accés complet. Es defineix un 
offset que es calcula simplement realitzant l’operació AND bit per bit amb el valor 0xF. 
Aquest offset s’utilitza juntament amb el camp totpcode, prèviament inicialitzat a 0, per 
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anar realitzant la operació OR entre tots dos i assignant el resultat en blocs de 8 bits, 
desplaçant-se cap a l’esquerra 4 vegades fins a obtenir una clau de 32 bits. 
void display_totp(u8 line, u8 update) { 
 u8 * str; 
 u32 n; 
 if (stotp.togo == 30) { 
  // En començar un nou interval, tornar a calcular toptcode 
  // set_totp(); 
  compute_totp(); 
 } 
 n = stotp.totpcode; 
 if ((line == LINE2) && (update != DISPLAY_LINE_CLEAR)) { 
  if (stotp.run) { 
   // Inicia un cicle entre "TOTP", els 3 primers dígits de la clau i els 3 
darrers dígits de la clau 
   switch(stotp.dispseq) { 
   case 0: clear_line(LINE2); 
   display_chars(LCD_SEG_L2_3_0, (u8 *) "TOTP", SEG_ON); 
   break; 
   case 1: clear_line(LINE2); 
   str = int_to_array((n / 1000) % 1000, 3, 0); 
   display_chars(LCD_SEG_L2_2_0, str, SEG_ON); 
   break; 
   case 2: clear_line(LINE2); 
   str = int_to_array((n) % 1000, 3, 0); 
   display_chars(LCD_SEG_L2_2_0, str, SEG_ON); 
   break; 
   } 
   stotp.dispseq = (stotp.dispseq + 1) % 3; 
  } else { 
   display_chars(LCD_SEG_L2_3_0, (u8 *) "TOTP", SEG_ON); 
  } 
 } else if ((line == LINE2) && (update == DISPLAY_LINE_CLEAR)) { 
  reset_totp(); 
 } 
} 
La darrera funció dins aquest grup és la funció display_totp. Després de realitzar el càlcul 
del codi d’accés inicia un cicle per mostrar-lo en pantalla. En primer lloc mostra la paraula 
“TOTP”, a continuació mostra els 3 primers dígits del codi i finalment mostra els darrers 3 
dígits. Després torna a iniciar el cicle, i es va repetint fins que l’usuari no deixa d’executar 
aquest programa. 
- Funcions HMAC: s’ha definit una única funció que realitza tot el procés de càlcul 
del hash i reducció del resultat final, per tal de simplificar el procés. Aquesta es pot 
trobar al fitxer hmac.c. 
void hmac_sha1(const uint8_t *key, int keyLength, 
               const uint8_t *data, int dataLength, 
               uint8_t *result, int resultLength){ 
  
 uint8_t hashed_key[SHA1_DIGEST_LENGTH]; 
    if (keyLength > 64) { 
      // La clau no pot superar els 64 bytes. Si ho fa, es reduirà a 20 bytes. 
      sha1_init(); 
      sha1_update(key, keyLength); 
      sha1_final(hashed_key); 
      key = hashed_key; 
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      keyLength = SHA1_DIGEST_LENGTH; 
} 
 
  // La clau pel hash intern es deriva de la clau original, ampliant-la fins a 64 bytes i fent XOR 
byte per byte amb 0x36. 
    u8 i; 
    for (i = 0; i < keyLength; ++i) { 
    tmp_key[i] = stotp.key[i] ^ 0x36; 
  } 
  memset(tmp_key + keyLength, 0x36, 64 - keyLength); 
 
  // Càlcul del hash intern 
  sha1_init(); 
  sha1_update(tmp_key, 64); 
  sha1_update(data, dataLength); 
  sha1_final (stotp.digest); 
 
  // La clau pel hash extern es deriva de la clau original, ampliant-la fins a 64 bytes i fent XOR 
byte per byte amb 0x5C. 
  for (i = 0; i < keyLength; ++i) { 
    tmp_key[i] = stotp.key[i] ^ 0x5C; 
  } 
  memset(tmp_key + keyLength, 0x5C, 64 - keyLength); 
 
  // Càlcul del hash extern 
  sha1_init(); 
  sha1_update(tmp_key, 64); 
  sha1_update(stotp.digest, SHA1_DIGEST_LENGTH); 
  sha1_final(stotp.digest); 
 
  // Es copia el resultat al buffer de sortida i es trunca si és necessari 
    memset(result, 0, resultLength); 
    if (resultLength > SHA1_DIGEST_LENGTH) { 
      resultLength = SHA1_DIGEST_LENGTH; 
    } 
    memcpy(result, stotp.digest, resultLength); 
 
    // Un cop operat es reinicien totes les estructures internes a zero 
    memset(hashed_key, 0, sizeof(hashed_key)); 
    memset(tmp_key, 0, sizeof(tmp_key)); 
} 
En primer lloc es calcula un hash inicial a partir de la clau secreta fixa. Aquest es farà 
servir al llarg de tot el procés per fer la resta de càlculs. Primerament es calcula el hash 
intern, realitzant una operació XOR bit per bit amb el valor 0x36, i es guarda el resultat a 
la memòria de forma temporal. A continuació es passa el resultat al hash extern, que es 
calcula realitzant una XOR bit per bit també, aquest cop amb el valor 0x5C. Finalment 
s’adapta el resultat final a la mida definida pel hash (160 bits) si és necessari, i es 
reinicien totes les variables utilitzades de cara a la següent crida de la funció. 
- Funcions SHA-1: s’han implementat les funcions de l’algorisme SHA-1, 
disponibles en codi obert11, per a ser utilitzades al microcontrolador MSP430. 
En primer lloc es defineixen les funcions i constants corresponents a la definició de 
l’algorisme SHA-1. 
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/* Funcions del SHA */ 
#define f1(x,y,z)    ((x & y) | (~x & z)) 
#define f2(x,y,z)    (x ^ y ^ z) 
#define f3(x,y,z)    ((x & y) | (x & z) | (y & z)) 
#define f4(x,y,z)    (x ^ y ^ z) 
 
/* Constants del SHA */ 
#define CONST1        0x5a827999L 
#define CONST2        0x6ed9eba1L 
#define CONST3        0x8f1bbcdcL 
#define CONST4        0xca62c1d6L 
 
Seguidament es defineixen les operacions que divideixen els blocs de 512 bits en 
paraules de 32 bits, així com els 5 registres A, B, C, D i E que utilitza l’algorisme per fer 
els càlculs, que també són inicialitzats. 
void sha1_init() { 
    glb_sha1_info.digest[0] = 0x67452301L; 
    glb_sha1_info.digest[1] = 0xefcdab89L; 
    glb_sha1_info.digest[2] = 0x98badcfeL; 
    glb_sha1_info.digest[3] = 0x10325476L; 
    glb_sha1_info.digest[4] = 0xc3d2e1f0L; 
    glb_sha1_info.count_lo = 0L; 
    glb_sha1_info.count_hi = 0L; 
    glb_sha1_info.local = 0; 
} 
A continuació s’inicia l’execució de l’algorisme tal com s’ha descrit a l’apartat 4.2, 
realitzant les 80 rondes de càlcul (4 etapes de 20 rondes, cadascuna amb la seva 
constant i les seves funcions corresponents).  
void sha1_final(uint8_t digest[20]) { 
    int count; 
    uint32_t lo_bit_count, hi_bit_count; 
    lo_bit_count = glb_sha1_info.count_lo; 
    hi_bit_count = glb_sha1_info.count_hi; 
    count = (int) ((lo_bit_count >> 3) & 0x3f); 
    ((uint8_t *) glb_sha1_info.data)[count++] = 0x80; 
    if (count > SHA1_BLOCKSIZE - 8) { 
    memset(((uint8_t *) glb_sha1_info.data) + count, 0, SHA1_BLOCKSIZE - count); 
    sha1_transform(); 
    memset((uint8_t *) glb_sha1_info.data, 0, SHA1_BLOCKSIZE - 8); 
    } else { 
    memset(((uint8_t *) glb_sha1_info.data) + count, 0, 
        SHA1_BLOCKSIZE - 8 - count); 
    } 
    glb_sha1_info.data[56] = (uint8_t)((hi_bit_count >> 24) & 0xff); 
    glb_sha1_info.data[57] = (uint8_t)((hi_bit_count >> 16) & 0xff); 
    glb_sha1_info.data[58] = (uint8_t)((hi_bit_count >>  8) & 0xff); 
    glb_sha1_info.data[59] = (uint8_t)((hi_bit_count >>  0) & 0xff); 
    glb_sha1_info.data[60] = (uint8_t)((lo_bit_count >> 24) & 0xff); 
    glb_sha1_info.data[61] = (uint8_t)((lo_bit_count >> 16) & 0xff); 
    glb_sha1_info.data[62] = (uint8_t)((lo_bit_count >>  8) & 0xff); 
    glb_sha1_info.data[63] = (uint8_t)((lo_bit_count >>  0) & 0xff); 
    sha1_transform_and_copy(digest); 
} 
 
Finalment, tal i com s’ha esmentat prèviament, es vol obtenir una clau senzilla, que sigui 
fàcil i ràpida d’introduir per l’usuari, i per tant s’ha de reduir el resultat de 160 bits obtingut 
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per l’algorisme. Aquest resultat es guarda de manera que, si hmac és un vector de 20 
bytes, hmac[0] conté els 8 bits de l’extrem esquerra, mentre que hmac[19] conté els 8 bits 
de l’extrem dret. Per explicar amb més claredat el procediment que s’ha fet servir 
s’utilitzarà un exemple numèric. 
Número del byte Valor del byte (HEX) Valor del byte (BIN) 
00 1F 0001 1111 
01 86 1000 0110 
02 98 1001 1000 
03 69 0110 1001 
04 0E 0000 1110 
05 02 0000 0010 
06 CA 1100 1010 
07 16 0001 0110 
08 61 0110 0001 
09 85 1000 0101 
10 50 0101 0000 
11 EF 1110 1111 
12 7F 0111 1111 
13 19 0001 1001 
14 DA 1101 1010 
15 8E 1000 1110 
16 94 1001 0100 
17 5B 0101 1011 
18 55 0101 0101 
19 5A 0101 1010 
 
Figura 10.2: Exemple de valors a la sortida de l’algorisme SHA-1. 
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A partir d’aquests valors, se segueix el següent procés per calcular el codi final12: 
1. En aquest cas es pot veure que el darrer byte, el número 19, té assignat el valor 
0x5A.  
2. D’aquest, el valor dels 4 bits més baixos és 0xA, i es defineix aquest valor com a 
offset o distància.  
3. 0xA és el valor 10 en decimal, i per tant es pren el byte 10 com a valor a partir del 
qual s’aplica l’offset.  
4. El valor dels 4 bytes que comencen al byte 10 és 0x50EF5F19 (és a dir, el byte 10 
és 0x50, el byte 11 és 0xEF, el byte 12 és 0x5F i el byte 13 és 0x19). 
5. Es pren aquest valor i es calcula el resultat de fer el mòdul 106 (donat que es 
volen 6 dígits; si es volguessin 7 dígits de codi s’hauria de fer mòdul 107). 
6. El resultat d’aquesta operació és 872921. Aquesta serà la clau que finalment 
haurà d’introduir l’usuari. 
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Desenvolupament d'un sistema de seguretat autònom i d'ús personal Pàg. 69 
 
11. Resultats 
En aquest capítol es troba un recull dels resultats obtinguts amb tots dos sistemes 
desenvolupats al llarg d’aquest projecte. 
11.1.  Sistema d’accés basat en una seqüència de moviments 
S’ha dut a terme satisfactòriament el desenvolupament i implementació del sistema 
d’emmagatzemament i generació de claus a partir de seqüències de moviments realitzades 
per l’usuari, utilitzant l’entorn i les eines proporcionades pel software IAR Embedded 
Workbench. 
 
Figura 11.1: Entorn de treball IAR Embedded Workbench. 
Com es pot veure a la figura anterior, ha estat possible compilar i executar el programa 
sense errors. S’ha pogut comprovar que el menú d’accés a les diferents funcions 
dissenyades funciona correctament. Malauradament no s’ha pogut depurar el programa ni 
comprovar tot el seu funcionament en una situació real, donada la impossibilitat de continuar 
amb la programació del sistema extern per l’exhauriment de la llicència de què s’ha disposat.  
S’ha pogut comprovar, però, que el rellotge és capaç d’executar el programa i que tracta de 
buscar algun sistema extern amb el que establir comunicació. De cara a un futur projecte 
seria necessari poder disposar d’una llicència completa del programa per dissenyar algun 
dels sistemes externs i finalment poder comprovar el correcte funcionament de la parella 
rellotge-sistema extern. 
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11.2.  Sistema d’accés basat en claus d’un sol ús 
S’ha dut a terme satisfactòriament el desenvolupament i implementació del sistema de 
generació de claus d’un sol ús a partir de mesures de temps realitzades en l’instant en què 
l’usuari vol accedir a un servei configurat, utilitzant l’entorn i les eines proporcionades pel 
software Code Composer Studio 6. 
 
Figura 11.2: Entorn de treball Code Composer Studio 6. 
Un cop finalitzada la programació ha estat possible compilar i executar el programa sense 
errors. En aquest cas sí que ha estat possible comprovar el seu funcionament i depurar el 
codi, i les comprovacions han estat satisfactòries. 
S’ha introduït al codi una clau secreta de prova, l’string de 32 bytes 
“4RGXVQI7YVY4LBPC4RGXVQI7YVY4LBPC”. Evidentment en tractar-se d’una clau secreta 
inventada no servirà per accedir a cap servei, però en el cas d’introduir una clau real d’un 
servei que utilitzi aquest tipus d’autentificació funcionaria sense cap mena de problema. 
 
Figura 11.3: Rellotge i eines utilitzades per a la seva manipulació i programació. 
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En el següent exemple s’ha executat el programa una vegada a les 13:08 hores del dia 
12/01/2015. Com es pot veure a les imatges a continuació, el codi obtingut ha estat el 
100835. 
 
Figura 11.4: Resultats d’una execució del programa. 
Aquest codi resulta vàlid fins que s’introdueix per accedir al servei o fins que passa un 
interval de 30 segons, passats els quals si l’usuari no l’ha utilitzat el sistema considera que el 
codi ja no és vàlid i haurà de sol·licitar-ne un altre de nou. A continuació s’ha tornat a 
executar el programa a les 13:10 hores del mateix dia, per comprovar que la clau obtinguda 
no és la mateixa. 
 
Figura 11.5: Resultats d’una execució immediatament posterior del programa. 
Com es pot veure a la figura anterior, la clau obtinguda efectivament és diferent. Així mentre 
que a les 13:08 hores la clau 100835 era vàlida, a les 13:10 ja no ho és i s’hauria d’utilitzar la 
clau 074593 per accedir al servei. 
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12. Planificació i pressupost del projecte 
En aquest apartat es desglossa el temps dedicat, així com el pressupost necessari per 
desenvolupar aquest projecte, i també una estimació del sobrecost que suposaria 
complementar-lo amb les tasques que no ha estat possible dur a terme. 
La planificació seguida al llarg del projecte es troba representada en el següent diagrama de 
Gantt13. 
 
 
Figura 12.1: Diagrama de Gantt de la planificació del projecte. 
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 TEAM GANTT, Online Gantt Chart – Project Management Software 
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Tal i com es pot comprovar, s’ha pogut complir amb totes les tasques proposades en un inici 
dins el termini establert, amb l’excepció de la programació del sistema extern, pels motius 
exposats a l’apartat 9.4. 
Pel que fa al pressupost, s’han tingut en compte tant les hores14 dedicades per l’autor com 
pel tutor, així com els recursos necessaris per desenvolupar el projecte. Finalment s’ha 
afegit un apartat amb els recursos dels quals no s’ha disposat però que es considera que 
haurien estat necessaris per poder completar íntegrament les tasques plantejades. 
Concepte Despesa 
 Dedicació de l’estudiant 
- Cost de 23,89 €/h 
- Temps de dedicació = 343 h 
 Dedicació del tutor 
- Cost de 58,39 €/h 
- Temps de dedicació = 12 h 
8194,27 € 
 
 
700,68 € 
 Dispositiu Texas Instruments EZ430 Chronos 59,99 € 
 Consum elèctric 
- Cost mitjà de l’energia de 0,017 €/kWh 
 
253,75 € 
 Despeses d’impressió 100 € 
SUBTOTAL 9308,69 € 
 Llicència del software Code Composer Studio 6 813,45 € 
 Llicència del software IAR Embedded Workbench 2148,45 € 
TOTAL 12270,59 € 
Figura 12.2: Pressupost estimat del projecte. 
Com es pot observar clarament, el cost del projecte augmentaria notablement en cas de 
voler adquirir les llicències necessàries per poder desenvolupar íntegrament els programes 
que s’havien plantejat. 
                                                 
14
 BOE, III. Otras disposiciones 
Desenvolupament d'un sistema de seguretat autònom i d'ús personal Pàg. 75 
 
Conclusions 
Al llarg d’aquest projecte s’han pogut estudiar les eines criptogràfiques més essencials, que 
permeten emmagatzemar i enviar informació de manera segura, per tal de garantir que cap 
observador ni atacant en pugui extreure informació que podria arribar a comprometre la 
privacitat i les dades personals de l’afectat en qüestió. 
En primer lloc ha estat possible familiaritzar-se amb les diferents maneres de tractar les 
dades, mitjançant els algorismes d’encriptació, i els diferents tipus d’atacs als quals han de 
ser capaços de fer front per tal de ser considerats segurs. Concretament s’ha aprofundit en 
l’algorisme AES i s’han descompost en detall les diferents operacions i fases que el 
composen, donat que és el més utilitzat internacionalment i com s’ha pogut comprovar 
proporciona un bon nivell de seguretat. 
També s’han estudiat les funcions hash, que permeten obtenir missatges reduïts a partir de 
missatges de dimensions majors, de manera que petits canvis en el missatge original 
resultin en grans canvis en la resposta, fent així pràcticament impossible que un atacant 
extern pugui extreure informació del resultat de dita funció. Això és especialment útil per 
verificar la integritat i la procedència dels missatges, aconseguint esbrinar així si el receptor 
d’un missatge xifrat efectivament l’ha rebut del seu legítim emissor i si a més ho ha fet 
íntegrament, sense perdre informació durant la transmissió. En aquest aspecte s’han 
estudiat principalment l’algorisme de generació hash SHA-1, donat el seu funcionament 
bàsic i sent àmpliament utilitzat per a aplicacions de petites dimensions, i també l’algorisme 
de verificació de missatges HMAC, que en combinació amb l’algorisme SHA-1 pot donar lloc 
a aplicacions d’elevada seguretat i execució relativament ràpida i senzilla. 
Finalment pel que fa a l’estudi teòric s’han estudiat breument els mètodes d’intercanvi de 
claus més bàsics, utilitzats per poder establir comunicacions privades a través d’un canal 
públic. S’han conegut i entès els fonaments dels primers mètodes utilitzats, com el de Diffie-
Hellman o la seva evolució, el mètode d’Elgamal, i s’ha realitzat una classificació dels 
diferents mètodes més complexos utilitzats en l’actualitat. 
A partir dels coneixements adquirits en aquesta fase de recerca s’han desenvolupat diversos 
sistemes de seguretat que permetin identificar el seu usuari de forma diferent a l’habitual 
però buscant el màxim nivell de seguretat possible. Per tal de fer-ho s’ha utilitzat com a eina 
de treball el dispositiu eZ430-Chronos, que es tracta d’un microcontrolador de capacitat 
mitjana contingut en format de rellotge digital. Després de familiaritzar-se amb el seu 
funcionament i les seves possibilitats, s’ha procedit a programar el dispositiu utilitzant els 
coneixements adquirits i les eines de software disponibles, com són els programes IAR 
Embedded Workbench i Code Composer Studio, amb els quals també ha estat necessari 
Pàg. 76  Memòria 
 
familiaritzar-se prèviament. 
El primer dels sistemes desenvolupats utilitza un mètode d’accés a sistemes externs basat 
en una seqüència de moviments. La idea darrere d’aquest sistema és que l’usuari portador 
del rellotge pugui configurar una sèrie de sistemes externs (com ara una porta o un 
ordinador) i hi pugui accedir gràcies a una clau compartida amb cada sistema, obtinguda 
mitjançant una sèrie de mesures preses per l’acceleròmetre del rellotge quan l’usuari 
executa una seqüència de moviments a la seva elecció. Aquest mètode ha estat 
desenvolupat i programat amb èxit, però finalment no ha estat possible posar-lo a prova per 
garantir el seu funcionament, donat que amb els recursos disponibles no s’han pogut 
programar aquests sistemes externs amb els quals establir la comunicació. 
El  segon dels sistemes desenvolupats utilitza un mètode d’accés diferent, basat en la 
generació de claus d’un sol ús a partir d’un comptador i mesures precises del temps, 
aprofitant les mateixes funcions de rellotge que té el dispositiu. Amb aquest mètode l’usuari 
que vol identificar-se per fer ús d’un servei prèviament configurat, en comptes d’introduir una 
contrasenya ja establerta, que pot ser fàcilment accessible per a un observador extern, 
executa aquest programa que, amb una mesura del temps i un comptador intern genera una 
clau de 6 dígits que únicament és vàlida durant un breu període de temps i fins que és 
utilitzada correctament una sola vegada. Aquest mètode ha estat desenvolupat i programat 
amb èxit, i ha estat possible implementar-lo en el microcontrolador i realitzar una sèrie de 
proves. El resultat d’aquestes ha estat satisfactori, podent comprovar que les claus que 
s’obtenen no es repeteixen en cap moment, i que efectivament només són vàlides durant el 
període de temps establert. 
Com a recomanacions i comentaris que es poden fer de cara a futurs projectes que puguin 
completar o ampliar la feina realitzada en aquest document, en primer lloc resultaria de 
màxim interès poder acabar de dissenyar el conjunt del primer sistema desenvolupat, 
programant els sistemes externs per poder accedir-hi amb el rellotge. Per fer-ho seria 
necessari adquirir una llicència del software utilitzat, amb la despesa que això suposa, però 
això permetria completar el desenvolupament d’un sistema molt versàtil i amb un bon nivell 
de seguretat. Una altra proposta interessant seria poder combinar ambdós sistemes per 
obtenir un mètode d’accés d’alta seguretat i de fàcil ús per a l’usuari. Un sistema com aquest 
podria ser implementat en un gran nombre d’aplicacions d’ús quotidià i en cas d’aconseguir 
un bon funcionament podria ser de gran interès per a un gran nombre d’usuaris. 
Com a conclusió final, es pot extreure d’aquest projecte que l’àmbit de la criptografia forma 
part de la vida quotidiana al món tecnificat, i que existeix un gran nombre de possibilitats, de 
tota mena de complexitat, per desenvolupar sistemes de seguretat que garanteixin la 
privacitat en un gran nombre d’accions en les quals la confidencialitat és vital, de forma 
autònoma i personal. 
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