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ABSTRACT. 
Nell’ambito del progetto PMI 3.0, all’interno di un complesso scenario, si vanno a 
inserire i rapporti di collaborazione tra le imprese, relazioni indispensabili per delineare 
nuovi obiettivi in linea con le tendenze del settore in cui si opera. 
Le collaborazioni inter-organizzative e l’innovazione sono diventate centrali per il 
raggiungimento dell’efficacia organizzativa. Spesso nasce dalle aziende stesse la 
necessità di trovare forme di aggregazione, in modo da poter favorire economie di 
scala e ridurre i costi dovuti alla dimensione aziendali. Il settore ICT può inserirsi in 
questo contesto fornendo un valido supporto per stimolare il nascere di collaborazioni 
e di processi di co-produzione e co-decisione  tra aziende, sostenendone lo sviluppo. 
Le nuove tecnologie come il web semantico offrono un metodo innovativo per 
convogliare le competenze centrali e condividere risorse al fine specifico di raggiungere 
un obiettivo comune. L’infrastruttura ICT sfrutta quindi il vantaggio della 
collaborazione per convogliare la conoscenza user-generated attraverso schemi ontologici 
e si fonda su uno scambio di informazioni e di know-how basati su un’interattività che 
trasforma gli utenti da meri fruitori di informazione in veri e propri produttori di 
contenuti. Attraverso le regole semantiche è possibile esprimere le regole di business, 
proprie delle aziende, ma anche condivise all’interno del processo di collaborazione. 
Infine, le tecnologie di modellazione dei processi e i sistemi di workflow possono dare 
un importante contributo legato alla definizione del processo collaborativo e alla sua 
gestione, e integrarsi con le tecnologie semantiche per raggiungere lo scopo che si pone 
il progetto.  
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INTRODUZIONE. 
Il presente lavoro di tesi è stato sviluppato nell’ambito del Progetto PMI 3.0, progetto 
di ricerca e sviluppo, relativo a ‘reti sociali di collaborazione nelle PMI toscane: 
processi, modelli, tecnologie’. 
Il Progetto PMI 3.0 fa riferimento a una ricerca denominata G Nike  (Grawth Nodes 
in a Knowledge – based Europe)  promossa  dalla Commissione Europea, in 
collaborazione con un gruppo di università europee, nel 2002. 
Gli enti partecipanti al progetto sono l’Università di Pisa e alcune PMI toscane 
operanti nel settore della meccanica. 
Il Progetto PMI 3.0 mira a valorizzare il trasferimento di conoscenze e  tecnologie tra 
enti di ricerca, università e PMI. 
La partecipazione e il coinvolgimento delle PMI costituisce dunque un aspetto chiave 
per il progetto, il cui scopo è quello di sviluppare strumenti e guideline (linee di 
intervento) volti a programmare l'uso delle nuove tecnologie per stimolare il nascere di 
collaborazioni tra e aziende e per sostenerne lo sviluppo. A tal fine PMI 3.0 si pone i 
seguenti obiettivi: 
 
• Identificare e studiare le dinamiche di collaborazione di tipo Virtual 
Organizations, Dynamic Virtual Organization e Virtual Breeding Environment 
esistenti nell’ambito del tessuto imprenditoriale regionale del settore della 
meccanica. 
• Recepire i dati e i fabbisogni (informativi, tecnologici, etc.) delle imprese per 
consentire una collaborazione efficace. 
• Favorire la creazione e diffusione di nuove competenze imprenditoriali. 
• Abilitare e supportare operativamente dinamiche collaborative tra le aziende 
della rete. 
• Sviluppare una infrastruttura ICT che favorisca e incentivi la collaborazione tra 
le aziende. 
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• Proporre modelli di collaborazione innovativi e specifici per le PMI, ispirati da 
tecnologie come il social semantic web e social networking, massimizzando il 
loro impatto attraverso il contemporaneo utilizzo di strumenti di informazione 
e networking tradizionale. 
 
L’obiettivo generale viene perseguito mediante l’integrazione di conoscenze, 
metodologie e tecnologie riguardanti settori diversi quali le scienze sociali, l’economia, 
l’informatica, l’ingegneria gestionale, la telecomunicazione, il software, nonché 
attraverso una forte interazione sul campo.  
Un team di tesisti di ingegneria gestionale ha partecipato al progetto, concentrandosi 
sulla valutazione delle aziende con visite sul campo e osservando in maniera diretta le 
realtà aziendali. Il loro studio si è orientato anche verso l’analisi dei processi e delle 
dinamiche di collaborazione, esistenti o potenziali, tra le PMI toscane coinvolte nel 
progetto PMI 3.0. 
Si sono anche tenute diverse riunioni, volte a presentare alle aziende i nuovi modelli, le 
tecnologie e gli strumenti individuati, dimostrandone l’utilità e l’usabilità. 
Il presente lavoro di tesi si concentra principalmente sulla progettazione e 
prototipazione di una piattaforma di supporto ai processi di collaborazione tra aziende. 
Il primo capitolo tratta le principali tecnologie e gli standard di modellazione dei 
processi e dei flussi di attività, emersi dallo studio della letteratura e applicabili al 
contesto del progetto PMI 3.0. 
Il secondo capitolo descrive lo stato dell’arte delle principali tecnologie di web 
semantico  ritenute le più adatte a fornire un supporto alla collaborazione tra imprese.  
Il terzo capitolo mostra le fasi di analisi dei requisiti e di progettazione della 
piattaforma ICT, con particolare attenzione rivolta alla progettazione di moduli che 
implementano le tecnologie trattate nei primi due capitoli. 
Il quarto capitolo è dedicato alla ricerca e allo studio di strumenti software con 
caratteristiche potenzialmente utili alla realizzazione di un primo prototipo della 
piattaforma.  
Il quinto capitolo descrive un processo collaborativo tra aziende, nato dalla 
cooperazione con i tesisti gestionali, che hanno fornito dati e idee per modellare un 
possibile scenario di collaborazione applicabile al contesto del progetto. 
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Nel sesto capitolo sono descritti le fasi e i passi che hanno portato alla realizzazione di 
un prototipo dei moduli progettati nel terzo capitolo. 
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1 TECNOLOGIE PER LA MODELLAZIONE DEI 
PROCESSI. 
In questo capitolo saranno descritti gli standard e le tecnologie, applicabili nell’ambito 
del Progetto PMI 3.0, che possono essere utilizzate per la progettazione e lo sviluppo 
della piattaforma di supporto ai processi di collaborazione. 
L’argomento di approfondimento è la modellazione dei processi e dei flussi di lavoro. 
Dopo una breve introduzione sui processi di business, saranno presentati gli standard 
per la rappresentazione dei processi tramite diagrammi di flusso, in particolare la 
notazione BPMN (Business Process Model and Notation) e gli standard EPC (Event-driven 
Process Chain) e Activity Diagram UML. Tra questi, è stata rivolta particolare attenzione 
al BPMN, scelto come linguaggio per il supporto ai processi di collaborazione del 
Progetto PMI 3.0.  
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1.1 Introduzione ai processi di business e ai 
workflow. 
Qualsiasi organizzazione possiede dei processi di business. Sebbene non esista una 
definizione unica e standard di processo di business, esso si può definire come una 
sequenza di attività collegate tra loro che ricevono delle risorse in input e le 
trasformano in un output. 
Le attività che compongono il processo devono essere tra loro collegate e coordinate 
in modo tale da raggiungere efficientemente l’obiettivo del processo, che 
principalmente è quello di creare valore sia per l’organizzazione sia per il destinatario 
finale. 
Una disciplina gestionale che si occupa di descrivere e gestire i processi di business di 
un’organizzazione è il BPM (Business Process Management). Esistono diversi sistemi 
tecnologici a supporto del BPM, come i BPMS (Business Process Management Systems), 
sistemi software il cui scopo primario è quello di definire i processi mediante l’uso di 
notazioni adatte, gestirli ed eseguirli al loro interno per monitorarli ed eventualmente 
ottimizzarli. Un aspetto importante di questi sistemi è che possono gestire attività 
svolte da agenti umani, ma permettono anche di automatizzarle in modo da rendere 
più efficiente il processo di business. 
Un importante concetto legato ai processi è quello dei workflow, o flussi di lavoro. Si 
possono trovare diverse definizioni di workflow, ma la più significativa è quella data 
dal WMC (Workflow Management Coalition), un consorzio che definisce gli standard per 
l’interoperabilità dei workflow management system. 
Un workflow è “l’automazione di un processo di business, in tutto o solo in parte, durante 
il quale i documenti, le informazioni o le attività sono passati da un partecipante a un altro 
per essere elaborati o eseguiti secondo quanto specificato da un insieme di regole 
procedurali ben definite” (1). 
La Figura 1.1 mostra la terminologia utilizzata dal WMC per descrivere i concetti 
principali di un processo e la struttura di un workflow management system. 
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Figura 1.1. Terminologia e relazioni tra i termini. 
 
 
Un processo è definito all’interno di una Definizione del processo (Process Definition), 
che identifica le attività, le regole procedurali e i dati di controllo associati, utilizzati per 
gestire il workflow durante la sua esecuzione. 
Ogni processo coinvolge una serie di attori, detti partecipanti, che interagiscono tra 
loro svolgendo le diverse attività che lo compongono. 
La definizione del processo può includere attività che rappresentano singoli step logici 
all’interno del processo. Le attività possono essere manuali (cioè eseguite da agenti 
umani) o automatizzate.  
La Definizione di un processo viene formalizzata in termini di: 
 
• Stato: uno stato specifica, all’interno di un processo, una dipendenza rispetto ad 
un attore esterno.  
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• Azioni: l’azione comprende la logica applicativa che deve essere eseguita in 
seguito al presentarsi di un evento specifico. 
• Transizioni: rappresentano lo spostamento del processo da uno stato ad un 
altro. 
 
Il processo viene gestito in un workflow management system, all’interno del quale 
viene creata un’ istanza della Definizione del processo, che a sua volta conterrà istanze 
delle attività automatizzate dichiarate in essa. 
Le attività possono contenere work item o invocare altre applicazioni che non 
coinvolgono i partecipanti. I work item rappresentano il lavoro e la sequenza di azioni 
che un partecipante deve svolgere per portare a termine l’attività. 
 
1.2 Standard per la rappresentazione dei workflow. 
Esistono diversi linguaggi utilizzati per descrivere un workflow e l’insieme delle attività 
che lo caratterizzano. È possibile distinguere tra standard di modellazione grafica e 
standard per i formati di interscambio dei modelli dei processi di business. I primi 
permettono di rappresentare graficamente un processo, gli altri traducono gli standard 
grafici in standard di esecuzione e quindi permettono lo scambio e la condivisione tra 
workflow management system di diversi produttori. La definizione di uno standard per 
il formato di interscambio nasce dall’esigenza di trovare un formato comune per la 
rappresentazione dei processi e quindi per garantire l'interoperabilità tra applicazioni 
software che gestiscono tali processi. Tra questi i più importanti sono: XPDL (XML 
Process Definition Language) e BPDM (Business Process Definition Metamodel). 
Tra gli standard grafici per la modellazione del processo i più diffusi sono: 
 
• Business Process Model and Notation (BPMN); 
• Activity Diagram UML; 
• Event-driven Process Chain (EPC). 
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Questi standard permettono di creare un diagramma del processo specificando i flussi 
di attività al loro interno. In questo modo si può ottenere una rappresentazione 
intuitiva del processo e comprensibile a tutti i partecipanti coinvolti. 
Il linguaggio più diffuso e utilizzato è il BPMN che, per la definizione dei workflow, 
fornisce una notazione semplice ed espressiva. Sono inoltre molto diffusi anche gli 
strumenti software che lo supportano e che consentono di eseguire o simulare i 
processi creati con la notazione BPMN. Per questi motivi si è preferito approfondire lo 
studio sul BPMN come linguaggio candidato per il supporto ai processi di 
collaborazione del progetto PMI 3.0. 
Di seguito verranno descritti brevemente gli altri due linguaggi di modellazione dei 
workflow, per poi passare ad una descrizione approfondita del BPMN. 
 
1.2.1 Activity Diagram UML. 
L’UML (Unified Modeling Language) è un linguaggio di modellazione visuale, orientato 
agli oggetti, ideato dall’OMG (Object Management Group). 
UML mette a disposizione gli Activity Diagram, una notazione adatta a descrivere i 
processi di business. Questi diagrammi visualizzano le sequenze di azioni che devono 
essere eseguite all’interno di un processo, includendo anche la descrizione del flusso di 
controllo e del flusso dei dati tra le attività. 
In (2) viene dimostrata l’adeguatezza dell’utilizzo degli Activity Diagram per la 
modellazione dei processi di business. 
Le unità fondamentali degli Activity Diagram sono le Action e i Control Nodes. 
Le Action, o Azioni, ricevono un insieme di input e li convertono in un output; 
rappresentano i task del processo. I Control Nodes, o Nodi di Controllo, realizzano la 
coordinazione tra le azioni. 
L’UML mette a disposizione una grande varietà di Action e Control Nodes, in Figura 
1.2 sono mostrate le unità più importanti. 
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Figura 1.2. Action e Control Nodes principali degli Activity Diagrams. 
 
Sono definiti anche 5 principali pattern per il controllo del flusso (Fig.1.3): 
• Sequence: stabilisce un ordine di esecuzione tra le attività. 
• Parallel split: il flusso può procedere contemporaneamente attraverso più 
attività. 
• Synchronisation: fa convergere il flusso proveniente da più attività parallele 
in un’unica attività. 
• Exclusive choice: rappresenta un punto decisionale in cui il flusso può 
procedere solo attraverso una sola direzione. 
• Simple merge: rappresenta un punto nel processo in cui due o più rami 
alternativi si uniscono senza sincronizzazione. 
 
 
Figura 1.3. Pattern per il controllo di flusso negli Activity Diagrams. 
 
 
Gli Activity Diagram mettono a disposizione molti altri pattern strutturali avanzati.  
Per approfondire ulteriormente l’argomento si consigliano (2) e (3). 
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1.2.2 Event-Driven Process Chain. 
EPC (Event-driven Process Chain) è una metodologia di modellazione, ideata da SAP, che 
consente di descrivere il processo di business da diversi punti di vista. 
È possibile fare una distinzione tra struttura del processo e comportamento del 
processo (4). Il passo principale è la descrizione delle entità fondamentali e delle 
relazioni che le caratterizzano. Successivamente si procede con la descrizione del 
comportamento dinamico del processo, tramite l’utilizzo di flussi con diverse 
funzionalità. I flussi di output descrivono il risultato dell’esecuzione del processo, i 
flussi di informazione rappresentano lo scambio delle informazioni o dei documenti 
coinvolti nel processo.  
I punti di vista sotto i quali è possibile descrivere un processo sono: 
 
• Entità responsabili del processo e loro relazioni: mostra le entità 
coinvolte nel processo e le relazioni tra esse. 
• Flusso funzionale: descrive il processo illustrando le attività che devono 
essere eseguite, non pone l’accento sulle entità coinvolte ma sulla sequenza 
di operazioni da svolgere. 
• Flusso di output: descrive il processo mostrando le relazioni esistenti tra 
gli output prodotti da ogni attività. 
• Flusso informativo: descrive il modo con cui sono scambiate le 
informazioni tra le entità del processo. 
 
La Figura 1.4 mostra un esempio di flusso informativo. 
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Figura 1.4. Flusso informativo di un diagramma EPC. 
 
 
1.3 BPMN (Business Process Model and Notation). 
La Business Process Model and Notation, BPMN, è una notazione di modellazione per 
processi di business definita dall’OMG (Object Management Group) che mira a 
diventare uno standard de facto tra i vari standard grafici di modellazione di processi di 
business. 
L’obiettivo del BPMN è di fornire una notazione intuitiva comprensibile da parte di 
tutti gli attori che partecipano al business, a partire da quelli che si occupano della 
creazione del diagramma fino a coloro che implementano e rendono operativi i 
processi, risolvendo il problema del gap tra la progettazione dei processi e la loro 
implementazione. 
La specifica BPMN (5) fornisce un modello per i processi aziendali e un formato di 
interscambio che può essere utilizzato per lo scambio di definizioni di processo tra 
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strumenti diversi. L’obiettivo della specifica è quello di consentire la portabilità delle 
definizioni di processo, in modo che gli utenti le possano utilizzare all’interno di 
ambienti diversi, realizzati da produttori diversi. 
La nuova versione BPMN 2.0 risolve le inconsistenze e le ambiguità del BPMN 1.2, 
estendendo anche alcune caratteristiche della notazione precedente. 
Riassumendo, BPMN è human-readable e accessibile, poiché mette a disposizione una 
notazione semplice e di facile interpretazione, ma è anche machine-readable, perché è una 
notazione serializzabile in formati XML per l’esecuzione e la simulazione dei processi. 
Queste sue caratteristiche hanno orientato verso il BPMN la scelta del linguaggio di 
modellazione dei processi da utilizzare in questo lavoro di tesi. 
Il BPMN è stato ideato in modo da creare diverse tipologie di modelli di business end to 
end. Secondo OMG, questi processi possono essere classificati come: 
 
• Processi privati 
• Processi pubblici 
• Processi di collaborazione 
• Coreografie. 
 
1.3.1 Processi privati. 
I processi privati sono quelli interni a una specifica organizzazione e sono 
generalmente chiamati workflow. Se la notazione utilizza le swimlanes, allora il 
processo sarà contenuto all’interno di un unico pool. Il flusso del processo non può 
oltrepassare i confini del pool, contrariamente al flusso dei messaggi che invece può 
oltrepassare connettere più pool e quindi diversi processi di business privati. La Figura 
1.5 mostra un esempio di processo di business privato.  
 
 
Figura 1.5. Esempio di processo privato descritto in BPMN. 
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1.3.2 Processi pubblici. 
I processi pubblici rappresentano le interazioni tra i processi di business privati e altri 
partecipanti o processi. Solo le attività utilizzate per la comunicazione tra più 
partecipanti sono incluse nel processo pubblico. Tutte le altre attività interne dei 
processi privati non sono mostrate nel processo pubblico, ma è mostrato solo il flusso 
dei messaggi e l’ordine in cui questi sono richiesti per la corretta comunicazione tra i 
partecipanti. La Figura 1.6 mostra un esempio di processo pubblico. 
 
 
Figura 1.6. Esempio di processo pubblico descritto in BPMN. 
 
1.3.3 Processi di collaborazione. 
Un processo di collaborazione mostra le interazioni tra due o più entità di business. 
Una collaborazione solitamente contiene due o più pool che rappresentano gli attori 
partecipanti. Lo scambio di informazioni è mostrato dal flusso dei messaggi che 
connette i pool. La collaborazione può essere rappresentata come due o più processi 
pubblici che comunicano tra loro. La Figura 1.7 mostra un esempio di collaborazione. 
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Figura 1.7. Esempio di collaborazione descritta in BPMN. 
 
1.3.4 Coreografie. 
Un modello di coreografia fornisce una definizione dei comportamenti attesi tra 
soggetti che interagiscono, cioè una specie di contratto procedurale o protocollo. 
Poiché i soggetti dell’interazione non appartengono allo stesso contesto, non ci sono 
dati condivisi tra elementi del processo e non esiste alcun meccanismo centralizzato 
che guida o tiene traccia della coreografia. La differenza tra una coreografia e un 
processo è data dal fatto che mentre il processo risiede all’interno di un pool, la 
coreografia risiede tra i pool. In Figura 1.8 è mostrato un esempio di coreografia. 
 
 
 
Figura 1.8. Esempio di coreografia descritta in BPMN. 
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1.3.5 Punto di vista di un diagramma BPMN. 
Poiché un diagramma coinvolge più partecipanti, ognuno di essi può avere una 
differente visione e comprensione del processo, a seconda di come è coinvolto in esso. 
Alcune attività saranno viste come interne rispetto ad un partecipante, nel senso che 
sono di sua competenza, altre saranno viste come esterne.  
Questa differenza di punti di vista, risulta importante a tempo di esecuzione del 
processo, in quanto permette al partecipante di monitorare lo stato delle sue attività 
anche se di fatto il diagramma rimane lo stesso per tutti i partecipanti. In Figura 1.7 il 
processo di business presenta due punti di vista: uno del paziente e l’altro del dottore. 
Sono mostrate le attività di entrambi i partecipanti ma, quando il processo viene 
eseguito, ogni partecipante avrà il controllo solo delle attività di sua competenza. 
 
1.3.6 Comportamento di un diagramma BPMN. 
Per comprendere il modo in cui il processo avanza, può essere introdotto il concetto di 
token, o gettone. Si può immaginare un token che attraversi il processo man mano che 
le attività vengono eseguite. Questo token rappresenta lo stato del processo; viene 
generato all’avvio del processo e viene consumato alla terminazione dello stesso. 
 
1.3.7 Elementi BPMN. 
Un diagramma BPMN è composto da un insieme di elementi grafici il cui aspetto è 
stato reso semplice e familiare in modo da essere facilmente distinguibili e 
comprensibili. 
Gli elementi della notazione BMPN sono divisi in 4 categorie: 
 
• Flow Objects (Oggetti di flusso) 
• Connecting Objects (Oggetti di connessione) 
• Swimlanes 
• Artifacts (Artefatti). 
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1.3.8 Flow Objects. 
 
 
Figura 1.9. Flow Objects. 
 
I Flow Objects si dividono in: 
 
• Events (Eventi) 
• Activities (Attività) 
• Gateways. 
 
Event. Un evento è qualcosa che si verifica durante l’esecuzione del processo. Gli 
eventi sono caratterizzati da una causa (trigger) e da un effetto (result). Sono 
rappresentati con un cerchio e sono di tre tipi: Start, Intermediate, End. 
 
 
Figura 1.10. Tipi di Event. 
 
 
 
 23 
Start Event: indica l’inizio di un processo. 
 
Intermediate Event: sono posizionati tra gli Start Event e gli End Event; 
influenzano l’andamento dei flusso. 
 
End Event: indica la terminazione del processo. 
 
Gli Eventi possono essere di tipo ‘catching’, se reagiscono a dei trigger che li attivano o 
di tipo ‘throwing’, se producono qualche risultato. 
La Figura 1.11 mostra tutti i tipi di eventi disponibili. 
Per un maggiore approfondimento si consiglia (5). 
 
 
 
Figura 1.11. Tipi di Event in BPMN. 
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Activity. Un’attività è un lavoro svolto da una qualche entità all’interno del processo. 
Sono presenti tre tipi di attività: processo, sotto-processo e task; sono rappresentati 
con un rettangolo con gli angoli arrotondati. 
 
Gateway. Un gateway è rappresentato da un rombo e rappresenta una divergenza o 
convergenza del flusso. Sono utilizzati per operazioni di branching, di forking, di 
merging e di joining dei vari percorsi di flusso. 
I principali tipi di Gateway sono i Gateway Paralleli ed Esclusivi:  
 
Gateway Paralleli. Indirizzano il flusso su più attività che possono essere 
svolte in parallelo. 
 
Gateway Esclusivi. Rappresentano un punto decisionale e indirizzano il flusso 
su una sola direzione tra quelle disponibili. 
 
In Figura 1.12 sono rappresentati tutti i tipi di Gateway.  
Per ulteriori approfondimenti si rimanda a (5). 
 
 
Figura 1.12. Tipi di Gateway in BPMN. 
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1.3.9 Connecting Objects. 
 
 
Figura 1.13. Connecting Objects. 
 
 
I Connecting Objects si dividono in: 
 
• Sequence Flow (Flusso di sequenza) 
• Message Flow (Flusso di messaggio) 
• Association (Associazione). 
 
Sequence Flow. È rappresentato da una freccia con punta nera ed è utilizzato per 
mostrare l’ordine di esecuzione delle attività all’interno del processo. 
 
Message Flow. È rappresentato da una freccia tratteggiata con punta bianca ed è 
utilizzato per mostrare il flusso dei messaggi scambiati tra i partecipanti del processo. 
 
Association. L’associazione è utilizzata per associare informazioni aggiuntive ai Flow 
Objects. 
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1.3.10 Swimlanes. 
 
 
Figura 1.14. Swimlanes. 
 
 
Le Swimlanes sono utilizzate per raggruppare visivamente le attività e per 
rappresentare responsabilità o funzioni diverse all’interno del processo. 
Si dividono in: 
 
• Pool 
• Lane. 
 
Pool. Rappresenta il contesto in cui si svolge il processo; solitamente in un processo di 
collaborazione è utilizzato per rappresentare un singolo partecipante. 
Lane. Rappresenta una ‘corsia’, cioè una sotto-porzione del pool assegnata a un 
singolo attore.  
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1.3.11 Artifacts. 
 
 
Figura 1.15. Artifacts. 
 
 
Gli Artefatti si dividono in: 
 
• Data Objects 
• Groups (Gruppi) 
• Annotations (Annotazioni). 
 
Data Objects. Forniscono informazioni su cosa è richiesto dalle attività o su cosa esse 
producono. Possono rappresentare un oggetto singolo o una collezione di oggetti 
richiesti in input dalle attività e processati durante la loro esecuzione. 
 
Groups. Non hanno effetto sul flusso, ma sono utilizzati prevalentemente a scopo di 
analisi e documentazione. 
 
Annotations. Costituiscono un meccanismo per fornire informazioni sotto forma di 
testo aggiuntivo.  
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2 TECNOLOGIE DI WEB SEMANTICO PER IL 
SUPPORTO A PROCESSI COLLABORATIVI. 
Questo capitolo descrive lo stato dell’arte delle principali tecnologie di web semantico 
investigate durante lo studio della letteratura e ritenute le più adatte a fornire un 
supporto alla collaborazione tra imprese. 
Dopo una rapida introduzione all’argomento, saranno presentate in dettaglio le 
ontologie come strumento di formalizzazione e concettualizzazione di un dominio di 
interesse, il linguaggio OWL (Ontology Web Language) come strumento per rappresentare 
le ontologie e infine il linguaggio SWRL (Semantic Web Rule Language) come linguaggio 
di definizione delle regole di business di un’organizzazione. 
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2.1 Introduzione al Web Semantico. 
Il Web può essere visto come un insieme di informazioni, testi, documenti o più in 
generale risorse, collegate tra di loro. Questi documenti sono creati dagli utenti per gli 
utenti, cioè solo essi sono in grado di comprendere il contenuto delle risorse che 
stanno utilizzando. 
Il Web, nel corso degli anni, ha subito una rapida evoluzione. Si è passati dal Web 1.0, 
come semplice meccanismo statico di pubblicazione e consultazione, al Web 2.0, 
caratterizzato dalla presenza di applicazioni e servizi che mirano a migliorare la 
collaborazione e l’interazione tra gli utenti. 
I servizi e gli strumenti del Web 2.0 hanno trasformato l’utente da consumatore, come 
avveniva nel Web 1.0, a partecipante, da utilizzatore passivo ad autore attivo di 
contenuti, messi a disposizione da chiunque utilizzi Internet. 
Il termine Web Semantico, o Web 3.0, è da attribuire a Tim Barners-Lee, che nel 2001, in 
un articolo inserito nella rivista Scientific American (6) scrive: 
“Ho fatto un sogno riguardante il Web [...] ed è un sogno diviso in due 
parti. Nella prima parte, il Web diventa un mezzo, di gran lunga più 
potente, per favorire la collaborazione tra i popoli. Ho sempre 
immaginato lo spazio dell'informazione come una cosa a cui tutti 
abbiano accesso immediato e intuitivo, non solo per navigare, ma anche 
per creare. Nella seconda parte del sogno, la collaborazione si allarga ai 
computer. Le macchine diventano capaci di analizzare tutti i dati sul 
Web, il contenuto, i link e le transazioni tra persone e computer. [...] i 
meccanismi quotidiani di commercio, burocrazia e vita saranno gestiti 
da macchine che parleranno a macchine, lasciando che gli uomini 
pensino soltanto a fornire l'ispirazione e l'intuito. Questo si 
concretizzerà introducendo una serie di progressi tecnici e di 
adeguamenti sociali attualmente in fase di sviluppo. [...] il Web sarà un 
luogo in cui l'improvvisazione dell'essere umano e il ragionamento 
della macchina coesisteranno in una miscela ideale e potente" 
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L’autore dell’articolo promuove quindi una trasformazione del Web in un ambiente in 
cui i documenti pubblicati sono associati ad informazioni e metadati che ne specificano 
il contesto ‘semantico’ in un formato adatto all’interrogazione, all’interpretazione e più 
in generale all’elaborazione automatica. 
Il web semantico quindi nasce dall’idea di creare un Web machine-readable, con 
l’obiettivo di rendere la conoscenza facilmente comprensibile alle applicazioni, in grado 
di interpretarne il significato e di supportare gli utenti della rete processando e 
ragionando in maniera automatizzata sui dati. L’idea è quella di fare in modo che le 
macchine riescano autonomamente ad estrarre e dedurre nuova conoscenza 
dall’insieme di informazioni disperse nella rete. 
Secondo Barners-Lee il web semantico non andrebbe a sostituire il Web attuale, ma 
solo ad estenderlo. Per realizzare tutto ciò, che può anche sembrare un’utopia, si 
dovrebbe procedere gradualmente attraverso delle fasi che prevedono in primo luogo 
la ristrutturazione di tutti i dati, cioè aggiungere alle informazioni tutti i metadati 
necessari, passando così da un Web dei documenti a un Web dei dati. Il secondo passo 
dovrebbe riguardare l’integrazione e l’indicizzazione dei dati, quindi anziché indicizzare 
le pagine si dovrebbero indicizzare i metadati. Infine l’ultimo passo sarebbe quello di 
automatizzare i processi di ragionamento e creazione di nuova conoscenza. I termini 
‘dovrebbe’ e ‘sarebbe’ evidenziano la reale difficoltà che incontra la realizzazione del 
web semantico. Non è un proposito impossibile, ma neanche talmente semplice da 
poter affermare che nel giro di pochi anni si assisterà all’avvento di quel web semantico 
sognato da Barners-Lee. 
Il W3C (World Wide Web Consortium) (7) è l’ente che sovrintende alla realizzazione del 
web semantico e ha posto quest’ultima come obiettivo primario di medio-lungo 
termine. 
In questi anni sono stati fatti passi in avanti per quanto riguarda le tecnologie 
semantiche, lo stesso W3C ha sviluppato standard e raccomandazioni di supporto per 
il Web dei Dati.   
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2.2 Architettura del Web Semantico. 
In questo paragrafo saranno descritte le tecnologie che stanno alla base del web 
semantico, che presenta un’architettura chiamata ‘stack semantico’ o ‘pila del web 
semantico’, proposta da Barners-Lee e basata su dati, metadati e ontologie. 
 
 
Figura 2.1. Architettura del web semantico. 
 
 
L’architettura del web semantico (Fig.2.1), può essere divisa in tre strati. Il primo è 
costituito da tecnologie già note e consolidate come URI, UNICODE e XML. Il 
secondo strato, quello centrale, rappresenta il core del web semantico. Inizialmente 
costituito solo dalle ontologie, è stato oggetto principale delle attenzioni del W3C e nel 
corso degli anni si è arricchito con nuovi standard e tecnologie che permettono di 
strutturare le informazioni specificandone metadati. Il terzo e ultimo strato comprende 
tecnologie non ancora sviluppate nelle quali dovrebbe risiedere l’intelligenza 
automatica del web semantico. Trasversali alle tecnologie dei tre livelli ci sono le 
tecnologie della crittografia e della firma digitale. 
Di seguito verranno descritte le tecnologie dei tre livelli semantici, con particolare 
attenzione verso quelle che risiedono nel core del web semantico. 
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2.3 URI e Unicode. 
Lo strato inferiore dello stack semantico comprende tecnologie che stanno alla base del 
funzionamento del Web tradizionale, cioè i principi basilari della comunicazione. 
URI (Uniform Resource Identifier) fornisce un meccanismo per identificare univocamente 
una risorsa nel Web, specifica il meccanismo per accedere alla risorsa e dove 
recuperarla. Un URI può essere un nome, URN (Uniform Resource Name) o un indirizzo 
URL (Uniform Resource Locator). I caratteri contenuti in un URI appartengono all’insieme 
dei caratteri ASCII. 
Un IRI (Internationalized Resource Identifier) è una forma generale di un URI e può 
contenere caratteri appartenenti all’insieme Unicode. 
 
2.4 XML. 
XML (eXtensible Markup Language) (8) è un metalinguaggio che fornisce un insieme di 
regole sintattiche per modellare la struttura dei documenti e dei dati. La specifica 
dell’XML nasce dall’esigenza di separazione tra struttura e presentazione delle 
informazioni e per garantire l’interoperabilità dei dati. 
L’XML è un linguaggio di markup che permette di creare linguaggi specifici 
definendone una grammatica e delle regole sintattiche; utilizza inoltre dei tag per 
strutturare i dati, consentendo anche di creare tag personalizzati. Queste caratteristiche 
rendono l’XML un linguaggio flessibile ed estendibile. 
Un documento XML consiste essenzialmente di markup (tag, riferimenti, commenti, 
istruzioni) e dati, cioè tutto ciò che non è markup e che non è processato dalle 
applicazioni che utilizzano il documento. Un documento XML che soddisfa le regole 
sintattiche generali è detto ‘ben formato’. Non basta che il documento sia ben formato, 
ma deve anche essere ‘valido’, cioè deve rispettare la grammatica definita per quel 
particolare linguaggio XML. Il controllo della validità di un documento XML è svolto 
da un’applicazione che prende il nome di parser. 
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I due linguaggi principali utilizzati per definire la grammatica di un documento XML, 
sono il DTD (Document Type Definition) l’XML Schema. Quest’ultimo è stato introdotto 
per colmare i limiti del DTD. Quest’ultimo si basa su una sintassi che è diversa dalla 
sintassi usata per i documenti XML, ciò comporta una mancanza di uniformità tra 
quelli che sono i dati (contenuto dei file XML) e quelli che sono i metadati (DTD) e ne 
deriva quindi l’impossibilità di elaborare DTD e XML con le stesse applicazioni 
software.  
In secondo luogo, le definizioni DTD forniscono un meccanismo di tipizzazione 
molto limitata e, a differenza dell’XML Schema, non mettono a disposizione tecniche 
per definire nuovi tipi di dati a partire da quelli elementari. Inoltre il DTD non 
supporta le caratteristiche di astrazione, ereditarietà e riusabilità tipiche dei linguaggi e 
della programmazione ad oggetti. 
Un concetto importante è quello dei namespace, supportati dall’XML Schema e non dal 
DTD. I namespace, o spazi di nomi, risolvono il problema dei conflitti di nomi. 
L’XML permette di creare tag personalizzati, può quindi accadere che in uno stesso 
documento siano presenti dei tag con lo stesso nome, ma che si riferiscono 
concettualmente a entità differenti. Questo problema è risolto dai namespace che si 
riferiscono univocamente ad un insieme di tag, tramite l’utilizzo di un URI. Quindi 
all’interno di un documento può essere dichiarato il namespace e posto come prefisso 
di un tag definito in esso.  
Nell’ambito del web semantico l’XML viene considerato il primo linguaggio che 
struttura i dati e si fa portatore di informazioni sulla semantica delle risorse. Per questo 
motivo è considerato la base di partenza per la definizione degli altri standard 
all’interno dello stack semantico. 
 
2.5 RDF. 
RDF (Resource Description Framework) (9) è un linguaggio assertivo ideato per esprimere 
proposizioni per mezzo di specifici vocabolari formalizzati. Come l’XML, anche l'RDF 
prevede la distinzione tra i documenti RDF e gli schemi, detti vocabolari. Uno schema 
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RDF (RDFS) definisce strutture di dati dette classi e le relazioni (proprietà) tra esse. 
Essendo basato sull'XML, RDF viene considerato come un’applicazione di tale 
linguaggio.  
I concetti fondamentali dell’RDF sono: 
 
• Risorse: qualunque cosa descritta da un'espressione RDF e individuata da un 
URI; 
• Proprietà: una caratteristica specifica, un attributo, o una relazione utilizzata 
per descrivere una risorsa. Ogni proprietà ha un significato specifico, definisce i 
valori ammissibili, i tipi di risorse che può descrivere, e le sue relazioni con altre 
proprietà. Le proprietà associate alle risorse sono identificate da un nome e 
assumono dei valori. 
• Asserzioni: l'associazione di una proprietà a una risorsa. Un'asserzione (o 
statement) è una tupla composta da un soggetto (risorsa), un predicato (proprietà) 
e un oggetto (valore). Essa afferma che una certa risorsa (soggetto) ha un certo 
valore (oggetto) per una data proprietà (predicato). Lo statement RDF che 
descrive una risorsa è una tripla del tipo: (<soggetto> <predicato> <oggetto>). 
 
Sebbene RDF permetta di strutturare i dati ed esprimere una certa semantica, non 
permette di effettuare vere e proprie inferenze sulla conoscenza, obiettivo primario del 
web semantico. Per questo motivo sono state introdotte le ontologie. 
 
2.6 Introduzione alle Ontologie. 
Il termine ontologia deriva dalla filosofia e si riferisce allo studio dell’essere e delle sue 
categorie fondamentali. Questo termine è stato utilizzano nel contesto informatico per 
indicare “un’esplicita specificazione di una concettualizzazione” (10) e una 
“rappresentazione formale, condivisa ed esplicita di una concettualizzazione di un dominio 
di interesse” (11). Quest’ultima è una definizione completa in quanto ciascuno dei 
termini utilizzati in essa è importante. Con il termine formale si intende che l’ontologia 
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deve essere scritta in un linguaggio processabile da una macchina. Esplicita significa che 
l’ontologia non deve essere ambigua e deve definire in maniera chiara le classi, le 
relazioni e le proprietà del dominio. Per concettualizzazione si intende una 
rappresentazione astratta di un dominio di interesse attraverso i concetti che lo 
caratterizzano. Infine l’ontologia deve essere condivisa, cioè deve essere accettata e 
riconosciuta da una pluralità di soggetti. 
Esistono differenti tipi di ontologia: 
 
• Ontologie top-level: descrivono concetti molto generali o conoscenza di senso 
comune in maniera coerente e consistente, ma sono indipendenti dal dominio. 
•  Ontologie di dominio: descrivono le categorie di una certa disciplina e sono 
legate ad uno specifico dominio di applicazione, non sono usate direttamente 
per costruire sistemi, quanto per costruire archivi di informazioni. Vengono 
sviluppate per aiutare il lavoro cooperativo e stabilire un accordo sui termini di 
un dominio e del loro significato, comprensibili da membri del team con 
diverso background culturale. 
• Ontologie di scopo: definiscono quali sono gli argomenti di un campo. Un 
campo può essere una disciplina, un settore industriale o una qualsiasi area della 
società che unifica molti domini di applicazione. 
 
Un’ontologia si compone di: 
• Concetti (o Classi): rappresentano l’insieme degli oggetti del dominio di 
interesse. Le classi sono generalmente organizzate in tassonomie. 
• Relazioni: corrispondono all’insieme dei collegamenti che intercorrono tra gli 
oggetti. Sono definite dalle proprietà e dagli attributi che caratterizzano le classi 
del dominio. 
• Istanze (o Individui): rappresentano gli elementi del mondo reale. Sono gli 
oggetti effettivamente contenuti all’interno delle classi. 
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2.7 OWL. 
Il linguaggio individuato dal W3C per la definizione delle ontologie è il linguaggio 
OWL (Ontology Web Language). 
OWL permette di definire gli elementi fondamentali di un’ontologia, cioè le classi, le 
relazioni e gli individui.  
Le classi sono definite utilizzando costrutti di tipo insiemistico, enumerando gli 
elementi che ne fanno parte oppure applicando una restrizione su di una proprietà. È 
inoltre possibile esprimere legami di ereditarietà, equivalenza o disgiunzione tra le 
classi. 
Le proprietà  descrivono la struttura interna degli elementi di una classe o le relazioni 
esistenti tra le classi. OWL permette di definire proprietà simmetriche o transitive. 
Anche tra le proprietà, come per le classi, si possono stabilire legami di eredità ed 
equivalenza. 
Gli individui rappresentano le istanze che popolano le classi e sono caratterizzati da 
attributi e relazioni verso altri individui. 
Lo scopo di OWL è di descrivere delle basi di conoscenze per poter effettuare 
deduzioni su di esse. È  un linguaggio di markup basato sull’XML, infatti, come si può 
notare in Figura 2.1, l’XML si trova nello strato sottostante quello di OWL. 
OWL fornisce tre sottolinguaggi dal potere espressivo crescente che sono progettati 
per l’utilizzo da parte di specifiche comunità di utenti: OWL Lite, OWL DL e OWL 
Full (12). 
Le Figure 2.2, 2.3 e 2.4 mostrano rispettivamente degli esempi di Individui, Proprietà e 
Classi. 
 
Figura 2.2. Esempio di Individui OWL. 
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Figura 2.3. Esempio di Proprietà OWL. 
 
 
 
 
Figura 2.4. Esempio di Classi OWL. 
 
 
Per ulteriori approfondimenti sul linguaggio OWL si consiglia la consultazione di (12). 
 
2.8 SWRL. 
Il linguaggio SWRL (Semantic Web Rule Language) è una proposta di linguaggio basato su 
regole per il web semantico. È una combinazione dei sottolinguaggi OWL Lite e OWL 
DL con quelli del Rule Markup Language (Rule ML) (13).  
Le regole SWRL si presentano nella forma di un’implicazione tra antecedente (testa) e 
conseguente (corpo). Il significato di una regola è da interpretare nel seguente modo: 
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‘ogni volta che le condizioni specificate nell’antecedente sono soddisfatte, allora anche 
le condizioni del conseguente saranno soddisfatte’. 
Gli antecedenti e i conseguenti consistono di uno o più atomi. Un antecedente vuoto è 
considerato soddisfatto e quindi anche il suo conseguente sarà considerato tale. Al 
contrario, un conseguente vuoto è considerato non soddisfatto e quindi anche il suo 
antecedente sarà considerato non soddisfatto. 
Gli atomi delle regole SWRL possono essere espressi nelle forme C(x), P(x,y), 
sameAs(x,y) or differentFrom(x,y), dove C è una descrizione OWL, P è una proprietà 
OWL e x e y possono essere variabili o individui OWL. 
La sintassi utilizzata in SWRL si astrae da qualsiasi sintassi di scambio dell’OWL per 
consentire un facile uso ed una valutazione di questo linguaggio da parte dell’utente. 
Per questo motivo la sintassi descritta di seguito viene chiamata sintassi astratta, che si 
differenzia da un altro tipo di sintassi chiamata concreta, basata sull’XML, nata dalla 
combinazione dei linguaggi OWL e RuleML. 
 
2.8.1 Regole SWRL. 
Un’ontologia OWL nella sintassi astratta contiene un insieme di assiomi e di fatti. Un 
assioma, detto rule axiom, è definito nel seguente modo: 
 
axiom:: = rule 
 
Un rule axiom è formato da un antecedente e un conseguente, ognuno composto da 
un insieme, anche vuoto, di atomi. Ad un rule axiom può essere assegnato un URI che 
identifica la regola: 
 
 
 
Dove un atomo è definito come: 
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Questa sintassi, chiamata EBNF, non è di facile comprensione in quanto è consistente 
con le specifiche OWL per la serializzazione XML e RDF. Esiste anche una notazione 
human-readable, più facile da leggere e interpretare. 
In questa sintassi le regole hanno la forma:  
 
antecedente à conseguente 
 
dove sia antecedente sia conseguente sono espressi come congiunzioni di atomi 
a1^a2…an. 
Le variabili sono indicate con dei letterali preceduti dal punto interrogativo, ad es. ?x. 
 
 
Figura 2.5. Esempio di regola SWRL (I). 
 
 
La Figura 2.5 mostra un esempio di regola SWRL. L’esempio fa riferimento a 
un’ontologia che comprende la classi parent, brother e uncle. La regola può essere 
interpretata nel seguente modo: ‘se ?y è genitore di ?x e ?y ha ?z come fratello, allora ?z 
è zio di ?x’. 
La Figura 2.6 mostra un altro esempio di regola che coinvolge le proprietà e non le 
classi, come nell’esempio precedente. 
 
 
Figura 2.6. Esempio di regola SWRL (II). 
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Altri esempi e ulteriori approfondimenti sulle regole SWRL sono mostrati in (13). 
 
2.8.2 Regole SWRL come regole di business. 
In (14) è discussa l’adeguatezza delle regole SWRL utilizzate come strumento per la 
modellazione delle regole di business, sono inoltre mostrati i vantaggi dell’utilizzo di 
motori di regole OWL/SWRL all’interno delle organizzazioni. 
I motori di regole sono da tempo utilizzati in ambito ingegneristico e da qualche 
decennio sono entrati a far parte del business delle aziende. Con l'avvento del Business 
Rule Manifesto (15), che dichiara l’importanza e la necessità delle regole di business 
all’interno delle organizzazioni, la comunità dei business analysts si è orientata sempre 
più verso l'utilizzo delle regole nei sistemi aziendali. 
Un motore di regole di business è un componente all’interno di un'architettura 
enterprise che racchiude una serie di regole specifiche per eseguire un compito logico, 
in genere un compito decisionale o di controllo. 
Le regole di business sono sempre più parte dei requisiti di sistema utilizzati per la 
progettazione dei sistemi informativi aziendali. Possono essere rappresentate nella 
forma IF…THEN e possono contenere anche quantificatori universali. Oltre alle 
regole, anche i fatti sono inclusi in un motore di regole, per rappresentare la 
conoscenza base necessaria per eseguirle. 
Alcune importanti caratteristiche che deve possedere un linguaggio di regole sono: 
 
- Comprensibilità: le regole devono essere facili da leggere e da interpretare, in 
modo da favorire la comunicazione e la produzione di regole tra tutti gli attori 
coinvolti nella gestione delle regole di business; 
- Supporto per i tipi di dato: le regole devono lavorare su una grande varietà di 
tipi di dato, dai tipi semplici come interi, stringhe e booleani, ai tipi di dati più 
complessi. Molti linguaggi prevedono la creazione di tipi di dato personalizzati. 
- Gerarchie tra oggetti: quando si modella la conoscenza di un determinato 
dominio, può essere necessario definire gerarchie tra classi e proprietà delle 
classi. 
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- Integrazione con dati esterni: solitamente i motori di regole aziendali hanno 
necessità di utilizzare dati provenienti da fonti esterne. Questo avviene 
soprattutto nei casi in cui i dati esterni richiesti sono talmente tanti che risulta 
sconveniente replicarli nel sistema di regole oppure perché vengono modificati 
frequentemente. 
- Funzioni built-in: i linguaggi di regole possono fornire un insieme di 
operazioni predefinite, comunemente utilizzate (come ad esempio le funzioni 
matematiche) sollevando i programmatori dal compito di doverle 
continuamente implementare. 
- Inferenza: naturalmente le regole devono supportare vari tipi di operazioni di 
inferenza. 
- Query: deve essere possibile eseguire query sui fatti risultanti dall’inferenza. 
 
Il linguaggio SWRL copre tutte le caratteristiche sopra elencate, e si pone come 
linguaggio candidato per la modellazione di regole di business. Un altro elemento da 
non sottovalutare è l’ampio supporto da parte di comunità e sviluppatori presenti nella 
rete e il crescente numero di strumenti che utilizzano tale linguaggio. 
Inoltre i documenti OWL/SWRL sono flessibili, basati sull’XML e facilmente 
condivisibili.  
I motori di regole SWRL più diffusi sono Pellet e HermiT. Entrambi hanno 
l’importante caratteristica di poter essere incapsulati in Web Service per 
l’interrogazione remota.  
 
In (16) sono mostrate le relazioni tra i linguaggi per la modellazione delle regole 
(SRML, SWRL, PRR e SVBR) e i linguaggi per la modellazione dei processi (EPC, 
IDEF e BPMN). 
L’idea di base è che la comprensione delle relazioni tra i linguaggi analizzati potrebbe 
portare le organizzazioni a massimizzare le sinergie e ridurre lo sforzo totale necessario 
per la modellazione dei processi e delle regole. 
Viene utilizzato un modello di valutazione chiamato BWW (Bunge–Wand–Weber), 
una teoria di rappresentazione che permette di valutare il grado con cui ogni specifica è 
capace di rappresentare gli elementi fondamentali del mondo reale. 
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Il modello BWW consiste di olte 40 costrutti divisi in quattro categorie principali: 
‘Things and their properties’, ‘States of a thing’, ‘Events and transformation’ e ‘Systems and their 
composistions’. 
Il primo passo consiste in un’analisi degli otto linguaggi di modellazione presi in esame, 
in particolare si studia la loro completezza di rappresentazione nei confronti dei 
costrutti BWW (Fig.2.7). 
 
 
Figura 2.7. Analisi BWW dei linguaggi di modellazione. 
 
La seconda fase dello studio consiste nel trovare la coppia di linguaggi che fornisce la 
modellazione migliore, cioè quella che copre il maggior numero di costrutti utilizzati 
nell’analisi. I criteri utilizzati in questa fase sono: 
 
- Symmetric difference: l’unione del numero di costrutti distinti coperti dall’uno e non 
coperti dall’altro (𝑃 − 𝑅) ∪ (𝑅 − 𝑃). 
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- Intersection: il numero dei costrutti coperti da entrambi i linguaggi (𝑃 ∩ 𝑅). 
- Relative complement of R in P: costrutti coperti dal linguaggio di modellazione delle 
regole e non coperti da quello di modellazione dei processi. 
- Relative complement of P in R: costrutti coperti dal linguaggio di modellazione dei 
processi e non coperti da quello di modellazione delle regole. 
 
I risultati dell’analisi sono mostrati in Figura 2.8. 
 
 
Figura 2.8. Risultato dell'analisi BWW. 
 
 
La miglior combinazione di linguaggi ottenuta dall’analisi è SRML/BPMN. In generale 
il BPMN può essere combinato con tutti i linguaggi di modellazione delle regole. 
Anche la combinazione SWRL/BPMN fornisce ottimi risultati. 
  
 44 
3 PROGETTAZIONE DEI MODULI DI UNA 
PIATTAFORMA DI SUPPORTO AI PROCESSI 
COLLABORATIVI. 
In questo capitolo sarà presentato il lavoro di analisi e di progettazione dei moduli di 
una piattaforma di supporto ai processi collaborativi. 
Lo scopo del Progetto PMI 3.0 è quello di coinvolgere le piccole e medie imprese del 
territorio toscano e favorire la nascita di collaborazioni attraverso una piattaforma ITC 
che possa sostenerne lo sviluppo. Le principali tecnologie utilizzate dalla piattaforma 
sono quelle descritte nei capitoli precedenti.  
L’analisi dei requisiti e delle specifiche nasce da un attento studio effettuato dai tesisti 
gestionali che hanno approfondito alcuni aspetti pratici, organizzativi e di gestione,  
riguardanti le aziende,  con visite sul posto, interviste e confronti diretti con i 
responsabili. Il loro lavoro è stato necessario per avviare la fase di analisi e per avere 
un’idea del contesto  nel quale la piattaforma finale andrà a operare. 
Nella prima fase dell’analisi si è cercato di individuare le caratteristiche di base della 
piattaforma, affinché sia in grado di supportare le aziende dal punto di vista della 
comunicazione e dell’instaurazione di rapporti di collaborazione. 
Si è tenuto conto anche del livello di informatizzazione delle aziende e delle loro 
conoscenze e competenze informatiche. Da questa valutazione è emerso un 
importante requisito che è quello dell’usabilità. Ci si è orientati inoltre verso un 
approccio modulare, ipotizzando una piattaforma composta da più moduli 
indipendenti tra loro (o quasi), con il minor livello di accoppiamento. Questo favorisce 
una semplificazione nella progettazione, nello sviluppo, nei test e nella manutenzione 
dei singoli moduli. 
I moduli principali individuati sono: 
 
• Modulo per la gestione dei contenuti digitali 
• Modulo per la gestione ed esecuzione dei workflow 
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• Modulo basato sulle tecnologie del web semantico per la modellazione delle 
regole di business 
• Modulo di gestione degli utenti 
• Modulo di data integration e process analytics. 
 
Nel presente lavoro di tesi verrà discussa la progettazione dei primi tre moduli. La 
realizzazione dei restanti moduli è stata realizzata da un altro tesista che ha partecipato 
al Progetto PMI 3.0. 
 
 
Figura 3.1. Architettura della piattaforma software. 
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3.1 Modulo di gestione dei contenuti digitali. 
All’interno delle aziende circolano grandi quantità di informazioni. Tra queste, 
assumono grande importanza le informazioni scritte, la cui gestione in molti casi 
avviene secondo modalità miste, attraverso il supporto di documenti cartacei e di 
documenti elettronici.  
Oltre ai vantaggi in termini di costi, una gestione dei documenti totalmente 
informatizzata porterebbe ad un aumento dell’efficacia, e quindi ad un minor tempo 
per processare un documento, nonché ad una migliore efficienza, cioè minori risorse 
richieste per la gestione del ciclo di vita dei documenti. 
Nel caso di studio preso in considerazione dal Progetto PMI 3.0, un sistema di gestione 
dei contenuti digitali, unico tra le aziende, porterebbe ad un miglioramento della 
comunicazione e a uno scambio rapido di informazioni tra le aziende coinvolte, oltre 
che a dei vantaggi in termini di gestione intra-aziendale dei documenti. 
 
3.1.1 Requisiti funzionali. 
Il sistema deve permettere agli utenti di: 
1. Caricare un documento nel sistema (upload in uno spazio di lavoro condiviso o 
personale); 
2. Effettuare il download di un documento; 
3. Creare nuovi documenti; 
4. Creare cartelle per la catalogazione dei documenti;  
5. Eliminare uno o più documenti; 
6. Eliminare una o più cartelle; 
7. Modificare il contenuto di un documento; 
8. Modificare le proprietà di un documento o di una cartella; 
9. Visualizzare il contenuto di un documento; 
10. Visualizzare l’elenco dei documenti (nello spazio di lavoro condiviso o 
personale); 
11. Aggiungere/rimuovere tag a un documento o a una cartella; 
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12. Aggiungere commenti ad un documento o a una cartella; 
13. Spostare un documento o una cartella in un altro spazio; 
14. Copiare un documento o una cartella in un altro spazio; 
15. Ordinare i documenti e le cartelle all’interno di uno spazio secondo vari criteri; 
16. Ricercare un documento o una cartella. 
 
Come è possibile notare dai requisiti, gli elementi principali del modulo sono i 
documenti e le cartelle, caratterizzati da alcuni aspetti comuni. 
Per rendere più generale il concetto di documento e di cartella, è quindi possibile 
riferirsi a essi con il termine “contenuto digitale” o semplicemente “contenuto”. 
Un contenuto digitale è caratterizzato da alcune proprietà: 
 
• Nome; 
• Autore; 
• Data di creazione; 
• Data di ultima modifica; 
• Descrizione; 
• Dimensione; 
• Commenti; 
• Tag. 
 
Alcune di esse sono determinate automaticamente, come la data di creazione, la data di 
ultima modifica e la dimensione. Le altre proprietà possono essere modificate dagli 
utenti.  
I tag sono parole chiave, associate al contenuto digitale, che possono facilitare e 
migliorare la funzione di ricerca. 
I commenti invece possono essere utilizzati per migliorare la collaborazione tra gli 
utenti che condividono i contenuti digitali, permettendo un’immediata comunicazione 
e un rapido scambio di informazioni riferite ad un determinato documento o cartella. 
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Lo spazio di lavoro è adibito a contenere i documenti e le cartelle; può essere 
caratterizzato da diversi livelli di accessibilità e visibilità a seconda del ruolo e del 
permesso degli utenti che vi possono accedere. 
Con l’introduzione del concetto di contenuto i requisiti possono essere semplificati: 
 
1. Caricare un documento nel sistema (upload in uno spazio di lavoro condiviso o 
personale); 
2. Effettuare il download di un contenuto; 
3. Creare contenuti digitali; 
4. Eliminare uno o più contenuti; 
5. Visualizzare l’elenco contenuti (nello spazio di lavoro condiviso o personale); 
6. Visualizzare il contenuto di un documento; 
7. Modificare il contenuto di un documento; 
8. Modificare le proprietà di un contenuto; 
9. Aggiungere/rimuovere tag ad un contenuto; 
10. Aggiungere commenti ad un contenuto; 
11. Spostare un contenuto in un’altra cartella; 
12. Copiare un contenuto in un’altra cartella; 
13. Ordinare i contenuti all’interno di uno spazio secondo vari criteri; 
14. Ricercare un contenuto digitale. 
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3.1.2 Diagramma dei casi d’uso. 
 
Figura 3.2. Diagramma dei casi d'uso del modulo di gestione dei contenuti. 
 
3.1.3 Casi d’uso. 
3.1.3.1 CaricaDocumento. 
 
Name Value 
Use case: CaricaDocumento  
ID: 1 
Brief description: Il sistema consente all’utente di caricare un file di 
qualsiasi formato. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: L’utente ha effettuato il login. 
Main flow:  1. Il caso d’uso inizia quando l’utente seleziona “Carica 
documento”. 
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 2. Il sistema mostra all’utente una finestra di dialogo per 
selezionare dall’hard disk il file da caricare. 
3. WHILE  l’utente attende il caricamento. 
3.1. Il sistema mostra l’avanzamento del caricamento. 
Postconditions: È stato caricato un file nel sistema. 
Alternative flow: Nessuno. 
Tabella 3.1. Caso d'uso CaricaDocumento. 
 
3.1.3.2 DownloadContenuto. 
 
Name Value 
Use case: DownloadContenuto  
ID: 2 
Brief description: Il sistema consente all’utente di effettuare il download di 
un contenuto. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Download”. 
2. Il sistema scarica il contenuto. 
Postconditions: Il sistema ha salvato il contenuto nell’hard disk. 
Alternative flow: Nessuno. 
Tabella 3.2. Caso d'uso DownloadDocumento. 
 
3.1.3.3 CreaContenuto. 
 
Name Value 
Use case: CreaContenuto.  
ID: 3 
Brief description: Il sistema consente all’utente di creare un nuovo 
contenuto. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
Main flow:  1. Il caso d’uso inizia quando l’utente seleziona 
“Crea…”. 
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 2. IF l’utente ha selezionato ‘Crea cartella’ 
2.1. Il sistema mostra un’interfaccia che elenca le 
proprietà associate alla cartella da creare. 
2.2. L’utente inserisce le proprietà e conferma. 
2.3. Il sistema crea la cartella. 
3. ELSE IF l’utente ha selezionato ‘Crea Documento’ 
3.1. Il sistema mostra un’interfaccia che elenca le 
proprietà associate al documento da creare e 
un’area per editare il documento. 
3.2. L’utente inserisce le proprietà e utilizza l’editor 
per il documento e conferma. 
3.3. Il sistema crea il documento. 
Postconditions: È stato creato un nuovo contenuto. 
Alternative flow: Nessuno. 
Tabella 3.3. Caso d'uso CreaContenuto. 
 
 
3.1.3.4 EliminaContenuto. 
 
Name Value 
Use case: EliminaContenuto  
ID: 4 
Brief description: Il sistema consente all’utente di eliminare uno o più 
contenuti. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Elimina”. 
2. Il sistema chiede la conferma. 
3. IF l’utente conferma 
3.1. Il sistema elimina i file selezionati. 
4. ELSE IF l’utente non conferma 
4.1. Il sistema annulla l’operazione. 
Postconditions: Sono stati eliminati uno o più contenuti. 
Alternative flow: Nessuno. 
Tabella 3.4.Caso d'uso EliminaContenuto. 
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3.1.3.5 SfogliaContenuti. 
 
Name Value 
Use case: Sfogl iaContenut i  
ID: 5 
Brief description: Il sistema consente all’utente di visualizzare l’elenco dei 
contenuti all’interno di una directory. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti contenuti nel sistema. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente clicca su una 
directory. 
2. Il sistema mostra l’elenco dei contenuti della 
directory selezionata. 
Postconditions: È stato visualizzato l’elenco dei contenuti di una 
directory. 
Alternative flow: Nessuno. 
Tabella 3.5. Caso d'uso SfogliaContenuti. 
 
 
3.1.3.6 VisualizzaDocumento. 
 
Name Value 
Use case: Visual izzaDocumento.  
ID: 6 
Brief description: Il sistema consente all’utente di visualizzare il contenuto 
di un documento. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti documenti nel sistema. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona un 
documento.  
2. Il sistema mostra il contenuto di un documento 
all’interno di un editor di testo, con la possibilità di 
apportare modifiche. 
Postconditions: È stato visualizzato il contenuto di un documento. 
Alternative flow: Nessuno. 
Tabella 3.6. Caso d'uso VisualizzaDocumento. 
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3.1.3.7 ModificaDocumento. 
 
Name Value 
Use case: Modif i caDocumento.  
ID: 7 
Brief description: Il sistema consente all’utente di modificare il contenuto 
di un documento. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti documenti nel sistema. 
3. L’utente ha visualizzato il contenuto di un 
documento. 
Main flow:  
 
1. L’utente apporta le modifiche al documento 
utilizzando l’editor.  
2. Il sistema salva le modifiche. 
Postconditions: Il contenuto del documento è stato modificato. 
Alternative flow: Nessuno. 
Tabella 3.7. Caso d'uso ModificaDocumento. 
 
3.1.3.8 ModificaProprietà. 
 
Name Value 
Use case: Modif i caProprie tà  
ID: 8 
Brief description: Il sistema consente all’utente di modificare le proprietà 
associate a un contenuto. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Modifica Proprietà”. 
2. Il sistema mostra una finestra con l’elenco delle 
proprietà da modificare. 
3. L’utente inserisce i valori nelle proprietà che desidera 
modificare. 
4. IF l’utente conferma 
4.1. Il sistema modifica le proprietà. 
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5. ELSE IF l’utente non conferma 
5.1. Il sistema annulla l’operazione. 
Postconditions: Sono state modificate le proprietà associate a un 
contenuto. 
Alternative flow: Nessuno. 
Tabella 3.8. Caso d'uso ModificaProprietà. 
 
 
3.1.3.9 GestisciTag. 
 
Name Value 
Use case: Gest isc iTag  
ID: 9 
Brief description: Il sistema consente all’utente di aggiungere tag al 
contenuto. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Tag”. 
2. Il sistema mostra un’interfaccia per la gestione dei 
tag. 
3. IF l’utente seleziona “Aggiungi” 
3.1. Il sistema mostra una finestra per l’inserimento 
dei tag. 
3.2. L’utente inserisce uno o più tag e conferma; 
3.3. Il sistema aggiunge i tag al contenuto. 
4. ELSE IF l’utente seleziona uno o più tag e  poi 
“Elimina” 
4.1. Il sistema elimina uno o più tag. 
Postconditions: Sono stati eliminati o aggiunti tag ai contenuti.  
Alternative flow: Nessuno. 
Tabella 3.9. Caso d'uso GestisciTag. 
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3.1.3.10 AggiungiCommento. 
 
Name Value 
Use case: AggiungiCommento  
ID: 10 
Brief description: Il sistema consente all’utente di aggiungere commenti al 
contenuto. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno contento. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Aggiungi Commento”. 
2. Il sistema mostra una text area per l’inserimento del 
commento. 
3. L’utente inserisce il commento. 
4. IF l’utente seleziona “Aggiungi” 
4.1. Il sistema aggiunge il commento al contenuto. 
5. ELSE IF l’utente seleziona “Annulla” 
5.1. Il sistema annulla l’operazione. 
Postconditions: È stato aggiunto un commento al contenuto. 
Alternative flow: Nessuno. 
Tabella 3.10. Caso d'uso AggiungiCommento. 
 
 
 
3.1.3.11 SpostaContenuto. 
 
Name Value 
Use case: SpostaContenuto  
ID: 11 
Brief description: Il sistema consente all’utente di spostare una cartella o un 
documento in un’altra directory. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Sposta”. 
2. Il sistema mostra una finestra con l’elenco delle 
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directory in cui spostare i contenuti selezionati. 
3. L’utente sceglie la directory di destinazione. 
4. IF l’utente conferma 
4.1. Il sistema aggiunge sposta il contenuto nella 
directory selezionata. 
5. ELSE IF l’utente non conferma 
5.1. Il sistema annulla l’operazione. 
Postconditions: Sono stati spostati dei contenuti in un’altra directory. 
Alternative flow: Nessuno. 
Tabella 3.11. Caso d'uso SpostaContenuto. 
 
 
 
3.1.3.12 CopiaContenuto. 
 
Name Value 
Use case: CopiaContenuto  
ID: 12  
Brief description: Il sistema consente all’utente di copiare una cartella o un 
documento in un’altra directory. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato uno o più contenuti. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Copia”. 
2. Il sistema mostra una finestra con l’elenco delle 
directory in cui copiare i contenuti selezionati. 
3. L’utente sceglie la directory di destinazione. 
4. IF l’utente conferma 
4.1. Il sistema aggiunge copia il contenuto nella 
directory selezionata. 
5. ELSE IF l’utente non conferma 
5.1. Il sistema annulla l’operazione. 
Postconditions: Sono stati copiati dei contenuti da una cartella ad un’altra. 
Alternative flow: Nessuno. 
Tabella 3.12. Caso d'uso CopiaContenuto. 
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3.1.3.13 OrdinaContenuti. 
 
 Name Value 
Use case: OrdinaContenut i  
ID: 13 
Brief description: Il sistema consente all’utente di ordinare i contenuti 
all’interno di una directory secondo vari criteri. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti file nel sistema. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Ordina”. 
2. Il sistema mostra un menu che elenca i criteri di 
ordinamento. 
3. L’utente sceglie un criterio di ordinamento. 
4. Il sistema elenca i contenuti ordinandoli secondo il 
criterio scelto dall’utente. 
Postconditions: I contenuti sono stati ordinati secondo i criteri scelti 
dall’utente. 
Alternative flow: Nessuno. 
Tabella 3.13. Caso d'uso OrdinaContenuti. 
 
 
3.1.3.14 RicercaContenuti. 
 
Name Value 
Use case: RicercaContenut i .  
ID: 14 
Brief description: Il sistema consente all’utente di cercare un contenuto 
all’interno del sistema. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Ricerca”.  
2. Il sistema mostra l’interfaccia con i parametri della 
ricerca. 
3. L’utente inserisce i parametri della ricerca. 
4. IF il sistema trova contenuti. 
 58 
4.1. FOR ogni contenuto trovato 
4.1.1. Il sistema visualizza le proprietà del 
contenuto. 
5. ELSE il sistema comunica che la ricerca non ha 
prodotto risultati. 
Postconditions: Il sistema ha trovato i contenuti ricercati dall’utente. 
Alternative flow: Nessuno. 
Tabella 3.14. Caso d'uso RicercaContenuti. 
 
 
 
 
 
3.1.4 Diagrammi di sequenza. 
 
3.1.4.1 SelezionaContenuto. 
 
 
Figura 3.3. Diagramma di sequenza SelezionaContenuto. 
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3.1.4.2 CaricaDocumento. 
 
 
Figura 3.4. Diagramma di sequenza CaricaDocumento. 
 
 
 
 
3.1.4.3 DownloadContenuto. 
 
 
Figura 3.5. Diagramma di sequenza DownloadContenuto. 
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3.1.4.4 CreaContenuto. 
 
 
Figura 3.6. Diagramma di sequenza CreaContenuto.  
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3.1.4.5 EliminaContenuto. 
 
 
Figura 3.7. Diagramma di sequenza EliminaContenuto. 
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3.1.4.6 SfogliaContenuti. 
 
Figura 3.8. Diagramma di sequenza SfogliaContenuti. 
 
 
3.1.4.7 VisualizzaDocumenti. 
 
 
Figura 3.9. Diagramma di sequenza VisualizzaDocumento. 
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3.1.4.8 ModificaDocumento. 
 
 
Figura 3.10. Diagramma di sequenza ModificaDocumento. 
 
 
 
3.1.4.9 ModificaProprietà. 
 
 
Figura 3.11. Diagramma di sequenza ModificaProprietà. 
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3.1.4.10 GestisciTag. 
 
 
Figura 3.12. Diagramma di sequenza GestisciTag. 
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3.1.4.11 AggiungiCommento. 
 
 
Figura 3.13. Diagramma di sequenza AggiungiCommento. 
 
 
3.1.4.12 CopiaContenuto. 
 
 
Figura 3.14. Diagramma di sequenza CopiaContenuto. 
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3.1.4.13 OrdinaContenuti. 
 
 
Figura 3.15. Diagramma di sequenza OrdinaContenuti. 
 
 
3.1.4.14 RicercaContenuti. 
 
 
Figura 3.16. Diagramma di sequenza RicercaContenuti. 
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3.1.5 Diagramma delle classi. 
 
 
Figura 3.17. Diagramma delle classi del modulo di gestione dei contenuti digitali. 
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3.2 Modulo per la gestione ed esecuzione dei 
workflow. 
Come descritto nei capitoli precedenti, i workflow rappresentano lo strumento più 
adatto ed efficace per supportare la collaborazione tra diversi attori coinvolti in un 
processo. 
Il modulo per gestione ed esecuzione dei workflow mette a disposizione degli utenti 
diversi strumenti che implementano tutte le funzioni necessarie per una corretta 
gestione dei workflow, dalla creazione del diagramma del processo all’esecuzione dello 
stesso. 
La tecnologia su cui si basa il modulo è il linguaggio BPMN, che definisce una 
notazione per la modellazione dei processi.  
Il modulo deve consentire alle aziende coinvolte nel Progetto PMI 3.0, o più in 
generale agli utenti, di poter creare workflow adatti alle proprie necessità (di 
collaborazione) attraverso un’interfaccia semplice e intuitiva che non richieda 
competenze specifiche del settore. 
 
3.2.1 Requisiti funzionali. 
È prevista la presenza di due attori che interagiscono con il modulo di gestione dei 
workflow: 
 
• Amministratore: si occupa delle principali operazioni di gestione dei flussi di 
attività, quali la creazione, la modifica e la cancellazione. 
• Utente: svolge principalmente le azioni che riguardano l’esecuzione del 
workflow, come l’avvio o l’esecuzione delle singole attività che lo compongono. 
 
 
Il modulo consentire all’amministratore di: 
1. Creare nuovi workflow; 
2. Visualizzare l’elenco dei workflow presenti nel sistema; 
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3. Visualizzare e modificare il diagramma di un workflow; 
4. Eliminare uno o più workflow. 
 
 
Il modulo deve permettere all’utente di: 
1. Avviare un nuovo workflow; 
2. Visualizzare l’elenco dei workflow a cui partecipa; 
3. Visualizzare le attività da svolgere; 
4. Visualizzare le attività svolte; 
5. Eseguire un’attività del workflow. 
 
3.2.2 Diagramma dei casi d’uso. 
 
Figura 3.18. Diagramma casi d'uso del modulo di gestione dei workflow. 
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3.2.3 Casi d’uso. 
3.2.3.1 CreaWorkflow. 
 
Name Value 
Use case: CreaWorkflow  
ID: 1 
Brief description: Il sistema consente all’attore di disegnare il diagramma di 
un nuovo processo. 
Primary actors: Amministratore. 
Secondary actors: Nessuno. 
Precondition: 1. L’attore ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’attore seleziona “Crea 
Workflow”. 
2. Il sistema mostra all’attore un ambiente per l’editing 
grafico di un processo. 
3. L’attore utilizza l’editor per creare il diagramma del 
processo. 
4. L’attore salva il workflow. 
Postconditions: È stato creato e caricato un nuovo workflow nel sistema. 
Alternative flow: Nessuno. 
Tabella 3.15. Caso d'uso CreaWorkflow. 
 
 
3.2.3.2 ElencaWorkflow. 
 
Name Value 
Use case: ElencaWorkflow  
ID: 2 
Brief description: Il sistema consente all’attore di visualizzare l’elenco dei 
workflow presenti nel sistema. 
Primary actors: Amministratore. 
Secondary actors: Nessuno. 
Precondition: 3. L’attore ha effettuato il login. 
Main flow:  
 
5. Il caso d’uso inizia quando l’attore seleziona “Mostra 
Workflow”. 
6. IF sono presenti workflow 
6.1. Il sistema mostra l’elenco dei workflow. 
7. ELSE il sistema comunica all’attore che non sono 
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presenti workflow. 
Postconditions: Sono stati visualizzati i workflow presenti nel sistema. 
Alternative flow: Nessuno. 
Tabella 3.16. Caso d'uso ElencaWorkflow. 
 
 
3.2.3.3 VisualizzaWorkflow. 
 
Name Value 
Use case: Visual izzaWorkflow  
ID: 3 
Brief description: Il sistema consente all’attore di visualizzare il diagramma 
di un workflow. 
Primary actors: Amministratore. 
Secondary actors: Nessuno. 
Precondition: 1. L’attore ha effettuato il login. 
2. L’utente ha selezionato un workflow. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Apri 
workflow”. 
2. Il sistema mostra il diagramma all’interno di un editor 
grafico.  
Postconditions:  È stato visualizzato il diagramma di un workflow. 
Alternative flow: Nessuno. 
Tabella 3.17. Caso d'uso VisualizzaWorkflow. 
 
 
 
3.2.3.4 EliminaWorkflow. 
 
Name Value 
Use case: EliminaWorkflow  
ID: 4 
Brief description: Il sistema consente all’attore di eliminare uno o più 
workflow. 
Primary actors: Amministratore. 
Secondary actors: Nessuno. 
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Precondition: 1. L’attore ha effettuato il login. 
2. L’attore ha selezionato uno o più workflow. 
Main flow:  
 
1. Il caso d’uso inizia quando l’attore seleziona “Elimina 
Workflow”. 
2. Il sistema chiede conferma all’attore. 
3. IF l’attore conferma 
3.1. Il sistema procede con la cancellazione. 
4. ELSE il sistema annulla l’operazione. 
Postconditions: Sono stati eliminati dal sistema uno o più workflow. 
Alternative flow: Nessuno. 
Tabella 3.18. Caso d'uso EliminaWorkflow. 
 
 
 
3.2.3.5 ElencaWorkflowUtente. 
 
Name Value 
Use case: ElencaWorkflowUtente .  
ID: 5 
Brief description: Il sistema consente all’utente di visualizzare l’elenco dei 
workflow a cui partecipa. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Elenca 
miei workflow”. 
2. IF esistono workflow a cui partecipa l’utente 
2.1. Il sistema mostra l’elenco dei workflow. 
3. ELSE il sistema comunica all’utente che non sono 
presenti workflow a cui partecipa. 
Postconditions: Sono stati elencati i workflow che coinvolgono l’utente. 
Alternative flow: Nessuno. 
Tabella 3.19. Caso d'uso ElencaWorkflowUtente. 
 
 
 
 
 
 73 
3.2.3.6 ElencaAttivitàDaEseguire. 
 
Name Value 
Use case: ElencaAtt iv i tàDaEseguire .  
ID: 6 
Brief description: Il sistema consente all’utente di visualizzare l’elenco delle 
attività da eseguire. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. È stato avviato precedentemente un workflow. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Compiti da svolgere”. 
2. IF sono presenti compiti da eseguire per quell’utente. 
2.1. Il sistema mostra l’elenco dei compiti. 
3. ELSE il sistema comunica all’utente che non sono 
presenti compiti da svolgere. 
Postconditions: Sono stati elencati i compiti da svolgere. 
Alternative flow: Nessuno. 
Tabella 3.20. Caso d'uso ElencaAttivitàDaEseguire. 
 
 
 
3.2.3.7 ElencaAttivitàEseguite. 
 
Name Value 
Use case: ElencaCompit iEsegui t i .  
ID: 7 
Brief description: Il sistema consente all’utente di visualizzare l’elenco dei 
compiti svolti. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Compiti svolti”. 
2. IF sono presenti compiti svolti dall’utente 
2.1. Il sistema mostra l’elenco dei compiti. 
3. ELSE il sistema comunica all’utente che non sono 
presenti compiti svolti. 
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Postconditions: Sono stati elencati i compiti svolti dall’utente. 
Alternative flow: Nessuno. 
Tabella 3.21. Caso d'uso ElencaAttivitàEseguite. 
 
 
 
3.2.3.8 AvviaWorkflow. 
 
Name Value 
Use case: AvviaWorkflow  
ID: 8 
Brief description: Il sistema consente all’utente di attivare un workflow. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 3. L’utente ha effettuato il login. 
4. Sono presenti workflow nel sistema. 
Main flow:  
 
3. Il caso d’uso inizia quando l’utente seleziona “Avvia 
Workflow”. 
4. Il sistema avvia il workflow. 
Postconditions: Il workflow è stato avviato. 
Alternative flow: Nessuno. 
Tabella 3.22. Caso d'uso AvviaWorkflow. 
 
 
3.2.3.9 EseguiAttività. 
 
Name Value 
Use case: EseguiAtt iv i tà .  
ID: 9 
Brief description: Il sistema consente all’utente di eseguire un task del 
workflow. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. È stato attivato un workflow. 
3. L’utente ha selezionato un compito da svolgere. 
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Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Esegui 
Compito”. 
2. Il sistema mostra all’utente un’interfaccia in cui 
richiede i dati necessari per svolgere il compito. 
3. L’utente inserisce i dati e conferma. 
Postconditions: É stato svolto un compito. 
Alternative flow: Nessuno. 
Tabella 3.23. Caso d'uso EseguiAttività. 
 
 
 
 
3.2.4 Diagrammi di sequenza. 
 
3.2.4.1 CreaWorkflow. 
 
 
Figura 3.19. Diagramma di sequenza CreaWorkflow. 
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3.2.4.2 ElencaWorkflow. 
 
 
Figura 3.20. Digramma di sequenza ElencaWorkflow. 
 
 
3.2.4.3 EliminaWorkflow. 
 
 
Figura 3.21. Diagramma di sequenza EliminaWorkflow. 
 
 
 77 
3.2.4.4 VisualizzaWorkflow. 
 
 
Figura 3.22. Diagramma di sequenza VisualizzaWorkflow. 
 
 
 
3.2.4.5 ElencaWorkflowUtente. 
 
 
Figura 3.23. Diagramma di sequenza ElencaWorkflowUtente. 
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3.2.4.6 ElencaAttivitàDaEseguire. 
 
 
Figura 3.24. Diagramma di sequenza ElencaAttivitàDaEseguire. 
 
 
3.2.4.7 ElencaAttivitàEseguite. 
 
 
Figura 3.25. Diagramma di sequenza ElencaAttivitàEseguite. 
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3.2.4.8 AvviaWorkflow. 
 
 
Figura 3.26. Diagramma di sequenza AvviaWorkflow. 
 
 
3.2.4.9 EseguiAttività. 
 
 
Figura 3.27. Diagramma di sequenza EseguiAttività. 
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3.2.5 Diagramma delle Classi. 
 
Figura 3.28. Diagramma delle classi del modulo di gestione dei flussi di attività. 
 
 
3.2.6 Mock up. 
3.2.6.1 Mock up gestione (amministratore). 
 
Figura 3.29. Interfaccia modulo di gestione dei workflow (amministratore). 
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3.2.6.2 Mock up esecuzione (utente). 
 
 
Figura 3.30. Mock up modulo di gestione ed esecuzione dei workflow (utente). 
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3.3 Modulo Semantic Web. 
Il modulo Semantic Web sfrutta le tecnolgie di web semantico individuate nel capitolo 
2, in particolar modo è basato sul linguaggio OWL per la descrizione delle ontologie e 
sul linguaggio SWRL per la modellazione delle regole di business. 
Il modulo deve consentire agli utenti di poter creare in maniera semplice e veloce le 
proprie ontologie, alle quali aggiungere le regole di business. È prevista anche la 
presenza di un motore di esecuzione di regole che esegue ragionamenti tramite 
inferenza. 
Per motivi legati alla riservatezza delle aziende, si è individuata la necessità di 
mantenere private le regole di business di ogni azienda, per questo motivo si è scelto di 
ideare il modulo Semantic Web come un modulo distaccato dalla piattaforma, in cui le 
aziende potranno inserire le proprie regole di business. Il modulo è incapsulato in un 
Web Service interrogato dalla piattaforma. 
Il funzionamento di base è il seguente: il modulo riceve in ingresso dei parametri che 
dipendono dal processo di collaborazione, utilizza questi parametri per popolare 
automaticamente l’ontologia inserita in precedenza dall’utente, effettua il ragionamento 
utilizzando le regole di business e restituisce alla piattaforma il risultato dell’inferenza. 
 
 
3.3.1 Requisiti funzionali. 
Non è prevista una categorizzazione degli attori che interagiscono con il modulo, 
l’utente generico, che sia un’azienda o l’amministratore, può svolgere tutte le 
operazioni fornite dal sistema. 
 
Il sistema deve permettere agli utenti di: 
 
1. Creare un’ontologia; 
2. Elencare le ontologie presenti nel sistema; 
3. Eliminare una o più le ontologie; 
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4. Visualizzare un’ontologia; 
5. Inserire le regole semantiche; 
6. Elencare le regole semantiche; 
7. Modificare le regole semantiche; 
8. Eliminare le regole semantiche; 
9. Effettuare un ragionamento. 
 
 
3.3.2 Diagramma casi d’uso. 
 
Figura 3.31. Diagramma casi d'uso del modulo Semantic Web. 
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3.3.3 Casi d’uso. 
3.3.3.1 CreaOntologia. 
 
Name Value 
Use case: CreaOntolog ia  
ID: 1 
Brief description: Il sistema consente all’utente di creare una nuova 
ontologia. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 2. L’utente ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Crea 
Ontologia”. 
2. Il sistema mostra all’utente un ambiente per l’editing 
grafico di un’ontologia. 
3. L’utente utilizza l’editor per creare l’ontologia, 
inserendo Classi, Proprietà e Individui. 
4. L’utente salva l’ontologia. 
Postconditions: È stata creata una nuova ontologia. 
Alternative flow: Nessuno. 
Tabella 3.24. Caso d'uso CreaOntologia. 
 
 
3.3.3.2 ElencaOntologie. 
 
Name Value 
Use case: ElencaOntolog ie .  
ID: 2 
Brief description: Il sistema consente all’utente di visualizzare l’elenco delle 
ontologie. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Mostra 
Ontologie”. 
2. IF sono presenti ontologie 
2.1. Il sistema mostra l’elenco delle ontologie. 
3. ELSE Il sistema comunica all’utente che non sono 
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presenti ontologie. 
Postconditions: È stato visualizzato l’elenco delle ontologie. 
Alternative flow: Nessuno. 
Tabella 3.25. Caso d'uso ElencaOntologie. 
 
 
3.3.3.3 EliminaOntologia. 
 
Name Value 
Use case: EliminaOntolog ia  
ID: 3 
Brief description: Il sistema consente all’utente di eliminare un’ontologia. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato una o più ontologie. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Elimina Ontologia”. 
2. Il sistema chiede conferma all’utente. 
3. IF l’utente conferma 
3.1. Il sistema elimina l’ontologia. 
4. ELSE il sistema annulla l’operazione. 
Postconditions: Una o più ontologie sono state eliminate. 
Alternative flow: Nessuno. 
Tabella 3.26. Caso d'uso EliminaOntologia. 
 
 
3.3.3.4 VisualizzaOntologia. 
 
Name Value 
Use case: Visual izzaOntolog ia.  
ID: 4 
Brief description: Il sistema consente all’utente di visualizzare l’ontologia 
selezionata. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
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Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti ontologie nel sistema. 
3. L’utente ha selezionato un’ontologia. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Apri 
Ontologia”. 
2. Il sistema mostra il contenuto dell’ontologia 
all’interno di un ambiente per l’editing. 
Postconditions: È stato visualizzato il contenuto dell’ontologia. 
Alternative flow: Nessuno. 
Tabella 3.27. Caso d'uso VisualizzaOntologia. 
 
 
 
3.3.3.5 InserisciRegole. 
 
Name Value 
Use case: Inser is c iRegole .  
ID: 5 
Brief description: Il sistema consente all’utente di aggiungere le regole di 
business collegate ad un’ontologia. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti file nel sistema. 
3. L’utente ha selezionato un’ontologia. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Aggiungi Regole”. 
2. Il sistema mostra un’interfaccia per l’inserimento 
delle regole. 
3. L’utente inserisce le regole e seleziona “Salva 
Regole”. 
4. Il sistema controlla la sintassi delle regole e la loro 
consistenza rispetto all’ontologia selezionata.  
5. WHILE le regole non sono corrette 
5.1. Il sistema informa l’utente dell’errore e lo invita a 
correggere le regole. 
5.2. L’utente modifica le regole. 
6. Il sistema salva le regole. 
Postconditions: Le regole sono state aggiunte. 
Alternative flow: Nessuno. 
Tabella 3.28. Caso d'uso InserisciRegole. 
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3.3.3.6 ElencaRegole. 
 
Name Value 
Use case: ElencaRegole  
ID: 6 
Brief description: Il sistema consente all’utente di visualizzare le regole 
semantiche di un’ontologia. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti ontologie nel sistema. 
3. L’utente ha selezionato un’ontologia. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona “Mostra 
Regole”. 
2. Il sistema mostra l’elenco regole semantiche 
dell’ontologia selezionata. 
Postconditions: Sono state visualizzate le regole dell’ontologia 
selezionata. 
Alternative flow: Nessuno. 
Tabella 3.29. Caso d'uso ElencaRegole. 
 
3.3.3.7 ModificaRegola. 
 
Name Value 
Use case: Modif i caRegola  
ID: 7 
Brief description: Il sistema consente all’utente di modificare le regole 
semantiche selezionate. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. L’utente ha selezionato una regola. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Modifica Regola”. 
2. Il sistema mostra la regola all’interno di un’interfaccia 
per poterla modificare 
3. L’utente modifica la regola e conferma.  
Postconditions: Sono state visualizzate le regole dell’ontologia 
selezionata. 
Alternative flow: Nessuno. 
Tabella 3.30. Caso d'uso ModificaRegola. 
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3.3.3.8 EliminaRegole. 
 
Name Value 
Use case: EliminaRegole  
ID: 8 
Brief description: Il sistema consente all’utente eliminare le regole associate 
a un’ontologia. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 1. L’utente ha effettuato il login. 
2. Sono presenti file nel sistema. 
3. L’utente ha selezionato una o più regole di 
un’ontologia. 
Main flow:  
 
1. Il caso d’uso inizia quando l’utente seleziona 
“Elimina Regole”. 
2. Il sistema chiede conferma all’utente. 
3. IF l’utente conferma 
3.1. Il sistema elimina le regole. 
4. ELSE Il sistema annulla l’operazione. 
Postconditions: Sono state eliminate una o più regole semantiche. 
Alternative flow: Nessuno. 
Tabella 3.31. Caso d'uso EliminaRegole. 
 
 
 
3.3.3.9 EffettuaRagionamento. 
 
Name Value 
Use case: Effet tuaRagionamento.  
ID: 9 
Brief description: Il sistema consente all’utente di ottenere nuova 
conoscenza tramite inferenza. 
Primary actors: Utente. 
Secondary actors: Nessuno. 
Precondition: 2. L’utente ha effettuato il login. 
3. Sono presenti file nel sistema. 
4. L’utente ha selezionato un’ontologia. 
Main flow:  4. Il caso d’uso inizia quando l’utente seleziona “Avvia 
Ragionamento”. 
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 5. Il sistema effettua il ragionamento e mostra all’utente 
la nuova conoscenza ottenuta tramite inferenza. 
Postconditions: È stato effettuato il ragionamento utilizzando le regole 
semantiche. 
Alternative flow: Nessuno. 
Tabella 3.32. Caso d'uso EffettuaRagionamento.  
 90 
3.3.4 Diagrammi di sequenza. 
 
3.3.4.1 CreaOntologia. 
 
Figura 3.32. Diagramma di sequenza CreaOntologia. 
 
3.3.4.2 ElencaOntologie. 
 
 
Figura 3.33. Diagramma di sequenza ElencaOntologie. 
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3.3.4.3 EliminaOntologie. 
 
 
Figura 3.34. Diagramma di sequenza EliminaOntolgie. 
 
 
 
3.3.4.4 VisualizzaOntologia. 
 
 
Figura 3.35. Diagramma di sequenza VisualizzaOntologia. 
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3.3.4.5 InserisciRegole. 
 
 
Figura 3.36. Diagramma di sequenza InserisciRegole. 
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3.3.4.6 ElencaRegole. 
 
 
Figura 3.37. Diagramma di sequenza ElencaRegole. 
 
 
3.3.4.7 ModificaRegola. 
 
 
Figura 3.38. Diagramma di sequenza ModificaRegola. 
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3.3.4.8 EliminaRegole. 
 
 
Figura 3.39. Diagramma di sequenza EliminaRegole. 
 
 
 
 
3.3.4.9 EffettuaRagionamento. 
 
 
Figura 3.40. Diagramma di sequenza EffettuaRagionamento. 
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3.3.5 Diagramma delle classi. 
 
Figura 3.41. Diagramma delle classi del modulo Semantic Web. 
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3.3.6 Mock up. 
 
Figura 3.42. Mock up modulo Semantic Web. 
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4 ANALISI DI PIATTAFORME, SOFTWARE E 
TOOL. 
In questo capitolo sono descritte le caratteristiche e le principali funzionalità di alcune 
piattaforme e portali open source da utilizzare per la realizzazione di un primo 
prototipo. 
4.1 Magnolia1. 
Magnolia è un Content Management System (CMS) open source e scritto in Java. 
Come la maggior parte dei sistemi di gestione dei contenuti è distribuito in una 
versione Community, e una versione Enterprise, commerciale. 
Le  principali funzionalità offerte da Magnolia sono: 
• Funzioni CMS di base: 
o Gestione documentale integrata: creazione, archiviazione, modifica ed 
editing di contenuti; 
o Gestione degli utenti basata su ruoli; 
o Ricerca full-text; 
o Versioning; 
o Gestione dei workflow; 
o Interfaccia utente multilingue; 
• Social-collaboration: creazione di blog, wiki, forum e gestione e controllo 
delle attività degli utenti all’interno della piattaforma; 
• Gestione dei contenuti digitali (DAM – Digital Assets Management): 
gestione semplificata di immagini, audio e video, con caratteristiche come 
ridimensionamento e cropping di immagini, gallerie e metadati. 
                                            
1 http://www.magnolia-cms.com 
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• Creazione di siti personalizzati: possibilità di creare e pubblicare siti 
personalizzati anche grazie alla presenza di un kit di template pronti per diversi 
casi d’uso. 
 
La versione Enterprise di Magnolia permette l’installazione di un modulo per la 
gestione dei workflow avanzati basato sul workflow engine jBPM. 
Magnolia è integrabile con diverse tecnologie, come ad esempio Apache Axis per la 
creazione di Web Service e supporta anche l’integrazione con i framework Struts e 
Spring. 
 
4.2 Liferay2. 
Liferay Portal è un portale open source scritto in Java. E' distribuito sotto licenza 
GNU ed è uno tra i portali più importanti e diffusi utilizzati dalle aziende. 
Liferay si basa su unità funzionali chiamate portlet, cioè componenti web basati sulla 
tecnologia Java, gestiti da un Portlet Container che processa richieste da parte 
dell’utente e genera contenuti dinamici. 
Liferay viene distribuito in due differenti versioni: 
 
• Liferay Portal Community Edition: è la versione che contiene le ultime 
feature e ha il supporto attivo della community.  
• Liferay Portal Enterprise Edition: è la versione commerciale, con il  pieno 
supporto da parte dell'azienda sviluppatrice. 
 
Le principali caratteristiche di Liferay sono: 
 
• SOA Framework: presenta un’architettura orientata ai servizi SOA (Service 
Oriented Architecture) per soluzioni di Enterprise Application Integration tramite 
Web Services. 
                                            
2 http://www.liferay.com/it 
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• Gestione dei contenuti: Liferay integra un CMS che fornisce un insieme di 
funzionalità di supporto alla collaborazione e un repository centralizzato per 
conservare e gestire contenuti da visualizzare sul web. Permette inoltre di creare 
siti web in maniera rapida e flessibile, questo grazie ad un’ampia varietà di 
template per il layout. 
• Funzioni di supporto alla collaborazione: Liferay supporta la collaborazione 
tramite Wiki, Bacheche elettroniche, Blog, Tracking delle attività, Avvisi e 
Calendari. 
  
È previsto anche uno store, Liferay Marketplace, che fornisce un’ampia gamma di add-
on per ogni esigenza, dall’integrazione con i principali social network a funzionalità più 
specifiche come il controllo di versione dei documenti o il tagging. 
Tra gli add-on, potenzialmente utili allo scopo del lavoro di tesi, è da segnalare Kaleo 
Workflow, un’applicazione per la gestione dei workflow. Il limite principale 
dell’applicazione è che la gestione dei workflow è applicabile soltanto ai documenti e 
non è prevista la creazione di processi ad hoc che non coinvolgano soltanto i contenuti 
digitali. 
Alcuni limiti di Kaleo Workflow sono superati da AperteWorkflow, un software per la 
modellazione dei processi di business che può essere facilmente integrato in Liferay. 
Un altro add-on molto interessante potrebbe essere quello che integra BonitaBPM 
(software per creazione ed esecuzione dei processi) in Liferay. Sfortunatamente non è 
stato possibile installare l’add-on perché non più disponibile in Liferay Marketplace; 
non sono da escludere aggiornamenti e futuri rilasci. 
Per quanto riguarda il Web Semantico, Liferay offre alcune soluzioni, come ad esempio 
l’integrazione con Apache Stanbol, software che offre un motore di arricchimento 
semantico tramite tag e collegamenti tra linked data. 
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4.3 Nuxeo3. 
Nuxeo è un Enterprise Content Management (ECM) open source composto da 
quattro moduli principali: 
 
• Document Management: modulo per la gestione dei contenuti digitali; 
• Social Collaboration: modulo per il supporto alla collaborazione con le classiche 
funzioni di un social network; 
• Case Management: modulo per lo sviluppo di applicazioni personalizzate; 
• Digital Asset Management: modulo per la gestione degli asset digitali con 
funzioni di modifica di immagini, estrazione di metadati, gestione delle versioni 
etc. 
 
Nuxeo offre di base alcune funzionalità per la gestione dei workflow, ma come tutti gli 
ECM mette a disposizione solo processi da effettuare sui documenti, come revisioni, 
approvazioni, verifiche etc., non dando la possibilità di modellare ad hoc i workflow. 
Come già visto per Liferay, Nuxeo si integra con Apache Stanbol per l’arrichimento 
semantico dei contenuti. 
 
4.4 Alfresco4. 
Alfresco è una piattaforma per l’Enterprise Content Management (ECM), utilizzata per 
la gestione dei contenuti aziendali e per la collaborazione tra utenti. 
È una piattaforma sviluppata in Java, disponibile in due versioni: Alfresco Community 
Edition, sotto licenza open source GNU/GPL e Alfresco Enterprise Edition, con 
licenza commerciale. 
                                            
3 http://www.nuxeo.com/it 
4 http://www.alfresco.com/it 
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Alfresco è considerato uno degli ECM open source più utilizzati dalle aziende e la sua 
affermazione tra i software più apprezzati del suo genere è documentata da parecchi 
casi di successo. 
L’architettura di Alfresco è composta da alcuni moduli che mettono a disposizione 
degli utenti diverse funzionalità. 
Alla base dell’architettura c’è un Content Repository che si interfaccia con un database 
e fornisce dei servizi base di Content Management come memorizzazione, 
interrogazioni tramite query e versioning. 
I principali moduli sono: 
 
• Document Management: per la creazione, gestione e archiviazione dei 
documenti aziendali. 
• Web Content Management: per la creazione, gestione e manutenzione di 
contenuti destinati ad essere fruiti attraverso il Web, come ad esempio portali e 
progetti. 
• Collaboration: Alfresco mette a disposizione strumenti che facilitano la 
collaborazione e la condivisione di informazioni tra tutti gli attori aziendali, 
come ad esempio wiki, blog, siti personali, calendari condivisi etc. 
• Record Management: per l’archiviazione, la classificazione e l’identificazione 
dei record. 
  
Altre importanti caratteristiche e funzionalità fornite da Alfresco sono: 
 
• software service oriented; 
• gestione di workflow documentale, per controllare  il ciclo di vita del 
documento e lo svolgimento collaborativo dei processi di creazione, revisione e 
pubblicazione; 
• gestione flessibile dei metadati; 
• indicizzazione, ricerca semplice, avanzata e full-text; 
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• creazione di regole per automatizzare i processi (ad esempio invio automatico di 
email ai contatti di una mailing list o conversione di tutti i documenti di una 
cartella in un determinato formato); 
• sicurezza e controllo di versione; 
• politiche di sicurezza per limitare l’accesso e le modalità di utilizzo dei 
documenti; 
• gestione di progetti, utenti e gruppi di utenti; 
• activity feeds, per avvertire gli utenti di cosa sta cambiando in un progetto o 
cosa c’è di nuovo. 
 
Alfresco supporta i workflow con i motori Activiti e jBPM e prevede di default alcuni 
workflow legati principalmente al ciclo di vita dei documenti; sono previste ad esempio 
attività di approvazione, revisione e pubblicazione di contenuti digitali. 
In Alfresco si possono anche creare workflow ad hoc, grazie all’integrazione con 
Activiti Modeler, con il quale è possibile di disegnare il diagramma del processo ed 
eseguirne il deploy su Alfresco tramite un’apposita console. L’unico limite è che la 
creazione dei workflow personalizzati non è semplice e immediata, ma richiede 
specifiche competenze tecniche oltre che un’approfondita conoscenza dell’architettura 
di Alfresco. 
Per la gestione semantica dei contenuti Alfresco si integra con Apache Stanbol e 
OpenCalais. 
 
4.5 Altre piattaforme. 
Sono state studiate altre piattaforme delle quali si riporta solo il nome poiché 
presentano caratteristiche simili a quelle delle piattaforme descritte precedentemente, 
alcune di queste si limitano solo a funzionalità di Content Management senza offrire 
supporto alla collaborazione. Quest’ultime sono state considerate le più interessanti e le 
più adeguate allo scopo del Progetto PMI 3.0. 
 
 103 
• eXoPlatform5; 
• Jahia6; 
• Apache Lenya7; 
 
4.6 AperteWorkflow8. 
Aperte Workflow è una suite BPM open source, distribuita con licenza GNU/LGPL, 
che fornisce un potente BPM engine e un ambiente (Aperte Modeler) che permette di 
modellare i processi in maniera semplice e veloce. 
Aperte Workflow si basa sullo standard OGSi, che consente, attraverso il meccanismo 
dei plugin, l’integrazione con altri sistemi esterni. Sul sito è disponibile una versione 
bundle di AperteWorkflow+Liferay che permette di eseguire su Liferay i workflow 
creati con AperteModeler, che supporta il BPMN 2.0. 
La palette di strumenti BPMN di Aperte Modeler non offre tutti gli elementi del 
BPMN, limitando quindi la libertà di modellazione del processo; mancano ad esempio i 
task di script e alcuni tra i principali eventi come i message event, tutti elementi 
necessari per modellare i processi di collaborazione previsti dal Progetto PMI 3.0. 
 
4.7 BonitaBpm9. 
BonitaBpm è un software open source di Business Process Management ideato per 
definire, ottimizzare, monitorare e integrare i processi aziendali, al fine di creare un 
processo di business per le azienda. Fornisce un editor per il design di processo, un 
motore di BPM e un’interfaccia intuitiva. 
                                            
5 http://www.exoplatform.com/company/en/home 
6 http://www.jahia.com/home 
7 http://lenya.apache.org 
8 http://www.aperteworkflow.org 
9 http://it.bonitasoft.com 
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Il software permette di modellare processi in BPMN2.0 e di importare processi definiti 
in altri ambienti. Inoltre supporta la simulazione, l’esecuzione e il controllo dei processi 
creati. Le API di BonitaBpm permettono lo sviluppo di applicazioni personalizzate e 
l’integrazione con altri sistemi esterni.  
BonitaBpm è stato utilizzato nel lavoro di tesi per la modellazione di un primo 
processo dimostrativo all’interno del Progetto PMI 3.0. 
Per la semplicità di utilizzo e le sue caratteristiche, BonitaBpm potrebbe essere uno dei 
software candidati per l’utilizzo all’interno del Progetto PMI 3.0, ma sfortunatamente 
non si integra direttamente con le piattaforme descritte nei paragrafi precedenti. 
 
4.8 Activiti10. 
Activiti è una piattaforma open source di Business Process Management distribuita 
sotto licenza Apache. Activiti può essere eseguito in qualsiasi applicazione Java e in 
qualsiasi Application Server; inoltre si integra perfettamente con Spring. 
In Fig.4.1 è mostrata l’architettura di Activiti. 
 
 
Figura 4.1. Architettura di Activiti. 
 
 
                                            
10 http://www.activiti.org 
 105 
Activiti Engine è il motore BPM di esecuzione dei processi. Le due caratteristiche più 
innovative sono:  
 
• Event listeners: i listener permettono di eseguire azioni ‘out-of-the-box’, come 
pezzi di codice Java o script, al verificarsi di certi eventi definiti nel diagramma. 
Questo significa che gli sviluppatori possono arricchire il processo con dettagli 
che vanno oltre la definizione del diagramma; si migliora quindi la 
collaborazione tra sviluppatori esperti e attori di business. 
• Attività personalizzate: gli sviluppatori possono creare attività custom in 
codice Java che implementano comportamenti complessi. 
 
Activiti Designer è un plugin disponibile per Eclipse che permette di modellare 
processi BPMN2.0 all’interno dell’ambiente di sviluppo. 
Activiti è anche il motore BPM utilizzato nella piattaforma Alfresco. È possibile quindi 
creare le definizioni dei processi in Activiti Designer, personalizzarli con script o classi 
Java ed eseguirli nella piattaforma. 
 
 
4.9 Apache Jena11. 
Apache Jena è un framework open source per lo sviluppo di applicazioni orientate al  
Web Semantico. Jena inizialmente è stato ideato per la realizzazione di applicazioni che 
supportassero RDF e RDFS e successivamente è stato esteso per supportare linguaggi 
per le ontologie come OWL. Fornisce delle API per la gestione dei grafi RDF, per la 
loro interrogazione tramite linguaggio SPARQL e per la modellazione di ontologie 
OWL. 
È possibile integrare in Jena un motore di esecuzione di regole come Pellet. 
 
                                            
11 http://jena.apache.org 
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4.10 Pellet12. 
Pellet è un reasoner per ontologie OWL. Un reasoner, detto anche ragionatore 
automatico, è un’applicazione in grado di operare deduzioni a partire da una base di 
conoscenza formalizzata in un’ontologia. Pellet è in grado di inferire conseguenti logici 
da un gruppo di asserzioni o assiomi. Le regole di inferenza sono espresse in SWRL 
nella forma antecedente à conseguente. I tipi di ragionamento che può effettuare 
sono: 
 
• Validazione: verifica la consistenza della base di conoscenza; 
• Analisi: estrae la conoscenza implicita dalla base di conoscenza; 
• Deduzione: genera nuova conoscenza. 
 
4.11 Protégé13. 
Protégé è un software open source, scritto in Java, per la creazione e la gestione delle 
ontologie. I linguaggi supportati sono RDF(S), OWL e XML Schema. È inoltre 
possibile definire regole SWRL ad un’ontologia ed eseguirle con un reasoner integrato 
in Protègè. I reasoner già disponibili al momento dell’installazione sono Pellet e 
HermiT. 
L'architettura flessibile di Protégé, rende questo strumento facile da configurare ed 
estendere. Inoltre Protégé è strettamente integrato con Jena e fornisce delle API Java 
open-source per lo sviluppo di componenti di interfaccia utente personalizzate o 
servizi Web Semantico. 
Esiste una versione chiamata WebProtégé che può essere installata in un web server 
come Apache Tomcat e supporta la creazione collaborativa di ontologie tramite 
condivisioni, permessi, discussioni e notifiche via email. 
 
                                            
12 http://clarkparsia.com/pellet/ 
13 http://protege.stanford.edu 
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5 UN PROCESSO DI COLLABORAZIONE 
BASATO SU REGOLE SEMANTICHE E FLUSSI 
DI ATTIVITÀ. 
In questo capitolo verrà descritto un processo collaborativo tra le aziende coinvolte nel 
Progetto PMI 3.0, ipotizzato dopo una fase di analisi dei processi e delle dinamiche di 
collaborazione, esistenti o potenziali, effettuata dai tesisti gestionali con visite sul luogo 
e confronti e interviste con le persone operanti nelle aziende. 
Sarà presentato in dettaglio lo scenario e il modo in cui si applicano al caso le 
tecnologie semantiche e di modellazione dei flussi di attività.  
Verranno poi mostrati i passi per la creazione dell’ontologia del processo con il 
software Protégé, la creazione delle regole semantiche espresse in linguaggio SWRL e 
la loro esecuzione nel motore inferenziale Pellet. 
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5.1 Lo scenario. 
Si ipotizzi una collaborazione tra due aziende, una meccanica e una elettrica per la 
realizzazione di macchine per taglio di materiali di varia natura. 
Gli attori coinvolti sono le due aziende e un cliente, o committente, che effettua un 
ordine per realizzazione di un particolare macchinario. 
All’arrivo di un nuovo ordine, ognuna delle due aziende stabilisce la propria 
pianificazione in base a delle proprie regole di business, diverse per le due aziende. 
L’ordine può essere di due tipi, standard o innovativo, e può essere completato nel breve o 
nel lungo termine, a seconda di vari fattori, quali il tempo di pagamento del cliente, la 
capacità produttiva delle aziende, e gli ordini o commesse in lavorazione di ciascuna 
azienda. 
Per ordine standard si intende un ordine di macchinari o moduli (meccanici o elettrici)  
già realizzati dalle aziende, per ordine innovativo si intende invece un ordine di 
macchinari o moduli mai realizzati dalle aziende, che quindi si troverebbero ad 
impiegare maggiori risorse e tempo per la progettazione e la realizzazione dei 
componenti. 
In particolare, l’azienda meccanica si basa sul tipo di ordine e sul numero di commesse 
in lavorazione. Mentre l’azienda elettrica si basa sul tempo di pagamento del cliente e 
sulla propria capacità produttiva. 
Nello scenario esaminato, l’ordine arriva tramite un sistema informativo in grado di 
acquisire le informazioni necessarie, fornirle ad ogni azienda, e coordinare le 
valutazioni in modo da stabilire l’accettazione o meno della commessa. 
Il cliente riceve dal sistema un tempo di consegna (breve o lungo) e di conseguenza può 
accettare la pianificazione o modificare i parametri dell’ordine, in questo caso l’ordine 
verrà inoltrato nuovamente alle aziende che calcoleranno la pianificazione sulla base 
dei nuovi parametri inseriti dall’utente. 
Entrambe le aziende comunicano il termine di programmazione della nuova commessa 
a un sistema che supporta la collaborazione ed effettua una sintesi delle due 
pianificazioni in base alla seguente tabella: 
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Pianificazione Azienda 
Meccanica 
Pianificazione Azienda 
Elettrica 
Sintesi 
Termine = Breve Termine = Breve Termine = Breve 
Termine = Breve Termine = Lungo Termine = Lungo 
Termine = Lungo Termine = Breve Termine = Lungo 
Termine = Lungo Termine = Lungo Termine = Lungo 
Tabella 5.1. Pianificazione totale dell'ordine. 
 
5.2 Progettazione dell’ontologia. 
Dall’analisi dello scenario emergono alcuni concetti fondamentali che possono essere 
rappresentate come classi dell’ontologia:  
 
• Committente: è il cliente che formula l’ordine; 
• Nuovo Ordine: è l’ordine inserito nel sistema dal cliente e s i  compone  di un 
modulo meccanico e uno elettrico; 
• Modulo: può essere di due tipi, meccanico ed elettrico, ognuno real izzato  da 
una singola azienda; 
• Azienda: ha zero o più ordini in lavorazione e poss iede  una certa capacità 
produttiva; 
• Ordine; 
• Capacità Produttiva. 
 
Le relazioni tra le classi sono rappresentate dai verbi ‘formula’, ‘si compone’, ‘realizza’, 
‘ha’ e ‘possiede’.  
La Figura 5.1 illustra l’ontologia progettata per il processo di collaborazione. 
Sono state definite le variabili (o attributi) di ogni classe, in particolare un Nuovo 
Ordine è caratterizzato dal tipo (standard o innovativo), dal tempo di pagamento 
deciso dall’utente e dal termine (breve o lungo) di pianificazione stabilito dal sistema. 
Un modulo è caratterizzato dal termine (breve o lungo) della pianificazione stabilito da 
ciascuna azienda. 
 
 110 
 
Figura 5.1. Ontologia del processo di collaborazione. 
 
5.3 Creazione dell’ontologia in Protégé. 
L’ontologia mostrata in Figura 5.1 è l’ontologia dell’intero processo di collaborazione. 
In fase di analisi è stata ipotizzata la necessità delle aziende di tenere private le proprie 
regole di business, per questo motivo ad ogni azienda è legata un’ontologia simile a 
quella dell’intero processo collaborativo. 
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La Figura 5.2 mostra le classi create nell’ontologia relativa all’azienda meccanica. 
 
 
Figura 5.2. Classi in Protégé. 
 
 
Dopo aver inserito le classi, è necessario creare le proprietà, ovvero le relazioni che 
legano le classi (Fig.5.3). 
 
 
 
Figura 5.3. Proprietà in Protégé. 
 
 
Per ogni proprietà bisogna specificare il dominio e il range, in altre parole, la classe di 
partenza e la classe di destinazione. Ad esempio la proprietà realizza ha come dominio 
la classe AziendaMeccanica e come range la classe ModuloMeccanico (Fig.5.4). 
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Figura 5.4. Dominio e range delle proprietà in Protégé. 
 
 
Il passo successivo è quello di associare gli attributi, o data properties, alle classi.  
Anche per le data properties è necessario indicare il dominio e il range: il dominio è la 
classe a cui si riferisce, il range è il tipo di valori che può assumere l’attributo. 
Ad esempio l’attributo termine ha come dominio la classe Ordine e come range il tipo 
string. 
 
Gli attributi creati sono:  
• Tipo: si riferisce al tipo dell’ordine che può essere standard o innovativo. Il 
dominio è la classe Ordine, il range è il tipo string. 
• Termine: si riferisce al termine di pianificazione stabilito dall’azienda per il 
modulo di sua competenza. Il dominio è la classe Modulo e il range è il tipo 
string. 
• Pagamento: si riferisce al termine di pagamento stabilito dal committente. Il 
dominio è la classe NuovoOrdine e il range è il tipo string. 
• InLavorazione: si riferisce al numero di ordini in lavorazione nell’azienda. Il 
dominio è la classe AziendaMeccanica e il range è il tipo int. 
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Figura 5.5. Data Properties in Protégé. 
 
 
 
 
Figura 5.6. Dominio e range di data properties in Protégé. 
 
 
L’ultimo passo è la creazione degli individui che andranno a popolare l’ontologia. Un 
individuo in Protégé è un’istanza di una classe. 
Per ogni individuo bisogna indicare la classe di appartenenza e le proprietà che lo 
legano alle altre classi. 
Si supponga che l’azienda meccanica AziendaXYZ, che ha zero o più ordini in 
lavorazione, riceva un nuovo ordine chiamato NuovoOrdine_id1234 che si compone di 
un BraccioMeccanico. Gli individui creati sono quelli mostrati in Figura 5.7. 
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Figura 5.7. Individui in Protégé. 
 
5.4 Creazione delle regole ontologiche Swrl. 
Le regole private delle aziende dipendono da alcuni parametri dell’ordine.  
L’azienda meccanica riesce a pianificare un nuovo ordine nel breve termine solo se è 
di tipo standard e se non ha altri ordini in lavorazione. 
Codificando le regole nella forma ‘If…Then’ si ha: 
 
Regola 1: If nuovoOrdine.tipo is standard 
and ordine.inLavorazione is inesistente 
Then moduloMeccanico.termine is breve. 
 
Regola 2: If  nuovoOrdine.tipo is standard 
and  ordine.inLavorazione is esistente 
Then moduloMeccanico.termine is  lungo. 
 
Regola 3:  If  nuovoOrdine.tipo is innovativo 
Then moduloMeccanico.termine is  lungo. 
 
 
L’azienda elettrica pianifica un nuovo ordine nel breve termine solo se la capacità 
produttiva non è satura e se l’ordine è di tipo standard oppure se il cliente paga subito.  
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Nella forma ‘If…Then’ si ha: 
 
Regola 1: If  capacitaProduttivaResidua is nulla 
Then moduloElettrico.termine is lungo. 
 
Regola 2: If capacitaProduttivaResidua is positiva 
and  nuovoOrdine.pagamento is breve 
Then moduloElettrico.termine is  breve. 
 
Regola 3:  If capacitaProduttivaResidua is positiva 
 and nuovoOrdine.pagamento is lungo  
 and  nuovoOrdine.tipo is standard 
 Then moduloElettrico.termine is  breve. 
  
Regola 4: If capacitaProduttivaResidua is positiva 
and nuovoOrdine.pagamento is lungo  
and nuovoOrdine.tipo is innovativo 
Then moduloElettrico.termine è  lungo 
 
Le regole If…Then dell’azienda meccanica espresse in SWRL sono:  
 
Regola 1: ha(?azienda,?coda),realizza(?azienda,?modulo),siComponeD
i(?ordine,?modulo),inLavorazione(?coda,false),tipo(?ordi
ne,"Standard") à termine(?modulo,"Breve") 
 
Regola 2: ha(?azienda,?coda),realizza(?azienda,?modulo),siComponeD
i(?ordine,?modulo),inLavorazione(?coda,true), 
tipo(?ordine,"Standard") à termine(?modulo,"Lungo") 
 
Regola 3: siComponeDi(?ordine,?modulo), tipo(?ordine,"Innovativo") 
à termine(?modulo,"Lungo") 
 
 116 
Nella sintassi SWRL per Protégé l’AND logico è rappresentato dalla virgola, non esiste 
l’OR logico ma può essere realizzato con un insieme di regole aventi lo stesso 
conseguente. È importante notare che il conseguente può contenere solo atomi 
dichiarati nell’antecedente.  
 
 
 
Figura 5.8. Regole SWRL. 
 
 
5.5 Ragionamento con il reasoner Pellet. 
Le regole SWRL create nel paragrafo precedente possono essere eseguite all’interno di 
un motore inferenziale che, tramite deduzione, restituisce la pianificazione di ogni 
azienda. Il motore inferenziale utilizzato in Protégé è il reasoner Pellet. 
In Figura 5.9 è mostrato il risultato del ragionamento. È stato inserito un ordine avente 
tipo standard e tempo di pagamento breve. L’azienda non ha ordini in lavorazione. 
L’ordine viene quindi pianificato nel breve termine. 
 
 
 
 117 
 
 
Figura 5.9. Risultato del ragionamento con Pellet. 
 
 
5.6 Modellazione del processo collaborativo in 
BPMN. 
La Figura 5.10 mostra il diagramma BPMN del processo collaborativo. Il processo è 
avviato dal committente che formula un nuovo ordine. L’ordine viene inviato 
parallelamente ad entrambe le aziende, ognuna delle quali calcola la pianificazione del 
proprio modulo da realizzare. La pianificazione delle aziende è inoltrata al sistema che, 
in base a delle regole di collaborazione, calcola la pianificazione complessiva dell’ordine 
e la invia al committente. Quest’ultimo può accettare la pianificazione o rifiutarla, in 
questo caso dovrà modificare i parametri dell’ordine e inviare nuovamente la 
commessa alle aziende. 
I task ‘Elabora pianificazione meccanica’ e ‘Elabora pianificazione elettrica’ sono dei 
service task, al loro interno sono effettuate chiamate a servizi esterni, in particolare viene 
effettuata una chiamata al reasoner Pellet che calcola la pianificazione in base alle 
regole semantiche stabilite da ciascuna azienda. 
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Figura 5.10. Diagramma BPMN del processo collaborativo. 
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6 REALIZZAZIONE DEL PROTOTIPO.  
In questo capitolo sono descritte le fasi di creazione di un prototipo che supporta 
l’esecuzione di un workflow collaborativo all’interno della piattaforma Alfresco. 
In capitolo inizia con un’introduzione al motore Bpm Activiti e prosegue con la 
descrizione dettagliata delle seguenti fasi: 
 
• Installazione di Activiti Designer 
• Creazione del diagramma BPMN del processo collaborativo 
• Aggiunta della logica alla definizione del processo 
• Implementazione del modello del contenuto 
• Implementazione dell’interfaccia del workflow in Alfresco 
• Deploy del workflow in Alfresco. 
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6.1 Introduzione ad Activiti. 
Activiti è un motore di gestione di processi di business descritti secondo la notazione 
BPMN 2.0.  
È un software open source scritto in Java e distribuito sotto licenza Apache. 
La notazione BPMN 2.0 è una specifica standard, che definisce la visualizzazione e la 
serializzazione XML dei processi di business e può essere estesa per includere 
funzionalità più avanzate. 
Activiti è perfettamente integrato in Alfresco e mette a disposizione degli utenti un 
insieme di workflow documentali predefiniti: 
 -­‐ Adhoc: permette di assegnare un task ad un singolo utente. -­‐ Esamina e approva: permette di avviare un processo di revisione e 
approvazione di un documento assegnando il compito ad un singolo utente. -­‐ Esamina e approva in gruppo: permette di avviare un processo di revisione e 
approvazione di un documento assegnandolo agli utenti di un gruppo. -­‐ Esamina e approva in parallelo: permette di avviare un processo di revisione 
e approvazione di un documento assegnando il compito ad utenti multipli. 
 
Oltre ai tipi di processi sopra citati, è possibile creare workflow avanzati e 
personalizzati che si adattino meglio alle esigenze degli utenti. 
In Alfresco, un workflow consiste di un certo numero di artefatti (Fig.6.1): 
 
• Process definition 
• Task model 
• Share workflow UI 
• Resource bundle. 
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Figura 6.1. Artefatti di Alfresco. 
 
Process definition. 
 
La Process definition è la definizione del processo di business. 
Il motore Activiti, integrato in Alfresco, accetta definizioni di processi scritte secondo 
la notazione BPMN 2.0. Essi sono sostanzialmente file XML che rappresentano e 
descrivono il processo attraverso l’utilizzo di task, eventi, gateway e altri elementi tipici 
della notazione BPMN. 
 
Task model. 
 
Il Task model definisce il modello dei contenuti per ogni task utente presente nella 
definizione del processo. 
Alfresco permette di estendere il Task model di ogni processo per soddisfare le diverse 
esigenze delle organizzazioni che necessitano di worfkflow personalizzati. 
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Il Task model consiste di: 
 
• Types 
• Properties 
• Property types 
• Constraint 
• Aspects. 
 
Types. 
 
Il concetto di Types, o Tipi, è simile al concetto di Classe dei linguaggi Object Oriented. 
Essi sono usati per modellare oggetti di business e sono caratterizzati da alcune 
proprietà. I Tipi messi a disposizione da Alfresco sono ‘Content’, ‘Person’ e ‘Folder’. È 
comunque possibile creare Tipi personalizzati, adatti alle varie esigenze dettate dai 
requisiti di business. 
 
Properties. 
 
Le Properties, o Proprietà, sono metadati associati a uno specifico Tipo. Se i Tipi sono 
concettualmente simili alle classi, si può dire che le Proprietà si avvicinano al concetto 
di variabili della classe. Supponendo di avere un Tipo custom ‘Cliente’, le Proprietà che 
lo caratterizzano potrebbero essere tutte le informazioni legate ad esso, come  
‘Nome_Cliente’, ‘Cognome_Cliente’, ‘Indirizzo_Cliente’ etc. 
 
Property Types. 
 
I Property Types, o Data Types, descrivono il tipo di dato utilizzato per memorizzare le 
Proprietà. I tipi di dato più comuni sono quelli fondamentali come String, Float, Date, 
Boolean etc. 
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Constraints. 
 
I Constraints, o Vincoli, possono essere utilizzati opzionalmente per restringere il 
dominio di una Proprietà. Alfresco mette a disposizione quattro tipi di vincoli: 
REGEX, LIST, MINMAX e LENGHT.  
REGEX è utilizzato per far sì che i valori che può assumere una Proprietà, rispettino 
una data espressione regolare. Il vincolo LIST definisce una lista di possibili valori per 
una Proprietà. MINMAX fornisce un intervallo numerico per i valori della Proprietà. 
LENGHT impone una restrizione sulla lunghezza di una stringa. 
 
Aspects. 
 
Gli Aspect, o Aspetti, sono informazioni trasversali, più precisamente, proprietà 
condivise tra i Tipi utilizzati all’interno di un workflow. Può risultare conveniente far 
uso degli Aspetti nei casi in cui, all’interno di un processo, i Tipi condividano proprietà 
che necessitano di essere accedute frequentemente durante l’esecuzione del workflow.  
 
 
 
Il Task model è utilizzato per la gestione e la modifica dell’interfaccia utente esposta 
durante l’esecuzione del processo all’interno della piattaforma Alfresco. È importante, 
ai fini della creazione e implementazione di un nuovo workflow, tener presente che a 
ogni task utente, presente nella definizione del processo, corrisponde un Tipo nel 
modello dei contenuti, con le rispettive Proprietà, Vincoli e Aspetti. 
Un esempio di Task model è mostrato in Figura 6.2. 
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Figura 6.2. Esempio di Task Model 
 
 
"wf:reviewOutcome" è un Tipo che si riferisce ad un task contenuto nella definizione 
del processo, possiede una Proprietà wf:reviewOutcome di tipo d:text	   e	   può	  assumere	  una	  lista	  di	  valori:	  Approve o	  Reject.  
wf: è il namespace in cui sono dichiarati gli elementi. 
 
 
 
Share Workflow UI. 
 
È possibile personalizzare la presentazione dei task utente nei client Alfresco Share. La 
personalizzazione riguarda il modo in cui le Proprietà dei task e le informazioni legate 
al workflow sono visualizzate nell’interfaccia del client. 
 
 
 
 
<type name="wf:activitiReviewTask"> 
      <parent>bpm:activitiOutcomeTask</parent> 
          <properties> 
             <property name="wf:reviewOutcome"> 
                 <type>d:text</type> 
                 <default>Reject</default> 
                 <constraints> 
                    <constraint name="wf:reviewOutcomeOptions" type="LIST"> 
                        <parameter name="allowedValues"> 
                           <list> 
                             <value>Approve</value> 
                             <value>Reject</value> 
                           </list> 
                        </parameter> 
                     </constraint> 
                  </constraints> 
              </property> 
          </properties> 
  </type> 
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Resource Bundle. 
 
Un Resource bundle fornisce messaggi human-readable visualizzati nell’interfaccia utente 
del workflow. I messaggi includono i titoli dei task, i nomi delle Proprietà dei task etc. 
 
 
La Figura 6.3 mostra la relazione tra la Process definition  e il Task model all’interno 
del server e le configurazioni dell’interfaccia e i Resource Bundle nel client. 
 
 
Figura 6.3. Relazione tra gli artefatti di Alfresco. 
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6.2 Creazione di un workflow personalizzato. 
 
I passi per la creazione di un workflow personalizzato sono i seguenti: 
1. Creazione del layout del workflow; 
2. Configurazione e assegnazione dei task agli utenti di Alfresco; 
3. Inserimento della logica di ogni task; 
4. Implementazione del Task model, o modello dei contenuti, del workflow; 
5. Implementazione dell’interfaccia utente; 
6. Deployment del processo. 
 
Di seguito verranno illustrati e descritti in modo più dettagliato le varie fasi che hanno 
portato alla creazione del processo che modella lo scenario di collaborazione tra 
aziende, proposto nel capitolo 5. 
 
I file di Alfresco coinvolti nel processo di creazione del workflow sono i seguenti: 
 
• gestioneOrdini.bpmn20.xml: è il file contenente la definizione del 
processo; 
• workflowModel-custom.xml: è il file in cui è  definito il Task model; 
• share-workflow-form-config.xml: è il file contenente la definizione 
dell’interfaccia dei workflow di Alfresco Share. Per ogni task utente è 
necessario implementare la relativa interfaccia, ovvero il modo in cui verrà 
effettuato a video il rendering delle varie Proprietà. Il percorso del file è il 
seguente: tomcat/webapp/share/WEB-
INF/classes/alfresco/share-workflow-form-config.xml. 
• bootstrap-context.xml: è il file nel quale dichiarare la definizione del 
processo (gestioneOrdini.bpmn20.xml) e del Task model 
(workflowModel-custom.xml), che verranno caricati all’avvio del server. 
Il percorso di tale file è il seguente: tomcat/webapp/alfresco/WEB-
INF/classes/alfresco/bootstrap-context.xml. 
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6.3  Installazione di Activiti Designer. 
È possibile creare la definizione del processo manualmente attraverso un editor XML 
oppure utilizzando un tool come Activiti Eclipse Designer che permette di creare un 
layout di un processo ed esportare il file .bpmn20.xml associato. 
Tutte le versioni di Eclipse, ad eccezione di Eclipse Helio, supportano il plugin 
Activiti. La versione utilizzata per l’installazione del plugin e la creazione del 
diagramma del processo è Eclipse Kepler SDK (4.3.1) SR1. 
 
Per installare il plugin Activiti su Eclipse seguire i seguenti passi: click su Help à  
Install New Software, click sul pulsante Add e riempire i seguenti campi: 
• Name: Activiti BPMN 2.0 designer 
• Location: http://activiti.org/designer/update/ 
 
 
Figura 6.4. Installazione del plugin Activiti Designer su Eclipse. 
 
 
Assicurarsi che nella checkbox Contact all update site… sia presente il segno di 
spunta, poiché è necessario installare tutti i plugin e le dipendenze richieste. 
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6.4 Fase di creazione del diagramma del processo. 
Il primo passo è la creazione di un nuovo progetto: FileàNewàProjectàActiviti 
project. Aggiungere poi un nuovo diagramma: tasto destro sul progetto e 
NewàOtheràActiviti  diagram. 
Viene aggiunto un nuovo file, nel seguente caso nominato gestioneOrdini.bpmn.  
Adesso è possibile procedere con il disegno del diagramma secondo la notazione 
BPMN.  
Il plugin Activiti offre una palette con i classici elementi del BPMN: task, eventi, 
gateway, sequence flow etc. Sono disponibili anche elementi per l’integrazione con 
Alfresco come AlfrescoUserTask, AlfrescoStartEvent, AlfrescoScriptTask e AlfrescoMailTask. 
La figura sottostante illustra il diagramma BPMN del  processo di collaborazione tra 
l’azienda meccanica e quella elettrica. 
 
 
Figura 6.5. Diagramma BPMN creato in Activiti Designer. 
 
6.4.1.1  Diagramma gestioneOrdini.bpmn. 
Il processo viene avviato dal cliente che procede con l’inserimento nel sistema dei 
parametri dell’ordine (task Inserisci Ordine). 
L’ordine viene inoltrato parallelamente alle due aziende (parallel gateway), ognuna delle 
quali calcola la pianificazione sulla base delle proprie regole di business che dipendono 
dai vari parametri dell’ordine. (task Pianificazione Elettrica e task Pianificazione 
Meccanica). 
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Ogni azienda invia la propria pianificazione al sistema, il quale calcola la pianificazione 
complessiva dell’ordine, stabilita dalle regole di collaborazione (task Calcola 
Pianificazione). 
La decisione presa dal sistema viene inoltrata al cliente che può accettare o meno la 
pianificazione (task Valuta Pianificazione). Nel caso in cui il cliente non accetti il 
termine di pianificazione stabilito dal sistema, egli potrà modificare i parametri 
dell’ordine, in base ai quali le aziende stabiliscono la propria pianificazione; in questo 
caso il processo viene ripetuto. Se il cliente accetta la pianificazione, il processo 
termina.  
  
 
6.5 Fase di configurazione e assegnazione dei task 
agli utenti. 
Dopo aver salvato il diagramma BPMN è possibile ottenere la versione XML del 
processo (tasto destro sul diagramma e Open withàXML editor). 
Il codice XML ottenuto rappresenta la definizione del processo, interamente compresa 
tra i tag <definitions></definitions>.  
Il documento si compone di due parti principali, la prima è la descrizione vera e 
propria del processo, compresa tra i tag <process></process>; la seconda, compresa 
tra i tag <bpmndi:BPMNDiagram></bpmndi:BPMNDiagram> è la descrizione del 
diagramma BPMN, utile per ottenere il rendering del diagramma in qualsiasi editor di 
processi che utilizzi lo standard BPMN 2.0. 
Per assegnare un task ad un utente di Alfresco si utilizzano determinati attributi: 
l’attributo activiti:assignee="${initiator.properties.userName}" assegna il 
task all’utente che ha avviato il workflow; l’attributo 
activiti:candidateGroups="GROUP_gruppo1" assegna il task agli utenti del gruppo 
denominato gruppo1;  l’attributo activiti:candidateUsers="admin, mike, tom"  
assegna il task ad un singolo utente o a più utenti. 
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Nota: quando un’attività è assegnata a più utenti o a un gruppo di utenti, non è 
necessario che l’attività venga svolta da tutti ma da uno solo di essi. 
 
Nella definizione del processo collaborativo tra aziende, sono presenti quattro task 
utente: Inserisci ordine, Pianificazione meccanica, Pianificazione elettrica e Valuta ordine. Le 
assegnazioni  dei task agli utenti di Alfresco sono le seguenti:  
 
• Inserisci ordine: il task viene assegnato all’utente che ha avviato il workflow, 
ovvero il cliente. 
 
 
Figura 6.6. Assegnazione del task Inserisci Ordine. 
 
 
• Pianificazione meccanica: il task viene assegnato agli utenti del gruppo 
AZIENDA_MECCANICA. 
 
 
Figura 6.7. Assegnazione del task Pianificazione Meccanica. 
 
 
• Pianificazione elettrica: il task viene assegnato agli utenti del gruppo 
AZIENDA_ELETTRICA. 
 
 
Figura 6.8. Assegnazione del task Pianificazione Elettrica. 
 
 
<userTask id="alfrescoUsertask1" name="inserisciOrdine" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:inserisciOrdine"> 
<userTask id="alfrescoUsertask2" name="pianificazione Meccanica" 
activiti:candidateGroups="GROUP_AZIENDA_MECCANICA" 
activiti:formKey="wf:pianificazioneMeccanica"> 
<userTask id="alfrescoUsertask3" name="pianificazione Elettrica" 
activiti:candidateGroups="GROUP_AZIENDA_ELETTRICA" 
activiti:formKey="wf:pianificazioneElettrica"> 
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• Valuta pianificazione: il task viene assegnato al cliente iniziatore del processo. 
 
 
Figura 6.9. Assegnazione del task Valuta Pianificazione. 
 
 
6.6 Fase di inserimento della logica del processo. 
Un ruolo importante all’interno del processo è svolto dalle variabili, che possono avere 
due differenti livelli di visibilità:  
• a livello di processo: sono variabili ‘globali’ e quindi accessibili da ogni task del 
processo. 
• a livello di task: sono variabili ‘locali’, cioè variabili private di ogni singolo task 
e quindi non accessibili dagli altri task del processo. 
 
In generale, le variabili corrispondono alle Proprietà definite nel Task model. 
Riprendendo l’esempio di Task model visto in precedenza, la variabile locale del task è 
wf:reviewOutcome  ed è indicata nella definizione del processo con il  nome  
wf_reviewOutcome  poiché per convenzione il simbolo : è sostituito col simbolo _. 
Le variabili sono gestite all’interno di componenti detti Listener, che vengono attivati da 
determinati eventi durante l’esecuzione del workflow. 
Activiti prevede due tipi di Listener: execution listener e task listener. 
I task listener possono essere eseguiti solo all’interno di un task utente, gli execution 
listener invece sono invocati in qualsiasi punto del processo ma al di fuori dei task 
utente. 
La Figura 6.10 mostra i punti della definizione del processo in cui è possibile 
configurare un listener. 
 
<userTask id="alfrescoUsertask4" name="valuta Pianificazione" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:valutaPianificazione"> 
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Figura 6.10. Listener in Activiti. 
 
Execution listener. 
 
Gli execution listener possono essere invocati in qualsiasi punto del processo al di fuori 
dei task utente: 
• Start: il listener viene invocato all’avvio del processo; 
• End: il listener viene invocato alla terminazione del processo; 
• Take: il listener viene invocato quando il processo attraversa un sequence flow. 
 
Task listener. 
 
I task listener possono essere invocati solo all’interno di un task utente: 
• Assignement: il listener viene invocato al momento dell’assegnazione del task; 
• Create: il listener viene invocato al momento della creazione del task; 
• Complete: il listener viene invocato quando termina il task. 
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All’interno del listener è possibile eseguire del codice. Il codice può essere uno script o 
una classe java chiamata al momento dell’invocazione del listener. 
Gli script sono comunemente utilizzati all’interno dei listener per la gestione delle 
variabili all’interno del processo, in particolare per rendere disponibili a livello di 
processo i valori delle variabili che hanno visibilità a livello di task. 
 
 
6.6.1 Task Inserisci ordine. 
 
Figura 6.11. Logica del task Inserisci Ordine. 
 
 
L’attributo event="complete" indica che il listener viene invocato nel momento in cui 
termina il task. 
Il tag <activiti:field name="script">  indica che al suo interno verrà eseguito uno 
script. 
Lo script crea una variabile wf_tipoOrdine a livello di processo (execution.setVariable)	  assegnandole	   il	   valore	   della	   variabile	   wf_tipoOrdine a livello di visibilità del task 
wf:inserisciOrdine. Lo stesso discorso vale per la variabile wf_tempoPagamento.  
In questo modo i valori delle variabili del task wf:inserisciOrdine sono resi disponibili 
per gli altri task del processo. 
<userTask id="alfrescoUsertask1" name="inserisciOrdine" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:inserisciOrdine"> 
    <extensionElements> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_tipoOrdine', 
task.getVariable('wf_tipoOrdine')); 
            execution.setVariable('wf_tempoPagamento', 
task.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
 134 
L’utilizzo dello stesso nome per entrambe le variabili può creare ambiguità ma è 
importante tener sempre presente che una di esse è una variabile di processo, l’altra è 
una variabile di task. La variabile del task è argomento del metodo getVariable 
dell’oggetto task, mentre	   la	   variabile	   del	   processo	   è	   argomento	   del	   metodo 
setVariable dell’oggetto	  execution. 
L’attributo activiti:formKey="wf:inserisciOrdine" fa riferimento al Tipo 
wf:inserisciOrdine che verrà definito in seguito nel Task model. 
 
 
6.6.2 Task Pianificazione meccanica. 
 
Figura 6.12. Logica del task Pianificazione Meccanica. 
 
 
Nel task Pianificazione Meccanica sono presenti due listener, uno invocato alla 
creazione e uno alla terminazione del task. 
<userTask id="alfrescoUsertask2" name="pianificazione Meccanica" 
activiti:candidateGroups="GROUP_AZIENDA_MECCANICA" 
activiti:formKey="wf:pianificazioneMeccanica"> 
    <extensionElements> 
        <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_pianMecc', 
task.getVariable('wf_pianMecc'));</activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
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L’attributo event="create" indica che il listener viene invocato al momento della 
creazione del task. 
Lo script assegna alla variabile wf_tipoOrdine del task, il valore della variabile 
wf_tipoOrdine a livello di visibilità di processo. Lo stesso discorso vale per la variabile 
wf_tempoPagamento. 	   	  L’attributo	   event="complete" indica che il secondo listener viene invocato al 
momento della terminazione del task. 
Lo script al suo interno esporta il valore della variabile del task in una variabile di 
processo. 
 
6.6.3 Task Pianificazione elettrica. 
 
Figura 6.13. Logica del task Pianificazione Elettrica. 
 
 
<userTask id="alfrescoUsertask3" name="pianificazione Elettrica" 
activiti:candidateGroups="GROUP_AZIENDA_ELETTRICA" 
activiti:formKey="wf:pianificazioneElettrica"> 
    <extensionElements> 
     <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_pianElett', 
task.getVariable('wf_pianElett'));</activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
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Per il task Pianificazione Elettrica vale lo stesso discorso fatto per il task Pianificazione 
Meccanica poiché entrambi presentano la stessa logica e si differenziano soltanto per 
l’assegnatario del compito, ovvero l’azienda elettrica e l’azienda meccanica. 
 
 
6.6.4 Task Calcola pianificazione. 
 
Figura 6.14. Logica del task Calcola Pianificazione. 
 
 
Il task Calcola pianificazione esegue uno script che calcola la pianificazione 
complessiva che dipende da quelle stabilite dalle due aziende. 
<serviceTask id="alfrescoScripttask1" name="calcola Pianificazione" 
activiti:class="org.alfresco.repo.workflow.activiti.script.AlfrescoScript
Delegate"> 
   <extensionElements>  
     <activiti:field name="script"> 
        <activiti:string>if(execution.getVariable('wf_pianMecc') == 
"Breve Termine" &amp;&amp; execution.getVariable('wf_pianElett') == 
"Breve Termine") execution.setVariable('wf_pianificazione',"Breve 
Termine"); 
else execution.setVariable('wf_pianificazione',"Lungo Termine"); 
          </activiti:string> 
        </activiti:field> 
      </extensionElements> 
    </serviceTask> 
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6.6.5 Task Valuta pianificazione. 
 
Figura 6.15. Logica del task Valuta Pianificazione. 
 
 
Dopo aver ricevuto la pianificazione definitiva stabilita dal sistema, il cliente può 
accettare o meno la decisione presa dal sistema. 
Un listener, all’avvio dell’attività, esegue uno script che inizializza le variabili del task 
con i valori delle corrispondenti variabili a livello di visibilità di processo.  
Un secondo listener, al termine del task, crea una variabile di processo con il valore 
della variabile wf_accettaPianificazione. 
 	  
<userTask id="alfrescoUsertask4" name="valuta Pianificazione" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:valutaPianificazione"> 
     <extensionElements> 
        <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string> 
            task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            task.setVariable('wf_pianMecc', 
execution.getVariable('wf_pianMecc')); 
            task.setVariable('wf_pianElett', 
execution.getVariable('wf_pianElett')); 
            task.setVariable('wf_pianificazione', 
execution.getVariable('wf_pianificazione')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_accettaPianificazione', 
task.getVariable('wf_accettaPianificazione')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
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6.6.6 Exclusive gateway. 
	  
 
Figura 6.16. Logica del gateway.	  	  	  
All’interno dell’elemento	   <sequenceFlow> è possibile inserire alcune espressioni 
condizionali per indirizzare correttamente il flusso delle attività in dipendenza del 
valore di determinate variabili. 
Dal gateway esclusivo si diramano due sequence flow: uno porta alla terminazione del 
processo, nel caso in cui il cliente accetti la pianificazione, l’altro porta al task di 
inserimento dell’ordine nel caso in cui il cliente non dovesse accettare la pianificazione 
decisa dal sistema.  
È sufficiente inserire una sola espressione condizionale all’interno del primo sequence 
flow; il motore di workflow valuta la prima espressione che incontra, e se essa è 
verificata, l’esecuzione delle attività procede attraverso questa diramazione, altrimenti 
automaticamente verso l’altra. 
 
 
 
 
 
 
 
 
 
<sequenceFlow id="flow10" sourceRef="exclusivegateway1" 
targetRef="endevent1"> 
    <conditionExpression 
xsi:type="tFormalExpression"><![CDATA[${wf_accettaPianificazione 
    == 'Accetta'}]]> 
 </conditionExpression> 
</sequenceFlow> 
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6.7  Fase di implementazione del Task model del 
workflow. 
Dopo aver completato la definizione del processo, è necessario creare il modello dei 
contenuti per ogni task presente in essa. Il Task model è stato definito in un nuovo file 
nominato workflowModel-custom.xml. 
Per ogni task utente bisogna specificare Tipi, Proprietà, Tipi di dato ed eventuali 
Vincoli o Aspetti. 
All’interno del Task model sono definiti in ordine i Tipi e gli eventuali Aspetti. 
 
6.7.1 Tipo wf:avviaOrdine. 
 
Figura 6.17. Type wf:avviaOrdine. 
 
 
Il Tipo "wf:avviaOrdine" possiede un Aspetto chiamato wf:descrizioneOrdine. 
L’utilità degli Aspetti consiste nel fatto che, essendo informazioni trasversali e comuni 
a più task, possono essere dichiarati all’interno di più Tipi. 
 
 
<type name="wf:avviaOrdine"> 
 <parent>bpm:startTask</parent> 
 <mandatory-aspects> 
  <aspect>wf:descrizioneOrdine</aspect> 
 </mandatory-aspects> 
</type> 
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6.7.2  Tipo wf:inserisciOrdine. 
 
Figura 6.18. Type wf:inserisciOrdine. 
 
 
6.7.3 Tipo wf:pianificazioneMeccanica. 
 
Figura 6.19. Type Pianificazione Meccanica. 
 
 
6.7.4 Tipo wf:pianificazioneElettrica. 
 
Figura 6.20. Type Pianificazione Elettrica. 
 
 
 
 
<type name="wf:inserisciOrdine"> 
 <parent>bpm:workflowTask</parent> 
 <mandatory-aspects> 
  <aspect>wf:descrizioneOrdine</aspect> 
  <aspect>wf:ordineInfo</aspect> 
 </mandatory-aspects> 
</type> 
<type name="wf:pianificazioneMeccanica"> 
 <parent>bpm:workflowTask</parent> 
 <mandatory-aspects> 
  <aspect>wf:descrizioneOrdine</aspect> 
  <aspect>wf:ordineInfo</aspect> 
  <aspect>wf:decisioneMeccanica</aspect> 
 </mandatory-aspects> 
</type> 
<type name="wf:pianificazioneElettrica"> 
 <parent>bpm:workflowTask</parent> 
 <mandatory-aspects> 
  <aspect>wf:descrizioneOrdine</aspect> 
<aspect>wf:ordineInfo</aspect> 
  <aspect>wf:decisioneElettrica</aspect> 
 </mandatory-aspects> 
</type> 
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6.7.5 Tipo wf:valutaPianificazione. 
 
Figura 6.21. Type Valuta Pianificazione. 
 
 
Il Tipo wf:valutaPianificazione possiede una Proprietà wf:accettaPianificazione che 
a sua volta ha un Vincolo di tipo LIST che restringe il dominio della Proprietà a soli 
due valori, ovvero Accetta e Rifiuta. 
 
 
 
 
<type name="wf:valutaPianificazione"> 
 <parent>bpm:workflowTask</parent> 
 <properties> 
  <property name="wf:accettaPianificazione"> 
   <type>d:text</type> 
   <default>Rifiuta</default> 
   <constraints> 
    <constraint 
name="wf:accettaPianificazioneOptions" type="LIST"> 
     <parameter name="allowedValues"> 
      <list> 
 <value>Accetta</value> 
 <value>Rifiuta</value> 
      </list> 
     </parameter> 
    </constraint> 
   </constraints> 
  </property> 
 </properties> 
 <mandatory-aspects> 
  <aspect>wf:descrizioneOrdine</aspect> 
  <aspect>wf:ordineInfo</aspect> 
  <aspect>wf:decisioneElettrica</aspect> 
  <aspect>wf:decisioneMeccanica</aspect> 
  <aspect>wf:decisioneDefinitiva</aspect> 
 </mandatory-aspects> 
</type> 
</types> 
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6.7.6 Aspetto wf:descrizioneOrdine. 
 
Figura 6.22. Aspetto wf:descrizioneOrdine. 
 
wf:descrizioneOrdine è un Aspetto che possiede una Proprietà di nome 
wf:descrizione  e di tipo text. Il valore true all’interno del tag <mandatory> indica 
che il valore della Proprietà è obbligatorio e non può essere nullo; quindi 
nell’interfaccia utente deve essere necessariamente inserito un valore per tale Proprietà, 
altrimenti il flusso di esecuzione delle attività non può proseguire. 
 
6.7.7 Aspetto wf:decisioneMeccanica. 
 
Figura 6.23. Aspetto wf:decisioneMeccanica. 
<aspect name="wf:descrizioneOrdine"> 
 <properties> 
  <property name="wf:descrizione"> 
   <type>d:text</type> 
   <mandatory>true</mandatory> 
  </property> 
 </properties> 
</aspect> 
<aspect name="wf:decisioneMeccanica"> 
 <properties> 
  <property name="wf:pianMecc"> 
   <type>d:text</type> 
   <default>Lungo Termine</default> 
   <constraints> 
    <constraint name="wf:pianMeccOptions" 
type="LIST"> 
     <parameter 
name="allowedValues"> 
      <list> 
  <value>Lungo Termine</value> 
  <value>Breve Termine</value> 
      </list> 
     </parameter> 
    </constraint> 
   </constraints> 
  </property> 
 </properties> 
</aspect> 
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6.7.8 Aspetto wf:decisioneElettrica. 
 
Figura 6.24. Aspetto wf:decisioneElettrica. 
 
 
6.7.9 Aspetto wf:decisioneDefinitiva. 
 
Figura 6.25. Aspetto wf:decisioneDefinitiva. 
 
 
 
 
<aspect name="wf:decisioneElettrica"> 
 <properties> 
  <property name="wf:pianElett"> 
   <type>d:text</type> 
   <default>Lungo Termine</default> 
   <constraints> 
    <constraint 
name="wf:pianElettOptions" type="LIST"> 
     <parameter 
name="allowedValues"> 
      <list> 
  <value>Lungo Termine</value> 
  <value>Breve Termine</value> 
      </list> 
     </parameter> 
    </constraint> 
   </constraints> 
  </property> 
 </properties> 
</aspect> 
<aspect name="wf:decisioneDefinitiva"> 
 <properties> 
  <property name="wf:pianificazione"> 
   <type>d:text</type> 
   <mandatory>true</mandatory> 
  </property> 
 </properties> 
</aspect> 
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6.7.10 Aspetto wf:ordineInfo. 
 
Figura 6.26. Aspetto wf:ordineInfo. 
 
 
wf:ordineInfo è un Aspetto che dichiara due Proprietà: wf:tipoOrdine e 
wf:tempoPagamento, entrambe hanno dei Vincoli di tipo che restringono il dominio dei 
valori ammessi. 
 
 
<aspect name="wf:ordineInfo"> 
 <properties> 
  <property name="wf:tipoOrdine"> 
   <type>d:text</type> 
   <default>Standard</default> 
   <constraints> 
    <constraint name="wf:tipoOrdineOptions" 
type="LIST"> 
     <parameter name="allowedValues"> 
      <list> 
      
 <value>Innovativo</value> 
 <value>Standard</value> 
      </list> 
     </parameter> 
    </constraint> 
   </constraints> 
  </property> 
  <property name="wf:tempoPagamento"> 
   <type>d:text</type> 
   <default>Lungo</default> 
   <constraints> 
    <constraint 
name="wf:tempoPagamentoOptions" type="LIST"> 
     <parameter name="allowedValues"> 
      <list> 
 <value>Lungo</value>    
<value>Breve</value> 
      </list> 
     </parameter> 
    </constraint> 
   </constraints> 
  </property> 
 </properties> 
</aspect> 
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6.8 Fase di implementazione dell’interfaccia utente. 
Per ogni task del workflow è possibile configurare l’interfaccia che deve essere 
mostrata all’utente. Questo può essere fatto grazie all’utilizzo del tag config e degli 
attributi evaluator e condition all’interno del file share-workflow-form-
config.xml. Tale file contiene la dichiarazione dell’interfaccia utente per i workflow 
di Alfresco ed è contenuto nella directory: tomcat/webapp/share/WEB-
INF/classes/alfresco. 
All’interno della dichiarazione del processo, più precisamente all’interno di ogni tag che 
identifica il tipo di task, è presente un attributo activiti:formKey.Il valore di tale 
attributo si riferisce sia a un Tipo dichiarato nel Task model, sia a un form dichiarato 
nel file dell’interfaccia utente dei workflow. Quindi ad ogni activiti:formKey 
dichiarato nel processo corrisponde anche un form definito nel file share-workflow-
form-config.xml. 
La figura mostra la terminologia utilizzata all’interno del file per identificare le varie 
parti del form. 
 
 
Figura 6.27. Struttura dei form di Alfresco. 
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• Label: è una semplice etichetta utilizzata per visualizzare determinate 
informazioni nell’interfaccia; 
• Field: è l’area in cui viene visualizzato il valore corrente di una variabile e 
permette all’utente di interagire con il form aggiungendo o modificandone il 
valore; 
• Control: è la combinazione di label e field. Alfresco mette a disposizione dei 
controlli predefiniti. 
• Set: è un gruppo di field che vengono visualizzati insieme; 
• Set Label: è l’etichetta associata ad un gruppo di field; 
• Help Text: è un campo che può aiutare l’utente durante la compilazione del 
form; 
• Form: è l’insieme di uno o più controlli e dei pulsanti necessari per inviare i 
dati; 
• Caption: è un campo, visualizzato sopra il form, che mostra le informazioni sui 
field obbligatori. 
 
 
6.8.1  Avvio del workflow. 
 
Figura 6.28. Form di avvio del workflow. 
 
<config evaluator="string-compare" condition="activiti$gestioneOrdini"> 
<forms> 
 <form> 
 <field-visibility> 
  <show id="wf:descrizione" /> 
   </field-visibility> 
   <appearance> 
  <set id="other" appearance="title" label-id="workflow.set.other" /> 
     <field id="wf:descrizione" label="Descrizione" set="other" /> 
   </appearance> 
 </form> 
   </forms> 
</config> 
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Per lo start event il valore dell’attributo evaluator è "string-compare", il valore 
dell’attributo condition  è "activiti$gestioneOrdini", dove gestioneOrdini è l’id del 
workflow nella definizione del processo (file gestioneOrdini.bpmn20.xml). 
All’interno del tag <field-visibility> sono elencati i field che dovranno essere 
mostrati nel form. Nel seguente caso verrà visualizzato soltanto il campo 
wf:descrizione. 
All’interno del tag <appearance> è definito il look & feel, dei campi dichiarati in 
precedenza. 
Riassumendo, per configurare l’interfaccia del form bisogna: 
 
• Dichiarare i field da visualizzare nel form. 
• Organizzare i field nei vari set e definirne l’aspetto. 
 
La figura seguente mostra l’interfaccia di Alfresco nel momento di avvio del workflow. 
 
 
Figura 6.29. Interfaccia di avvio del workflow. 
 
 
 
 
 
 
 148 
6.8.2 Form Inserisci ordine. 
 
Figura 6.30. Form del task Inserisci Ordine. 
 
 
Per ogni task utente il valore dell’attributo evaluator è "task-type", il valore 
dell’attributo condition è "wf:inserisciOrdine", che corrisponde al valore dell’attributo 
activiti:formKey nella dichiarazione del task, all’interno della definizione del processo 
(file gestioneOrdini.xml). 
In questo caso verranno visualizzati i campi "wf:tipoOrdine", "wf:tempoPagamento", 
"wf:descrizione", definiti nel Task model.  
<control template="/org/alfresco/components/form/controls/info.ftl" /> è un 
template di default di Alfresco che stabilisce l’aspetto del campo wf:descrizione, che 
sarà visualizzata come una semplice stringa. 
Il campo transitions è un field definito in Alfresco, e corrisponde al pulsante 
‘Compito eseguito’ che invierà i dati del form. 
<config evaluator="task-type" condition="wf:inserisciOrdine"> 
  <forms> 
    <form> 
     <field-visibility> 
 <show id="wf:tipoOrdine" /> 
 <show id="wf:tempoPagamento" /> 
 <show id="wf:descrizione" /> 
 <show id="transitions" /> 
     </field-visibility> 
     <appearance> 
      <set id="other" appearance="title" label-id="Dettagli ordine" /> 
      <set id="response" appearance="title" label-id="workflow.set.response"/> 
      <field id="wf:descrizione" label="Descrizione ordine" set="other"> 
  <control template="/org/alfresco/components/form/controls/info.ftl" /> 
 </field> 
 <field id="wf:tipoOrdine" label="Tipo ordine" set="other" /> 
 <field id="wf:tempoPagamento" label="Tempo pagamento" set="other" /> 
 <field id="transitions" set="response" /> 
     </appearance> 
    </form> 
  </forms> 
</config> 
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Figura 6.31. Interfaccia del task Inserisci Ordine. 
 
2.5.3. Form Pianificazione meccanica. 
 
Figura 6.32. Form del task Pianificazione Meccanica. 
 
<config evaluator="task-type" condition="wf:pianificazioneMeccanica"> 
<forms> 
<form> 
<field-visibility> 
<show id="wf:tipoOrdine" /> 
<show id="wf:tempoPagamento" /> 
<show id="wf:descrizione" /> 
<show id="wf:pianMecc" /> 
<show id="transitions" /> 
</field-visibility> 
<appearance> 
<set id="other" appearance="title" label-id="Dettagli ordine" /> 
<set id="response" appearance="title" label-id="workflow.set.response"/> 
<field id="wf:descrizione" label="Descrizione ordine" set="other"> 
<control template="/org/alfresco/components/form/controls/info.ftl" /> 
</field> 
<field id="wf:tipoOrdine" label="Tipo ordine" set="other"> 
   <control template="/org/alfresco/components/form/controls/info.ftl"/> 
  </field> 
 <field id="wf:tempoPagamento" label="Tempo pagamento" set="other"> 
    <control template="/org/alfresco/components/form/controls/info.ftl"/> 
  </field> 
  <field id="wf:pianMecc" label="Pianificazione meccanica" set="response"/> 
  <field id="transitions" set="response" /> 
 </appearance> 
     </form> 
  </forms> 
</config> 
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Figura 6.33. Interfaccia del task Pianificazione Meccanica. 
 
6.8.3 Form Pianificazione elettrica. 
 
Figura 6.34. Form del task Pianificazione elettrica. 
 
<config evaluator="task-type" condition="wf:pianificazioneElettrica"> 
<forms> 
<form> 
<field-visibility> 
<show id="wf:tipoOrdine" /> 
 <show id="wf:tempoPagamento" /> 
 <show id="wf:descrizione" /> 
 <show id="wf:pianElett" /> 
 <show id="transitions" /> 
</field-visibility> 
<appearance> 
<set id="other" appearance="title" label-id="Dettagli ordine" /> 
 <set id="response" appearance="title" label-id="workflow.set.response" /> 
 <field id="wf:descrizione" label="Descrizione ordine" set="other"> 
<control template="/org/alfresco/components/form/controls/info.ftl" /> 
</field> 
<field id="wf:tipoOrdine" label="Tipo ordine" set="other"> 
<control template="/org/alfresco/components/form/controls/info.ftl" /> 
</field> 
<field id="wf:tempoPagamento" label="Tempo pagamento" set="other"> 
<control template="/org/alfresco/components/form/controls/info.ftl" /> 
</field> 
<field id="wf:pianElett" label="Pianificazione elettrica" set="response"/> 
 <field id="transitions" set="response" /> 
</appearance> 
</form> 
</forms> 
</config> 
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6.8.4  Form Valuta pianificazione. 
 
Figura 6.35. Form del task Valuta Pianificazione. 
<config evaluator="task-type" condition="wf:valutaPianificazione"> 
<forms> 
<form> 
<field-visibility> 
<show id="wf:tipoCommessa" /> 
<show id="wf:tempoPagamento" /> 
<show id="wf:descrizione" /> 
  <show id="wf:pianElett" /> 
  <show id="wf:pianMecc" /> 
  <show id="wf:pianificazione" /> 
  <show id="wf:accettaPianificazione" /> 
  <show id="transitions" /> 
</field-visibility> 
<appearance> 
<set id="other" appearance="title" label-id="Dettagli" /> 
  <set id="pianificazione" appearance="title" label-id="Dettagli 
pianificazione" /> 
  <set id="response" appearance="title" label-id="workflow.set.response" /> 
  <field id="wf:descrizione" label="Descrizione ordine" set="other"> 
   <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:tipoCommessa" label="Tipo commessa" set="other"> 
  <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:tempoPagamento" label="Tempo pagamento" set="other"> 
   <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:pianMecc" label="Pianificazione meccanica" 
set="pianificazione"> 
   <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:pianElett" label="Pianificazione elettrica" 
set="pianificazione"> 
   <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:pianificazione" label="Pianificazione complessiva" 
     set="pianificazione"> 
   <control template="/org/alfresco/components/form/controls/info.ftl" /> 
  </field> 
  <field id="wf:accettaPianificazione" label="Accetta pianificazione" 
     set="response" /> 
  <field id="transitions" set="response" /> 
 </appearance> 
    </form> 
  </forms> 
</config> 
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Figura 6.36. Interfaccia task Valuta Pianificazione. 
 
 
 
6.9  Fase di deployment del processo. 
Per eseguire il deployment del processo, procedere con i seguenti passi: 
 
• copiare i file gestioneOrdini.bpmn20.xml  e workflowModel-
custom.xml nella directory: tomcat/webapp/alfresco/WEB-
INF/classes/alfresco/workflow. 
• modificare il file bootstrap-context.xml, presente nella directory 
tomcat/webapp/alfresco/WEB-INF/classes/alfresco, aggiungendo il 
percorso della definizione del processo e del Task model: 
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Figura 6.37. Dichiarazione del processo nel file bootstrap. 
 
 
• accedere alla console di gestione dei workflow in Alfresco: 
http://localhost:8080/alfresco/faces/jsp/admin/workflow-console.jsp. 
 
Per il deployment del processo digitare il comando: 
 
deploy activiti alfresco/workflow/estimate.bpmn20.xml 
 
Se la definizione del processo subisce modifiche, è necessario un redeployment: 
 
delete all workflows imeanit 
undeploy definition name activiti$gestioneOrdini 
deploy activiti alfresco/workflow/gestioneOrdini.bpmn20.xml 
 
Se invece vengono apportate modifiche al Task model e all’interfaccia utente, ovvero ai 
file workflowModel-custom.xml e share-workflow-form-config.xml, è 
necessario riavviare il server per rendere effettive tali modifiche.  
 
 
<bean id="workflowBootstrap" parent="workflowDeployer"> 
   <property name="workflowDefinitions"> 
     <list> 
       ... 
       <props> 
         <prop key="engineId">activiti</prop> 
         <prop key="location"> 
alfresco/workflow/gestioneOrdini.bpmn20.xml 
         </prop> 
         <prop key="mimetype">text/xml</prop> 
         <prop key="redeploy">false</prop> 
       </props> 
     </list> 
       </property> 
        <property name="models"> 
           <list> 
             ... 
             <value>alfresco/workflow/workflowModel-custom.xml</value> 
           </list> 
        </property> 
        ... 
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6.10 Connessione a un Web Service. 
Nelle pagine precedenti è stato mostrato il processo di creazione di un workflow 
personalizzato in Alfresco. 
Di seguito verrà spiegato come aggiungere all’interno del processo una chiamata ad un 
servizio esterno, per esempio un  web service. 
 
Il tool Activiti Designer per Eclipse, mette a disposizione un task chiamato Service 
Task, che permette al motore Activiti di gestione dei workflow di effettuare una 
chiamata ad un servizio esterno in fase di esecuzione del processo. 
 
 
Figura 6.38. Elemento service task. 
 
 
Supponendo di voler effettuare una chiamata ad un web service che riceve due 
parametri in input e dopo una semplice elaborazione restituisce la risposta, la logica da 
inserire nel codice XML del task è la seguente: 
 
 
Figura 6.39. Logica del service task. 
 
 
 
<serviceTask id="servicetask1" name="Service Task" 
activiti:class="com.example.WsDelegate"> 
<extensionElements> 
<activiti:field name="wsdl" 
expression="http://localhost:8080/WebApp/SimpleWebService?wsdl"/> 
    <activiti:field name="operation" expression="add" /> 
    <activiti:field name="parameters" expression="${par1},${par2}"/> 
    <activiti:field name="returnValue" expression="myReturn"/> 
   </extensionElements> 
</serviceTask> 
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activiti:class="com.example.WsDelegate" è il nome della classe Java che viene invocata 
all’avvio del service task. 
All’interno del task sono definiti alcuni campi . saranno utili alla classe Java durante 
l’esecuzione dei suoi metodi:  
• name="wsdl" 
expression="http://localhost:8080/WebAp/SimpleWebService?wsdl” fa 
riferimento al WSDL del web service chiamato SimpleWebService; 
• name="operation" expression="add" fa riferimento all’operazione add del 
web service; 
• name="parameters" expression="${par1},${par2}" sono i parametri da 
passare al web service, questi sono precedentemente dichiarati e inizializzati 
all’interno della definizione del processo; 
• name="returnValue" expression="myReturn" è la variabile che conterrà la 
risposta del web service. 
 
La classe WsDelegate (Fig.6.40) implementa l’interfaccia JavaDelegate e dichiara un 
metodo execute che viene eseguito all’avvio del service task. 
Il metodo implementa la logica dell’interrogazione del web service, questa non deve 
essere necessariamente uguale a quella mostrata nell’esempio, ma è possibile far uso di 
qualsiasi API Java per i web service. 
 
I service task possono essere utilizzati nel diagramma BPMN che modella il processo 
di collaborazione tra le aziende, in particolare per invocare il web service che fornisce 
la pianificazione propria delle aziende e la pianificazione definitiva in base alle regole di 
business espresse in SWRL. 
Il diagramma BPMN del processo viene quindi modificato con l’aggiunta dei service 
task (Fig.6.41). 
 
 156 
 
Figura 6.40. Classe WsDelegate. 
 
 
 
Figura 6.41. Diagramma finale BPMN. 
  
 
 
public class WsDelegate implements 
org.activiti.engine.delegate.JavaDelegate { 
  private Expression wsdl; 
  private Expression operation; 
  private Expression parameters; 
  private Expression returnValue; 
 
  public void execute(DelegateExecution execution) throws Exception { 
    String wsdlString = (String)wsdl.getValue(execution); 
 
    JaxWsDynamicClientFactory dcf = 
JaxWsDynamicClientFactory.newInstance(); 
    Client client = dcf.createClient(wsdlString); 
 
    ArrayList paramStrings = new ArrayList(); 
    if (parameters!=null) { 
      StringTokenizer st = new StringTokenizer( 
(String)parameters.getValue(execution), ","); 
      while (st.hasMoreTokens()) { 
        paramStrings.add(st.nextToken().trim()); 
      } 
    } 
    Object response = 
client.invoke((String)operation.getValue(execution), 
paramStrings.toArray(new Object[0])); 
    if (returnValue!=null) { 
      String returnVariableName = (String) 
returnValue.getValue(execution); 
      execution.setVariable(returnVariableName, response); 
    } 
  } 
} 
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7 CONCLUSIONI. 
Sebbene il contesto dei casi di studio e lo scenario applicativo di analisi e test dei 
modelli di collaborazione facciano riferimento al tessuto imprenditoriale toscano, in 
particolar modo alle PMI del settore della meccanica, le metodologie studiate e 
proposte dal progetto sono di carattere generale, per consentirne l’applicazione anche 
ad altri contesti.  
La piattaforma è stata progettata con un’architettura modulare che, oltre a portare 
vantaggi in termini di semplicità di sviluppo e manutenibilità, è caratterizzata da 
un’elevata estensibilità e lascia spazio a possibili sviluppi futuri. 
Il prototipo realizzato in questo lavoro di tesi sfrutta le tecnologie di web semantico 
che riguardano principalmente la definizione di ontologie e regole semantiche per il 
ragionamento automatico. Visto il rapido sviluppo delle tecnologie del Web dei dati, 
non è da escludere un ulteriore utilizzo del web semantico come supporto ai processi 
di collaborazione. 
Gli sviluppi futuri potrebbero riguardare l’arricchimento semantico dei contenuti 
attraverso l’analisi testuale dei documenti e l’autotagging, eseguiti dai motori di NLP 
(Natural Language Processing), e l’estrazione delle named entities (person, place, 
organization), con conseguenti suggerimenti automatici di link o entità, in base a 
determinate caratteristiche del profilo di ogni azienda. Queste funzioni potrebbero 
essere impiegate ad esempio come supporto al partner discovery. 
 
Lo scenario proposto in questo lavoro di tesi è un semplice processo collaborativo 
avente lo scopo di testare le potenzialità delle tecnologie studiate e approfondite. I reali 
processi di collaborazione tra le aziende coinvolte nel progetto saranno caratterizzati da 
una maggiore complessità che comunque le tecnologie saranno in grado di affrontare. 
Per la realizzazione del prototipo è stato utilizzato Activiti, un plugin installato in 
Eclipse, che mette a disposizione un Designer per la creazione del diagramma BPMN 
del processo. La logica implementativa del processo di collaborazione è stata aggiunta 
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al file XML generato. L’integrazione in Alfresco è stata invece effettuata agendo su 
alcuni file di configurazione. 
Le fasi che dalla creazione del diagramma portano all’esecuzione del processo 
all’interno della piattaforma, richiedono specifiche competenze di programmazione 
oltre che una buona conoscenza del linguaggio XML. 
L’intento è quello di integrare la fase di design del workflow all’interno della 
piattaforma software definitiva, che, grazie alla presenza di un editor semplice e 
intuitivo, possa permettere alle aziende di gestire i propri processi collaborativi 
evitando di affidarsi a esperti per lunghe e difficili operazioni di configurazione. 
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8 APPENDICE. 
8.1 File gestioneOrdini.bpmn20.xml. 
<?xml version="1.0" encoding="UTF-8"?> 
<definitions xmlns="http://www.omg.org/spec/BPMN/20100524/MODEL" 
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
xmlns:activiti="http://activiti.org/bpmn" 
xmlns:bpmndi="http://www.omg.org/spec/BPMN/20100524/DI" 
xmlns:omgdc="http://www.omg.org/spec/DD/20100524/DC" 
xmlns:omgdi="http://www.omg.org/spec/DD/20100524/DI" 
typeLanguage="http://www.w3.org/2001/XMLSchema" 
expressionLanguage="http://www.w3.org/1999/XPath" 
targetNamespace="http://www.activiti.org/test"> 
  <process id="gestioneOrdini" name="Gestione Ordini" isExecutable="true"> 
    <startEvent id="alfrescoStartevent1" name="Alfresco start" 
activiti:formKey="wf:avviaOrdine"></startEvent> 
    <userTask id="alfrescoUsertask1" name="inserisciOrdine" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:inserisciOrdine"> 
    <extensionElements> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_tipoOrdine', 
task.getVariable('wf_tipoOrdine')); 
            execution.setVariable('wf_tempoPagamento', 
task.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
    <sequenceFlow id="flow1" sourceRef="alfrescoStartevent1" 
targetRef="alfrescoUsertask1"></sequenceFlow> 
    <parallelGateway id="parallelgateway1" name="Parallel 
Gateway"></parallelGateway> 
    <userTask id="alfrescoUsertask2" name="pianificazione Meccanica" 
activiti:candidateGroups="GROUP_AZIENDA_MECCANICA" 
activiti:formKey="wf:pianificazioneMeccanica"> 
    <extensionElements> 
        <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
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        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_pianMecc', 
task.getVariable('wf_pianMecc'));</activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
    <userTask id="alfrescoUsertask3" name="pianificazione Elettrica" 
activiti:candidateGroups="GROUP_AZIENDA_ELETTRICA" 
activiti:formKey="wf:pianificazioneElettrica"> 
    <extensionElements> 
     <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_pianElett', 
task.getVariable('wf_pianElett'));</activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
    <parallelGateway id="parallelgateway2" name="Parallel 
Gateway"></parallelGateway> 
    <sequenceFlow id="flow2" sourceRef="alfrescoUsertask1" 
targetRef="parallelgateway1"></sequenceFlow> 
    <sequenceFlow id="flow3" sourceRef="parallelgateway1" 
targetRef="alfrescoUsertask2"></sequenceFlow> 
    <sequenceFlow id="flow4" sourceRef="parallelgateway1" 
targetRef="alfrescoUsertask3"></sequenceFlow> 
    <sequenceFlow id="flow5" sourceRef="alfrescoUsertask2" 
targetRef="parallelgateway2"></sequenceFlow> 
    <sequenceFlow id="flow6" sourceRef="alfrescoUsertask3" 
targetRef="parallelgateway2"></sequenceFlow> 
    <endEvent id="endevent1" name="End"></endEvent> 
    <serviceTask id="alfrescoScripttask1" name="calcola Pianificazione" 
activiti:class="org.alfresco.repo.workflow.activiti.script.AlfrescoScriptDelegate
"> 
     <extensionElements>  
      <activiti:field name="script"> 
            <activiti:string>if(execution.getVariable('wf_pianMecc') == 
"Breve Termine" &amp;&amp; execution.getVariable('wf_pianElett') == "Breve 
Termine") execution.setVariable('wf_pianificazione',"Breve Termine"); 
            else execution.setVariable('wf_pianificazione',"Lungo 
Termine"); 
            </activiti:string> 
        </activiti:field> 
 161 
      </extensionElements> 
    </serviceTask> 
    <userTask id="alfrescoUsertask4" name="valuta Pianificazione" 
activiti:assignee="${initiator.properties.userName}" 
activiti:formKey="wf:valutaPianificazione"> 
     <extensionElements> 
        <activiti:taskListener event="create" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string> 
            task.setVariable('wf_tipoOrdine', 
execution.getVariable('wf_tipoOrdine')); 
            task.setVariable('wf_tempoPagamento', 
execution.getVariable('wf_tempoPagamento')); 
            task.setVariable('wf_pianMecc', 
execution.getVariable('wf_pianMecc')); 
            task.setVariable('wf_pianElett', 
execution.getVariable('wf_pianElett')); 
            task.setVariable('wf_pianificazione', 
execution.getVariable('wf_pianificazione')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
        <activiti:taskListener event="complete" 
class="org.alfresco.repo.workflow.activiti.tasklistener.ScriptTaskListener"> 
          <activiti:field name="script"> 
            <activiti:string>execution.setVariable('wf_accettaPianificazione', 
task.getVariable('wf_accettaPianificazione')); 
            </activiti:string> 
          </activiti:field> 
        </activiti:taskListener> 
      </extensionElements> 
    </userTask> 
    <sequenceFlow id="flow7" sourceRef="parallelgateway2" 
targetRef="alfrescoScripttask1"></sequenceFlow> 
    <sequenceFlow id="flow8" sourceRef="alfrescoScripttask1" 
targetRef="alfrescoUsertask4"></sequenceFlow> 
    <exclusiveGateway id="exclusivegateway1" name="Exclusive 
Gateway"></exclusiveGateway> 
    <sequenceFlow id="flow9" sourceRef="alfrescoUsertask4" 
targetRef="exclusivegateway1"></sequenceFlow> 
    <sequenceFlow id="flow10" sourceRef="exclusivegateway1" 
targetRef="endevent1"> 
    <conditionExpression 
xsi:type="tFormalExpression"><![CDATA[${wf_accettaPianificazione 
    == 'Accetta'}]]></conditionExpression> 
 </sequenceFlow> 
    <sequenceFlow id="flow11" sourceRef="exclusivegateway1" 
targetRef="alfrescoUsertask1"></sequenceFlow> 
  </process> 
  <bpmndi:BPMNDiagram id="BPMNDiagram_myProcess"> 
    <bpmndi:BPMNPlane bpmnElement="myProcess" id="BPMNPlane_myProcess"> 
      <bpmndi:BPMNShape bpmnElement="alfrescoStartevent1" 
id="BPMNShape_alfrescoStartevent1"> 
        <omgdc:Bounds height="35.0" width="35.0" x="90.0" 
y="190.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="alfrescoUsertask1" 
 162 
id="BPMNShape_alfrescoUsertask1"> 
        <omgdc:Bounds height="55.0" width="105.0" x="180.0" 
y="180.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="endevent1" id="BPMNShape_endevent1"> 
        <omgdc:Bounds height="35.0" width="35.0" x="1000.0" 
y="190.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="parallelgateway1" 
id="BPMNShape_parallelgateway1"> 
        <omgdc:Bounds height="40.0" width="40.0" x="320.0" 
y="187.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="alfrescoUsertask2" 
id="BPMNShape_alfrescoUsertask2"> 
        <omgdc:Bounds height="55.0" width="105.0" x="400.0" 
y="110.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="alfrescoUsertask3" 
id="BPMNShape_alfrescoUsertask3"> 
        <omgdc:Bounds height="55.0" width="105.0" x="400.0" 
y="250.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="parallelgateway2" 
id="BPMNShape_parallelgateway2"> 
        <omgdc:Bounds height="40.0" width="40.0" x="560.0" 
y="187.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="alfrescoScripttask1" 
id="BPMNShape_alfrescoScripttask1"> 
        <omgdc:Bounds height="55.0" width="105.0" x="640.0" 
y="180.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="alfrescoUsertask4" 
id="BPMNShape_alfrescoUsertask4"> 
        <omgdc:Bounds height="55.0" width="105.0" x="780.0" 
y="180.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNShape bpmnElement="exclusivegateway1" 
id="BPMNShape_exclusivegateway1"> 
        <omgdc:Bounds height="40.0" width="40.0" x="920.0" 
y="187.0"></omgdc:Bounds> 
      </bpmndi:BPMNShape> 
      <bpmndi:BPMNEdge bpmnElement="flow1" id="BPMNEdge_flow1"> 
        <omgdi:waypoint x="125.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="180.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow2" id="BPMNEdge_flow2"> 
        <omgdi:waypoint x="285.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="320.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow3" id="BPMNEdge_flow3"> 
        <omgdi:waypoint x="340.0" y="187.0"></omgdi:waypoint> 
        <omgdi:waypoint x="340.0" y="137.0"></omgdi:waypoint> 
        <omgdi:waypoint x="400.0" y="137.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow4" id="BPMNEdge_flow4"> 
        <omgdi:waypoint x="340.0" y="227.0"></omgdi:waypoint> 
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        <omgdi:waypoint x="340.0" y="277.0"></omgdi:waypoint> 
        <omgdi:waypoint x="400.0" y="277.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow5" id="BPMNEdge_flow5"> 
        <omgdi:waypoint x="505.0" y="137.0"></omgdi:waypoint> 
        <omgdi:waypoint x="580.0" y="137.0"></omgdi:waypoint> 
        <omgdi:waypoint x="580.0" y="187.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow6" id="BPMNEdge_flow6"> 
        <omgdi:waypoint x="505.0" y="277.0"></omgdi:waypoint> 
        <omgdi:waypoint x="580.0" y="277.0"></omgdi:waypoint> 
        <omgdi:waypoint x="580.0" y="227.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow7" id="BPMNEdge_flow7"> 
        <omgdi:waypoint x="600.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="640.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow8" id="BPMNEdge_flow8"> 
        <omgdi:waypoint x="745.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="780.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow9" id="BPMNEdge_flow9"> 
        <omgdi:waypoint x="885.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="920.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow10" id="BPMNEdge_flow10"> 
        <omgdi:waypoint x="960.0" y="207.0"></omgdi:waypoint> 
        <omgdi:waypoint x="1000.0" y="207.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
      <bpmndi:BPMNEdge bpmnElement="flow11" id="BPMNEdge_flow11"> 
        <omgdi:waypoint x="940.0" y="227.0"></omgdi:waypoint> 
        <omgdi:waypoint x="939.0" y="371.0"></omgdi:waypoint> 
        <omgdi:waypoint x="599.0" y="371.0"></omgdi:waypoint> 
        <omgdi:waypoint x="233.0" y="371.0"></omgdi:waypoint> 
        <omgdi:waypoint x="232.0" y="235.0"></omgdi:waypoint> 
      </bpmndi:BPMNEdge> 
    </bpmndi:BPMNPlane> 
  </bpmndi:BPMNDiagram> 
</definitions> 
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8.2 File workflowModel-custom.xml. 
<?xml version="1.0" encoding="UTF-8"?> 
  
<model name="wf:workflowmodel" 
xmlns="http://www.alfresco.org/model/dictionary/1.0"> 
 <imports> 
 <!-- Import Alfresco Dictionary Definitions --> 
 <import uri=http://www.alfresco.org/model/dictionary/1.0 prefix="d" /> 
 <!-- Import Alfresco System Definitions --> 
 <import uri="http://www.alfresco.org/model/system/1.0" prefix="sys" /> 
 <!-- Import Alfresco Content Domain Model Definitions --> 
 <import uri="http://www.alfresco.org/model/content/1.0" prefix="cm" /> 
 <!-- Import User Model Definitions --> 
 <import uri="http://www.alfresco.org/model/user/1.0" prefix="usr" /> 
 <import uri="http://www.alfresco.org/model/bpm/1.0" prefix="bpm" /> 
 </imports> 
 <namespaces> 
<namespace uri="http://www.alfresco.org/model/workflow/1.0" 
   prefix="wf" /> 
 </namespaces> 
 <types> 
  <type name="wf:avviaOrdine"> 
   <parent>bpm:startTask</parent> 
      <mandatory-aspects> 
    <aspect>wf:descrizioneOrdine</aspect> 
    </mandatory-aspects> 
  </type> 
   <type name="wf:inserisciOrdine"> 
   <parent>bpm:workflowTask</parent> 
   <mandatory-aspects> 
    <aspect>wf:descrizioneOrdine</aspect> 
    <aspect>wf:ordineInfo</aspect> 
   </mandatory-aspects> 
  </type> 
  <type name="wf:pianificazioneMeccanica"> 
   <parent>bpm:workflowTask</parent> 
   <mandatory-aspects> 
    <aspect>wf:descrizioneOrdine</aspect> 
    <aspect>wf:ordineInfo</aspect> 
    <aspect>wf:decisioneMeccanica</aspect> 
   </mandatory-aspects> 
  </type> 
  <type name="wf:pianificazioneElettrica"> 
   <parent>bpm:workflowTask</parent> 
   <mandatory-aspects> 
    <aspect>wf:descrizioneOrdine</aspect> 
    <aspect>wf:ordineInfo</aspect> 
    <aspect>wf:decisioneElettrica</aspect> 
   </mandatory-aspects> 
  </type> 
  <type name="wf:valutaPianificazione"> 
   <parent>bpm:workflowTask</parent> 
   <properties> 
    <property name="wf:accettaPianificazione"> 
     <type>d:text</type> 
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     <default>Rifiuta</default> 
     <constraints> 
      <constraint 
name="wf:accettaPianificazioneOptions" type="LIST"> 
       <parameter name="allowedValues"> 
        <list> 
         <value>Accetta</value> 
         <value>Rifiuta</value> 
        </list> 
       </parameter> 
      </constraint> 
     </constraints> 
    </property> 
   </properties> 
   <mandatory-aspects> 
    <aspect>wf:descrizioneOrdine</aspect> 
    <aspect>wf:ordineInfo</aspect> 
    <aspect>wf:decisioneElettrica</aspect> 
    <aspect>wf:decisioneMeccanica</aspect> 
    <aspect>wf:decisioneDefinitiva</aspect> 
   </mandatory-aspects> 
  </type> 
 </types> 
  
 <aspects> 
  <aspect name="wf:descrizioneOrdine"> 
   <properties> 
    <property name="wf:descrizione"> 
     <type>d:text</type> 
     <mandatory>true</mandatory> 
    </property> 
   </properties> 
  </aspect> 
  <aspect name="wf:ordineInfo"> 
   <properties> 
    <property name="wf:tipoOrdine"> 
     <type>d:text</type> 
                    <default>Standard</default> 
                    <constraints> 
                        <constraint name="wf:tipoOrdineOptions" type="LIST"> 
                            <parameter name="allowedValues"> 
                                <list> 
                                    <value>Innovativo</value> 
                                    <value>Standard</value> 
                                </list> 
                            </parameter> 
                        </constraint> 
                    </constraints> 
    </property> 
    <property name="wf:tempoPagamento"> 
     <type>d:text</type> 
                    <default>Lungo</default> 
                    <constraints> 
                        <constraint name="wf:tempoPagamentoOptions" type="LIST"> 
                            <parameter name="allowedValues"> 
                                <list> 
                                    <value>Lungo</value> 
                                    <value>Breve</value> 
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                                </list> 
                            </parameter> 
                        </constraint> 
                    </constraints> 
    </property> 
   </properties> 
  </aspect> 
  <aspect name="wf:decisioneMeccanica"> 
   <properties> 
    <property name="wf:pianMecc"> 
     <type>d:text</type> 
                    <default>Lungo Termine</default> 
                    <constraints> 
                        <constraint name="wf:pianMeccOptions" type="LIST"> 
                            <parameter name="allowedValues"> 
                                <list> 
                                    <value>Lungo Termine</value> 
                                    <value>Breve Termine</value> 
                                </list> 
                            </parameter> 
                        </constraint> 
                    </constraints> 
    </property> 
   </properties> 
  </aspect> 
  <aspect name="wf:decisioneElettrica"> 
   <properties> 
    <property name="wf:pianElett"> 
     <type>d:text</type> 
                    <default>Lungo Termine</default> 
                    <constraints> 
                        <constraint name="wf:pianElettOptions" type="LIST"> 
                            <parameter name="allowedValues"> 
                                <list> 
                                    <value>Lungo Termine</value> 
                                    <value>Breve Termine</value> 
                                </list> 
                            </parameter> 
                        </constraint> 
                    </constraints> 
    </property> 
   </properties> 
  </aspect> 
  <aspect name="wf:decisioneDefinitiva"> 
   <properties> 
    <property name="wf:pianificazione"> 
     <type>d:text</type> 
                    <mandatory>true</mandatory> 
    </property> 
   </properties> 
  </aspect> 
 </aspects> 
</model> 
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