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RÉSUMÉ 
Ce mémoire porte sur l'organisation sociale de la communauté Python et sur le 
processus d'innovation technique qui constitue le cœur de ses activités. Notre 
problématique s'articule autour du paradoxe apparent que représente la production 
d'un logiciel innovant et de haut niveau par une communauté de développeurs 
bénévoles , selon des modalités très éloignées des processus organisationnels qui 
régissent l'innovation industrielle . Nous cherchons donc à comprendre leur 
organisation et leurs modes de fonctionnement interne. La question qui sous-tend 
cette étude est celle-ci : en quoi la communauté Python constitue-t-elle une 
communauté innovante et quels mécanismes a-t-elle mis en place pour structurer 
l'action collective et soutenir le processus d' innovation collective ? Sur le plan 
théorique, · nous mobilisons trois approches complémentaires pour caractériser la 
communauté Python : 1) la théorie des communautés de pratique, qui propose un 
cadre d' analyse des communautés d'individus liés ensemble par une pratique 
commune, ici le développement logiciel ; 2) le concept de communauté épistémique 
pour ce qui a trait à la production des connaissances au sein de la communauté 
Python; 3) la théorie de l 'innovation par l'utilisateur et la notion d'utilisateur-
pionnier, pour comprendre la manière dont 1 ' innovation est gérée par la communauté. 
La méthodologie retenue dans le cadre de ce mémoire est qualitative et repose sur une 
démarche inductive consistant en une observation non participante, suivant les 
principes de l'ethnographie virtuelle , de la communauté Python , et ce, à travers les 
outils de communication qu'elle met en œuvre , à savoir des sites web et des listes de 
discussion . Les résultats de cette étude font état d ' une diversité de rôles et de statuts 
au sein de la communauté et d'une organisation fortement hiérarchisée . D'autre part, 
la communauté est organisée en un réseau horizontal d' innovation ; l'effort 
d'innovation est en effet mis en œuvre par des utilisateurs-pionniers appelés 
« champions » qui écrivent du code et font revoir et valider collectivement leur 
production sur les listes de discussion de la communauté. Ce mode opératoire très 
structuré- et formalisé sous le nom de « proposition d ' amélioration du langage » (ou 
PEP) - constitue une innovation organisationnelle qui marque l'originalité de la 
communauté Python non seulement dans le monde du logiciel libre, mais aussi plus 
largement dans le domaine du développement logiciel. 
Mots-clés : Python , communauté , réseau , innovation , utilisateurs. 
- - - --------------------------
INTRODUCTION 
Le projet de cette recherche est né d ' une interrogation personnelle , apparue lorsque 
j ' étais moi-même abonné aux listes de discussion de la communauté Python et alors 
utilisateur du langage. Existait-il des études sur le phénomène que j 'observais: 
l'organisation en ligne d'une communauté qui menait à bien le développement 
collectif d ' un langage de programmation? Au-delà de l'intérêt technique, c'était un 
nouveau domaine que je souhaitais explorer: celui du fonctionnement d ' une 
communauté de praticiens ayant pour objectifs la création et la maintenance d'un 
logiciel innovant. Poussé par la curiosité et la volonté de comprendre la communauté 
Python - et plus largement le monde du logiciel libre - , je me suis intéressé à la 
technique sous un nouveau jour, c'est-à-dire sous l'angle de la dynamique sociale de 
sa mise en œuvre et de son développement. 
Ce mémoire porte donc sur la communauté Python en tant qu'organisation sociale et 
comporte cinq parties distinctes . Dans un premier chapitre, nous allons probl ématiser 
le phénomène étudié en partant de l'origine du logiciel libre et de 1 'open source et en 
retraçant les courants de pensée qui les caractérisent jusqu'à délimiter les contours de 
cette recherche . Dans un deuxième temps, nous présentons le cadre théorique de la 
recherche composé de deux approches principales: la théorie des communautés de 
pratique et la théorie de l ' innovation par l ' utilisateur. Dans un troi sième chapitre , 
nous présentons la démarche méthodologique utilisée dans le cadre de cette étude, à 
savoir l 'observation non participante en li gne de type ethnographique de la 
communauté Python à travers les outils de communication, sites web et li stes de 
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discussion qu'elle met en œuvre . Le quatrième chapitre, dédié à la présentation de la 
communauté Python, vise à décrire la communauté et son mode de fonctionnement, 
notamment les modalités de prise de décision et les différents rôles et statuts qui la 
composent , et ce , à la lumière de la littérature mobilisée. Dans le cinquième et dernier 
chapitre, dédié au processus d ' innovation de la communauté , nous présentons les 
propositions d'amélioration du langage comme principal outil et vecteur de 
l ' innovation collective par les utilisateurs au sein de la communauté. Enfin , nous 
concluons ce mémoire par le rappel des différents résultats marquants de cette 
recherche, la présentation des limites de cette dernière et une ouve1ture sur les pi stes 
de recherche en vue d' études futures. 
CHAPITRE! 
PROBLÉMATIQUE 
· Dans ce premier chapitre , nous présentons 1 'objet de cette recherche. Nous mettons 
en situation notre questionnement et abordons différentes composantes de la 
problématique. Nous procédons à une revue de la littérature et nous précisons notre 
question de recherche centrale, ainsi que les questions spécifiques sous-jacentes. 
Nous concluons ce chapitre en proposant nos objectifs de recherche et en explicitant 
la pertinence sociologique de notre étude. 
1.1 La naissance d ' un projet technologique 
L'ordinateur personnel s'est progressivement installé dans les foyers américains, 
depuis le milieu des années 1970, avec l' apparition des premiers microprocesseurs et 
micro-ordinateurs. Dès lors, de jeunes férus d'électronique vont tester ces machines, 
travailler à faire fonctionner ces matériels (hardware) , souvent acquis à prix d'or, 
avec des programmes informatiques (software) inédits écrits par leur soin. Se 
soutenant mutuellement, ils vont se regrouper en clubs et forger les premières 
communautés d ' utilisateurs , par exemple au sein du Homebrew Computer Club en 
Californie (Levy , 2013 ; Broca, 2013). 
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Ces technophiles d 'alors, appelés hacker/, vont partager leurs connaissances 
techniques pointues, pui s mettre en œuvre des pratiques radi calement innovantes : 
celles du partage, de l 'échange et de la réutili sati on libre de leurs logiciels en marge 
des usages des fourni sseurs de matéri els et de logiciels off iciels. C'est dans ce 
contexte qu 'en 1985 , Ri chard Stallman publie le Manifeste GNU, un texte fondateur 
décri vant les règles d ' usage du logiciel libre et marquant l'avènement d ' un projet 
technologique: le système d'ex pl oitation GNU2 (Stallman , W illi ams et Masutti , 
20 10). 
Durant les trente années qui sui virent , cette producti on logiciell e libre s'est 
consolidée, notamment grâce à la mini aturi sati on des machines, l 'access ibilité 
grandi ssante de 1 'ordinateur personnel , le développement de logiciels 
socles fondamentaux3 (GNU C Compil er , GNU Emacs, Bash , BSD Sockets, etc.), 
l'avènement des réseaux info rmatiques et plus tard , l'accès grand publi c à Internet 
(Weber, 2004). 
Ainsi, nous sommes depuis une quinzaine d 'années témoins de l 'émergence d ' un 
ensemble cohérent et robuste d 'outil s logiciels, de systèmes d 'explo itati on et 
d'applicati ons di verses; un écosystème viable qui devient- par l 'adhés ion touj ours 
croissante de nouveaux utili sateurs - un des standards du marché. Ces outil s sont 
utili sés par des millions d ' utili sateurs quotidi ennement, parmi les plus connus, le 
navigateur web Firefox, le système d 'exploitati on ONU/Linux, le langage de 
programmati on PHP ou encore le logiciel de traitement de texte OpenOffice (Broca, 
20 13). 
l Le terme hacker dans ce contexte ne fai t en aucun cas référence à la pirateri e informatique. 
2 Le projet GNU vise à créer un système d 'exploi tation li bre et à code source « ouvert » complet. 
3 Ces log iciels sont les premiers logiciels qui doivent être développés et qui servent d'outi ls et de base 
aux logiciels de plus hauts niveaux. C'est le cas par exemple du compilateur qui trad ui t le code 
source en langage machine. 
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1.2 De l'initiative individuelle à la communauté innovante 
Les laboratoires de recherche en informatique, universitaires dans le cas du 
Massachusetts Jnstitute of Technology (MIT AI Lab), de Berkeley (Berkeley 
Software Distribution) et industriels chez Bell et AT&T (Unix) , ont joué un rôle 
important dans le développement de ce mouvement naissant. Ils ont notamment 
permis la rencontre de ces programmeurs pionniers autour de machines d'avant-
garde, et vu naître les prémices du développement collaboratif, soutenant ainsi 
l'innovation en un lieu de pratique et de création des savoirs. D'autres, plus tard 
nous pensons aux compagnies Netscape (1998) et Sun Microsystems (1999) 
œuvreront également pour le mouvement du logiciel libre en libérant le code source 
de leurs logiciels dans un contexte concurrentiel, technologique et économique 
propice et concourant ainsi à la diffusion et à la promotion des valeurs du mouvement 
du « libre » (Stallman, Williams et Masutti, 2010; Levy , 2013). 
Nous constatons que ni les États, ni les institutions de la recherche scientifique et 
technologique , ni les grandes entreprises commerciales , dominant alors le marché , 
n'ont été initiateurs, producteurs ou promoteurs de ces logiciels aujourd'hui en vogue 
et à la pointe de la technologie . En effet, ces millions de lignes de code informatique 
sont le fruit du travail bénévole de ces programmeurs créatifs (développeurs), des 
hackers - d'ailleurs souvent employés dans des entreprises de secteur de 
l'informatique - militants et regroupés en communautés (Raymond, 1999 ; 
Himanen, 2001 ; Lerner et Tirole , 2002). Cette vision du développement logiciel 
diffère de celle de l'industrie (Williams, 2002). Elle est innovante , car elle prend en 
compte le caractère immatériel et décentralisé de 1 'activité de production des codes 
sources , qui ne nécessite pas de lourds investissements financiers ou fonciers et qui 
repose principalement sur le travail cognitif de ses collaborateurs , dans une économie 
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du savoir - ou de la connaissance - dans laquelle le capital est immatériel (Fora y, 
2000). 
Ce fourmillement d'idées et de travaux, multiples et dérivés , de la part d'inventeurs 
précurseurs, n'est pas un fait inédit dans l'histoire de la technologie; l'invention de la 
bicyclette nous le rappelle (Pinch et Bijker, 1989) . Cependant , les motivations de ce 
mouvement et les raisons sociales du progrès technologique qui en émanent sont, 
elles, bien plus novatrices (Lazaro, 2008; Oliveri , 2011). En effet, ces inventeurs ne 
sont pas motivés par la création d ' entreprises privées, mais par la création d'un bien 
commun disponible à tous (Bergquist et Ljungberg , 2001 ; O'Mahony, 2003) dans 
une culture du don technologique (Coris, 2007). Ces communautés dont l ' objectif est 
d'innover sont des organisations aux contours plus flous que ceux de l'entreprise ou 
de 1 'institution et dont les membres, entre amateur et expert, ne sont ni rémunérés , ni 
encadrés par le droit du travail, ni soumis à l'autorité d'une hiérarchie formelle, 
directe et contractualisée (Flichy, 2010). Ce paradoxe apparent a motivé et motive 
toujours les recherches dans les domaines des sciences de la gestion ou de la 
sociologie des techniques ou des organisations, afin de comprendre le monde du 
logiciel libre et son objet sociotechnique (Demazières, Horn et Zune, 2006; 2007a; 
2007b; 2009; Meyer et Montagne, 2007 ; Muller, 2004). 
1.3 De la Free Software Foundation à 1 'Open Source Initiative 
Le logiciel en tant qu'artefact technologique est vecteur de valeurs , celles de ses 
auteurs , transférées à 1 'objet technique par leurs licences d'utilisation et leurs codes 
source. Les concepteurs de logiciels libres proposent de doter leurs utilisateurs de 
droits et de libertés (Williams, Stallman et Masutti, 2010), c'est la vision 
« idéologique », proposée par la Free Software Foundation (FSF), qui garantit les 
quatre libertés suivantes: 
(1) la liberté d ' exécuter le programme , pour tous les usages ; (2) la liberté 
d'étudier le fonctionnement du programme , et de le modifier pour qu ' il 
effectue vos tâches informatiques comme vous le souhaitez ; l' accès au 
code source est une condition nécessaire; (3) la liberté de redistribuer des 
copies , donc d ' aider votre voisin ; (4) la liberté de distribuer aux autres 
des copies de vos versions modifiées , en faisant cela , vous donnez à toute 
la communauté une possibilité de profiter de vos changements; l' accès au 
code source est une condition nécessaire . (Free Software Foundation , 
2002) 
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Cependant , une partie des utilisateurs et des membres de la communauté, au sens 
large , ont souhaité s'émanciper de ces quatre libertés originelles dans une optique non 
plus politique , mai s pragmatique . C'est l'origine du mouvement open source. Par 
open source , on entend un logiciel dont la licence d ' utilisation respecte dix critères 
définis par 1 'Open Source Initiative 4 : 
(1) redistribution libre , (2) distribution du code source , (3) autorisation de 
produits dérivés, donc de modifications du code source , (4) respect de 
l'intégrité du code source de l ' auteur , c'est-à-dire qu'il est possible pour 
1 'utilisateur de modifier le code source , à la condition sine qua non que 
les changements puissent être et soient identifiés comme tel. (5) Absence 
de discrimination envers les individus ou les groupes , c'est-à-dire ne pas 
restreindre l' utilisation , la modification ou la distribution du logiciel au 
nom de principes discriminatoires. (6) Absence de discrimination envers 
les sujets d ' utilisations , c ' est-à-dire qu'un usage médical dans un domaine 
controversé, par exemple , ne saurait être interdit ; (7) Distribution de la 
licence. (8) La licence ne doit pas être spécifique à un produit , c'est-à-dire 
qu'un programme donné ne peut dépendre de sa distribution au sein d'un 
ensemble. (9) La licence ne doit pas restreindre d'autres logiciels en ce 
qui a trait à leur utilisation , modification ou distribution. (10) La licence 
doit être neutre en ce qui a trait à la technologie avec laquelle elle sera 
employée , c ' est-à-dire qu'elle ne peut être prévue pour l' utilisation d ' une 
technologie unique et encore moins en restreindre 1 ' usage à cette 
technologie. (Open Source Initiative , 2014) 
La définition de 1 'Open Source Initiative (OSI) initiée par Bruce Perens et Eric 
Raymond en 1998 (Von Hippel , 2001) semble évincer la dimension politique du 
logiciel libre ; pourtant, la dimension sociale et les valeurs du logiciel libre restent 
4 T ex te disponible en version ori ginale à l ' adresse sui vante: http://opensource.org/osd. 
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entières . Le logiciel open source demeure librement distribuable, avec son code 
source , ce qui permet son étude et surtout ses modifications pour toutes utilisations 
sans discrimination (Crémer et Gaudeul , 2004) . 
1.4 Des communautés d ' intérêts aux communautés de pratique 
Le développement de logiciels libres , autrefois qualifié de hobby , est issu de 
pratiques techniques hautement codifiées. Ces logiciels sont d ' abord le résultat de 
l' activité de programmation, c ' est-à-dire 1 'écriture formelle et ngoureuse 
d'instructions , porteuse de sens , d ' un langage informatique . En outre , ils s'inscrivent 
dans le droit par la licence d'utilisation qui leur est octroyée (Pellegrini et Cavenet, 
2013). Enfin, ils sont le produit de pratiques de collaboration mises en œuvre pour 
maintenir une cohésion tant sociale que technique (la méritocratie et la revue par les 
pairs , notamment) au sein d'une équipe de développement (Broca , 2013) . 
Dans la désignation même du logiciel , l'adjectif « libre » (jree5) est fort de sens, il 
assure un caractère distinctif face aux logiciels propriétaires - auxquels ne sont pas 
associés de libertés fondamentales , mais une licence d'utilisation généralement 
restrictive - alors qualifiés de logiciels privateurs. D'autre part, ils répondent aux 
critères d ' une production collaborative nécessitant (1) coordination compte tenu de la 
complexité grandissante des projets (2) vérification et contrôle qualité ce qui inclut un 
ensemble de tests cohérents. Le système de production du logiciel libre est ainsi 
soutenu dans son fonctionnement par un ensemble de règles explicites et tacites qui 
forment le cadre normatif de sa production (Coris et Lung , 2005). 
On notera que l ' auteur d'un logiciel libre est clairement identifié , représenté et que 
son droit de propriété intellectuelle est protégé par un cadre légal (Pellegrini et 
5 La phrase célèbre de Richard Stallman explicite ce terme: « The lerm "free " is used in the sense of 
"free speech, "not of ''fi-ee beer." » 
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Cavenet, 2013). C'est l'utilisation détournée du droit d'auteur - le copyleft 
proposé par Richard Stallman et El ben Molgen qui permet à la fois de garantir la non-
appropriation, la libre circulation des produits et les droits d'usage . Cette utilisation 
propose à ses auteurs et à ses utilisateurs des garanties que les logiciels dans le 
domaine public ou n ' ayant pas de licence spécifique n 'ont pas . 
Ainsi , l ' utilisation d'une licence libre et open source est d'abord issue d' une volonté 
de partage: c' est un choix éthique (Williams , Stallman et Masutti , 2010). Au 
mouvement du logiciel libre s'associe un discours idéologique , porté par la Free 
Software Foundation. Cette idéologie s'étend désormais à d 'autres sphères , de la 
photographie (Fiickr) à la musique (SoundCoud, Jamendo) en passant par l'édition ou 
1 ' art . On doit notamment cela aux licences Creative Commons , développées par 
Lawrence Lessig , et à l'apparition d'une « culture du libre » (Latrive , 2004). 
En quoi ces commu~autés - issues de cette culture du libre, du développement 
logiciel et marquées par un engagement bénévole et ancrées dans une éthique de 
partage - innovent-elles en mettant en œuvre des méthodes de gestion , de 
communication, d 'organisation et de régulation de leurs actions? 
Les communautés open source sont d ' abord des regroupements d ' individus , mais 
comment peut-on qualifier ces communautés ? Henri et Pudelko définissent la 
communauté d ' intérêts comme « un regroupement de personnes qui se rassemblent 
autour d'un sujet d'intérêt commun. » (2006 , p. 111). Cependant , dans Je cas des 
communautés open source, cet intérêt n'est pas uniquement informatif; il ne s'agit 
pas simplement de « mieux comprendre un sujet » ou « d 'obtenir des réponses à des 
questions ou à des problèmes » , car un objectif commun est à atteindre: réaliser un 
logiciel , un projet commun. Parallèlement , Etienne Wenger (1998) introduit la notion 
de communautés de pratique pour parler des groupes d ' individus engagés dans la 
même pratique , et communiquant régulièrement entre eux à propos de leurs activités 
(Amin et Cohendet, 2004). Ce concept sera développé dans le chapitre suivant. 
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1 .5 Des communautés étudi ées par les sociologues 
Dans leurs travaux, Crowston et Howi son (2005) analysent les communi cati ons de 
nombreuses équipes du logiciel libre sur leurs plateformes de gesti on de bugs et de 
rapports d 'anomali es, utili sées lo rs de la phase de développement et de va lidati on 
des logiciels, afin de ca ractéri se r les interacti ons entre les différents membres d ' une 
même équipe. Dans la présentati on de ces cas, il s observent que les échanges sont 
centrali sés autour de quelques indi vidus et que quatre ni veaux de pratique 
apparaissent . Il y a les core deve lopers, dont le rôle est l'écriture du code, en charge 
de l'architecture du projet ; les co-developers dont le rôle ponctuel est la réso luti on 
d' anomali es; les active users qui ne parti cipent pas à l'écriture du code, mais 
réa li sent des tâches simpl es et enfin , les passive users, soit la majeure parti e des 
utili sateurs périphériques au projet, qui ont un rôle d' obse rvati on. On remarque ainsi 
l'émergence de rôles différenciés et d ' une hi érarchi e au se in de l'équipe de 
développement de logiciel libre. Cette structure est modéli sée de la manière sui vante: 
Fi gure 1 .1 : Les membres du projet 
Demazi eres , Horn et Zune (2007a) exposent , par le recueil des témoignages des 
coll aborateurs du projet Spip (un système de gesti on de contenu sur le web), la 
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création de rôles spécifiques d'administrateurs-régulateurs lors de la complexification 
et de l ' augmentation de la taille du projet. L 'existence de ces agents - disposant 
d'un pouvoir de décision et de gestion des autorisations techniques des individus au 
sein de l' infrastructure du projet - démontre une certaine hiérarchie , plus fine , entre 
les membres d ' une même équipe. De même, on assiste à une spécialisation des 
tâches , caractéristique d ' une différenciation par la compétence. On peut ainsi 
assimiler ces aspects aux fonctions du middle management, c'est-à-dire des fonctions 
de coordination des agents développeurs ou traducteurs; c'est un premier niveau 
d'organisation . 
Meyer et Montagne (2007) , pour leur part , attestent de 1 'existence de normes sociales 
au sein des communautés du logiciel libre. En effet, elles s ' auto-régulent sous 
l'impulsion de leaders légitimes disposant d ' un « capital social ». La réputation est 
alors le mécanisme identifié autorisant la prise de décision au sein de la communauté. 
Selon Coris et Lung (2005) , ces leaders disposent d'un « droit de propriété morale » 
et peuvent nommer des individus disposant de responsabilité au sein de la 
communauté. D'ailleurs , si le collectif peut décider de la reconnaissance du leader -
un chef dûment qualifié- il peut également le révoquer. 
En ce qui concerne 1 ' assignation des tâches dans le cadre du processus de résolution 
de bug et de production de correctifs, Crowston et al (2007) rendent compte de 
mécanismes d ' auto-assignation existant au sein de la communauté des développeurs. 
De façon plus marginale , dans les cas où l'auto-assignation n'est pas effectuée, les 
développeurs assignent les tâches à un membre spécifique. La pratique la plus 
courante demeure toutefois dans ce cas d'assigner la tâche à une personne non 
spécifiée ou de ne simplement pas l'assigner , cette dernière restant ainsi disponible 
pour assignation. 
Nicolas Auray (2007) détaille l'utilisation d'un outil de prise de décision: le vote . Au 
sein des communautés du libre , il permet de légitimer le choix collectif. Cela va à 
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l'encontre de la pensée selon laquelle une communauté serait dirigée par un leader 
unique , charismatique et omnipotent, celui que l'on nomme le « dictateur 
bienveillant », prenant toutes formes de décisions et ne laissant place à aucune forme 
de démocratie . La prise de décision semble repartie et distribuée sur un ensemble 
d ' acteurs différeJ)ciés . D 'ailleurs, « le rôle d'un leader dans la communauté reste 
ouvert à interprétation » (O 'Mahony et Ferrare , 2007). 
En étudiant la communauté Debian sur une période de treize ans , O'Mahony et 
Ferrare (2007) s'interrogent sur la notion de gouvernance appliquée aux 
communautés de développement open source et comment ces collectifs sociaux 
gouvernent, organisent et coordonnent leurs actions afin d'atteindre leurs buts 
collectifs. Ils montrent que même dans une communauté de développeurs où la 
contribution technique est très fortement valorisée , la conception de 1 'autorité par les 
membres évolue à travers le temps avec une augmentation de la valeur attribuée aux 
contributions organisationnelles (organization-building contributions). Les 
mécanismes démocratiques permettent au système de gouvernance de s'adapter, à 
mesure que les membres intègrent et interprètent le leadership et l' autorité dans la 
communauté (Muller , 2004). Ainsi , les communautés ont pour caractéristique 
intrinsèque d ' être pilotées par un coordinateur, ou un groupe de coordinateurs , et 
témoignent ainsi d'un certain niveau d'organisation ; ces mécanismes de coordination 
« ne peuvent être envisagés qu ' en étroite complémentarité avec les autres 
mécanismes classiques de coordination » (Cohendet et Diani, 2003). O ' Mahony 
(2007) identifie lors de son étude sur les communautés Apache , Debian, GNOME et 
Linux Standards Base, cinq caractéristiques d ' un modèle de gouvernance 
communautaire (community management mode!): (1) l'indépendance de tout sponsor 
dans le processus de décision , le matériel suppmté, et aucune relation d ' autorité liée à 
1 ' emploi des membres de la communauté; (2) la pluralité des points de vue de ses 
membres , de leurs usages , des applications et des environnements d ' exécution des 
logiciels ; (3) la représentativité des membres de la communauté par un processus 
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démocratique; (4) la pnse de décision décentralisée, c'est-à-dire la distribution 
directe des pouvoirs de décision à certains de ses membres et ce dans un cadre de 
prise de décision public et transparent et (5) la participation autonome, c'est-à-dire la 
libre participation et la contribution selon les propres intérêts , motivations et 
capacités de chacun. 
La littérature est ainsi relativement riche au sujet de la gestion des développeurs , soit 
la gestion de tâches récurrentes , Je plus souvent techniques , dans leurs activités de 
développement. Cependant, les études s'intéressent peu au fonctionnement interne 
des communautés de grande envergure et aux processus de prise de décisions internes 
liées à l 'activité de conception , et notamment en ce qui concerne la direction 
technologique. En outre, d'autres actions - pa1fois non techniques - comme la 
publicisation du projet, la formation, 1 'engagement dans la communauté (advocacy), 
la documentation ou J'organisation d'évènements sociaux ne sont que peu 
documentés (Gui ri, Rullani et TOITisi, 2008) . 
Ainsi, certains éléments ne sont pas identifiés. Certes , les développeurs s'entraident et 
produisent du code, ils sont organisés et encadrés par des développeurs leaders (qui 
possèdent de l 'expérience, de l 'ex pertise et du capital social). Ce premier niveau de 
management est documenté (Ljungberg, 2000 ; Lakhani et Von Hippel , 2003); 
cependant notre hypothèse est qu ' une communauté ne peut se développer, à un 
niveau international, dans des pratiques variées, dans sa taille et dans le nombre de 
projets qu 'elle gère; ni même proposer des conférences internationales , sans J'appui 
de mécanismes de gouvernance, d'outils d 'évaluation et de prise de décision , ainsi 
que de dispositifs institutionnels. Il reste à déterminer la nature et les caractéristiques 
de ces dispositifs , de même que d ' identifier les acteurs et les rôles qui leur sont 
associés. 
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1.6 Le cas de Python comme langage et communauté 
Python est un langage de programmation relativement récent dans l' histoire de 
1 ' informatique et, déjà massivement utili sé à travers le monde. Le site officiel de 
Python6 rapporte que le langage est employé dans des contextes aussi divers que ceux 
du développement logiciel , du stockage de fichiers en ligne (Dropbox), du web social 
(Facebook, Twitter) , des infrastructures informatiques (Google , Red Hat) , de la 
finance, de la recherche scientifique (SciPy), du cinéma (Walt Disney , Lucas Film) 
ou encore celui de l'éducation (Codecademy). 
Créé au début des années 1990 par Guido van Rossum , un ingénieur logiciel 
hollandais, à 1 'Institut national de recherches mathématiques et informatiques des 
Pays-Bas (CWI pour Centrum Wiskunde & Informatica). Il a été conçu dans l'optique 
d 'être le successeur du langage ABC. Démarrer comme un hobby , il se voit ensuite 
intégré dans le système distribué Amoeba du CWI. En 1995, Guido continua ses 
travaux sur Python dans 1 'organisme appelé CNRI (pour Corporation for National 
Research Initiative) aux États-Unis où il a développé plusieurs versions successives 
du logiciel , financé à la fois par des fonds de recherches et des fonds privés . En mai 
2000, Guido et l'équipe de développement de Python, composée de trois personnes 
(core team) , ont déménagé pour rejoindre la startup Beüpen .com et former l'équipe 
Beüpen PythonLabs. En octobre de la même année, l'équipe déménagea une 
nouvelle fois chez Digital Creations (maintenant Zope Corporation), société qui a 
énormément contribué au développement du langage. Enfin en 2001, la Python 
Software Foundation fût créée et annoncée à la neuvième conférence Python (PSF, 
Histoire de Python) . 
Le langage a la particularité d ' être « multiparadigme », c'est-à-dire qu'il autorise 
plusieurs styles d 'écri ture du code et offre plusieurs manières de conceptualiser 
6 http://www .python .org 
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l'information. Mais surtout , sa philosophie de conception force à la lisibilité du code 
et à une écriture fluide et facilitée, notamment par les mots clés en anglais, les signes 
qui structurent le langage et l ' usage important des espaces pour clarifier et espacer les 
blocs de code. Python est un langage de haut niveau : il propose la programmation 
orientée objet, procédurale , impérative , ou encore fonctionnelle. C ' est un langage 
dynamique qui permet l ' écriture de programmes sous forme de scripts, d ' applications 
autonomes ou encore d'applications web. Eric Raymond le recommande pour débuter 
en programmation : « Il est clairement conçu , bien documenté ; et relativement facile 
pour les débutants. Bien qu ' il s ' agisse d'un bon langage de départ , ce n ' est pas un 
jouet; il est très puissant, adaptable à toute s01te de situations, et on peut l'utiliser 
pour de grands projets. » (Raymond, 2000) 
L ' implémentation standard7 de Python , nommée CPython, est un logiciel sous la 
licence Python Software Foundation (PSF) compatible avec la licence GNU General 
Public Licence (GPL) . Python est donc un langage de programmation libre et open 
source ayant un modèle de développement communautaire . Autour du langage, et de 
son fondateur Guido van Rossum , s'est développée une communauté de développeurs 
informatique tant utilisateurs que concepteurs du logiciel. 
L'encadrement légal de Python est assuré par la fondation Python (Python Software 
Foundation ou PSF), une organisation à but non lucratif (enregistrée aux États-Unis 
sous la forme 503(c)(3) non-profit corporation) qui chapeaute le développement du 
langage de programmation et la communauté associée . La PSF gère la licence de 
Python , elle détient et protège toutes les marques commerciales associées à Python , 
notamment les logos. 
Il est intéressant de constater que ce logiciel est développé par une communauté qui 
dispose d ' une instance de représentation légale la Python Software Foundation, au 
7 Python possède plusieurs implémentations, c'est-à-dire plusieurs compilateurs permettant de 
transformer le langage compréhensibl e par 1 ' humain en langage machine. 
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même titre que les logiciels GNU sont sous l'égide de la Free Software Foundation 
ou les logiciels Apache sous 1 'Apache Software Foundation . Ceci constitue un 
schéma récurrent dans le modèle de développement communautaire de logiciels . La 
forme de la fondation devenant un organe institutionnel. La structuration en fondation 
reflète ainsi les défis de chaque logiciel dans son écosystème sur le marché 
(O'Mahony, 2005). 
1.7 Questions de recherche 
Question centrale de recherche : 
En quoi la communauté Python constitue-t-elle un·e communauté innovante et quels 
mécanismes a-t-elle mis en place pour structurer 1 'action collective et soutenir le 
processus d ' innovation collective? 
Questions spécifiques de recherche : 
(a) Comment la communauté est-elle organisée et quels sont les différents rôles et 
statuts au sein de la communauté ? 
(b) En quoi le mécanisme de proposition en ligne permet-il une expérience de 
développement collectif? 
(c) Comment le processus d ' innovation est-il soutenu par les discussions en ligne? 
1.8 Pertinence de la recherche et objectifs 
Cette recherche porte sur l'organisation d'une communauté produisant un logiciel 
libre et open source, le langage de programmation Python , et sur le caractère innovant 
de cette organisation. 
,-------------~--·-----------------------------------
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L ' intérêt de cette recherche est de documenter l ' organisation du travail de production 
logicielle d'une communauté et ainsi comprendre comment, du point de vue de la 
gestion d ' ensemble, cette grande communauté est pilotée à l ' interne par les 
développeurs. Nous souhaitons également mreux appréhender le phénomène 
d'in stitutionnali sation de la communauté: comment des procédures explicites 
peuvent-elles émerger au sein de ce collectif, pour ainsi former un ensemble de règles 
souples , mais toutefois codifiées? 
Nous nous proposons de (1) dresser un portrait de la communauté en tant 
qu'organi sation ; (2) décrire et étudier les mécanismes d ' innovation , en pa1ticulier en 
ce qui concerne les mécani smes de proposition et d ' évaluation des évolutions 
techniques au sein de la communaüté ; (3) identifier les différents rôles qu 'occupent 
les membres dans l'organisation et (4) mettre à jour et analyser un ensemble de 
discussions internes, au sein de la communauté , visant à faire évoluer le logiciel. 
D'une pa1t , alors que la question du processus d ' innovation reste en suspens dans ce 
type d ' organi sation à structure ouverte, sans brevets ni contrats et apparemment sans 
contraintes sur ses agents et que , d ' autre part , l ' entièreté des activités d ' une 
communauté open source demeure peu documentée, cette recherche permettra de 
saisir au mieux les dimensions organisationnelles et innovantes de cette communauté. 
Nous nous proposons d'ouvrir la « boîte noire » de la technique et du travail des 
innovateurs et ainsi dévoiler des pratiques innovantes. 
En ce qui concerne la pertinence sociale de ce projet, notons que ces développements 
et projets technologiques communautaires prennent de plus en plus d'importance 
dans nos sociétés et sont utilisés par un nombre d ' utilisateurs en constante croissance. 
Ils deviennent ainsi des standards de fait et c'est pourquoi il importe de mieux les 
comprendre . Le cas de la communauté Python nous semble particulièrement 
intéressant parce que contrairement à d ' autres , comme la communauté Apache , il n'a 
pas encore été beaucoup étudié (Squire , 2012). Ce projet contribuera à un ensemble 
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de travaux traversant plusieurs corps de littérature , de la sociologie des organisations 
au management. Il rejoint ainsi les problématiques centrales des Science & 
Technologie Studies (STS) , en particulier le développement de l'innovation 
technologique et les rôles sociaux des collectifs de ce processus . Enfin , sur le plan 




Dans ce second chapitre, nous présentons le cadre théorique qui est utilisé dans notre 
recherche. Mobilisant d'abord, la communauté de pratique afin de caractériser 
1 ' organisation sociale de la communauté Python ; nous engageons ensuite le concept 
de communauté épistémique pour comprendre la circulation et la création de 
nouvelles connaissances au sein du groupe. Enfin, nous présentons les travaux sur 
l'innovation par l'utilisateur pour comprendre le processus d'innovation collectif. 
2.1 Théorie de la communauté de pratique 
2.1.1 La communauté de pratique comme structure sociale 
Le cadre conceptuel mobilisé dans ce projet pour analyser la communauté open 
source Python est celui de la communauté de pratique. Les communautés de pratique 
sont définies par Wenger , McDermott et Snyder (2002) comme: 
ID]es groupes de personnes qui partagent un intérêt, un ensemble de 
problèmes ou une passion à propos d'un sujet et qui vont accroître leur 
savoir et leur expertise dans ce domaine en interagissant sur une base 
continue. (p. 4) 
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Le lien entre pratique et communauté s'a1ticule autour de deux points: (1) un modèle 
particulier de communauté : la communauté de pratique où (2) la notion de pratique 
s ' interprète de manière souple: la pratique , c ' est 1 'action de « faire », avec la capacité 
de structurer et de donner une signification aux actions. Les recherches sur les 
communautés au sein des organisations ont permis « de découvrir que c ' est la 
construction collective d ' une pratique interne qui permet de satisfaire les attentes 
institutionnelles ». Les communautés de pratique réalisent ensemble des tâches sur 
une base de connaissance commune et partagée. « Leur pratique sert d ' appui à la 
mémoire collective, laquelle leur permet d'accomplir Je travail sans pour autant avoir 
besoin de tout savoir » (Wenger, McDermott et Snyder , 2002). 
Les communautés de pratique ne sont pas un fait nouveau ; elles sont notre première 
structure sociale fondée sur la connaissance . Les communautés de pratique sont 
partout. Nous appartenons tous à plusieurs d ' entre elles: au travail , à 1 'école , à la 
maison et dans nos loisirs . Certaines ont des noms, d ' autres pas ; certaines peuvent 
facilement être reconnues , d ' autres restent invisibles . Nous sommes des membres 
actifs dans certaines et des participants occasionnels dans d ' autres, mais , quelle que 
soit notre participation , la plupart d'entre nous sommes familiers avec J'expérience 
d'appartenir à une communauté de pratique. 
Les membres d ' une communauté de pratique ne travaillent pas nécessairement tous 
les jours ensemble , mais ils se rencontrent régulièrement , car ils tirent de la valeur de 
leurs interactions. Pendant les moments qu'ils partagent , ils échangent des 
informations , des idées ou des avis , ils s'entraident aussi à résoudre des problèmes. 
L'activité principale d'une communauté de pratique est de favoriser J' apprentissage . 
Les membres de la communauté n 'ont alors pas pour objectif premier d ' y appartenir , 
mais plutôt d ' apprendre continuellement: apprendre des autres , apprendre sur l ' objet 
qui les rassemble, mais également apprendre dans l ' accomplissement d 'un projet 
commun . Les communautés de pratique prennent naturellement part à la vie de 
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l'organisation . Elles se développent d'elles-mêmes et sont plus ou moins reconnues 
dans 1 'organisation. Leur vigueur dépend principalement de 1 'engagement volontaire 
de ses membres et de l'émergence d'un leadership interne. 
2.1.2 Participation et rôles dans une communauté de pratique 
Les gens prennent part aux communautés de pratique pour différentes rarsons : 
certains voient leur travail bonifié par une communauté qui lui donne de la valeur , 
d'autres peuvent y établir des contacts personnels et d'autres enfin saisissent 
l' opportunité d'améliorer leurs compétences. Au-delà de ces motivations variables, la 
participation de chacun des membres au sein de la communauté n'est pas 
nécessairement égale et peut évoluer dans le temps. 
Les communautés de pratique peuvent être spontanées ou pilotées ; ces dernières 
étant développées par la direction de l'organisation. Qu'elles soient spontanées ou 
pilotées, une personne en charge de la coordination organise les évènements et 
présente ou connecte les membres entre eux. Ce ne sont pas les seuls à avoir des rôles 
de leadership, d'autres individus au sein de la communa!Jté peuvent aussi développer 
ce rôle. Les communautés de pratique sont ainsi auto-organisées et créent leurs 
propres règles. Enfin, on distingue généralement trois principaux niveaux de 
participation dans la communauté : le niveau des membres appartenant au noyau dur 
(core group) , celui des membres actifs et celui des membres périphériques (Wenger, 
McDermott , Snyder, 2002). 
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2.1.3 Les dimensions de la pratique dans une communauté de pratique 
Les communautés de pratique se caractérisent par trois propriétés ou facteurs de 
cohérence : un engagement mutuel , une entreprise commune et un répertoire partagé 
(Wenger, L 998) . 
L ' engagement mutuel constitue le « faire ensemble », c ' est-à-dire l'action de 
maintenir un sens commun dans les interactions , entre individus , auxquelles chacun 
est partie prenante. La notion de « compétences complémentaires » émerge alors dans 
le groupe, puisque chacun, ne pouvant tout savoir, doit s'appuyer sur les 
contributions des autres. 
L 'entreprise commune est le résultat du « processus collectif de négociation » du 
groupe et représente sa cohésion. Elle a pour objectif de créer chez le membre une 
relation de responsabilité par rapport au groupe et devient une partie de la pratique 
même . L'entreprise commune est négociée, en ce sens qu'elle n'est pas « déterminée 
par un contrôle, une décision extérieure ou un seul participant » , et ce, même lorsque 
la communauté de pratique nait sous un mandat extérieur. 
Le répe1toire partagé est un ensemble de ressources à la disposition de la 
communauté de pratique et constitué par ses membres. Cela comprend des routines 
organisationnelles, un vocabulaire, des outils, des procédures, des concepts et des 
histoires partagées qui deviennent ainsi partie intégrante de la pratique commune. 
Ces trois dimensions sont basées sur la négociation de sens au sein de la 
communauté, c'est-à-dire le processus par lequel l 'ensemble des tâches , des activités 
(actions, langages , pensées) - ou encore des relations soc iales - acquièrent une 
signification construite dans un contexte donné. C'est (1) « une démarche active de 
production de sens qui est à la fois dynamique et historique » ; (2) « une perspective à 
la fois souple et flexible » ; (3) « la capacité mutuelle d'influencer et d 'être 
influencé » ; (4) « l' inclusion de plusieurs points de vue et facteurs » ; (5) « la 
-----------------------~--
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conception d ' une nouvelle résolution alignée sur la convergence de ces facteurs et 
points de vue» ; (6) « le caractère incomplet de cette résolution , qui peut être 
partielle, éphémère et propre à une situation » . 
En outre, les communautés de pratique ont trois dimensions structurantes selon 
Snyder et Wenger (2010) : le domaine de la connaissance, qui identifie un ensemble 
de problèmes ; la communauté des personnes qui s'intéressent à ce domaine , et la 
pratique commune qu'elles développent pour être efficientes dans leur domaine. 
Le domaine 
Une communauté de pratique s'intéresse à un domaine spécifique, ce qui définit son 
identité et ce à quoi elle accorde de l'importance. Quel que soit le domaine, la passion 
est cruciale. La passion des membres de la communauté de pratique pour le domaine 
n'est pas une chose abstraite ni désintéressée. Cela représente souvent une part 
profonde de l ' identité personnelle de chacun des membres et une manière d 'exprimer 
une partie du travail d'une vie. Le domaine crée un terrain et un sens commun 
auxquels les membres de la communauté de pratique peuvent s'identifier. Un 
domaine défini donne de la légitimité à la communauté en affirmant son objet et en 
accordant de la valeur aux membres. Le domaine inspire les membres , les encourage 
à participer et à contribuer, en donnant un sens à leurs actions, de même qu ' il guide 
leur apprentissage. Connaître les frontières du domaine permet aux membres de 
décider ce qui vaut la peine d'être partagé , de déterminer comment présenter leurs 
idées et quelles activités poursuivre. Cela permet également aux membres de 
reconnaître le potentiel de tentatives d ' idées ou d'idées semi-développées. 
La communauté 
Le second élément est la communauté elle-même et la qualité des relations qui unit 
ses membres. De manière optimale, la communauté des membres refl ète la diversité 
des perspectives et des approches nécessaires pour mener à bien l'effort d'innovation 
dans le domaine. La communauté crée la structure sociale d 'apprentissage. Une 
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communauté fo rte est basée sur des re lati ons interpersonnell es fa ites de respect 
mutuel et de conf iance. Cela encourage la volonté de partager des idées, d 'exposer 
parfois son ignorance, de poser les questions difficil es et écouter attentivement. La 
communauté est un élément important, car l'apprentissage est à la fo is un process us 
intell ectuel , mais également une volonté d' engagement. 
La pratique 
Chaque communauté développe sa prati que en pa1tagea nt et en développant la 
connaissance de chaque participant dans son domaine. Les éléments de la pratique 
incluent un répertoire d ' outi ls , un cadre de travail , des idées , des documents, des 
méthodes et des hi stoires - tandi s que les acti vités de la communauté sont 
l' apprenti ssage et l ' innovati on . La communauté pa1tage à la fo is la prati que et un 
ensemble d ' a1tefacts. La pratique est cette compétence, ce savo ir spécif ique que la 
communauté développe, partage et maintient. Le corpus de savoir partagé et des 
ressources permet ainsi à la communauté de se confronter effi cacement à son 
domaine. 
2 .1 .4 Une communauté de prati que virtuell e 
Une communauté est dite virtuelle ou en ligne lorsque les échanges ne se fo nt pas en 
présence ou e n face-à-face . Cela signif ie souvent que les membres de la communauté 
sont géograph iq uement di stribu és. Les moyens de communication sont alors ceux des 
technologies de l' info rmati on et de la commun icati on (TIC); les échanges se font via 
un ordinateur et sur le réseau Internet. La communi cati o n de groupe est a insi 
« médiatisée par l' informatique » . La temporali té de la communicati on est modifi ée : 
les échanges peuvent se fa ire de mani ère asynchrone , c'est-à-d ire différés dans le 
temps (par exemple par 1 'échange de courri els) , ou de manière synchrone , c ' est-à-d ire 
instantanée (lors de vidéoconférences ou de sessions de chat) (Latzko-Toth , 2010) . 
Ainsi, certa ins aspects de la communauté de prati que se transfèrent aisément d ' une 
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localisation physique à une localisation virtuelle . Si les membres de la communauté 
exercent la même activité , alors ils partagent en ligne un même intérêt, un même 
langage , un même but commun et le même savoir (Hildreth, Kimble et Wright, 
2000). La participation aux échanges en ligne devient alors centrale dans l ' évolution 
de la communauté et dans la création des relations interpersonnelles ; ces dernières 
vont aider au développement d'un sentiment de confiance et d ' identité , ce qui définit 
la communauté. De plus Proulx (2006), indique que « la communication de groupe 
médiatisée par l'informatique constitue un environnement social et symbolique dans 
lequel les pa11icipants peuvent développer un sentiment d'appartenance au groupe et 
s ' y construire une identité collective; qu ' elle soit communautaire ou sociale » . 
2.1.5 Le concept de communauté épistémique 
Peter Haas (1992) introduit le concept de communauté épistémique, dans le domaine 
des relations internationales , comme un réseau de professionnels issus d ' une variété 
de disciplines et d'expériences , dotés d'une expertise reconnue et compétents dans un 
domaine particulier. Ils ont (1) un ensemble partagé de principes normatifs; (2) des 
croyances communes issues de leurs pratiques dans leurs domaines et 1 ' ensemble de 
problèmes qu'ils traitent ; (3) des notions partagées de validité avec des critères 
internes définis et intersubjectifs permettant de garantir la validité de la connaissance 
dans leur domaine d ' expertise; (4) une entreprise politique commune , c ' est-à-dire un 
ensemble de pratiques communes associées à un ensemble de problèmes communs 
vers lesquels sont dirigées leurs compétences professionnelles et leur pratique de 
résolution de problèmes. En outre, leur compréhension et leurs méthodes 
d'apprentissage (shared way of knowing) sont partagées , comme leurs schémas de 
raisonnements , leurs valeurs , leur implication dans la production de connaissance. 
Cohendet et al (2003) définissent les communautés épistémiques comme « un groupe 
de représentants partageant un objectif cognitif commun de création de connaissances 
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et une structure commune permettant une compréhension partagée. » (p. 105). La 
communauté épistémique est une communauté « intensive en connaissance » c'est-à-
dire « dans laquelle une part non négligeable de ses membres produit et reproduit la 
connaissance , dont les contours délimitent un espace public (ou semi-public) de 
circulation des savoirs et où l' usage des nouvelles technologies d'information et de 
communication a radicalement réduit les coûts de codification et de distribution de la 
connaissance » (David et Foray, 2002, p. 19). Les communautés épistémiques 
présentent certaines vertus : (1) la progression de la connaissance est renforcée ; (2) 
une large part de la connaissance est codifiée ; (3) le contrôle de la qualité de la 
connaissance est assuré par chacun ; ( 4) 1 'efficacité y est renforcée. On ne reproduit 
pas deux fois la même connaissance et les nouvelles connaissances bénéficient d'un 
effort collectif d'expérimentation et d'amélioration ; (5) la productivité de 
l'apprentissage s ' accroît, on apprend ainsi à apprendre (David et Foray , 2002). Les 
notions d'identité et d'autonomie y sont plus faibles que dans une communauté de 
pratique (Karoui Zouaoui et Hchich Hedhli, 2014). L'autorité procédurale interne 
peut y être explicite (exercée par un responsable) ou implicite (issue d'un « code de 
conduite ») et permet de définir les objectifs de la communauté. Dans les 
communautés épistémiques, 1 ' objectif commun et primaire est la création de 
connaissances ; dans les communautés de pratique , la création de connaissances y est 
un effet secondaire , mais néanmoins existant. Ainsi, la qualité des connaissances 
produites dépend de l'hétérogénéité des expériences des membres de la communauté. 
Les communautés épistémiques produisent des connaissances , les communiquent et 
les distribuent; « elles créent des fOJmes multiples de répertoires pour accumuler et 
stocker ces connaissances ». Aussi, elles produisent des producteurs de connaissance , 
c'est-à-dire que ses membres apprennent à produire de la connaissance , et ce, en 
même temps que la communauté se réalise par « des dispositifs ou des évènements 
qui visent à fabriquer de la communauté » (Meyer et Molineux , 2011). 
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La communauté Python serait à la fois une communauté de pratique - par son usage 
et sa pratique du langage de programmation Python - et une communauté 
épistémique - par ses regroupements d'utilisateurs permettant la conception du 
langage et la construction de nouvelles connaissances sur ce dernier. Ces utilisateurs 
particuliers forment ainsi un ensemble d'utilisateurs-innovateurs que nous nous 
apprêtons à caractériser. 
2.2 Théorie de 1 'innovation par 1 ' utilisateur 
L'innovation par l'utilisateur , un concept développé par Eric Von Hippel en 1988 
(Von Hippel, 1988) , fait 1:éférence aux innovations développées par un utilisateur 
final plutôt que par une organisation. L'innovation devient alors un processus du bas 
vers le haut (bottom-up) plutôt que du haut vers le bas (top-down) au sein de 
1 'organisation élargie incluant ses usagers : on parle ainsi d'innovation ascendante. 
Dans son étude sur les instruments scientifiques , Von Hippel (1988 p. 19) identifie 
les utilisateurs innovants (innovative users), des utilisateurs qui développent de 
nouveaux instruments en amont du constructeur. Ainsi l'utilisateur innovant: (1) 
perçoit en avance qu ' un nouvel instrument est requis; (2) invente l' instrument; (3) 
construit un prototype; (4) prouve la valeur du prototype en l'expérimentant; (5) 
diffuse des informations détaillées à la fois sur la valeur de l ' invention et sur la 
manière de procéder pour répliquer le prototype. Le rôle du constructeur est alors (1) 
d'améliorer le prototype par son travail d'ingénierie tant dans sa fiabilité que dans 
son utilité; (2) de produire, de mettre sur le marché et de vendre le produit innovant. 
Dans le processus d'innovation, l ' utilisateur innovant assume donc les rôles 
d'identification des besoins, de résolution des problèmes par l ' invention, de 
construction d'un prototype et de démonstration de sa valeur par l' utilisation. 
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2.2 .1 L'i nnovateur indi viduel : le lead user 
L' usager expe1t, ou lead user (Von Hippel, 1986), clé dans ce processus 
d' innovation, est un utili sateur qui di spose d ' une bonne expertise dans son domai ne 
et qui de ce fa it a des besoins spécifiques. Ces besoins se générali seront sur le marché 
et deviendront dominants . 
Le lead user est externe à 1 'organi sation et il peut fo urnir de nouveaux concepts de 
produits, de nouvelles données et de nouveaux des igns li és à ses besoins spécifiques. 
Von Hippel propose ainsi quatre étapes pour intégrer les besoins des lead users dans 
le processus d' innovati on: (1) identifier une tendance importante (notamment 
technique) ·du marché ; (2) identif ier les utili sateurs qui mènent cette tendance en 
termes d'expérience et d' intensité des besoins; (3) analyser les données générées par 
les lead users: besoins identifiés explicitement ou tacitement, expéri ences dans des 
conditions réelles d ' utili sation du produit ou par l' usage de produits connexes et 
combinés ; (4) diffuser les données des lead users dans le marché global. 
Pour résoudre le problème de la spéciali té dans le design et la conception d' un 
produit spécif ique, Von Hippel (2001) propose que les constructeurs fo urni ssent à 
leurs utili sateurs des boîtes à outils (too lkits) leur permettant ainsi de participer au 
design et à la conception des produits . 
Ces boîtes à outil s se doivent d'être propices à l'utilisation par un non-expert (user-
friendly) . Les boîtes à outil s permettent ainsi de créer et de tester des concepts de 
prod ui t dérivés personnali sés (customized). Ces boîtes à outil s vont réa li ser ci nq 
objectifs: (1) permettre à l' utili sateur de prendre en charge les cycles d 'apprenti ssage 
par essa i-erreur ; (2) proposer à 1 ' utili sateur un « espace de soluti on » (solution space) 
prédéfi ni qu i permette ses designs et concepts util isateur; (3) permettre aux 
util isateurs de s'exprimer dans leur « langage » et leur compétence propre sans 
apprentissage suppl émentaire; (4) favo ri ser la modulari té et ai nsi J'expression 
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spécifique d'un élément umque (module) proposé; (5) s'assurer que les produits 
dérivés par les utilisateurs soient dotés des caractéristiques de production et qui ne 
doivent pas faire 1 'objet de modifications (revisions) par les ingénieurs de la firme. 
L ' usage des bo1tes à outils et leur développement pour les utilisateurs permet aux 
firmes de s'assurer d'un transfert effectif, rapide et sûr des besoins des utilisateurs en 
leur proposant de prendre en charge les étapes (stages) de conception, ainsi que de 
recherche et développement. 
Franke et Von Hippel (2003) montrent comment le logiciel Apache offre les 
caractéristiques d'une boîte à outils logicielle proposée aux utilisateurs-innovateurs et 
qui leur permet de modifier le logiciel original pour répondre à leurs besoins 
spécifiques en matière de sécurité. D'une part, le logiciel est open source et permet 
donc explicitement la modification du code source, son étude, son acquisition et son 
utilisation libre et gratuite. D'autre part, les outils pour la modification du dit logiciel, 
comme le compilateur du langage C et sa suite logicielle de test , sont également 
disponibles en open source. Une fois réunis, ils permettent aux utilisateurs de tester, 
de mettre en œuvre et de proposer leur propre version logicielle contenant 
l'innovation utilisateur. En pratique, « les boîtes à outils utilisées dans les projets 
open source ont été améliorées à travers la pratique et sont constamment améliorées 
par les utilisateurs-innovateurs » (Von Hippel , 2005 , p. 101) 
La conception participative permet d'inclure les besoins utilisateurs dans le processus 
de recherche et développement et de placer ces utilisateurs sur le même plan que les 
ingénieurs de la firme. Les frontières de différenciations entre expert et non-expert , 
entre amateurs et spécialistes, deviennent plus floues. Les lead users, parfois 
nombreux , pa1tagent l' ensemble de leurs « trouvailles » au sein de communautés où 
ces idées et solutions techniques sont partagées à tous et par tous (Hillairet, 2012). 
Ces informations sont dites « adhérentes » (sticky) : elles sont coûteuses à acquérir 
par l' entreprise, de même que difficiles à transférer et à utiliser par d ' autres. Les lead 
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users innovent alors en dehors du cadre classique des organisations , mais à J'intérieur 
de communautés d'utilisateurs innovants. 
2.2.2 Les communautés d'innovation 
Les utilisateurs-innovateurs se regroupent en communautés dans lesquelles ils 
partagent librement leurs connaissances et le résultat de leurs innovations (Von 
Hippel, 2005). C'est une importante fonction des communautés d'innovations que 
d'induire une pratique commune de mise en commun des innovations. Pourtant, ces 
communautés sont hétérogènes: lead users et simples demandeurs d ' information y 
sont tous deux présents - Je partage de 1' information constituant la motivation 
intrinsèque des membres de la communauté. Dans les communautés d'innovation, les 
individus ou les organisations sont groupés en nœuds, interconnectés par des liens de 
transfert d'informations forts, et qui peuvent se faire en face-à-face ou de manière 
électronique. Ainsi, la communauté d'innovation peut exister en dehors des limites et 
au-delà des frontières de l'appartenance à un groupe donné. La communauté fournit 
alors aux pa1ticipants les aspects suivants: (1) sociabilité; (2) soutien; (3) 
information; (4) notion d'appartenance et (5) identité sociale (Von Hippel, 2005). 
Les communautés d'innovation sont souvent spécialisées et servent de répertoires 
d'informations liées à l'innovation, et ce, de manière physique ou virtuelle . Par 
exemple , userinnovation.mit.edu est un site web spécialisé grâce auquel les 
chercheurs peuvent déposer les a1ticles issus de leurs recherches sur 1' innovation par 
les utilisateurs. Les contributeurs et les non-contributeurs peuvent accéder librement 
au site et le parcourir pour y trouver de l'information. Les communautés 
d'innovations peuvent également fournir d'autres ressources aux participants. Les 
systèmes de discussion instantanée (chat rooms) ou les listes de diffusions permettent 
aux contributeurs de publier, d'échanger des idées et d 'offrir de l'assistance mutuelle . 
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Les communautés d ' innovation fournissent du support aux innovateurs individuels 
également sous la forme d'outils. Ces outils, souvent développés par les utilisateurs 
de la communauté eux-mêmes, permettent d ' aider, de développer , d'évaluer et 
d ' intégrer le travail des membres de la communauté . Ainsi , les utilisateurs ne se 
limitent pas à distribuer et à évaluer des innovations terminées ; ils se portent 
également volontaires pour assister les autres dans le développement et la mise en 
application d ' innovations (Von Hippel , 2005). 
Selon Von Hippel (2005) , ces fonctionnalités sont tout particulièrement visibles dans 
les communautés développant les logiciels libres et open source. 
2.2.3 Les réseaux horizontaux d'innovation 
Von Hippel (2007) utilise une nouvelle fois 1 ' exemple de la communauté développant 
le serveur web Apache , logiciel libre et open source , pour présenter une extension de 
son concept de communauté d'innovation. Le réseau horizontal d ' innovation 
(horizontal innovation network) est constitué uniquement d'utilisateurs innovants ou 
plus précisément « auto-producteur » (user/self-manufacturer). Les utilisateurs 
participants au réseau conçoivent et construisent des produits innovants pour leurs 
propres besoins et ils mettent les informations de conception à disposition des autres 
membres du réseau . Ces derniers peuvent alors (1) répliquer et améliorer l'innovation 
dévoilée ; (2) révéler gratuitement leurs propres améliorations à leur tour ; ou (3) 
adopter simplement le concept produit pour leur propre besoin. Le concept de 
communauté d ' innovation se prolonge dans celui des réseaux horizontaux 
d ' innovation: (1) l' utilisateur assume seul les fonctions de recherche et 
développement, production et di stribution ; (2) cette auto-production peut faire 
concurrence à la production et à la distribution commerciale d ' un autre produit. Ceci 
peut être fait, particulièrement pour les biens informationnels, grâce à de faibles coûts 
,---------------------------------------------------- - - --
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de reproduction et de diffusion (par Internet par exemple). L'utilisateur peut ainsi se 
passer d'un producteur. Dans ce cadre de fonctionnement, tous les investissements 
spécifiques à l' innovation et activités liées sont ainsi portées par l' utilisateur-
innovateur. 
2.3 Synthèse 
Nous mobiliserons la notion de communauté de pratique pour comprendre la 
communauté Python en tant que structure sociale organisée autour d ' une pratique, 
soit la conception du langage de programmation Python, et de valeurs comme la 
méritocratie ou 1 'évaluation par les pairs . La ·question des connaissances étant 
centrale dans cette organisation, la notion de communauté épistémique nous 
permettra de comprendre comment se font la production et la circulation de nouvelles 
connaissances au sein de la communauté. Enfin, dans la mesure où nous nous 
intéressons à la dimension innovante de cette communauté et à ses acteurs 
individuel s, la perspective de Von Hippel sur l'utilisateur-limovateur est des plus 
éclairante. Elle va nous permettre de mettre au jour les acteurs innovants et leurs 
activités au sein de la communauté. De plus , les notions étendues de communauté 
d'innovation et de réseaux horizontaux d'innovation nous permettront , d' une part, de 
décrire l'ensemble du processus d ' innovation et, d'autre part , d 'analyser ces 




Dans ce troisième chapitre , nous présentons la méthodologie de recherche choisie 
afin de réaliser cette étude. Nous décrivons d ' abord notre démarche de nature 
inductive et qualitative basée sur l'ethnographie virtuelle. Puis nous abordons les 
techniques utilisées pour mener à bien cette recherche : 1 'observation exploratoire, 
l'analyse d'un corpus documentaire, l'analyse de fils de discussion de la communauté 
Python. Enfin, nous faisons état des problématiques éthiques liées à cette recherche. 
3.1 Une ethnographie virtuelle 
Dans le cadre de cette recherche , nous adoptons une démarche de recherche 
qualitative basée sur l'ethnographie virtuelle, telle que définie par Hine (2000). Cette 
méthodologie nécessite d'abord la présence soutenue de l'ethnographe sur le terrain 
étudié afin de produire un savoir ethnographique - les médias numériques 
fournissant de nouvelles opportunités pour 1 ' ethnographe en amenant la notion de site 
d ' interaction. 
Le cyberespace ne doit pas être envisagé comme un espace détaché de toutes 
connexions à la « vie réelle » et aux interactions en face-à-face. Dans cet ordre 
d'idées , l'objet de la recherche ethnographique repose sur le flux d'informations et la 
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connectivité, plutôt que sur les localisations et les frontières comme principes 
organisant. Autrement dit, il s'agira d'étudier une activité à travers les échanges 
qu'elle suscite , même si ceux-ci dépassent le cadre du dispositif à l'étude (un forum 
de discussion par exemple) pour s'i ntéresser aussi à ses manifestations dans d'autres 
contextes (dans un autre di sposi tif ou hors-ligne). Ainsi l'ethnographie virtuelle peut 
et doit s'appuyer sur des interactions médiatisées mobiles plutôt que multilocalisées. 
Les limites de ses interactions ne sont pas définies à priori , mais plutôt explorées au 
cours de l'étude. Concrètement, la décision de cesser l'étude ethnographique devient 
une déci sion pragmatique. Par ailleurs, toutes les formes d ' interactions sont valides 
d ' un point de vue ethnographique, et non pas uniquement celles qui ont lieu en 
situation de face-à-face. Dans le cadre de notre recherche , nous nous intéresserons 
donc aux interactions médiatisées, en l 'occurrence celles qui se déroulent en ligne 
dans le cadre d'échanges par courrier électronique au sein de listes de discussion . 
3.2 L 'observation exploratoire 
L'observation exploratoire vise à sélectionner les sites les plus pertinents pour 
l 'analyse. Dans le cas de notre recherche, il s'agit d 'explorer l'ensemble des sites en 
ligne , développés ou utilisés par la communauté Python pour diffuser de 
l ' information ou communiquer. Il s'agit également d ' identifier les outils techniques, 
dont se dote la communauté en ligne pour fonctionner, de façon à pouvoir les 
circonscrire et les explorer plus en détail. Pour Guimaraes , l'objectif de ce travail 
exploratoire préliminaire est de délimiter le terrain en procédant à une première 
délimitation du groupe social sur lequel portera l'étude , par exemple à travers les 
interactions sociales de ses participants, ou encore de délimiter les groupes sociaux 
fonctionnant à travers un même support technique (Guimaraes, 2005). 
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Dans le cas de la communauté Python , les sites et outils techniques sont variés: ils 
vont du site web à vocation de communication institutionnelle, au site de gestion de 
contenu très technique, qui inclut par exemple une plateforme de gestion de bugs , un 
outil de gestion des codes sources et des wikis (dispositif de contribution éditoriale en 
ligne) . Il exi ste également des documents de travail , de type bureautique, partagés en 
ligne comme des tableaux ou des comptes rendus , et enfin et surtout , des échanges en 
ligne sur des listes de discussion. 
L ' exploration de ces masses d ' informations permettra de saisir la dynamique de la 
communauté à travers ses activités de communication , de diffusion , de publicisation 
des projets et surtout d ' échanges sur les listes de discussion. Certains intervenants au 
sein de la communauté pourront ainsi faire 1 'objet d ' un suivi de leurs interactions sur 
une période donnée. Cette première analyse exploratoire permettra la création d ' un 
corpus de documents et de traces d ' interaction à analyser. 
3.3 L ' analyse d'un corpus documentaire 
La communauté Python s ' articule et s'organise principalement sur Internet. Pour ce 
faire, elle publie de nombreuses informations sur différents sites, par l' échange de 
courriels ou des fichiers de travail partagés. 
Le site de la communauté Python (https: //www .python.org) qui présente le langage et 
qui fait office de portail sur le web pour la communauté constitue la première source 
d'information . On y trouve en effet une section consacrée à la Fondation Python 
(https: //www .python.org/psf) qui, combinée au blog Python History de Guido van 
Rossum (http: //python-history .blogspot.com), constitue un vaste ensemble de 
documents pertinents sur la communauté , son histoire et son fonctionnement. En 
outre, Je wiki de Python (https: //wiki.python .org) et le site web de la conférence 
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annuell e PyCon (https://us.pycon .org) représentent de précieuses sources 
d ' info rmation . 
On y trouve un nombre important de documents de trava il provenant autant de la 
Fondation que de la communauté Python « en action » . À titre d 'exemple, le portail 
de Python présente le Guide du Développeur de Python avec la li ste des tâches qui 
incombe au core developers. On trouve y également les statuts offic ie ls publi és par la 
Fondati on, la description des groupes d ' intérêts, les propositions d 'améliorati ons du 
langage (les Python Enhancement Proposais, ou PEP, des documents calqués sur les 
Request For Comments - RFC - de I'IETF) , de même que les procès-verbaux de 
réuni ons. Ces documents seront tri és et sélecti onnés pour constitue r un corpus 
documenta ire à analyser. 
3.4 L 'analyse de f il s de di scussion 
Au-delà de cette présence sous fo rme de textes , la communauté Python ex iste d 'abord 
et avant tout par une intense acti vité en li gne, qui se déroul e au sein de plusieurs li stes 
de di scuss ion. Nous procéderons à « l 'exploitati on des traces numériques des acti vités 
du groupe » (Demazières, Horn et Zune, 2011 , p . 167). Nous nous intéressons donc à 
deux li stes qui j ouent un rôle déterminant au sein de la communauté Python et dans 
l'éla borati on du langage: la li ste python-dev, une li ste dédi ée à la communication 
publique des core developers et la li ste python-ideas, une li ste dédiée à la 
communication et la promoti on de nouvell es idées sur le langage au sein de la 
communauté . 
Nous procéderons alors à la sélection des f il s de discussion les plus pertinents , sur les 
li stes de diffusion python-dev etpython-ideas , pour notre étude de l' innovation par la 
communauté. 
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Cette sélection suivra une démarche inductive , elle s'apparentera à une démarche 
« conduite par les données , [où] le choix des situations dépend d ' hypothèses 
préalables générales sur ce qu 'on cherche et sur les situations susceptibles de le 
procurer » (Traversa , 1999, p. 22). 
Nous souhaitons ainsi mettre au jour l ' organisation qui se construit en ligne à travers 
le processus de proposition d ' amélioration du langage Python (PEP). Pour ce faire , 
nous décrirons et analyserons les mécanismes de proposition et d'évaluation des 
évolutions techniques qui sont discutées au sein de différents fils de discussion. Nous 
sélectionnerons des fils de discussion relatifs à des évolutions ciblées du langage 
(PEP). 
Ces fils de discussion formeront un corpus de conversations en ligne sur lequel nous 
conduirons une analyse de contenu : « 1 'analyse de contenu a pour but de connaître la 
vie sociale à partir de [la] dimension symbolique des comportements humains » 
(Sabourin, 2003, p. 358) . Faire une analyse de contenu implique de produire du 
langage - le discours de l'analyse des documents - à partir du langage: les 
documents à analyser. L 'analyse de contenu constitue « un ensemble de démarches 
méthodologiques recourant à des méthodes et des techniques » ayant pour fonction 
l'interprétation de documents dans le but de connaître la vie sociale. Cette vie sociale 
peut être appréhendée à l'échelle individuelle ou collective. 
L'identification des situations de langage et des contextes sera fondée sur des 
catégories, construites à partir des données , et ayant pour but de saisir le sens 
manifeste du texte. Cette démarche implique un va-et-vient nécessaire entre 
observations des données et hypothèses élaborées en cours de route (Traversa, 1999) . 
« Le chercheur élabore par induction les catégories et procède au codage » c'est-à-
dire « au découpage des informations contenues dans les documents en fonction des 
unités d 'analyse préalablement définies. » (Bonneville, Grosjean et Lagacé, 2007, 
p. 195). Nous étudierons ainsi les processus de construction de 1 ' innovation par des 
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membres de la communauté organisés autour des propositions d ' amélioration du 
langage Python. 
3.5 Dimensions éthiques 
Les données8 utilisées pour cette recherche étant publiques et librement accessibles , il 
n ' est à priori pas nécessaire de procéder à une demande d ' approbation éthique pour 
réali ser notre recherche . L 'énoncé des politiques des trois Conseils (2010 , p. 18) sur 
l'éthique de la recherche pottant sur les êtres humains stipule que « l'exemption de 
l ' évaluation par un CÉR repose sur le fait que l'information se trouve dans le 
domaine public et qu'on peut y accéder , et que les personnes visées par l'information 
n'ont pas d'attente raisonnable quant à la protection de leur vie privée » . Toutefois , 
bien que ces discussions aient lieu dans un espace public , les participants pourraient 
avoir l'impression d 'échanger dans un espace privé. À ce titre, nous veillerons à 
respecter l' intégrité et à protéger la vie privée des patticipants en anonymisant les 
échanges , c'est-à-dire en remplaçant les émetteurs et les destinataires des courriels 
que nous allons étudier. Dans le cas du fondateur de Python , Guido van Rossum , 
nous avons choisi de conserver son nom et prénom puisque c'est une personnalité de 
notoriété publique. 
8 Les données utili sées , y compri s les messages courriels des li stes de di scussion archivés sur le web. 
CHAPITRE IV 
PORTRAIT DE LA COMMUNAUTÉ PYTHON 
Dans ce quatrième chapitre, nous dressons le portrait de la communauté Python à la 
lumière du concept de communauté de pratique et passons en revue le domaine, la 
participation, les rôles et les différentes ressources construites par la communauté. En 
mettant l'accent sur l' action de « faire », nous montrons la capacité de la communauté 
de se structurer grâce à sa pratique et donnons du sens à ses actions. 
4.1 La communauté Python comme communauté de pratique 
4.1.1 Un domaine 
La communauté Python se forme autour d'un domaine spécifique , la programmation 
informatique ; la totalité de ses membres sont des développeurs employant le langage 
de programmation Python dans le cadre de leurs activités . Ces programmeurs 
proviennent de divers horizons, de ·J'employé salarié par une firme privée qui utilise 
Python dans le cadre de son travail au féru d' informatique qui développe une pratique 
durant son temps libre. Ce sont tous des individus passionnés par Python et chez qui 
ses caractéristiques intrinsèques trouvent résonance: les valeurs du libre ont ceci de 
particulier qu'elles génèrent une adhésion forte au domaine (Meissonier et al, 2010). 
Ce dernier se construit comme espace d' utilisation et de promotion de ces valeurs et 
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avec des frontières clairement délimitées . En d'autres termes, sur le pl an technique, 
c' est uniquement par leurs compétences dans ce langage que les membres de la 
communauté se voient attribuer une certaine valeur ; il s' agit de l' unique domaine 
d'experti se des membres par lequel il s trou veront reconnaissance. La communauté 
Python circonscrit sa pratique au développement du langage et de ses outil s déri vés. 
L'entreprise commune repose sur la création d ' un langage de programmation sui vant 
des caractéri stiques propres à la vi sion de ce que doit être un langage informatique: 
cell es développées dans le langage Python en tant qu ' idéa l. Le sens commun ainsi 
créé compOite une fo rte pa1t normative , formalisée dans des ressources créées par la 
communauté , que 1 ' on retrouve dans le Zen de Python et dans le Guide du 
développeur de Python. 
4.1.2 Le répertoire : des ressources partagées 
Dans une communauté de pratique, le répertoire partagé est 1 ' ensembl e des ressources 
créées par les membres de la communauté: des outil s , des procédures , des routines 
orga ni sationnell es , des récits . Au sein de la communauté Python, ces ressources sont 
le plus souvent dématéri ali sées , pui sque ses membres utili sent intensivement les 
technologies de 1' info rmation et de la communication. Les échanges se font presque 
exclusivement en ligne et de manière asy nchrone, les membres de la communauté 
étant di spersés géographiquement . La communication est ainsi médi atisée par les 
outils informatiques que sont la messageri e électronique , les li stes de di scuss ions , ou 
les plateformes de coll aboration mi ses en œuvre par la communauté . Ces outil s 
laissent des traces sur Internet et ce sont ces traces qui consti tuent le matériel étudié 
dans ce mémoire, issues de cette coll aboration en ligne et créées , de fa it, par la 
communauté . 
Au sein de la communauté Python, les ressources de ce répertoire sont organi sées en 
trois espaces di stincts. Reprenant ici la terminologie de Sack et al (2006) , nous nous 
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proposons de caractéri ser les différents li eux du cyberespace dans lesquel s les 
participants évoluent. Nous présentons ainsi ces troi s espaces d 'activités: l ' espace de 
documentation , l 'espace d ' impl émentation et l' espace de di scussion , chacun 
di sposant de caractéri stiques propres que nous développons ic i. 
D 'abord , l'espace de documentati on est le plus accessible par tout un chacun . Il est 
constitué du site web python.org a insi que du wiki de la communauté. Sur ces sites 
sont répertori és la documentati on officiell e de Python , des guides à 1 ' usage du 
débutant ou du développeur , des récits au suj et du succès de Python dans divers 
environnements (entrepri ses , instituti ons, etc.). On y trouve égale ment la li ste des 
documents de travail de la communauté, des documents de spécifications et un 
répertoire des ressources di sponibl es (outil de chat, li ste de diffusion , outil de gesti on 
de version , plateforme de gesti on d 'anomalies, etc .). Cet espace agit comme dépôt de 
connaissance pour la communauté , à la manière d ' une mémoire collective. Tout 
élément considéré comme di gne d ' intérêt et di gne d 'archivage par la communauté , 
pour consultation ul té ri eure, y trouve sa place . L ' importance accordée par les 
membres de la communauté Python au mainti en et au partage d ' un savoir collectif 
démontre bien qu ' il s'agit d ' une communauté épi stémique. 
Ensuite , on trouve l 'espace d ' implémentation , fréquenté par les développeurs. D ' une 
part , il est composé de l' outil de gestion de version du code source , appelé Mercurial 
et di sponible sur hg.python .org , utili sé pour stocker les di fférentes versions des codes 
sources et garder trace de l' hi storique du code. C'est grâce à cet outil que le code est 
déposé (commit) , archivé et constitué en un ensemble cohérent. D 'autre part , on y 
retrouve la plateforme de gesti on des bugs et des évolutions, appelée Roundup et 
di sponibl e sur bugs.python .org, servant de système de gesti on des tâches et de base 
de données des anomali es rencontrées . Ces deux outil s recouvrent de mani ère 
relati vement exhaustive la pratique des développeurs, soit l' implémentation logicie lle 
et la résolution d 'anomali es. Ainsi , les anomali es sont d 'abord détectées dans l 'outil 
de gesti on des bugs, pui s traitées et corrigées dans l ' outil de gesti on de version. 
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L 'espace d ' implémentati on est donc fo rtement li é à la pratique logicielle des 
membres de la communauté Python , il j oue ainsi le rôle d ' un di spositif central au sein 
de la communauté de pratique. 
Enf in , l 'espace de di scussion se compose de di fférentes li stes de di scussion. On 
trouve d 'abo rd une li ste ori entée usage (l a li ste python-list) à destination des 
utili sateurs de Python et servant à l' entra ide entre partici pants. Il y a également une 
li ste o rientée développement (l a li ste python-dev), qui est à destinati on des 
développeurs du langage et se11 au développement du logiciel. Il s ' agit ainsi d ' un 
espace pri vil égié d ' innova ti on. En effet , c'est sur cette li ste que sont publiées les 
PEP , soit les propositions d 'améliorati ons du langage suggérées par les utili sateurs 
selon des règles que nous défini ssons dans le chapitre c i-dessous. Notons simplement 
que ces améliorations visent la plupart du temps à répondre à des besoins spécif iques 
de la part d ' un utili sateur pionnier. Ce sont donc ces utili sateurs qui , au sein de la 
communauté Python , sont insti gateurs d ' innovati on. Enf in , il ex iste également une 
li ste ori entée propos ition , dans laquelle les parti c ipants proposent de nouvell es idées 
pour le langage. Ces li stes de di scussions sont publiques et archivées par la 
communauté sur le web. D 'autres types de li stes peuvent fa ire 1 'objet de restri cti ons 
quant à leur publicati on et servent surtout d 'outil s de travail internes. C'est 
notamment le cas d ' une li ste ori entée décision réservée aux développeurs (la li ste 
pyth.on-commiters) et à travers laquell e les développeurs nomment leurs pairs. Encore 
une fo is, la communauté innove par ce processus de nominati on et de vote, nous y 
revenons plus loin . 
Pour conclure , ces espaces, segmentés par l' acti vité qui s'y déro ule, sont le f ruit d ' un 
trava il de constructi on et de mai nte nance d ' une inf rastructure, qui e ll e-même souti ent 
les activités de communicati on et de développement de la communauté. Ceci 
constitue une spécif ic ité propre aux communautés de 1 'open source qui mettent en 
œ uvre et utili sent des plateformes de coll aborati on di stribuées (SourceForge, GitHub) 
(Cremer et Gaudel , 2004). Une pa11icul arité de la communauté Python est que ses 
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membres sont à la fois développeurs du langage et utilisateurs d ' outils logiciels 
développés en Python et servant d ' infrastructure aux activités de développement. 
Python est donc tout à la fois un langage , un logiciel et une communauté ; ces 
utili sateurs discutent de son développement à 1 'aide d'outil s et sur des plateformes 
développées dans le langage lui -même. C'est ainsi que s'applique le principe de 
récursivité qu'affectionnent les hackers (Williams, 2002). 
4.1.3 Ressources particulières dans 1 ' espace de documentation 
L 'espace de documentation regroupe les ressources documentaires que la 
communauté choisit d'y ajouter. Au-delà des éléments décrits précédemment , il 
existe dans la communauté Python des ressources périphériques qui lui sont 
particulières. C'est notamment le cas du document intitulé le Zen de Python. 
Le Zen de Python est l' expression , sous la forme d'un poème, de l'ensemble des 
règles idiomatiques que le langage encourage de par sa conception ainsi que le style 
de développement qu'il propose. Ces conseils , émis à l'attention du développeur 
Python par la communauté , illustrent la philosophie de ce langage. Ce document 
constitue une formalisation , sous forme humoristique, de la manière dont le langage 
devrait être utilisé par les développeurs. Il n' est pas anodin que ce soit un poème: 
tout comme la poésie est une célébration hautement codifiée du langage , le Zen de 
Python témoigne de la volonté d'élever cette pratique de programmation au statut 
d'art. En se conformant aux règles de la poésie pour créer un tout harmonieux et 
agréable à lire , l' auteur Tim Peters démontre de manière éloquente son propos . Le 
fond et la forme du Zen de Python servent donc un même but: expliciter les règles de 
programmation telles qu 'entendues par la communauté Python. Il s 'agit d ' une forme 
tout à fait originale de présenter ces règles, à 1 ' image du langage de programmation 
Python qui se veut clair et explicite dans sa forme . 
The Zen of Python, by Tim Peters 
Beautiful is better than ugly. 
Explicit is better than implicit. 
Simple is better than complex. 
Complex is better than complicated. 
Flat is better than nested . 
Sparse is better than dense. 
Readability counts. 
Special cases aren't special enough to break the rules. 
Although practicality beats purity. 
Errors should ne ver pass silently. 
Unless explicitly silenced. 
In the face of ambiguity, refuse the temptation to guess. 
There should be one-- and preferably only one --obvious way to do it. 
Although that way may not be obvious at first unless you're Dutch . 
Now is better than never. 
Although never is often better than *right* now. 
If the implementation is hard to explain, it's a bad idea . 
If the implementation is easy to explain, it may be a good idea. 
Namespaces are one honking great idea -- let's do more of those! 
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Le Zen de Python insiste donc sur les éléments clés qui caractérisent Python en regard 
des autres langages , et ce de manière normative: pour développer en Python , il faut 
accorder une importance toute particulière à la beauté , à la simplicité, à la lisibilité et 
à la cohérence du code. Ce texte est d'ailleurs intériorisé par les développeurs de 
Python qui y font largement référence dans leurs choix de conception. Plus que de 
simples règles, le Zen de Python se veut dogmatique, ce sont les principes 
fondamentaux sur lesquels repose la cohésion de la communauté, soudée autour 
d' idées directrices qui assurent l' unité et la cohérence du code. 
Il existe d 'autres ressources mises à la disposition de tous les développeurs qut 
souhaitent contribuer au langage : c'est le Guide du développeur de Python. Ce guide 
disponible en ligne se veut un manuel d' introduction à l'activité de développement du 
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langage de programmation Python. Cela en fait un document très précieux tant pour 
le développeur débutant que pour le développeur chevronné. Ce guide présente 
l'ensemble des instructions nécessaires à l'utili sation des outil s techniques de la 
communauté , comme par exempl e le dépôt central de code. Il expli que notamment 
comment récupérer le code source du logiciel Python, constituer le logiciel, lancer les 
tests sur le logiciel et créer des correctifs. C'est un document tant didactique que 
normatif: il décrit la manière dont le développeur doit interagir avec la communauté, 
par exemple en indiquant comment et où trouver de 1 'aide et explique les différents 
outil s de communicati on à la di spos ition de chacun ou les tâches qui doivent être 
effectuées par un développeur novice afin de s' intégrer à la communauté. Tout est 
ainsi prévu pour que Python s'organise en communauté. 
En conclusion, les conditi ons de l'émergence d ' une communauté de pratique, ou 
facteurs de cohérence, sont réunies au sein de la communauté Python : l'engagement 
mutuel dans la pratique, l'entrepri se commune qu 'est la production logiciell e et le 
répertoire partagé au sein des trois espaces d 'activités. La communauté Python crée 
ses propres règles et outil s pour fa ire de leur pratique , le développement d ' un logiciel, 
une acti vi té partagée par tous. La communauté Python est une communauté de 
pratique dite pilotée, car ell e di spose d ' un leader qui anime et coordonne l'effort de 
chacun dans la communauté . Celui -ci joue le rôle de chef de projet au sein de la 
communauté , comme nous all ons le voir dans la section suivante. 
4.2 Les rôles dans la communauté Python 
Notre analyse du corpus documentaire - constitué de courri els échangés dans le 
cadre du processus de développement en li gne ainsi que de pages des sites web de la 
fo ndation Python (PSF) - nous montre que la communauté Python est constituée de 
plusieurs indi vidus aux rôles et aux fonctions diffé renciées . Pour caractéri ser ces 
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différents rôles , les acteurs emploient un ensemble de termes spécifiques à la 
communauté. Nous faisons ici la description de ce vocabulaire. 
La communauté Python est d 'abord et avant tout organisée autour de son chef de 
projet: Guido van Rossum. Les membres de la communauté le désignent sous le titre 
de BDFL, pour Benevolent Dictator for Life ou plus simplement Guido. La 
signification de ce titre est expliquée dans un document , la PEP 1 (voir Annexe A) : 
There are severa! references in this PEP to the "BDFL". This acronym stands for 
"Benevolent Dicta tor for Li fe" and refers to Guido van Rossum , the original 
creator of, and the final design authority for , the Python programming language . 
(PSF, PEP 1) 
Il occupe un rôle spécifique et stratégique, notamment dans le cadre de processus de 
collaboration propre à la communauté et que nous expliciterons dans la section 
suivante. Le chef de projet (project leader) est relativement omnipotent, puisqu ' il en 
est l' initiateur et assure sa direction depuis près de vingt-cinq ans. 
En outre, au-delà de ce rôle particulier conféré à Guido, il existe plusieurs autres rôles 
dans la communauté qui chacun présentent des formes d'autorité variées : 
1) le release manager, Barry Lastings , ou le gestionnaire des mises en production9 , 
est la personne qui - de manière relativement classique dans les équipes de 
développement logiciel - gère et fait la coordination des fonctionnalités intégrées 
dans les versions successives du code source. Le tout s'effectue en vue de la mise en 
production et de la constitution de versions spécifiques du code (activité de 
versioning) ; 
2) les project admins, ou administrateurs du projet, forment un petit groupe d ' une 
dizaine de personnes. Ce sont eux qui ont autorité pour fournir aux membres de la 
communauté le droit en écriture de codes sources directement sur le dépôt de code 
9 Le terme « mise en production » renvoie dans ce contex te au terme anglais release signifiant 
littéra lement publier, diffuser et mettre en usage le code source. 
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central (code repository), et ce, sous diverses conditions. Ces administrateurs font 
ainsi la gestion de 1 ' infrastructure du dépôt de code central ainsi que des autorisations 
de ce dernier ; 
3) les Python committers sont les membres de la communauté ayant accès au dépôt de 
code en écriture. Il s y sont autorisés par les administrateurs du projet. Leur activité est 
l'écriture du code source, en leur nom propre , ou le report de fonctionnalités 
proposées et amendées par d 'autres membres de la communauté (patches). Ce sont 
les core developers du projet , au nombre de cent quatre-vingt-trois , mais dont 
seulement un sous-ensemble est actif. Sur une période d ' une année, en 2014, on note 
cinquante-trois core developers actifs, c'est-à-dire ceux ayant fait au moins un dépôt 
de· code dans 1 'année. 
4) Les experts, ou plus généralement ceux que l'on appelle les module maintainers 
(mainteneurs de module) , sont des Python committers ayant un rôle d 'expertise sur 
des portions spécifiques du code. Leur rôle est d'assurer le bon fonctionnement et la 
cohérence interne du code· d ' un module de Python. Ce sont les développeurs de 
référence de leur module , on peut donc considérer qu'ils sont les développeurs les 
plus expérimentés sur une ou plusieurs p01tions de code et qu'ils font autorité sur ces 
dernières. Ils sont au nombre de quatre-v ingt-quatre développeurs. 
5) Les Python contributors sont des développeurs ayant signé le Contributor 
Agreement, c'est-à-dire le formulaire permettant aux contributions d 'être licenciées 
dans le cadre de la licence open source du logiciel (PSF) et en vue de 1 'écriture et la 
publication du code source. Les Python contributors forment un ensemble de 
développeurs qui n'ont pas accès en écriture au dépôt de code, mais qui pa1ticipent 
toutefois à son écriture à travers l ' outil de report des bugs et des évolutions. Leurs 
propositions de modifications du code source de Python (patches) sont validées et 
reportées par les core developers. Notons que tous les core developers ont, en outre, 
signé ce document et sont donc, par défaut , des contributeurs. Il est difficile de 
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quantifier le nombre de contributeurs au projet du fait de la nature même des 
plateformes de collaboration qui sont ouvertes, en ligne et accessible à tous. 
Toutefois, compte tenu de la taille du groupe de core developers, nous estimons ce 
groupe à quelques milliers d'individus. 
6) Les Python users sont les utilisateurs de Python , c'est-à-dire des utilisateurs du 
langage de programmation (de l ' ordre de plusieurs millions à travers le monde). Ce 
sont donc des développeurs en Python, mais qui ne participent pas directement à 
l'écriture du code source. Les utilisateurs dits « actifs » ont des activités variées 
relatives au projet et reliées aux différents processus de gestion du code et de 
collaboration au sein de la communauté Python, tels que définis dans la section 
suivante. 
Il est important de noter que ces rôles et leur dénomination correspondent au 
vocabulaire de travail des acteurs impliqués au sein de la communauté Python, car il 
n' existe pas de documentation en tant que telle sur ces rôles. Notre tâche consistait 
donc à reconstruire l'organigramme effectif de cette organisation, sans que celui-ci 
n' existe à priori. On peut donc penser que ses membres s'auto-organisent en des rôles 
clés qui sont implicites. 
4.3 Une communauté hiérarchisée 
4.3.1 Une structure pyramidale 
L'étude de notre corpus , constitué des documents collectés en ligne, tant sur les sites 
web de la communauté Python que lors des échanges des membres de la communauté 
sur les listes de discussions , nous permet de proposer une représentation graphique 
des différents rôles au sein de la communauté. A 1 ' issue de notre analyse des rôles, 
nous proposons une pyramide, que 1 ' on peut également voir comme des strates 
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superposées. Ces strates représentent les groupes décrits précédemment , défini s à la 
fois par leurs rôles , leur ni veau d 'autorité et l' étendue de leurs droits d 'accès . 
Concrètement , la représentati on graphique développée présente deux 
ca ractéri stiques: l'axe hori zontal représente visuell ement le nombre de membres qui 
prennent part au groupe ; 1 'axe verti ca l présente , du bas vers le haut , le ni veau 
d 'a utorité conférée aux membres de ces groupes . Ainsi, re prenant donc ces rôles dans 
la f igure qui suit : 
Figure 4 .1 : Les membres de la communauté 
Pour mieux comprendre les li ens entre ces diffé rents groupes et la dynamique 
parti culi ère au sein de laquell e il s évoluent , nous mettons ici en perspecti ve la 
représentat ion graphique de la communauté Python avec une analyse plus large , issue 
de la littérature , et qui porte sur les communautés open source en général. En effet , on 
constate une nette évoluti on au sein de cette littérature. Si les auteurs ont d 'abord 
déc rit des communautés open source dénuées de hi érarchi e (Ray mond , 2000 ; 
Lj ungberg , 2000) , des auteurs plus récents (Meyer et Montagne, 2007) reconnaissent 
1 ' importance de la hi érarchi sati on des rôles par 1 'autori té. 
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D'abord, ces auteurs font référence au modèle du bazar présenté par Raymond 
(2000) : « Les échanges réciprocitaires entre les développeurs bénévoles constituent 
un réseau de relations sociales horizontales et décentralisées qui à 1 'aspect d'un 
" bazar". » (Meyer et Montagne , 2007 , p. 395). En d'autres mots, les auteurs affirment 
que, dans le contexte du développement du logiciel libre, les réseaux de développeurs 
tendent à s'organiser horizontalement. C 'est ce que nous entendons par les 
« groupes », ou les « strates ». Cependant, notre analyse de la communauté Python , 
sous 1 'angle de la communauté de pratique , montre que cette communauté est 
hiérarchisée par 1 ' autorité et relativement centralisée. Il existe des Liens sociaux, 
ces liens forts rassemblant les développeurs participant activement au développement 
entre eux et procurant une stabilité identitaire à la communauté; or , ces liens ne sont 
pas uniquement horizontaux, mais également verticaux. En effet , les hackers ne 
rejettent pas systématiquement l' autorité, dès lors qu ' elle n' est pas considérée comme 
coercitive et est légitime (Williams, 2002) . Dans la communauté Python , cette 
autorité est d'ordre technique, mais également faite d'aptitudes communicationnelles 
et de leadership. Meyer et Montagne remarquent en effet « qu ' il n ' existe pas de 
communauté du libre performante qui ne soit dotée d ' une personnalité forte , qui 
coordonne les croyances individuelles autour d ' un projet commun, fait germer de 
nouvelles idées et suscite la formation de communauté de pratique » (p . 401). C'est le 
rôle que prennent à la fois le BDFL et dans une moindre mesure le « champion », 
comme nous aurons 1 ' occasion de développer dans le chapitre suivant . 
Ainsi , sur la base de nos résultats, il nous apparait qu ' il existe une hiérarchie entre 
développeurs Python. Ces développeurs sont dotés d'un capital culturel et technique , 
mais également d'un capital social (Wang , 2005 ; Bu1t, 1995 ; Bourdieu , 1980) qui 
leur est propre et .qui se construit lors des expériences de développements 
collaboratifs. Le capital social influence les motivations intrinsèques des 
développeurs , il est fonction du capital technique , de la réputation , des capacités 
relationnelles et est le produit de leurs transformations. Reprenant la formulation de 
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Meyer et Montagne, on peut ainsi dire que le capital social est le « ciment des 
communautés du libre » (Meyer et Montagne, 2007, p. 394). Ce capital est reconnu 
par les pairs de manière tacite , mai s mène à des choix explicites. 
En effet, dans la communauté Python , si un développeur n 'est pas reconnu par ses 
pairs comme faisant partie du groupe des contributeurs actifs - et donc doté d ' un 
capital social inhérent à ses interactions sociales - il ne peut prétendre à l 'écriture 
d'une proposition d 'amélioration. C'est notamment de cette manière que se traduit 
explicitement cette notion au sein de la communauté. Autrement dit, écrire une 
proposition d 'amélioration , c'est officialiser un statut qui s'acquiert dans la 
communauté: celui de rédacteur d'une nouvelle fonctionnalité pour le langage de 
programmation. C'est un privilège acquis par l ' intermédiaire de compétences 
techniques et sociales et qui peut mener à 1 'appartenance au groupe des core 
developers. Rappelons que tout développeur peut se proposer pour écrire une PEP, 
mais que toutes les idées ne sont pas validées par la communauté. 
Ce filtrage des fonctionnalités , basé sur la rationalité des propositions (c'est-à-dire 
l'action rationnelle et le pragmatisme technique) , semble également faire office de 
sélection des profils de développeurs. Il faut en effet (1) être capable d'argumenter 
sur le bien-fondé d ' une nouvelle fonctionnalité (2) faire preuve d'une excellente 
connaissance transversale des fonctions de Python pour proposer quelque chose qui 
n'existe pas et qui serait susceptible d 'être intégré et (3) savoir construire des 
consensus autour de ses propositions et susciter des opinions positives au sujet de ses 
idées. Ainsi, les développeurs Python dotés de compétences techniques se 
construisent un capital social à travers l' activité de développement et de conception 
collaborative du langage . Ces deux formes de capitaux (technique et social) 
hiérarchisent la communauté de manière « informelle » et sous-tendent les liens 
inhérents entre développeurs. 
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Notons d ' ailleurs que la notion de hiérarchie est directement incluse dans le modèle 
classique de 1 'oignon présenté à la figure 1.1, mais ell e est, de fait, informelle : la 
frontière des groupes étant peu formalisée. Nous montrons par la suite que, dans le 
cas de la communauté Python , la frontière entre les groupes de développeurs Python 
committers , Python contributors et Python users est beaucoup plus forme ll e et rigide , 
ell e est définie par des processus de transition formalisés par la communauté: la 
signature du Formulaire du Contributeur Python (voir Annexe B) et l' obtention des 
droits en écriture sur le dépôt de code principal. 
La notion de hiérarchie dans les communautés open source n' est pas nouvelle , 
comme 1 ' ont montré les travaux de Gacek et Arief en 2004. Cette idée de hiérarchie 
présente une distinction majeure face au modèle du bazar , plat et de · fait peu 
hiérarchisé. Les auteurs insistent notamment sur la différentiation des activités entre 
développeurs (Gacek et Arief, 2004). En l' occurrence , ils expliquent que les 
développeurs ont des activités différentes, auxquell es on attribue un statut différencié 
et qui contribue à l ' élaboration d'une hiérarchie. D ' autres auteurs ont également 
suggéré 1 ' idée d'une structure hiérarchique en étudiant différentes communautés de 
développement logiciel open source comme Apache et Linux (Crowston et Howison , 
2006; Mokus et al, 2000, 2002; Moon et Sproull, 2000). Ils ont constaté que 
l' activité de développement et de conception est centrali sée autour des core 
developers , alors que l'activité de rapport de bug est largement décentralisée et menée 
par un groupe plus large d ' utilisateurs actifs. Nous observons dans le cadre cette 
étude une situation semblable , mais avec une différence notable. Dans le cas de la 
communauté Python, l' activité de conception, centrée autour du chef de projet, est 
plus largement ouverte aux membres con tri buteurs actifs, par 1 'intermédiaire du 
processus de proposition d'amélioration, par comparaison .avec d'autres 
communautés. 
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4.3.2 Une autorité détenue par le BDFL 
La communauté Python n'est pas à proprement parler une démocratie , car l'autorité 
procédurale est conférée au BDFL. En effet , Guido van Rossum est l'autorité finale 
en ce qui concerne le design du langage de programmation. Pourtant, des mécanismes 
démocratiques sont à 1 'œuvre: le débat, la consultation et le vote en ligne. Bien que 
la décision finale de conception revienne au BDFL, une forme de participation 
permet d ' influencer la décision et de rendre le choix du BDFL community aware, 
c'est-à-dire à l'écoute de la volonté de la communauté. Le rôle du BDFL est à la fois 
celui d'un manager et d'un expert de la conception logicielle. La littérature sur le rôle 
spécifique du BDFL n' est pas très étendue, mais quelques auteurs en traitent 
brièvement dans le cadre de leurs travaux. Ferrary et Vidal en 2004 indiquent ceci : 
LL]es « responsables » qui dynamisent la communauté , structurent et 
coordonnent les efforts de l'ensemble de ses membres ne sont donc 
nullement nommés , mais émergent naturellement de par la qualité de 
leurs contributions et leur implication à la vie communautaire et 
également par la reconnaissance de leurs compétences par la 
communauté. Cette légitimité naturelle fonde leur « autorité » et leur 
position hiérarchique dans la communauté » (p . 318) 
Ce mode de gouvernance est qualifié par Foutel de « gouvernance charismatique » . 
Ainsi , « la communauté accepte ce despotisme puisqu'elle le considère comme un 
« dictateur bienveillant » (Fogel , 2010: 60) « qui maîtrise parfaitement l'œuvre » 
(Foute!, 2012, p. 17). Ces auteurs vont dans le même sens que précédemment élaboré , 
à savoir que l' autorité au sein des communautés open source émerge à la fois du 
capital technique et du capital social. 
Le capital technique de Guido van Rossum , en ce qui concerne le langage Python, est 
maximal ; nul ne saurait mieux maitriser le langage que son créateur. Il possède donc 
une autorité complète sur le projet parce qu ' il le maîtrise totalement. Il est plus 
difficile de distinguer ce qui, au sein du capital social dont jouit le BDFL, provient 
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strictement de ses aptitudes relationnelles et communicationnelles en regard de son 
statut. On peut toutefois supposer qu'avant même de devenir la figure emblématique 
qu ' il est aujourd'hui, Guido van Rossum a dû faire preuve d'un charisme certain pour 
rallier tant de développeurs à son projet. C'est donc à la fois par son capital technique 
et social que l'autorité de Guido est acceptée par la communauté. 
li est relativement clair à la lecture des échanges sur les listes de discussion que 
Guido agit en tant que chef de projet , coordonne, prend des décisions et anime les 
débats. Cependant, une certaine forme de délégation de 1 'autorité procédurale est à 
l'œuvre dans la communauté Python. D'abord , dans le processus de proposition 
d ' amélioration du langage , l'autorité peut être conférée à un délégué (BDFL 
Delegate). Le rôle de chef de projet est alors assumé par un autre individu et Guido se 
décharge du suivi, de l'animation et de la validation d'une proposition d'amélioration 
du langage donnée. De la même manière , certains rôles présentent une forme de 
délégation d ' autorité de forme collégiale. C'est le cas des éditeurs de PEP (PEP 
Editors) qui valident les propositions d'amélioration du langage. Enfin, une autorité 
technique est conférée au « champion » , auteur d'une proposition. 
En conclusion, la figure du « dictateur bienveillant », dans le cas de la communauté 
Python, doit être nuancée. Certes, l'autorité du chef de projet est incontournable -
sauf dans le cas d ' une délégation spécifique - et pourtant, les processus de 
collaboration sont régis par des principes de gouvernance démocratiques: validation 
collégiale et reconnaissance par les pairs. On peut ainsi qualifier cette structure de 
méritocratie tintée de démocratie participative. 
4.4 Les formes de participation et d'intégration à la communauté 
L'objectif de cette section est de décrire les activités qui constituent la pratique de la 
communauté Python et d ' articuler les différents rôles qui lui sont associés. La 
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participation et l ' intégration au sein de la communauté Python sont graduelles. Pour 
s'intégrer, il faut d 'abord développer dans le langage en question , c'est-à-dire 
pratiquer la programmation informatique , ce qui fait partie intégrante du domaine de 
la communauté. Un membre de la communauté gagne ensuite progressivement en 
autorité et en notoriété sur la base quantifiable de ses contributions. Un développeur 
commence par rapporter des bugs, puis les corrige, fait la revue des corrections des 
autres membres et enfin les intègre dans le plus vaste ensemble de code: il s'agit là 
du parcours type que nous allons détailler dans ce qui suit. 
4.4.1 Déboguer le logiciel 
4.4.1.1 Rapporter un bug dans Le Logiciel 
La pratique de « rapport de bug » dans le logiciel Python est centrale. C'est par elle 
qu'un individu révèle un problème , un dysfonctionnement ou un compo1tement non 
souhaité dans le logiciel dans le but de 1 'exposer à la communauté. Pour révéler un 
bug, il faut se rendre sur la plateforme web bugs.python.org (bug tracker) et ouvrir un 
ticket (issue) auprès des développeurs. La plateforme est publique et ouve1te à tous ; 
tout individu qui s'y inscrit peut rapporter un bug. 
Le rapp01t de bug nécessite de respecter plusieurs étapes. Il faut tout d'abord vérifier 
sur la plateforme si le problème n'a pas déjà été rapporté. Pour ce faire, on trouve sur 
l' interface un moteur de recherche dédié à cette fonction. Nul besoin donc d'être un 
développeur sénior pour rapporter une anomalie, les outils de collaboration sont 
véritablement construits pour être le plus accessible possible , dans une optique 
inclusive. Si le bug n'ex iste pas dans la base de donnée de bugs (issue database), le 
problème peut être rapporté. Notons qu ' il n 'est pas possible de rapporter de problème 
de manière anonyme, il faut se connecter à la plateforme . On doit alors renseigner 
divers champs, tels que le titre, le type de problème et le commentaire. Chaque 
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rapport de bug est assigné à un second développeur plus expérimenté, qui détermine 
ce qui a besoin d 'être fait afin de corriger le problème. 
Notons que tous ces éléments sont codifiés dans le Guide du développeur de Python, 
disponible dans 1 'espace de documentation. La documentation officielle indique 
également qu 'i l est possible de fournir soi-même un correctif pour le bug rapporté, 
selon son propre niveau de compétences, de connaissances et d 'ex périence. Un 
individu rapportant un bug sur la plateforme de rappott de bugs est appelé Bug 
Reporter ou reporter (voir Annexe C). C'est un membre actif de la communauté 
appartenant au groupe des Python users. 
Pour savoir comment rapporter un bug, les développeurs se rappottaient initialement 
à une PEP informationnelle sur ce processus, « PEP 3 --Guidel ines for Handling Bug 
Reports ». Avec le développement progressif du Guide du développeur de Python, 
devenu la documentation officielle à ce sujet, la PEP ainsi supplantée est devenue 
obsolète. Cela signifie que ce processus a d 'abord fait l'objet d ' une codification 
explicite par la communauté, puis qu'il est devenu plus implicite au fil des pages de 
la documentation , suggérant ainsi l'apprentissage des membres de la communauté. 
4.4.1.2 Corriger un bug dans le logiciel 
Dans un deuxième temps, les bugs rapp01tés doivent être corrigés selon leur type et 
leur sévérité (priority). Pour ce faire, un développeur Python doit fournir un correctif 
appelé patch. Fournir un patch consiste à: 1) développer le correctif sur son poste de 
travail ; 2) créer un fichier de différence entre la version originale et la version 
améliorée contenant les modifications apportées, afin qu'elles puissent être répliquées 
sur le dépôt central de code ; 3) déposer ce fichier de différence , appelé .diff ou 
.patch , sur la plateforme de gestion de bugs . 
L'écriture d'un patch doit suivre les conventions d'écriture des PEP 7 (Style Guide 
for C Code) et 8 (Style Guide for Python Code). Le respect de ces conventions est un 
57 
élément important défini ssant la qualité de la contribution et de la bonne intégrati on 
du membre à la communauté . Ainsi, l' écriture de patches s' inscrit dans le processus 
plus large d 'écriture du code source, de manière décentrali sée , communautaire et par 
de multiples agents développeurs. C'est ce type de conve ntions qui permet à la 
communauté de foncti onner correctement : d ' intégrer des correcti fs écrits par des 
auteurs multiples et d ' intégrer ses membres à la communauté. L'activité d ' écriture de 
patches est réali sée par tous types de développeurs Python, utili sateurs actifs , 
con tri buteurs Python et core developers. 
La procédure pour créer un patch est décrite dans le Guide du développeur de Python 
et toutes les li gnes de commandes nécessaires sont documentées. Ceci constitue une 
formali sation de la pratique. 
4.4.1 .3 Réviser et intégrer le correctif 
Dans le cadre de la correcti on d ' a nomali e dans le langage , un processus de revue par 
les pairs est mi s en œuvre. C'est ce que l'on appell e la revue de code (code review). 
Dans le domaine de la programmati on info rmatique , il s ' agit d ' une démarche 
coll aborati ve visant à améliorer la qualité du logiciel. Cette pratique prend fo rme sur 
la pl ateforme de gestion des bugs et des évolutions. 
Après qu ' une anomali e s'est vue corri gée par un membre de la communauté, c'est-à-
dire qu ' un patch a été proposé , son statut passe à celui de « patch review ».À cette 
étape, un autre membre de la communauté est chargé de relire , revoir , parfois annoter 
et modif ier le code source proposé . Cette pratique de révision du correctif est mi se en 
œuvre avec deux objectifs précis : d' une part , il faut limiter les erreurs de codage ou 
de conception et d 'autre part , il importe de rendre le code source de Python 
relati ve ment homogène dans son styl e d 'écriture. Une fo is rév isé, le correctif est 
intégré dans le dépôt central de code par un développeur ex périmenté, possédant le 
droit en écriture sur le dépôt. L ' intégration du code est la suite logique de sa rév ision, 
c ' est donc le plus souvent le même développeur qui s ' en charge. 
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On constate ainsi que les anomalies sont gérées en quatre étapes ; ell es sont 
respecti vement rapportées, corri gées, rév isées, pui s intégrées. Ce processus peut être 
parfo is long (de l ' ordre de plusieurs mois) . Chaque étape fait l' objet d ' un message, 
ou enregistrement (record) dans la plateforme de gesti on de bugs et des anomalies . 
Ainsi cette pl ateforme sert d'outil de gesti on des connaissances et de support aux 
acti vités de correction, de révision et d ' in tégrati on. 
fi est intéressant de noter que qui conque inscrit sur cette pl ateforme, et donc 
possédant les auto ri sati ons minimales , peut se permettre d ' intervenir et de donner son 
avis . On peut supposer que les av is émis auront plus o u moins de poids selon 
l'experti se et la notoriété de leur émetteur , ce que notre analyse ultérieure des PEP 
nous permet de valider. Tout au long de ce processus , les développeurs concernés 
entreti ennent un di alogue vi a la plateforme de gesti on de bugs et d ' anomalies. Ce 
di alogue, souvent technique, est le fruit d ' une ex perti se mi se en œ uvre par les 
membres de la communauté. 
4.4 .2 Devenir Python contributor 
Accumulant de l 'expérience dans les acti vités de gesti on des bugs, un développeur 
Python devient contributeur par sa parti cipati on et sa prati que. Ce sont ces deux 
éléments qui fondent l ' intégrati on du programmeur. De plus l ' appartenance au 
groupe des Python contributors est fo rmali sée par un méca ni sme de coll aborati on 
particulier au sein de la communauté Python : celui de la signature du « fo rmulaire du 
contributeur Python » . Le formulaire du contributeur Python (PSF Contributor 
Agreement for Python.) est un document pe1fo rmatif, c'est-à-dire qu 'en le signant on 
obtient un rôle et un statu t. 
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Proposé par la Fondati on Python et propre à ce langage, ce document légal a comme 
objectif d ' év iter les principaux probl èmes de li cence li és au logiciel Python et à son 
code source ouvert : 
Licensi ng 
For non-trivial changes , we must have your forma i approval fo r distributing your 
work under the PSF license. T herefore , you need to fi ll out a contributor form 
w hi ch a ll ows the Python Software Foundation to license your code fo r use with 
Python (you reta in the copyright). 
Note : You only have to sign thi s documen,t o nce , it will the n apply to a li your 
f urther contri butio ns to Python (PSF, Python Developer' s Gui de) . 
Le logiciel Python est un logiciel libre et open source . Cela signif ie que le logiciel 
ainsi que son code source sont disponibl es et distribués sous une li cence spécif ique. 
Celle-ci est compatible avec les défi niti ons du logiciel libre de la Free Software 
Foundation et du logiciel open source de l'Open Source Ini tiative. Il s'agit de la 
li cence PSF (Python Software Foundation License Agreement) , compatible GPL 
selon la documentation off icie ll e de Python . 
Ce formul aire permet à chaque contributeur de fo rmali ser les termes selon lesquels il s 
rendent disponibles leurs contributions à la PSF. En même temps, les contributeurs 
demeurent les détenteurs de leur droit de propriété intell ectuell e (copyright). En effet , 
il n' estjamais demandé de céder son droit de copyright au profit de la PSF. 
Dans les faits, ce formulaire est proposé à tous développeurs aya nt fa it une 
contribution non triviale et devant être incorporée (committed) dans le logiciel. C'est 
la signature de ce fo rmul aire qui fa it d ' un indi vidu , aupa ravant un développeur 
Python non contribu te ur , un contributeur Python à part entière (Python contributor). 
Chaque con tri buteur doit a lors insérer dans le code source de chacune de ses 
contributions, à côté de sa notice de copyright, la menti on suivante: « Licensed to 
PSF under a Contributor Agreement. ». 
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On notera qu'une contribution peut également être incorporée dans le logiciel par le 
biais d ' un core developer (seuls développeurs de Python ayant un accès en écriture au 
dépôt de code), une mention dans les commentaires de la contribution sera alors 
ajoutée au profit du contributeur. Le Contributor Agreement est un élément central 
dans le processus d ' intégration des modifications du code source et, de fait, de 
l'intégration des membres dans la communauté Python . 
4.4 .2 .1 L'accompagnement des nouveaux développeurs 
On constate l'existence d'un processus d'accompagnement des nouveaux 
développeurs de Python , principalement les Python contributors novices , par des core 
developers (ou Python committers) qut sont disponibles pour les aider. 
L'accompagnement est un élément clé des communautés de pratique. Leur champ 
d'action comprend différents aspects internes à la communauté, tant procéduraux que 
techniques. Ces bénévoles sont appelés les Python mentors. Dans le Guide du 
développeur de Python on peut lire: 
If you are interested in improving Python and contributing to its development, 
but don 't yet fee! en ti rely comfortable with the public channels mentioned 
above, Python Mentors are here to help you. Python is fortunate to have a 
community of volunteer core developers willing to mentor anyone wishing to 
contribute code , work on bug fixes or .improve documentation. Everyone is 
welcomed and encouraged to contribute. (PSF, Python Developer' s Guide) 
Les mentors possèdent un site dédié (pythonmentors.com) où 1 'on explique 1 'objectif 
du Python Core Mentor Program: aider les personnes intéressées à contribuer au 
développement de Python (Python Core) en offrant un endroit accueillant pour poser 
des questions auprès de développeurs plus expérimentés dans la communauté. Cet 
accompagnement est partie prenante de 1 ' intégration des nouveaux développeurs. 
Il existe une liste de discussion dédiée , core-mentorship , dont les archives ne sont 
accessibles qu'aux membres . On peut principalement y lire des courriels de 
présentations de nouveaux développeurs cherchant une aide sur un sujet spécifique ou 
un mentor. La principale ressource disponible au développeur novice est le Guide du 
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développeur de Python (Python Developer's Guide), un manuel dédi é à leur intention 
(voir Annexe D). 
Python Developer 's Guide 
T hi s guide is a comprehensive resource for contributing to Python - f or bath 
new and experi enced contributors. It is maintai ned by the same community that 
maintains Python. W e welcome your contributions to Python! 
Contri buting 
We encourage everyone to contribute to Python and that 's why we have put up 
thi s developer 's guide. If you stiJl have questi ons after reviewing the materi al in 
thi s guide, then the Python M entors group is available to help guide new 
contributors through the process. T he Developer FAQ is another useful source of 
informati on. (PSF, Python Developer 's Guide) 
4.4.3 Devenir Python committer 
Une fois qu ' un développeur Python est contributeur , il peut avoir l 'opportunité de 
changer de statut . L '« autori sati on d 'écriture sur le dépôt de code» (grant commit 
privileges to code repository) est le processus formel par lequel un Python 
contributor dev ient Python committer . En d 'autres termes, il s'agit du processus par 
lequel un développeur Python actif sur la plateforme de rapport des bugs et des 
évolutions (bug tracker) devient membre à pa1t enti ère du groupe des core 
developers . Cela s'articul e principalement autour de la propos ition de la candidature 
d ' un développeur par 1 ' un de ses pairs et respectant plusieurs conditions qui vont 
légitimer ce choix. 
Pour obtenir cette autori sati on (commit privileges) et ainsi changer de «groupe», les 
développeurs do ivent contribuer de façon suffi sante au pr Jet : leurs contributi ons 
doivent être de qualité, nombreuses, et ne plus nécessiter de rév isions directes de 
code (code review) . En effet , on constate que ce sont Je plus souvent des 
développeurs réuni ssant ces critè res qui voient leur candidature proposée par leurs 
pairs . 
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Ce processus est ouvert , c'est-à-dire public et en ligne. Il s ' organise sur la liste de 
discussion python-committers qui regroupe tous les membres de Python disposant du 
droit en écriture sur le dépôt central de code (Python comnûtters). Le processus est le 
suivant: d ' abord , un membre de ce groupe propose (ou nomme) un membre de la 
communauté , en général un Python contributor actif et remarqué , pour qu ' une 
autorisation en écriture sur le dépôt de code lui soit accordée. Cette proposition doit 
être motivée par le proposant sur la base des contributions du développeur nommé. 
Par exemple , on peut lire les propos de Daniel (core developer) , proposant Bernard 
(contributeur) et justifiant la qualité de son travail sur les patches à la fois en qualité 
d'auteur, mais aussi en tant que correcteur: 
Proposing Bernard for push privileges 
I 'd like to propose that we give Bernard push privileges. 
He' s provided a number of good quality patches and done 
good review work on other issues, and has been an active 
contributor for quite sorne time. 
Un autre exemple nous montre la variété des types de participations dont il est 
possible de faire preuve pour l'obtention de cette autorisation. En effet, Bart propose 
Robert sur la base de la qualité de sa participation sur la liste de discussion python-
dev et 1 ' écriture de PEP : 
Proposing Robert for commit privileges 
Robert has been participating on python-dev for quite a 
while, he is a committer on pip, and (co-)author on 5 PEPs. 
Les types de contributions justifiant la nomination peuvent être nombreux allant de 
l' écriture de code et patches, à l ' écriture de PEP, en passant par une intense 
participation à la liste de discussion python-dev. 
C'est la première étape de justification de la validité d'une telle demande 
d'autorisation : s' assurer que le contributeur participe suffi samment à la communauté 
pour que son statut soit modifié. Ensuite, cette autorisation doit être justifiée par son 
utilité pour la communauté. Il s ' agit ici de la délester d ' un travail , la revue de code, 
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devenue inutile compte tenu de la qualité des modifications proposées par le 
développeur nommé. Ainsi , 1 ' on cherche à promouvoir des individus qui font preuve 
d'une bonne qualité de code et surtout qui peuvent se montrer autonomes dans leurs 
activités. Par exemple , cette autorisation peut être utile pour une contributi on directe 
à l' implémentation d ' une PEP. 
Reprenant le cas de Bernard , les propos de Daniel justifiant l ' utilité d'accorder cette 
autorisation reflètent ce pragmatisme : 
urMO we've reached the point where it will be eaiier to let 
him push patches.u 
Enfin, c'est un privilège et une promotion au sein de la communauté comme l ' indique 
Ethan, un autre core developer au sujet des .nombreux développeurs de la 
communauté : « Developers have the same range in talents and concerns as other 
folks; not every developer is a "core developer". Likewise, it is possible to be 
extremely helpful without being a core developer. » . 
Pmfois , cet argument est directement stipulé lors de l'appui de la nomination , comme 
dans le cas de Henry, proposé par John et indiquant que c'est une promotion: 
For anyone looking, he bas posted on the tracker as both 
'hseli v' ( 2 years) and 'Henry. Se li v' ( 3 112 years) . He bas 
submitted patches on about 12 issues, 7 closed, and 
commented on another 10. These are mostly issue I have not 
be active on, but the numbers are typical for when we think 
about promoting someone. 
L'autorisation est donc di scutée en fonction des contributions du développeur 
nommé, de sa connaissance des processus de collaboration du projet (workflow, code 
review) et de son autonomie. Par ai ll eurs, le membre qui fait la proposition peut 
ensuite agir comme mentor et fournir une aide spécifique au développeur, nommé 
Python committer débutant. Il le soutient en ce qui a trait au code, aux aspects 
techniques et aux processus de collaboration de la communauté Python . 
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Par exemple , une nouvelle fois dans le cas de Bernard , Daniel se propose pour être 
son mentor: 
"I volunteer to act has his mentor for learning how to push 
to the repository & co." 
La proposition d 'autorisation est simultanément votée par la communauté des Python 
committers (voir AnnexeE). Un nombre suffisant de votes favorables est nécessaire 
pour accorder l' autorisation au développeur , mais ceci n'est pas explicitement 
codifié . En effet, le nombre de votes, de même que le niveau de notoriété des votants 
varie selon les cas ; on remarque des différences flagrantes quant à la participation 
selon les individus nommés. Parfois, seuls deux à trois avis favorables peuvent 
suffire, surtout s'ils proviennent de développeurs renommés comme Guido van 
Rossum ou des membres de 1 'equipe d'administrateurs (project admins) qur 
« valident » cette proposition. Dans d'autres cas, on assiste à une liste importante 
d'av is favorables. Cela montre souvent la notoriété du contributeur nommé et la 
qualité des relations interpersonnelles qu'il a su tisser lors de ses interventions. Il 
n'est pas rare de voir des messages de sympathie de la part des membres du groupe 
accueillant ainsi un nouveau membre. 
A l' issue du vote, Je développeur ainsi nouvellement autorisé doit en conséquence 
envoyer sa clé cryptographique publique pour assurer des échanges authentifiés et 
sécurisés sur Je dépôt. Daniel J'explique bien lors du résultat favorable en ce qui 
concerne Bernard : 
"I have emailed Bernard to (among other things) send in his 
keys and introduce himself here after signing up." 
Dans certains cas, il peut arriver que la non-objection des core developers à la 
nomination d ' un développeur puisse suffire à sa promotion , mais ceci est 
relativement rare . Nous observons qu'en cas de refus , l'objection doit être motivée 
sur la base de la qualité des contributions du développeur , de ses compétences en 
terme de communication ou de connaissance des processus internes de gestion. Un 
mentor peut alors accompagner le développeur avant que l'autori sation d ' écriture ne 
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soit accordée dans le but d'améliorer la qualité de ses contributions ; citons par 
exemple Serhy à propos de Vajrasky et sa désapprobation , qu ' il justifie adroitement: 
Vajrasky is good candidate. He is very active and 
interested in Python rnaintaining, he is respondable. he 
rnakes review of others code. But his code still not mature. 
He is often doesn't noticed many details in first versions 
of his patches. He just lacks experience. I believe that a 
year late he will be more experienced. 
Perhaps a mentor would help, but every Vajrasky patch, even 
sirnplest, should be reviewed. And in this case there are no 
many benefits from commit right (except moral 
encouragement). 
Sarry, I'rn -0.1 for right now. 
Dans ce cas précis , la désapprobation est certes claire , mats néanmoins teintée 
d ' espoir pour les mois à venir et le mentor pourra aider. Donner ce droit trop tôt 
n' aiderait pas la communauté à mieux travailler. A la fin de cette citation , on voit que 
Serhy indique sa désapprobation par une valeur décimale négative (« r 'rn -0. 1 for 
right now ») . Il s' agit d ' une pratique courante , le vote , que nous explicitions dans le 
chapitre suivant. 
4.5 Le cadre normatif de la pratique 
Le développement logiciel est une pratique normée par des conventions d 'ordre 
technique , cependant elle est également normée socialement. Comme le montrent 
Meyer et Montagne (2007) , l ' action collective des communautés du logiciel libre et 
open source est auto-régulée par des normes sociales issues de la culture hacker. 
Reprenant Levy (1984) , les auteurs définissent cette culture comme étant porteuse des 
valeurs suivantes: « rejet de la hiérarchie , la promotion de la décentralisation , le 
partage de l' information et l ' attachement à la communauté » (Meyer et Montagne , 
2007 , p. 117) . Ces valeurs créent des normes sociales qui structurent la communauté . 
Cependant , dans le cas de Python , nous observons qu 'elles ne sont pas toutes reprises 
par la communauté ; il s ' agit d ' une communauté open source aux valeurs quelque 
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peu différentes. En l'occurrence , tel qu 'expliqué précédemment la communauté 
Python est hiérarchisée, relativement centralisée et accorde une certaine valeur à 
1 'autorité. Le partage de 1 'information et 1 'attachement à la communauté sont 
toutefois des valeurs fortes qui sont intégrées par ses membres et qui marquent leurs 
pratiques .. 
Par ailleurs, nous montrons dans cette recherche que cette pratique est également 
normée par des valeurs techniques. Le Zen de Python, et dans une certaine mesure le 
. Guide du développeur de Python, représentent ces normes techniques , codifiées 
explicitement et qui sont alors hissées au rang de valeurs. Ces valeurs techniques 
définissent la manière dont les développeurs interprètent et conçoivent l'activité de 
conception logicielle . Elles sont également ancrées dans une culture de 1 'ingénierie 
informatique (simplicité, modularité , beauté du code, pragmatisme et rationalité 
technique). Les développeurs suivent les « règles » instaurées par Tim Peters , 1 'auteur 
du Zen de Python et core developer, sous la forme d'un poème et ces règles sont 
acceptées de manières tacites par l'ensemble des développeurs de la communauté 
comme un ensemble d ' instructions utiles et qui guident le développement du langage 
de programmation. Ces règles ne sont pas à suivre au pied de la lettre sans 
discernement , elles sont soumises à interprétation et doivent servir de canevas aux 
choix de conception. 
4 .6 Synthèse 
Dans ce quatrième chapitre, nous avons dressé le portrait de la communauté Python . 
Cette communauté est rassemblée autour d'une même pratique et d ' un domaine 
spécifique, la programmation informatique. Elle partage des ressources qui lui sont 
propres , créées par les membres de la communauté. Ces ressources sont organisées en 
trois espaces distincts: l'espace de documentation , constitué des sites web de la 
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communauté; l'espace d ' implémentati on , composé de l ' outil de gesti on des versions 
du code source et de la plateforme de gesti on des bugs et des anomali es ; et 1 'espace 
de di scussion qui se compose des diffé rentes listes de di scussion par courri er 
électroni que. Des ressources parti culi ères dans l'espace de documentati on servent à 
bali ser le développement du langage, c'est le cas du Zen de Python . Ce poème 
ex prime les règles idiomatiques que les concepteurs recommandent de res pecter pour 
développer en Python : beauté, simplicité et cohérence du code. Ce sont des 
caractéri stiques élevées au rang de valeurs par les développeurs et fo ndamentalement 
intéri ori sées par ces derni ers. 
Dans la communauté Python , le chef de projet , Guido van Rossum , est l 'autorité 
f inale en ce qui a trait à la conception du langage. Cependant, il existe des rôles et 
statuts spécif iques. C'est le cas du release manager qui gère les mises en producti on 
des codes sources et des admini strateurs (project admins) qui gèrent les accès au 
dépôt de code central et 1 ' infrastructure du projet. Ensuite, les développeurs sont 
réparti s en plusieurs groupes en fo ncti on de leur degré d 'autorité: les Python 
committers, dont le rôle est de développer et concevoir le langage Python , les Python 
contributors, dont le rôle de parti ciper au développement en proposant des 
modifi cati ons (patches) et enfin les Python users, dont le rôle est de révéler des bugs 
ou anomali es dans le fon cti onnement du logiciel. La communauté auto- régul ée 
apparaît a insi fo rtement hi érarchi sée. L' intégration et la parti cipati on des membres de 
la communauté est graduell e et suit une voie spécif ique : on est d 'abord utili sateur du 
langage, pui s contributeur en signa nt le formulaire du contributeur et enfin , on 
dev ient committer ou core developper à la suite d ' une nomination par un pair et par le 
vote des membres de ce groupe. 
CHAPITRE V 
L ' INNOVATION COMME PROCESSUS COLLECTIF 
Dans ce cinquième chapitre , nous nous proposons de décrire les processus 
d'innovation collectifs qui caractérisent la communauté Python. Nous présentons 
d ' abord le vote en ligne comme outil participatif et le processus de proposition 
d'amélioration du langage . Puis, prenant deux cas d'évolutions majeures du langage 
de programmation, nous reconstruisons les interactions , lors des échanges par 
courriels sur les listes de discussion , afin de saisir au mieux l'innovation « en train de 
se faire » . Enfin , nous décomposons ce processus en différentes activités afin de 
montrer ses caractéristiques innovantes. 
5.1 Le vote en ligne : outil participatif de décision et de consultation 
Dans le cadre de la communauté Python, les choix de conception se font de manière 
participative, collective et communautaire. En effet, il est important pour la 
communauté que l'on prenne en compte la volonté et les différents points de vue de 
ses membres, de manière plus ou moins formelle, sur les aspects qui font débat. La 
communauté est largement distribuée géographiquement, alors pour s'en assurer, elle 
a adopté un mécani sme de vote en ligne. Ce mécanisme de représentativité de 
l ' opinion des membres de la communauté Python, bien qu ' inspiré d ' un mécanisme 
semblable existant au sein de la communauté Apache , est propre et spécifique à la 
communauté dans son utilisation. Il prend forme sur les listes de discussion que nous 
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avons étud iées. C'est par ce mécanisme que la voix de la communauté est entendue 
par le BDFL ou autre autorité désignée . C'est un outil impo1tant même s' il n'a pas de 
valeur contraignante, ni de valeur « officielle ». Il est reconnu tacitement par 
l'ensemble des membres de la communauté. Ce mécani sme est codifi é par la 
communauté dans une PEP de type processus (PEP JO -- Voting Guidelines) dont 
voici un extrait : 
T his PEP outlines the python-dev voting guidelines . T hese guidelines serve to 
prov ide feedback or gauge the "w ind di rection" on a particular proposai , idea , or 
featu re . They don't have a bi nding force . (PSF, PEP 10) 
Le vote en ligne est uti li sé pri ncipalement sur la li ste python-dev . La communauté des 
Python committers et des Python contributors , les développeurs de Python, en sont 
les principaux usagers. Plus qu ' un simpl e outil , le vote en li gne devient une acti vité , 
réservée à certains membres de la communauté et par laquelle il s s' y intègrent: voter 
c'est prendre part à la communauté. Son usage est requis lorsqu ' une nouve lle idée 
émerge, qu' une nouvelle fo nctionnalité est proposée ou encore qu ' une PEP autour du 
langage est di scutée . Il arri ve à l'occasion que le BDFL souhaite procéder à une 
forme de sondage non officiel ; il se sert alors du vote en li gne. Enfin , le vote en li gne 
est également utili sé, comme on a pu le voir sur la li ste python-committers, afin 
d' accorder le droit en écriture sur le dépôt de code . C'est donc un outil essenti el pour 
évaluer le sentiment général des indi vidus de la communauté et grâce auquel tout un 
chacun peut s 'exprimer. 
Les votes sont généra lement accompagnés d ' une argumentation j ustif icati ve et toutes 
les opinions, auss i différe ntes soient-ell es, sont évaluées avec la plus grande attention. 
C'est particuli èrement le cas des votes s'opposant à une idée , pour lesquels la 
justifi cati on doit être la plus instructive et précise possible quant aux raisons de cette 
objection. 
Les principes du vote au sein de la communauté Python sont déri vés de ceux uti li sés 
par la communauté Apache. Plusieurs choix de votes sont possi bles, comme le stipule 
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la proposition PEP qui encadre ce mécani sme (PEP 10) . Il y a quatre valeurs 
possibles au vote: + 1 « J' apprécie la proposition , j 'approuve », +0: « Je m 'en f iche , 
mais all ez-y », -0: « Je m 'en f iche, alo rs pourquoi s ' embêter » et enf in -1 : « Je 
déteste la proposition, j e désapprouve » . Certa ins peuvent manifester leur grand 
enthousiasme par des valeurs inus itées te lles que +2 , + 1000 ou -1000, ma is a u-delà 
de l ' as pect ludique de la chose , ces votes n' ont pas plus de poids que +1 ou -1. 
L'extrait de la PEP nous ex plique ces valeurs selon le propre vocabulaire de la 
communauté : 
+ 1 T li ke it 
+0 I don't care , bu t go ahead 
-0 1 don't care , so why bother? 
-l lhateit 
Y ou may occasionall y see wild flashes of enthusiasm (e ither fo r or against) with 
vote scores li ke +2 , +1000 , or -1000 . These aren't really val ued much beyond 
the above scores, but it's niceto see people get excited about such geeky stuff. 
Le vote en li gne peut être utili sé par un indi vidu simplement pour affirmer sa position 
sur un suj et divers, dans le cadre de débats et de son argumentati on . Il n 'est pas 
encadré par un processus englobant de pri se de décision de mani ère fo rmell e et 
off ic iell e. Le vote en li gne dans la communauté Python reste un outil assez info rmel 
et non ri gide. 
Bien que le vote li gne au sein de la communauté Python soit fortement inspiré d ' un 
processus semblable au sein de la communauté A pache et ne constitue donc pas une 
innovati on propre à la communauté Python , il n 'en demeure pas moins que ce type 
d 'outil de pri se de décision communautaire, issue de la cul ture du libre , représente 
une innovation o rga ni sati onnell e dans le cadre du développement logiciel. Par 
aill eurs, ce ty pe d 'outil et d 'activité de prise de décision est essenti el dans le 
mécan isme d ' innovation par l' utili sateur comme nous all ons le voir dans la secti on 
sui vante. 
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5.2 Les propositions d'amélioration de Python 
Une « proposition d 'amélioration de Python » ou Python Enhancement Proposa! 
(PEP) est un processus écrit par lequel les évolutions du langage de programmation 
sont conçues et documentées. Ce mécanisme est majeur dans la communauté Python : 
il sert de support à l'innovation par les utilisateurs au sein de la communauté. Cela 
signifie qu ' une proposition est un document de travail , de conception technique 
(design) et de documentation . Ces documents, placés dans le domaine public , sont à 
destination des membres de la communauté et sont revus collectivement. Ainsi, une 
PEP est un document qui suit i.In flux d 'activité (workflow), peut présenter différents 
statuts et fait 1 ' objet de traitements et d'amendements par la commu~auté. 
5.2.1 Un processus formel 
Ce mécanisme, par lequel on améliore Je langage , est lui-même décrit par un 
document: PEP Purpose and Guidelines. La communauté a ainsi codifié la manière 
dont elle doit concevoir son activité de développement logiciel. 
Ainsi, la proposition est un document textuel qui doit respecter un format prescrit: 
celui de la RFC 822 (Standard for the format of ARPA Internet text messages). Ce 
processus d'écriture du document débute toujours par une idée d 'amélioration du 
langage. On recommande fortement de ne décrire dans une proposition qu ' une seule 
idée nouvelle . 
Les PEP peuvent viser des objectifs variés: outre les évolutions techniques du 
langage , on peut y décrire les procédures du fonctionnement interne de la 
communauté, par exemple la publication du code (code release) ou Je choix du 
logiciel de gestion du code source. Les modifications mineures ou les patches n'ont 
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pas besoin de PEP et peuvent suivre Je processus de développement de Python décrit 
précédemment («Rapporter un bug dans Je logiciel » ). 
Il existe trois types de PEP : la PEP Standard (Standards Track), la PEP Information 
(lnformational) et la PEP Processus (Process). Une PEP dite Stan.dard décrit une 
nouvelle fonctionnalité ou implémentation ajoutée à Python. Ce type de PEP permet 
d 'anticiper et de préparer les nouvelles fonctionnalités mises en œuvre par la 
communauté. Une PEP Information décrit un problème technique de conception et 
fournit des informations générales à la communauté Python , mais ne propose pas de 
nouvelle fonctionnalité. Dans ce cas-ci, le document ne requie1t par de consensus ou 
de recommandation, il s'agit plutôt d'une manière de documenter, à titre de référence , 
un choix technique ; la communauté emploie donc ce type de PEP pour gérer ses 
connaissances communes. Enfin, une PEP Processus décrit un processus au sein de la 
communauté. Ce type de PEP n'a pas de rapport direct avec le langage de 
programmation .Python , mais concerne la communauté. 11 s'agit, par exemple, de 
décrire des procédures, des changements dans le processus de décision ou dans le 
type d 'outils utilisés par la communauté. Ce troisième type de PEP permet à la 
communauté de codifier son fonctionnement et ainsi de s'organiser. 
Concrètement, pour rédiger une PEP on lui donne d 'abord un titre . Ensuite, la PEP 
doit comporter quatre sections : un résumé (abstract), les motivations (rationale), les 
références bibliographiques (abstract) et un descriptif détaillé . Cette dernière section 
peut contenir des exemples de code, un résumé des discussions autour de l 'évolution , 
les limites de la proposition, des cas d'utilisation. On ajoute enfin la liste des auteurs 
et les liens de références vers les discuss ions en ligne. 
Finalisées, les PEP sont formées de deux pa1ties : le document de conception (le 
texte) et l' implémentation de référence (le code). Ce sont ces deux parties qui sont 
di scutées et ainsi conçues coiiectivement en ligne par la communauté Python , et ce 
sur les listes de discussion publiques. 
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5 .2.2 Un processus collectif 
La publication et la discussion en ligne d ' une PEP permettent aux membres de la 
communauté de participer aux décisions de conception , de relever des problèmes et 
de collecter les opinions sur divers sujets , souvent techniques , liés à la proposition . 
Ceci correspond à la phase de revue par la communauté (review) . Le processus 
devient ainsi collectif. L ' auteur d ' une PEP à la responsabilité , en plus de 1 ' écriture de 
la spécification technique , d 'obtenir les retours de la communauté (jeedback) , de 
construire un consensus avec la communauté et de documenter les opinions 
divergentes . Le dévoilement de la proposition dans un espace public engendre des 
débats , des confrontations et la résolution de controverses techniques soit par 
l ' obtention de consensus , soit par décision d ' une autorité procédurale conférée au 
BDFL, soit par l'abandon pur et simple d ' idées non réalisables techniquement. Une 
pratique courante , afin de montrer la faisabilité d ' une proposition, est de réaliser un 
prototype, c ' est-à-dire de prouver sa proposition par du code informatique « qui 
fonctionne » . 
Une PEP est validée , collectivement, en deux phases. La PEP est d ' abord discutée par 
la communauté, dans une première phase appelée Pré-PEP sur la liste python-ideas , et 
les retours sont intégrés par 1 'auteur dans le document. Les échanges sur le fond 
peuvent ainsi continuer entre développeurs sur une base commune pré-validée et 
ayant obtenu un premier niveau de consensus. L'idée est jugée acceptable , utile pour 
la communauté et intéressante. C 'est ainsi qu ' une proposition est rendue officielle 
dans la communauté, qu ' un numéro lui est attribué et que s'amorce la seconde phase: 
la discussion de la proposition sur la liste python-dev. 
Plusieurs fils de discussion peuvent être lancés en parallèle au sujet d ' une même 
proposition , c ' est alors à son auteur, appelé le champion, d ' organiser les débats et 
d ' amender le document avec les retours fournis par la communauté. Ces allers-retours 
entre discussion et implémentation peuvent durer plusieurs jours. Le champion , à la 
-------------
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fois auteur - écrivant le document de conception de manière formelle, tel que 
demandé par le processus - et animateur mène les discussions sur les forums et 
construisant un consensus avec la communauté autour de son idée. 
La décision finale d ' acceptation de la proposition doit être demandée au BDFL, sur la 
li ste python-dev, qui la révise. C'est lui qui fait office d ' autorité finale dans ce 
processus. Sa décision est appelée un « pronouncement » . Une fois la proposition 
acceptée, 1 'implémentation de référence doit être terminée. Le code source doit être 
incorporé au code principal et déposé (committed) sur le dépôt. 
Ce qui est intéressant dans cette procédure , et qui tranche avec le modèle du « bazar » 
décrit par Raymond (2000), est cette organisation collective, relativement 
hiérarchisée, fonctionnant par paliers et formalisée. La communauté Python, par son 
processus d'amélioration du langage , met en œuvre une innovation organisationnelle 
au sein du domaine du développement logiciel afin de faire participer ses utili sateurs . 
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5 .2.3 Une innovation organi sati o nnell e 
Le processus d 'améliorati on du langage Python constitue une innovati on dans le sens 
où il est ori ginal dans le monde de l'open source, codif ié et spécifique à la 
communauté Python . 
L ' innovati on par la communauté Python est soutenue par le processus d 'améliorati on 
du langage (PEP) et est centrée sur les utili sateurs. C'est ce ·processus qui , lo rs de la 
phase d ' innovati on , concentre les acti vités de réflexion, de rév ision et de correction 
autour de la propositio n par la communauté. Il est initi é par un auteur , o u groupe 
d 'auteurs , pui s mis en œ uvre coll ecti vement par un nombre relati vement impo rtant de 
parti c ipants: les utili sateurs développeurs du langage . Nous identifi o ns le rôle du 
champion, vé ritable lead user , qui ex prime de nouveaux besoins en amont de la 
communauté. Par le processus d 'améliorati on du langage, il dévoil e sa propositio n à 
la communauté toute entière qui la valide et permet ainsi sa concepti on coll ecti ve . La 
proposition d 'améliorati on du langage est le process us qui permet d ' inc lure les 
utili sateurs dans l ' activité de développement. A insi organi sés par le processus, les 
développeurs Python forment un réseau d ' indi vidus innovateurs . C'est que ce que 
Von Hippel nomme le « réseau hori zontal d ' innovation » . Ce réseau est constitué des 
membres de la communauté qui pa1tic ipent aux di scussions sur l 'évolution du 
langage. C'est en cela que la communauté Python innove : en mettant en œ uvre un 
processus léger, ma1s formali sé, di stribué géographiquement , pa r courn er 
électro nique de gesti on de 1 ' innovati o n par les utili sateurs. 
C'est précisément ce que nous allons montre r par la sui te à l 'aide de de ux cas, en 
insistant sur la mani ère dont la gesti on de l' innovati on est pri se en charge par les 
membres de la communauté grâce au processus d ' amélioration de Python et le 
logiciel lui -même qui forme une boîte à outil s mi se à di spositi on des utili sateurs par 
la communauté . 
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5.3 Cas n° 1 : PEP 435 - Ajouter un type énum~rati on au langage 
Nous présentons dans cette secti on un cas de propos ition d 'améliorati on du langage 
dont la réalisati on est all ée à son terme dans la version actuell e du logiciel Python . 
Cela signif ie que la proposition fut dûment proposée , di scutée , validée, implémentée 
et incorporée dans le langage en respectant Je processus fo rmel décrit précédemment. 
On trouve dans cette proposition toutes les étapes qui l 'ont fa it passer , d ' une simple 
idée formul ée par un utili sateur- innovateur , à un document de spécif icati on et à une 
implémentati on technique écrits, rev us et validés coll ecti vement par les utili sateurs 
puis ajoutés au logiciel. Par 1 'étude d ' un cas concret , nous souhaitons ainsi montrer 
les choix d 'i mpl émentati on, les décisions qui ont été mises en œuvre par les membres 
de la communauté ainsi que les enjeux relevés afin de mener à bi en ce projet 
d ' innovation coll ective . C ' est tout l ' intérêt de ce cas que de montrer la mani ère dont 
1 ' innovation est gérée coll ectivement par les utili sateurs de Python organi sés en 
réseau d ' utili sateurs- innovants. 
La proposition d 'améli orati on du langage que nous analysons porte sur l 'ajout d ' un 
type énumérati on à la bibliothèque standard , c'est-à-dire un nouveau ty pe de données 
à l'ensemble des foncti onnalités du langage de programmati on Python. Pour illustrer 
le mécani sme d ' innovati on, nous étudions les points qui font parti culi èrement débats 
lors de la phase de di scussion en li gne de la proposition . Ces po ints de di scussions 
sont éclairants , non pas du fa it de leur caractère technique intrinsèque , mais plutôt par 
le caractère innovant et coll ectif du mécani sme d 'exposition des enjeux et de prise de 
décisions inhérents au processus . En effe t , outre le respect des étapes procédurales du 
processus, ces po ints de di scussion, par messages électroniques interposés, donnent 
corps au mécani sme d ' innovati on par les utili sateurs qui se déro ul e en li gne sur les 
li stes de d iscussion publiques de la communauté Python : il s en sont Je cœur du 
processus. 
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5.3.1 Définition d'une énumération 
Dans le domaine de la programmation informatique, une énumération, ou type 
énuméré , est le nom que l ' on donne à un certain type de données. Ces données 
consistent en un ensemble de noms symboliques (les membres), à la fois liés 
ensemble, uniques et de valeurs constantes. Ce type de données du langage est utilisé 
pour représenter des données qui sont connexes les unes par rapport aux autres. 
Lorsque l'on crée un type énuméré, on définit ainsi une énumération , c'est-à-dire une 
liste de valeurs liées ensemble. Une énumération « Couleur des cartes » sera , par 
exemple, constituée des membres de valeur constante « Carreau », « Cœur » , 
« Pique » et « Trèfle ». 
Concrètement, en langage de programmation Ada, un autre langage de 
programmation pns à titre d'exemple, l'énumération précédente est écrite de la 
manière suivante: 
type CouleurCartes is (carreau, coeur, pique, trefle); 
En Python , cette fonctionnalité n ' existait pas avant la proposition d ' amélioration que 
nous allons étudier. Nous cherchons donc à comprendre 1' innovation à 1 'œuvre qui va 
mener à la mise en place d'une telle fonctionnalité. 
5.3.2 Fils de discussion étudiés 
La proposition PEP, c'est-à-dire le document de spécification, est présentée sur les 
listes de discussion publiques de la communauté (python-ideas et python-dev). Deux 
fils de discussion ont servi de support aux activités du processus d ' amélioration du 
langage. Le tableau 5.1 présente leur titre, le nombre de messages échangés, le 
nombre de participants et la durée de la conversation. 
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Tableau 5.1 : Fils de discussion étudiés- PEP 435 
Liste Titre du fil Mess. Particip. Durée 
python-ideas PEP for enum 117 32 12j 
python-dev PEP 435 - Adding an Enum type 227 30 17j 
Nous constatons que ce processus fait intervenir un nombre important de participants, 
une trentaine (autant sur la li ste python-ideas que python-dev) , sur une période 
relativement courte, inférieure à un mois. Cela montre que l ' évolution proposée a 
largement été discutée par la communauté. Ce cas correspond à l'une des plus 
longues discussions concernant une évolution . 
5.3.3 Analyse du contenu des échanges du fil « PEP for enum » 
Le fil de messages « PEP for enum » se déroule sur la li ste de discussion python-
ideas - une li ste qui regroupe les différentes propositions d'idées pour le langage 
faites par les utili sateurs - sur une période de douze jours, soit du mardi 12 février 
2013 au samedi 23 février 2013 inclus. La conversation est initiée par Elias , qui 
explique les enjeux de la discussion , à savoir: échanger au sujet de l ' idée d ' un 
nouveau type énumération dans le langage et statuer si un document PEP est 
nécessaire pour mener à bien cette évolution . Le fil débute par le message suivant : 
Hi all, 
The ideas thrown around and Tom's prototype in the thread 
"constant/enum type in stdlib" show that it' s possible to 
use sorne metaclass magic to implement very convenient 
syntax for enums, while only including them in the stdlib 
(no language changes): 
[ ... JI think it may be worthwhile to start from the other 
direction by wri ting a PEP that aims to include this in 
3.4. The way I see it, the PEP should discuss and help us 
settle upon a minimal set of features deemed important in 
an enum. 
If that sounds OK to people, then someone should write that 
PEP :-) This could be Tom, or Harry who's been maintaining 
flufl.enum for a long time. 




Ce premier message est intéressant, car il montre la manière dont l ' idée a émergé, en 
l 'occurrence lors d ' une discussion sur un sujet connexe sur une autre liste de 
discussion. Nul besoin d'un long discours, on fait simplement état de l ' idée brute, du 
point de vue technique qui doit être débattu . On observe ici que la questi.on posée à la 
communauté est de savoir si elle juge nécessaire l'écriture d ' un document PEP. On 
assiste ainsi à l'exposition d'une idée à l'ensemble des membres de la communauté: 
c'est le début du processus d ' innovation par les utilisateurs. Proposer de nouvelles 
idées correspond précisément à la finalité de la liste de discussion python-ideas. On 
note que les auteurs d ' une éventuelle formalisation de la proposition PEP ne sont pas 
tout de suite identifiés. Ils sont nommés , mais choisis sur la base du volontariat et 
Elias se propose pour le faire. 
L'idée est simple et pourtant, comme nous le montrent les échanges qui suivent sa 
réalisation et ses enjeux sont complexes. Pour plus de clarté, nous découpons le fil de 
discussion en plusieurs sujets thématiques selon 1 'o rdre chronologique des échanges. 
Le choix d'une syntaxe 
L'objet du premier thème de discussion est de trancher entre deux implémentations 
majeures . Une implémentation, dans le domaine de la programmation informatique, 
est l'ensemble du code source d ' un programme. Ces deux propositions syntaxiques 
concurrentes sont soutenues par deux utilisateurs distincts: Tom contre Harry. 
Nous observons que sur la liste orientée proposition d ' idées (python-ideas), il existe 
déjà deux versions du code informatique qui sont débattues, alors qu'aucun document 
de spécification n 'existe encore. Le document issu du processus, dans ce cas, va 
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officialiser une proposition d ' amélioration de Python et, comme allons le voir, 
soutenir les débats à ce sujet. 
La version de Tom a l ' avantage d'être claire et concise, mais nécessite une certaine 
dose de « magie », c'est-à-dire une forme d'automatisme et une syntaxe de la 
fonctionnalité rendue peu explicite. Elle comporte de surcroît un bug, mais celui -ci 
sera corrigé lors de l'échange. La syntaxe de l ' énumération suivant cette 
implémentation est: 
class Color(Enum): 
RED, BLUE, GREEN 
De son côté, la version de Harry a l'avantage d'être explicite , générique et ne 
nécessite pas de « magie » dans son code . Les échanges laissent à penser que cette 
implémentation n'est pas nouvelle , qu'elle est éprouvée et robuste. La syntaxe de 
l' énumération suivant cette implémentation est: 
class Color(Enum): 
RED = 1 
BLUE = 2 
GREEN = 3 
Lors de ces premiers échanges, nous remarquons tout de suite que c ' est du code 
informatique qui est échangé par courriel et que ce code soutient toute la discussion 
technique au sujet de 1 'idée d'amélioration. Nous observons que sur cette liste de 
discussion , un pragmatisme ambiant « force » les utilisateurs à échanger sur la base 
d'un code informatique déjà écrit ou qui serait fonctionnel. Il ne s'agit pas ici de 
discuter de la validité théorique de la proposition , mais bien de sa faisabilité 
technique. · 
Nous remarquons aussi que , contrairement à ce que l'on pourrait penser , les échanges 
ne se déroulent pas en faveur de l' une ou l'autre des propositions de Tom ou de 
Harry. Chacun des participants fait une contre-proposition spécifique , différente de 
celles qui sont débattues ; seuls quelques intervenants seulement soutiennent ou 
désavouent directement les propositions majeures. En effet, à ce stade-ci des 
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discussions, tous les participants ont un niveau d ' autorité semblable et se sentent à 
l'aise de faire valoir leur propre code, sur la base de leur expertise commune en 
développement logiciel. Ainsi, les contre-propositions de syntaxe sont variées, on 
compte dans le fil de discussion jusqu'à dix-huit variations de syntaxe proposées. On 
assiste ainsi à une véritable controverse technique au sujet de la syntaxe qui devra 
être choisie. Les idées sont lancées les unes à la suite des autres et chacune des 
propositions obtient son lot de partisans. 
Très rapidement, durant ce premier temps de la conversation , on voit apparaître un 
consensus au sujet de la question posée à la communauté : une PEP devient une 
nécessité compte tenu de la complexité du sujet et de la diversité des propositions. 
Ainsi , Ethan (core developer) indique: 
A PEP would be excellent. I tried searching for one a 
couple days ago to help my understanding with Tom's 
methods, but sadly didn't find one. :( 
-Ethan-
Cette citation nous montre que 1 ' entrée ou non dans le processus PEP est défini par 
les utilisateurs eux-mêmes, cela ne vient pas de l ' autorité procédurale. La décision de 
se coordonner autour d'un document de spécification émerge comme une nécessité et 
se rapporte à une routine organisationnelle forte , puisqu 'ancrée dans 1 ' habitude et 
demandée par les utilisateurs. 
Notons que Guido se prononce à plusieurs reprises, mais simplement contre 
l'implémentation de Tom: il n'approuve ni sa syntaxe ni son caractère « magique » . 
Dans les échanges qui suivent, Harry et Tom défendent chacun leur implémentation. 
Cependant, c ' est au terme de nombreux échanges que la controverse autour de la 
syntaxe est finalement close par Guido lui-même: il choisit l' implémentation de 
Harry sur la base de sa syntaxe claire et explicite , en dépit de l'obligation de définir 
1 'énumération que certains trouvaient problématique. 
Frankly, enums are not that useful in small programs. For 
large programs or libraries, and especially for public 
APis, the extra cost of defining the enum shouldn't count 
against them. 
Let's just import Harry's enums into the stdlib. 
--Guido van Rossum 
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Ici, l'on voit très bien le rôle d ' autorité finale qu ' exerce Guido dans le processus 
d'innovation. Cela ne clôt pourtant pas le fil de discussion , mais le BDFL 
n' interviendra plus et la syntaxe est ainsi « validée » . 
Notons que deux autres consensus mineurs sont apparus lors de cette conversation : la 
nécessité d ' avoir de bonnes « représentations » , c'est-à-dire de bonnes fonctions 
d'affichage d'une énumération , et celle d'utiliser le mot clé « Enum » dans la syntaxe 
retenue . 
Ce premier thème des échanges est instructif sur plusieurs points : (1) 1 ' introduction 
dans le processus d'innovation formell e à partir d ' une idée émergente est décidé par 
les membres de la communauté ; (2) la liste de discussion sert de plateforme 
d'échange et de soumissions de potentielles idées d ' amélioration du langage ; (3) ces 
idées sont librement échangées sur une base tecnnique connue et maîtrisée par tous et 
exprimée en langage Python ; (4) les choix de la communauté sont faits sur la base de 
consensus; (5) l'autorité procédurale exercée par Guido est forte et il tranche les 
choix d'implémentations majeurs. 
Une décision et une fonctionnalité débattues 
A la suite de ce premter thème de discussion , le second thème émerge avec un 
message d'Elias, l'initiateur du fil, approuvant la décision de Guido. 
La discussion porte principalement sur cette décision qui est tantôt approuvée par la 
communauté, tantôt désavouée par cettains membres. Nous observons que les 
développeurs ont l' opportunité d'exprimer leur désapprobation et que cela n' entache 
aucunement la valeur de leur contribution. C ' est le cas de Tom, dont 
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l'implémentation n' a pas été retenue et qui constate que cette décision ne satisfera pas 
ses besoins : 
> Let's just import Harry's enums into the stdlib. 
That's entirely your call. FWIW I probably won't use them, 
as they fail to meet my needs for an enum, #1 being not 
having to specify their values in any way if I don't want 
to. Once you get past 3 or 4 values, it's tao easy to miss 
or reuse a value. 
Tom 
Pou11ant , Tom restera un interlocuteur privilégié lors des échanges suivants , 
intervenant souvent auprès de Harry . Il devient ainsi un spécialiste de 1 ' énumération 
puisqu ' il a écrit sa propre version d'une implémentation de la fonction. 
Au fil des échanges , l ' implémentation de Harry , choisie depuis l ' intervention de 
Guido , est scrutée par 1 'ensemble des développeurs. Une nouvelle question émerge 
alors au sujet d ' une fonctionnalité issue de celle-ci : la fonction make() . Cette 
fonction permet à l ' utilisateur de Python de créer une énumération sous la forme 
d ' une liste de membres: ces derniers étant écrits les uns à la suite des autres plutôt 
que sous la forme classique indiquée à la section précédente. Voici un exemple de 
cette fonction : 
Color = Enum.make( 'Color ' , 'RED BLUE GREEN ' ) 
Troi s interrogations apparaissent au fil de la discussion : cette fonction serait-elle 
adéquate? Est-ce une fonction utile dans le cadre de I ' implémentatio~1 de 
l' énumération? Et enfin , le débat n ' étant plus seulement utilitaire , mais devenant 
normatif: les normes de développement suivies nous autorisent-elles à inclure une 
telle fonctionnalité? En effet, cette fonction offre à 1 ' utilisateur une seconde manière 
de déclarer une énumération , c'est-à-dire une seconde façon d ' écrire syntaxiquement 
le code . Or , bien que la norme n 'encadre par spécifiquement la manière dont une 
énumération devrait être déclarée , une « règle » encadre le nombre de façon de faire 
que l ' on propose à l'utilisateur. 
l 
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Cette « règle » est issue du Zen de Python : « There should be one-- and pref erably 
only one --obvious way to doit. » . Ainsi , l'existence de cette fonction produirait un 
code qui dérogerait de cette « règle » . La fonction make() ne serait pas une approche 
« Pythonic » c 'est-à-dire ne respectant pas le Zen. de Python.. 
Ici , les développeurs se questionnent quant à la singularité d ' une telle approche dans 
leur activité même de conception et sont réflexifs sur leur propre pratique. Doit-on ou 
non donner à l' utilisateur de Python différentes manières de déclarer ce nouveau type 
de données? Mickeal (core developer) , par exemple , argumente adroitement en 
faveur d ' une approche moins rigide de cette « règle » sujette à interprétation: 
Stephen wrote: 
> Besides, the presence of a second, non-obvious 
> soiution is not a violation of One Obvious Way. 
Something that is often forgotten is that having two ways 
to do -something is often *good* for your API design, 
because i t lets you design one simple API that covers a 
large fraction of use cases, and then a more complex 
underlying API that covers all (or almost all) of the rest. 
Mickeal 
Les messages s'enchainent pour déterminer d'une part, si cette fonction est explicite , 
flexible et utile pour l' utilisateur et d ' autre part , la manière d'interpréter la « règle » . 
Les échanges de ce second objet de discussion se concluent alors que cette question 
reste en suspend et aucune décision n'est prise à ce stade du développement du type 
énumération. 
Le thème relaté ici est imp01tant dans le cadre de ce cas de processus d'innovation, 
car il montre plusieurs éléments: (1) bien que Guido soit l'autorité procédurale, ses 
choix peuvent être débattus librement sur la liste de discussion ; (2) un membre de la 
communauté gagne en notoriété sur la base de ses propositions et de son implication 
dans les débats; (3) même si sa solution n ' est pas retenue , cet utilisateur-innovateur 
reste un intervenant important ; (4) les règles du Zen. de Python. influent directement 
sur la manière dont le code est produit , revu et validé; (5) les règles du Zen. de 
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Python sont sujettes, sans cesse, à interprétation et replacées dans le contexte du 
développement du logiciel Python idéal. 
Le résumé des échanges 
Troisième sujet dans le cadre de ces échanges : neuf jours plus tard, Alex résume les 
discussions et souhaite apporter des éclaircissements sur la finalité de l' énumération. 
Hi all, 
Sarry to jump into this discussion so la te, but I just 
finished reading through this thread and had a few 
thoughts ... 
[ ... ] 
It seems to me that this particular thread started out as a 
call to step away from existing implementations and take a 
look at this issue from the direction of "what do we 
want/need" instead, but then it quickly got sidetracked 
back into discussing all the details of various 
existing/proposed implementations. I'd like to try to take 
a step back (ag ain) for a minute and rai se the question: 
What do we actually want to get out of this whole endeavor? 
Cependant, cette tentative n'aura que peu de succès et ne relancera pas les débats. 
Ceci est d'abord dû au temps écou lé depuis les vifs échanges et ensuite, au fait que 
1 'auteur ne respecte pas 1 'une des normes de la communauté: un message se doit 
d'être court, explicite et le plus souvent soutenu par du code source expli catif. 
L'appel à cette norme prend la forme: « TL; DR » pour « Too Long; Didn't Read » . 
Devançant cette critique, l 'auteur du message récapitulatif s'en excuse en amont. 
Cela montre qué le processus d'innovation est aussi un processus inscrit dans le 
temps et relativement normé. Il ne s'agit pas de discuter illusoirement et 
hypothétiquement de la validité d'une proposition alors que les vifs échanges sont 
terminés , mais de faire tester sa proposition d'innovation par la communauté , 
l'éprouver techniquement et la faire réviser par tous les utilisateurs disponibles, et ce, 
relativement rapidement. 
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Nous avons tenté d 'établir dans cette première phase du processus d ' innovation 
certains faits qui lui semblent propres: le rôle prédominant des utili sateurs dans les 
débats , le rôle de Guido prenant acte de décisions, 1 'établissement de consensus au 
sein de la communauté. Nous aurons l'occasion de poursuivre le développement de 
notre analyse lors de la seconde phase de revue de la proposition, celle sur la li ste de 
di scuss ion python-dev à destination plus largement des développeurs du langage . 
5.3 .4 Analyse du contenu des échanges du fil « PEP 435 - adding an Enum type » 
Le fil « PEP 435 - adding an Enum type » est le second fil de di scussion ayant pour 
sujet I'Enumération. C'est la suite logique du processus d ' innovation prenant part sur 
une seconde li ste de di scussion. Il se déroule cette fois-ci sur une période de dix sept 
jours , soit du vendredi 12 avril 2013 au dimanche 28 avril 2013 inclus. Comme 
indiqué dans la description du processus d 'amélioration , la proposition PEP est 
désormai s concrètement débattue sur la li ste dédiée au développement (python-dev). 
Une proposition d 'amélioration PEP a été écrite formellement, un titre lui a été donné 
et elle possède désormai s un numéro : PEP 435. 
La conversation est initiée par Elias et Harry qui expliquent les enJeux de la 
discussion , à savoir : faire la révision de la proposition PEP présentée en pièce jointe 
à la communauté des développeurs de Python . 
Hello python-dev, 
We're happy to present the revised PEP 435, collecting 
valuable feedback from python-ideas discussions ( ... ) We 
believe the proposal is now better than the original one, 
providing both a wider set of features and more convenient 
ways to use those features. 
[ ... ] 
Comments welcome, 
Harry and Elias 
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Ce premier message d'ouverture du fil de discussion est intéressant, car il établit 
clairement les enjeux du fil, à savoir: cadrer les débats en ce qui a trait à la PEP435. 
On apprend que les premiers retours, issus des discussions sur la liste précédente 
python-ideas, ont été intégrés pour créer le document. De nombreux thèmes de 
discussions vont émerger de la conversation. Comme pour le fil précédent , nous 
avons découpé celui -ci en plusieurs thèmes selon l'ordre chronologique des échanges, 
à des fins de clarté. 
Le type d'exception 
L'objet du premier thème de discussion est d'évaluer la pertinence du type 
d'exception. L'exception, dans le domaine de la programmation informatique, est le 
mécanisme permettant de gérer , en amont , les erreurs d'un programme. Tout 
développeur doit s ' assurer que les erreurs susceptibles de se produire lors de 
l' exécution d'un programme soient correctement prises en compte. 
Lorsqu'un programme rencontre une erreur, on dit qu'il y a « levée » d'une 
exception. L'exemple classique est celui de la division par zéro, division qui n'a pas 
de sens. Lorsque l ' on souhaite exécuter une division à l'aide d ' un programme , il doit 
y avoir un mécanisme d'exception sous-jacent afin de s ' assurer que la division par 
zéro n'est pas possible. Dans ce cas précis, en Python, l'exception du type 
zeroDivisionError est prise en compte. Chaque cas d'erreur possible doit ainsi être 
documenté et pris en compte par le développeur. 
Dans le cas qui nous intéresse, la comparaison entre deux membres d'une même 
énumération semble également dénuée de sens. 





KIWI = 3 
La comparaison entre BANANE et ORANGE doit échouer, car la classe F ruits n'est pas 
ordonnée. En d 'autres termes, cela signifi e qu 'ell e ne prend pas en charge 
l'ord onnancement de ses membres . Cette comparaison doit donc lever une excepti on . 
A insi, à la lecture de la propositi on publiée sur la li ste de di scussion des 
développeurs, Dirkjan est le premier à réagir , et ce très rapidement. Il apprécie la 
PEP, mais trouve que 1 'exception Notimpleme ntedError , levée dans le cas précis de 
cette comparaison , est étrange et inadéquate. Il propose d ' utili ser à la place une 
excepti on nommée TypeEr ror . 
Nous observons que cette remarque ne fa it pas immédi atement consensus et est 
suj ette à plusieurs échanges . La pertinence de 1 'exception levée fait débat et une 
di scussion technique s' en suit. Guido intervient et appuie la recommandation de 
Dirkjan . Cela mènera à une modifi cati on à la fo is de l ' implémentati on, c'est-à-dire du 
code, de la propos ition PEP et de la documentati on associée par Harry , coauteur de la 
PEP. 
La remarque so ul evée par Dirkjan est intéressante, car on se rend compte du mode de 
fon cti onneme nt sous-j acent au mécani sme de révi sion par les pairs d ' une proposition 
d 'améliorati on. Plusieurs éléments peuvent être soul evés ic i. 
D 'abord , pui sque la proposition d ' améliorati on est rendue publique, chaque choix 
d ' impl émentati on effectué par l 'auteur d ' une PEP peut fa ire l 'objet d ' une remarque 
par l' un des développeurs abonné à la li ste de di scussion python-dev. Notons que le 
fa it que le code informatique soit scruté par un nombre imp01tant d ' individus 
développeurs est emblématique du monde de l 'open source. C'est la loi de Linus 
(Linus's Law) rédi gée par E ri c Ray mond « given enough eyeball s , ali bugs are 
shall ow » (Ray mond , 2000) . Ce qu ' il y a de particulier ic i est que c'est la proposition 
d 'améliorati on qui est scrutée et non pas le code info rmatique directement. La 
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proposition contient à la fois la spécification de 1 ' implémentation et des exemples de 
code, de même que l ' implémentation en elle-même. Cela signifie que le texte 
descriptif de 1 ' évolution et le code démontrant son fonctionnement sont tout autant 
évalués que le code lui-même . En d'autres termes , l ' évaluation de l' outil 
informatique écrit en Python et en même temps celle du « manuel » décrivant son 
fonctionnement , représenté par le document de PEP, sont effectuées par 1 'ensemble 
des développeurs évaluateurs. 
Le second point intéressant dans le cadre de ce mode de fonctionnement sous-jacent 
est le rôle exercé par Guido sur un sujet très technique. Guido, en effet, agit ici 
comme un développeur expert du développement du logiciel Python. Le BDFL, outre 
sa position de décideur technique final en ce qui concerne la proposition 
d'amélioration du langage d ' un point de vue global , se place comme un décideur à un 
niveau « local » de détail très fin , presque à la place de 1 'auteur, pour évaluer son 
choix technique. 
Enfin, troisième et dernier point soulevé par ce cas de figure : il revient à l' auteur de 
la proposition PEP de prendre acte des suggestions , remarques et décisions pri ses 
dans la cadre de la phase de révision de la proposition d'amélioration du langage , et 
ce , dans deux espaces d'activité distincts. L ' un est celui de l'espace 
d'implémentation, représenté par le document de PEP et son implémentation; l' autre 
est 1 ' espace de documentation, représenté par la documentation officielle de 
1 'amélioration développée. Cette modification se fait conjointement dans les deux 
espaces d ' activité à partir du troisième: 1 ' espace de discussions. Ainsi , les trois 
espaces d ' activités sont interreliés par le processus d ' amélioration du langage et c'est 
ce qui le rend orignal , propre à Python et spécifique au monde de 1 ' open source . 
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L'ordonnancement des énumérations 
Le second thème des échanges débute par un commentaire de Guido indiquant qu ' il 
apprécie la PEP, mais qu'il aurait préféré voir les énumérations ordonnées, dans la 
mesure oll les valeurs sous-jacentes le sont. Cela relance le débat autour de 
l'ordonnancement des énumérations entre elles et le fait d'inclure ou pas une 
fonctionnalité de comparaison. 
Plusieurs points sont débattus: d ' abord , cela fait-il sens de parler de comparaisons 
entre énumérations dont les types sous-jacents sont différents? La question est 
rapidement close: non , cela ne fait pas sens. Pour Guido , la comparaison devrait 
échouer dans ce cas particulier et réussir seulement dans le cas oll la classe des 
membres est identique. 
Ensuite , dans les cas des classes énumération dérivées de type entier (lntEnum) , c'est-
à-dire des énumérations dont les valeurs des membres sont des entiers numériques, 
doit-on ou non autoriser la comparaison ? La réponse est oui , sui va nt un consensus 
entre Harry et Tom. 
Enfin , la comparaison des membres de même type d'une énumération doit-elle être 
en fonction de 1 ' ordre de définition des membres , des noms des membres ou de la 
valeur des membres? La réponse n'est pas simple et on parvient difficilement à un 
consensus , notamment parce que Guido n ' est pas convaincu par un ordre précis. 
Finalement , une décision sera prise et ce sera l ' ordre de définition qui sera choisi. La 
raison en est simple: c ' est l' ordre intuitif qui est le meilleur. Encore une fois, ici, la 
communauté fait preuve de pragmatisme et se réfère implicitement au Zen de Python 
pour prendre une décision d ' implémentation ardue. 
Une nouvelle foi s, ce cas de figure différent montre 1 ' importance du mécanisme de 
revue de la proposition d ' amélioration du langage. D 'abord , il importe de démontrer 
la position prise par Guido dans le cadre des choix d ' implémentation effectués par 
l' auteur du document de PEP. Il s ' agit ici tantôt de démontrer la légitimité d'une 
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posture d 'ordre technique, tantôt de fa ire valoir une décision auprès d ' un autre ex pert. 
Guido intervi ent comme un guide que l 'on consulte et qui va aiguiller le 
développement de la propos ition. 
Le second po int que l'on observe est le suivant : les choix d ' implémentati on ne sont 
pas aisés et il est difficil e de répondre à de mul tiples questi ons techniques lorsq ue 
l'on est seul. En effet , on ne peut d ' une part pas toutes les soul ever et d 'autre pa1t, on 
ne sa it pas ré pondre à toutes. La revue de la proposition d 'améliorati on du langage 
sur la li ste de di scuss ion des développeurs agit comme un mécani sme de consultati on 
des développeurs, de révélateur des fa ill es de la propos ition et , simultanément, de 
vecteur de résoluti ons des anomali es rencontrées . Le prototy pe de l 'évolution est 
ainsi développé de mani ère coll aborati ve, ou co-développé, par 1 'ensemble des 
membres de la communauté évaluateurs de la propositi on . 
Ainsi par l 'étude de ce premier cas d ' innovati on par les utili sateurs au sein de la 
communauté Python , à travers le processus d 'améliorati on du langage, il nous 
apparaît que: ( 1) la propositi on et le code info rmatique sont étroitement développés 
ensembl e et en coll aborati on avec les autres util isateurs; (2) le rôle d ' utili sateur-
évaluateur émerge de par l 'acti vité même d 'éva luati on et de revue de la proposi ti on 
d 'améliorati on du langage en li gne; (3) le code développé par les utili sateurs, et 
intégré dans la proposition par l 'auteur , est réflex ivement évalué sur la base des 
règles du Zen de Python, ce qui normali se l'acti vité de développement ; (4) Gu ido 
intervi ent sur deux plans, à la fois global et où il ti ent le rôle de décideur final de la 
proposition et local , où il joue le rôle d 'expert guidant le développement grâce à sa 
connaissance pointue du processus de développement et du langage de 
programmati on Python . 
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5 .4 Cas n° 2 : PEP 450 - Ajouter un modul e de statistiques au langage 
La seconde PEP que nous souhaitons analyser a pour objet 1 'ajout d ' un modul e de 
stati stiques à la bibli othèque standard . En d ' autres termes , il s'agit d ' incorporer un 
ensembl e de foncti onnalités li ées aux stati stiques et qui seront directement 
di sponibl es dans le langage , à la mani ère d ' une boîte à outil s. En effet, les fonctions 
de stati st iq ues tell es que la moyenne , la médiane , la variance ou la déviati on standard 
n'éta ient pas présentes dans Python ; c'est par le processus d ' améliorati on du langage 
qu 'ell es seront di scutées en li gne, puis intégrées. Cette proposition est inté ressante, 
car e lle se déroule dans un contexte ou Guido intervient peu ; le rôle de leader 
technique étant porté par l 'auteur de la proposition , le champion . Nous présentons ici 
différents cas de réflexions coll aborati ves pour montrer l ' organisati on coll ecti ve du 
processus d 'améliorati on du langage. 
5.4.1 F il s de di scussion étud iés 
Tableau 5.2: Fil s de di scussion étudiés- PEP 450 
Liste Titre Mess. Particip. Durée 
python-ideas Pre-PEP- stati stics module 117 23 14j 
python-dev PEP 450- stati sti cs module 73 2 1 3j 
Comme le précise le tableau 5 .2, le processus d 'ajout du module de stati stiques 
s'effectue à la fo is sur les li stes python-ideas et python-dev . On y tro uve 
respectivement la pré-PEP et la PEP , la première étant di scutée sur des péri odes de 
quatorze jours et cent di x-sept messages sont échangés , la seconde ne durant que trois 
jours du rant lesquels so ixante-treize messages sont publ iés. Il nous apparaît alors que 
la phase de pré-PEP est cell e qui fa it l 'objet du plus de di scussion. Une fo is 
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l'orientation définie les choses s'accélèrent dans la phase de PEP. De même, on 
constate que ce processus fait intervenir plus d ' une vingtaine d ' utili sateurs différents. 
5 .4.2 Analyse du contenu des échanges du fil « Pre-PEP - stati sti cs module » 
Analysons maintenant ces échanges en détail : le premier fil « Pre-PEP - adding a 
statistics module » se déroule sur la li ste de discussion python-ideas, orientée 
proposition et sur une période de huit jours, soit du vendredi 2 août 2013 au vendredi 
16 août 2013. On observe le même modèle de fonctionnement que pour la PEP 
précédente: la di scussion prend d'abord forme sur la li ste orientée proposition 
d ' idées. La conversation est initiée par Stephen , qui en explique les enjeux. Il faut 
valider la PEP, alors à l' état de brouillon , sur l'ajout d ' un nouvea u module de 
stati stiques dans le langage. Ainsi Stephen écrit: 
I have raised an issue on the tracker to add a statistics 
module to Python ' s standard library: 
http://bugs . python.org/issuel8606 
and have been asked to write a PEP. Attached is my draft 
PEP. Feedback is requested, thanks in advance. 
stephen 
Respect du processus d'inclusion 
Dans le cadre des échanges qui suivent , la première problématique qui se pose est la 
suivante: respecte-t-on le processus standard pour l' inclusion d ' un nouveau module 
dans la bibliothèque Python ? En effet, un nouveau module , c'est-à-dire un nouvel 
ensemble de fonctionnalités, est souvent d 'abord proposé comme bibliothèque tierce , 
c ' est-à-dire à l 'extérieur de Python . Testé et éprouvé , il est après un ce1tain temps 
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intégré à la bibliothèque standard. Plusieurs points de vue s'affrontent et c 'est 
f inalement la position de Stephen, l 'auteur de la PEP, appuyée par Ethan , qui 
s' impose: le modul e a déjà été proposé comme une bibl iothèq ue tierce pendant plus 
de trente mois et cela justifie la maturi té du code que l'on souhaite maintenant incl ure 
dans Python . 
Ce point est intéressant, car ce sont les routines organi sati onnell es de la communauté 
Python qui sont ici testées. On se demande si l' on suit correctement ce qui est décri t 
dans 1 ' une des PEP Processus rédi gée par la communauté Python. A utrement dit , ce 
processus parti culi er de coll aboration et de gesti on du code est réévalué à chaque 
nouvell e occasion . Ce faisant , les membres de la communauté adoptent une nouvelle 
fo is une atti tude réflex ive quant à leur mani ère de travai ll er et de mettre en œuvre des 
changements dans le logicie l Python. 
Par aill eurs, il importe de déterminer si la foncti on sumO (somme) est appropriée 
dans un module de stati stiques ou alo rs si cela aurait plus de sens d ' utili ser la 
foncti on somme du module de mathématique (math). Les enjeux techniques sous-
jacents doivent être en adéq uati on avec le Zen de Python et les « règles » de 
développement du langage . Le dil emme que présente ce choix de conception n 'est 
pourtant pas simple à résoudre . Il fa ut soit autori ser une fo ncti on similaire à deux 
endroits dans la bibliothèque standard , soit modifi er la foncti on somme du modul e de 
mathématique pour qu 'ell e pui sse convenir aux besoins du module de stati stiques. 
D ' un point de vue technique, les deux options se valent. Ce qui nous intéresse , c'est 
la mise en œ uvre du processus de décision coll ectif. Ainsi, il nous parrut que la 
résolution de ce dil emme est innovante. En effet , pour statuer sur la questi on : 
Stephen propose un vote auprès des développeurs. Avec une parti cipati on de quatorze 
développeurs , le rés ul tat du vote est le sui vant : l' utili sati on d ' une fo ncti on somme 
dédi ée au module de stati stiques l 'empotte. L' implémentation du modul e de 
statistiques ne sera donc pas modif iée. 
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Ce point est intéressant , car il s'agit d'étudier le mode de fonctionnement de la prise 
de décision par le mécanisme de vote. En effet, l'auteur de la PEP convie les 
développeurs à se prononcer sur le point technique qui fait débat , et ce, afin d'obtenir 
un consensus légitime . 
5.4.3 Analyse du contenu des échanges du fil « PEP 450- statistics module » 
Nous observons que lors de la discussion de la PEP 450, différents aspects sont 
discutés. Les développeurs se demandent si le code présenté est « Pythonic )), c' est-à-
dire s' il suit les conventions et les « règles » du Zen de Python. Il s' agit d ' un élément 
déjà couvert par notre analyse. Les développements effectués doivent respecter cette 
pratique et ses normes. D'autre part, il importe pour les membres de la commtmauté 
de s' assurer que les fonctions soient correctement nommées, compte tenu de la 
complexité du programme. En effet, la cohérence du programme informatique produit 
est de la plus haute importance pour ses développeurs. Toutefois, ces questions ne 
remettent pas en cause 1 'utilité du module et il est généralement bien accepté par la 
communauté. 
Nous observons que dans le cas de cette proposition, les interventions de Guido ne 
sont pas nombreuses. Toutefois, bien que sa présence se fasse peu sentir par des 
messages, il apparaît clairement qu' il supervise les discussions. En effet, il agit 
principalement comme coordinateur de l'effort de développement. Par exemple, lors 
de discussions peu constructives, on peut lire dans les échanges l' intervention 
suivante de Guido : 
This argument is getting tedious. Instead of arguing who 
said or meant what when, get the code working. 
Nous observons également, comme dans le cas précédent que Guido agit comme 
décideur fmal de l 'acceptation de la proposition, il écrit: 
----------------------------------------------------
Congrats, I 've accepted the PEP. Nice work! Please work 
with the reviewers on the issue on the code. 
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Par l 'analyse de ces échanges, nous constatons que les rôles et responsabilités des 
utilisateurs, dans le cadre du processus d' amélioration du langage, sont variés et 
différenciés suivant le niveau d' autorité détenu au sein de la conununauté. 
Différents éléments de discours sont ainsi élaborés par les développeurs lors de la 
phase de discussion des propositions d 'amélioration du langage. Ces éléments de 
discours peuvent être regroupés par type d'activités langagières . Nous nous 
proposons de les analyser dans la section qui suit. 
5.5 Analyse des activités lors du processus PEP 
L'analyse du discours des intervenants , dans le cadre du processus PEP qui se déroule 
en ligne sur les listes de discuss ion python-ideas etpython-dev, nous mène à présenter 
les activités du discours ci-après afin d'expliciter la complexité du processus. 
5.5.1 Présenter les enjeux 
Trois activités conjointes se déroulent lors du premier message d'ouverture du fil de 
discussion: annoncer le sujet, décrire le processus dans lequel ce message s'inscrit et 
enfin, demander des commentaires ou des réactions à l'idée ou à la PEP proposée. 
Ce message d'ouverture est primordial : c'est celui qui va amener la communauté à 
réagir sur la proposition d'amélioration de Python. C'est également celui qui cadre 
les débats : il s'agit de di scuter ensemble d'un même sujet. Pour ce faire, on invite les 
membres de la communauté à participer aux débats, et ce, dans une ambiance où 
chacun peut s'exprimer sur une base partagée , c'est-à-dire sur la base du document de 
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spécifi cati on de 1 'évoluti on proposée. Ce message est envoyé par le champion de la 
PEP à la communauté des développeurs de Python. 
5 .5 .2 Parti ci per aux di scuss ions 
Plus ieurs fo rmes de disco urs permetten t de participer aux débats. L 'objectif est ici 
d ' alimenter la di scussio n dans un cad re coll ectif, ma is toutefois dans un mode plutôt 
pass if. 
D 'abord , la plus simple fo rme de part ic ipation est de prendre connaissance de la PEP 
et d 'apporter son soutien par un message bi enveill ant envers son auteur et quant à la 
qualité du travail fo urni . E nsui te, et c'est le cas le plus f réquent : il est possible de 
donner son avis, souvent d 'ordre technique, parfois théorique. Un échange entre deux 
parti c ipants, au sujet d ' un point de vue présenté par un parti cipant ti ers, peut aussi 
éclairer un cas parti culi er de la PEP. Si cet échange est complexe, il est souhaitable 
d 'accompagner son avis de li ens et de références, fo urnir des li ens de références est 
ainsi une autre forme de parti c ipati on aux débats. Dans le cadre de la rev ue de la PEP , 
il est également possible de poser une questi on . On remarq ue toutefois que cette 
questi on doit être suffi samment légitime pour soul ever un cas relatif à la PEP en 
questi on et non pas s impl ement po ur se fai re expliquer un élément bas ique de 
programmation. Enf in , faire de l ' humour n'est pas une chose impossible lors de ces 
échanges. On relève en effet à l'occasion des notes d ' ironi e ou de dérision, mais ceci 
est touj ours bi enveill ant. L'ensemble des débats se déroul e touj ours dans une 
ambiance de respect mutuel . 
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5.5 .3 Orienter les débats 
Lors d ' une troisième acti vité durant les échanges , il est possible d 'ori enter les débats . 
Il s ' agit d ' une fo rme de parti cipati on acti ve dans la conversati on : cela va permettre 
l ' ori entation technique , l' évolutio n des opinions et la pri se de décision, soit par 
« directive », so it par consensus . 
On remarque en effet que quelques personnes, comme Guido ou des développeurs 
possédant un capital symbolique fo rt comme le champi on , peuvent donner des 
directi ves . Ainsi , par ces commentaires avisés, il s diri gent les choix d ' implémentati on 
q ui sont fa its . Il s'agit d ' un élément capita l du processus PEP , car le BDFL reste 
1 'autorité f inale dans le cadre des acti vités de conception du langage . C 'est ainsi que 
cette autorité prend forme dans l 'acti on coll ecti ve . 
En outre, il arrive que des développeurs proposent des alternatives de concepti on. 
C'est a insi que les développeurs peuvent directement critiquer la PEP . Reprenant la 
phrase d ' Eli as (core developer) : « /t's perf ectly OK to look critically at all new 
proposais . Having one way to do it is a Python design goal. » . Ainsi, il est tout à fait 
correct de se montrer critique vi s-à-vis d ' une nouvell e proposition, cependant avoir 
« une seul e mani ère de faire » dans Python est un but de conception . 
Aussi, on relève des cas où le développeur peut demander une améliorati on de 
mani ère di recte . Ensuite , assez class iquement, un développeur va aborder un cas 
d ' utili sati on et partager un retour d' ex péri ence, par exempl e comparer Python à un 
autre langage de programmati on par rapport au probl ème soul evé . 
Cependant , le cas le plus f réque nt dans cette catégori e de di scours est celui de 
proposer un exemple de code . C'est le moyen « codif ié » de se faire comprendre par 
tous: ex pliciter son point de vue par du code et a insi utili ser le langage commun , 
celui qui réuni chacun dans sa pratique: la programmati on info rmatique. 
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5.5 .4 Modifier la PEP ou le code 
Enfin , cette activité du discours exprime la f inalité de la consultati on des membres de 
la communauté et permet ainsi 1 'évoluti on du code produit. Deux types d' acti vités 
apparaissent : proposer directement une correction à 1 'auteur de la PEP ou changer 
l' implémentation. Dans les deux cas, il ne s'agit plus ici de réfléchi r ensemble, mais 
plutôt d' appli quer les modifications souhaitées , soit à la spécificati on technique que 
représente la PEP, soit au code. C'est le résultat du processus de PEP : parvenir à une 
proposi tion d'évolution à la fo is (1) consensuelle aux yeux de l'ensemble des 
membres de la communauté ; (2) revue et corri gée par des pairs développeurs et (3) 
validée par l'autorité de la communauté, soit le BDFL. 
Le tableau 5 .3 récapitule les activités lors du processus PEP. On constate que ces 
acti vités sont vari ées et prennent de multiples fo rmes . Le processus PEP et les 
di scuss ions associées sont ainsi déconstruits pour mettre au jour leur compl exité. Ce 
tableau montre la di versité des activités qui ont li eu lors des échanges au sujet d ' une 
PEP et la mani ère dont les développeurs peuvent intervenir dans les di scussions qui 
sont au cœur même du processus d' innovation par les utili sateurs . Ainsi, la di versité 
de ces activi tés enrichit le contenu des di scuss ions. Cela va de l' annonce d ' une idée à 
l'évaluation de cell e-ci, puis à la mise en commun d' une proposition, à sa correcti on 
et f inalement à la propositi on améliorée d' un code source et d ' une PEP validés 
fo rmant ainsi le terrain propice à l' innovation par les utili sateurs. Le processus PEP, 
basé sur l'échange des utili sateurs sur les li stes de di scussion de la communauté au 
sujet des évolutions du langage, est le mécani sme par lequel l' innovati on par les 
utili sateurs prend fo rme en li gne et de manière di stribuée au sein de la communauté 
Python. 
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Tableau 5.3 : Les activités lors du processus PEP 
Activité Sous-activité 
~nnoncer le suj et 
Présenter les e nj eux Décrire le processus 
Demander des commentaires 
Apporter son soutien 
Donner son avis 
Fournir des liens vers des références 
Participer aux di scussions Fournir une expli cation 
Poser une question 
Faire de l ' humour 
Résumer les enjeux 
Donner des directives 
Faire une proposition 
Demander une amélioration 
!orienter les débats Aborder un cas d ' utilisation 
Partager un retour d'expérience 
Proposer un exemple de code 
Soulever une contradiction 
Modifier la PEP ou le code 
Proposer une correction 
[changer l ' implémentation 
5.6 Synthèse 
Dans ce cinquième chapitre, nous avons analysé le processus d'innovation mis en 
œuvre collectivement par la communauté Python. Pour ce fa ire, la communauté 
utili se d'une part, le vote en li gne comme outil participatif de décision et de 
consultation et d 'autre part , le processus de proposition d 'amélioration du langage 
(PEP). Ce dernier est un processus forme l unique à la communauté Python qui est 
utili sé pour décrire tant les évo luti ons techniques majeures du langage que les 
procédures du fonctionnement interne de la communauté. Il se présente sous la forme 
de documents publiés en li gne, qui sont discutés , rédigés et amendés par les membres 
de la communauté à travers les li stes de discussion . Une proposition d 'amélioration 
101 
(PEP) est validée en deux phases, d 'abord lors d ' une première phase sur la li ste 
python-ideas pui s lors d ' une seconde phase sur la li ste python-dev. La décision finale 
d'acceptation d ' une PEP est accordée par le BDFL sur la li ste python-dev . 
Le processus d 'améli orati on du la ngage constitue un e innovati on organi sati onnell e. 
L'auteur d ' une PEP , appelé le « champi on » est un utili sateur-innovateur et le 
processus PEP permet d ' inclure les utili sateurs du rant la phase d ' innovati on. C'est ce 
que nous avons montré à l'aide de nos de ux cas: (1) l'entrée en phase d ' innovation 
est décidée par les utili sateurs eux-mêmes; (2) les choix techniques sont fa its sur la 
base commune : le langage Python ; (3) les décisions sont pri ses sur la base de 
consensus entre utili sateurs; (4) le BDFL déti ent l 'autorité procédurale qu' il exerce 
de mani ère forte en validant les choix d ' implémentations majeurs. Il joue deux rôles, 
à la fo is celui d ' un ex pert technique et celui de manager de 1 ' innovati on . Enfin , par 
l'analyse des acti vités lors du processus PEP , nous montrons la vari été des acti vités 
exercées par les membres de la communauté et ce qui permet de concevoir 
l' innovati on comme un processus coll ectif. 
CONCLUSION 
En conclusion , nous présentons de façon synthétique les principaux éléments ayant 
émergé de cette recherche . Ensuite , nous revenons sur les limites inhérentes à celle-ci 
et enfin nous proposons des pistes de réflexion pour de prochaines études. 
Les communautés du logiciel libre et open source constituent un mouvement original 
dans l'écosystème des initiatives du monde de l'industrie informatique. Dans le cadre 
de cette étude, notre analyse a porté sur la communauté Python , son .organisation 
sociale et la mise en œuvre de 1' innovation par cette dernière . Nous voulions ainsi 
mettre au jour les formes organisationnelles de cette communauté dont les membres 
sont des bénévoles passionnés et dont les activités ne sont pas régies par le cadre 
classique de l 'entrepri se. Notre recherche poursuivait trois objectifs principaux: (1) 
dresser un portrait de la communauté en tant qu'organisation ; (2) décrire le 
mécani sme d'innovation à l'œuvre au sein de la communauté; (3) mettre au jour et 
analyser un ensemble de discussions internes visant à faire évoluer le langage de 
programmation . 
Pour mener à bien cette étude, nous avons mobilisé troi s approches théoriques 
complémentaires, à même de refléter la réalité de la communauté Python. D 'abord, la 
théorie de la communauté de pratique (Wenger, McDermott et Snyder, 2002) 
pui squ ' il s'agissait, dans cette recherche, de décrire et de comprendre l'organisation 
sociale d ' une communauté d ' individus réunis autour d'une pratique , celle du 
développement logiciel. Nous voulions observer l'action collective à l'œuvre , 
modéli ser la mani ère dont la communauté est organisée, identifier les rôles et statuts 
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des membres de la communauté. Ensuite, nous avons mobilisé le concept de 
communauté épistémique pour nous permettre de comprendre 1 'activité de création, 
de gestion et de circulation des connaissances au sein de la communauté. Nous 
voulions être à même de comprendre sur quoi était basée l'expertise des membres, 
comment s'organisait la codification des connaissances et la production de nouvelles 
connaissances. Enfin, nous avons mobilisé la théorie de l' innovation par l'utili sateur 
(Von Hippel, l988 , 2005) comme cadre nous permettant de comprendre le processus 
d' innovation à l'œuvre dans la communauté Python. Nous voulions mettre au jour le 
rôle des utilisateurs au sein de la communauté et comprendre en quoi la communauté 
Python était une communauté innovante. 
SUI' le plan méthodologique , nous avons choisi d'entreprendre une recherche de type 
qualitatif basée une ethnographie virtuelle (Hine, 2000) et sur une observation non 
participante en ligne des sites web et listes de discussion que maintiennent la 
communauté Python. Ainsi, l'étude descriptive de type ethnographique de la 
communauté est au cœur de cette recherche . Sur la base du matériel recueilli lors de 
la phase d'observation , nous avons procédé à une analyse de contenu et nous avons 
pu ainsi relever l'organisation interne et faire un certain nombre de constatations . 
Nous avons d'abord analysé la dimension sociale de la pratique de développement 
logiciel et la manière dont les membres de la communauté sont organisés. La 
communauté Python est une communauté de pratique ayant pour objet le 
développement d'un logiciel innovant: Python. La communauté Python est une 
communauté virtuelle, dans le sens où elle utilise exclusivement les technologies de 
l' information , à savoir principalement le courriel et des outils en ligne , pour se 
coordonner. Les membres de la communauté échangent en effet, par courriel et sur 
des li stes de discussion , pour mener à bien leur projet commun. Pour ce faire, les 
membres de la communauté sont organisés autour du chef de projet et initiateur 
Guido van Rossum . Le chef de projet , appelé BDFL pour Benevolent Dictator for 
Life, est l'autorité finale en ce qui concerne la conception du logiciel. 
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Cependant, outre ce rôle majeur, notre étude montre qu'il existe plusieurs autres rôles 
et statuts au sein de la communauté. Le release manager est la personne qui 
coordonne les mises en production (release). Il gère les éléments intégrés dans le 
code source afin de produire un livrable , le logiciel Python . Les administrateurs du 
projet (project admins) sont un petit groupe d ' une dizaine d'individus qui possèdent 
des droits et autorisations sur l' infrastructure du projet lui -même, c ' est-à-dire sur les 
outils qu'utilisent les membres de la communauté pour développer le code source. Il s 
ont autorité pour fournir aux membres de la communauté le droit en écriture sur le 
dépôt central de code. 
Ensuite, les développeurs Python sont répartis en plusieurs groupes distincts selon 
leur niveau d 'autorité dans la communauté. Les Python committers sont les membres 
de la communauté ayant le droit en écriture sur le dépôt de code central. Leur activité 
est l'écriture du code source en leur nom propre ou le report de fonctionnalités 
développées par d 'autres développeurs. Les expe1ts, ou les mainteneurs de module 
(module maintainers), sont des développeurs ayant un rôle d 'expe1tise sur des 
portions (ou modules) spécifiques de code. Les Python contributors forment un 
ensemble de développeurs ayant signé le formulaire du contributeur Python 
(Contributor Agreement) et qui n 'ont pas accès en écriture au dépôt central de code. 
Ils proposent des modifications de code (patches) à travers l'outil en ligne de gestion 
des anomalies qui sont ensuite revues et validées par un ou plusieurs développeurs 
ayant une autorité plus importante (Python committers, experts). Enfin, les 
utilisateurs de Python (Python users) sont les utilisateurs du langage de 
programmation. Leur rôle , lorsqu ' ils sont actifs, est de relever des anomalies dans le 
fonctionnement du logiciel et de produire de la documentation. La structure qui 
caractérise cette organisation est de forme pyramidale , où les utilisateurs de Python 
forment la base et le chef de projet le sommet. 
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Une autre caractéri stique importante de la communauté Python est que ses membres 
se réfèrent dans leurs activités à des documents rédi gés coll ecti vement en li gne: les 
propos iti ons d'améliorations de Python (PEP). Ces documents ont de multiples 
fo nctions, il s peuvent soit préc iser les procédures et foncti onnements internes, soit 
décrire une nouvell e fonctionnalité dans le langage de programmation. Lorsqu' il s 
décri vent des procédures, il s régissent le fo ncti onnement interne de la communauté. 
Lorsqu ' il s décri vent une nouvell e fonctionnalité du langage, ces documents sont 
débattus en li gne et rédigés coll ecti vement alors même que les évolutions du langage 
sont produites . La publicati on et la di scuss ion en li gne des PEP permettent aux 
membres de la communauté de parti ciper aux décisions de conception du langage. 
Ainsi, le mécani sme de proposition d 'améli oration du langage vient soutenir l'activité 
d' innovation par les utili sateurs au sein de la communauté. L' innovation est alors 
menée conjointement par des utili sateurs-pionniers, ou lead users, et de multipl es 
utili sateurs-évaluateurs. Les premiers expriment des besoins nouveaux en amont de 
ceux de la communauté, rédi gent les spécifications techniques inhérentes au 
développement d' une nouvelle fonctionnalité, mènent les débats en ce qui a trait à 
l'évolution proposée et enfin , rédi gent le code correspondant. Les seconds ont comme 
rôle de di scuter, valider et amender la propositi on d'évolution du langage proposée. 
Cette structure de production de 1 ' innovation est appelée réseau hori zontal 
d' innovation, parmi lequel tous les utili sateurs expérimentés du langage sont appelés 
à s'exprimer quant aux évolutions proposées, et ce, dans un mécani sme qui ne fa it 
intervenir nulle autre autorité que celle des membres de la communauté . Le logiciel 
Python est alors utili sé comme une boîte à outil s logiciell e permettant aux utili sateurs 
d'examiner, de tester et de modifier le code source puis d' incorporer leurs 
propos iti ons d 'évolutions au logiciel lui -même, le logiciel Python et sa communauté 
fo urni ssant tous les outil s pour ce fa ire. 
Dans le contexte du champ des sciences, technologies et société, cette étude permet 
de mettre en lumière l' innovation produite par une communauté open source . 
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Ce fa isant , e ll e ouvre la voie à une réflexion sur de nouvell es formes de propriété 
intellectuelle et de partage de l ' informati on . En effet , la communauté Python 
formali se les règles d ' utili sati on , de di stribution et de partage du code source à travers 
sa li cence PSF compatibl e GPL. Cette li cence est également ouverte en ce qui 
concerne la réutili sation commerciale du code source et du logiciel Python. C'est un 
des points fo rts de Python que d 'être di sponible sur de nombreuses pl ateformes 
info rmatiques et di stribué par de nombreux agents. Ce type de li cence est dit open 
source, car ell e respecte les di x critères de 1 'Open Source Initiative .et ainsi toute 
utili sati on non di scriminante du logiciel et de son code source. 
Sur la base de cette li cence, le cas de Python est une initiative ori g inale dans le 
domaine des technologies de l ' informati on que l'on a souhaité étudi é à travers le 
champ STS . En effet , ce logiciel est une innovati on menée collectivement , de 
manière coll aborative et ouverte, e ntre les utili sateurs du langage . Sur le plan 
technique , Python constitue un langage innovant formali sé par des bali ses que sont le 
Zen de Python et le Guide du développeur de Python . Ceci est tout à fa it ori ginal dans 
la conduite d ' un projet informatique en regard du processus d ' innovati on technique 
de la communauté pui sque encadré et systématique, et ainsi permettant de mener à 
bien l ' innovati on numérique. 
Toutefois, toute étude présente des limites et cell e-ci n 'y échappe pas. Tout d 'abord , 
pour des raisons de temps et de faisabilité, l'observation était non parti cipante: nous 
ne nous sommes pas mêlés aux utili sateurs actifs de Python et n 'avons pas pri s part 
aux conversati ons sur les développements en cours . Nous avons plutôt choisi 
d 'étudi er des développements passés et d ' analyser les traces de ces di scussions. De ce 
fa it , nos observati ons n'ont pas e u li eu en temps réel et ne portaient pas sur des 
di scours des utili sateurs eux-mêmes sur une acti on coll ective en cours, mais bien des 
seul s rés ul ta ts objecti fs de leurs acti vités. Ensuite, l 'observation n ' a pu durer que 
quatre semaines et notre analyse se pencher que sur seul ement deux cas d '.études . 
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Nous n'avons pas pu examiner l'ensemble des cas et des problèmes de conception 
rencontrés par la communauté, ni donc des réponses variées qu'ils ont suscitées au 
cours d'un cycle complet de développement par exemple , notre étude est de fait 
réduite à nos cas. Enfin , il faut noter que l'analyse manuelle de quelques centaines de 
courriels n'offre pas la profondeur que pourrait apporter l ' analyse informatique en 
terme de relations entre individus , de réseau de confiance et d'analyse de contenu . 
Pour terminer , nous concluons cette section en proposant des pistes de recherche qu ' il 
pourrait être intéressant de poursuivre dans le cadre de futures études. Tout d'abord , 
la présente recherche est manuelle et porte sur un nombre relativement limité de 
courriels échangés entre les core developers. 11 serait donc intéressant d ' automatiser 
la recherche, avec des outil s informatiques dédiés à l' analyse de réseaux, afin de 
montrer les liens qui unissent fortement ou faiblement les utilisateurs du langage et 
leur poids dans les conversations étudiées. Ensuite , il serait intéressant d'interroger 
des utilisateurs clés de la communauté Python , notamment le chef de projet , afin de 
connaître ses réflexions sur la forme et l ' organisation de la communauté Python. 
Enfin , nous pourrions comparer, lors d'une étude future, l' organisation et le 
fonctionnement de la communauté Python avec ceux d'une autre communauté open 
source, 1 'organisation et le développement logiciel communautaires étant une 
tendance de fond en informatique. 
ANNEXES 
A NNEXE A :EXTRAITS DE LA PEP 1 
What is a PEP ? 
PEP stands fo r Python Enhancement Pro posai. A PEP is a des ign document 
prov idin g info rmati on to the Python community, or describing a new feature fo r 
Python or its processes or environment. T he PEP should provide a concise 
technical specif icati on of the fea ture and a rati onale fo r the fea ture. 
We inte nd PEPs to be the primary mechanis ms fo r pro posing major new 
fea tu res, fo r co ll ecting communi ty input on an issue, and fo r documentin g the 
des ign decisions that have gone into Python. The PEP author is respo nsible fo r 
buildin g consensus within the community and documenting di ssentin g opinio ns. 
Many ideas have been brou ght forward fo r chan ging Python that have been 
rejected fo r various reasons. Askin g the Python community f irst if an idea is 
ori ginal helps prevent too much time bein g spent on somethin g that is 
guaranteed to be rejected based on prio r di scuss ions (searchin g the internet does 
not always do the tri ck). lt also helps to make sure the idea is applicable to the 
entire communi ty and not just the author. Just because an idea sounds good to 
the author does not mean it will work fo r most people in most a reas where 
Python is used . 
"T he f inal autho rity fo r PEP approval is the BDFL. Hovvever, whenever a new 
PEP is put f01ward , any core developer that believes they a re suitabl y 
ex peri enced to make the final decision on that PEP may offer to serve as the 
BD FL's delegate (or "PEP czar" ) fo r that PEP. If their self- no mination is 
accepted by the other core developers and the BDFL, then they will have the 
authority to approve (or reject) that PEP . Thi s process happens most f requently 
with PEPs where the BDFL has granted in principle approva l fo r something to 
be done, but there a re detail s that need to be worked out before the PEP can be 
accepted. 
If the f inal decision on a PEP is to be made by a delegate rather than d irectly by 
the BD FL, this will be recorded by includin g the "BDFL-Delegate" header in the 
PEP . 
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ANNEXE B: EXTRAITS DU FORMULAIRE DU CONTRIB UTEUR 
T hi s agreement solves , fo r the PSF, the majo r issue of re licensing in open source 
software: Formall y , most li censes at most all ow for relicensing the software o n 
the same te rm s as the ori ginal li cense . With the li cense fo rm , PSF receives the 
permi ss ion to re li cense the software under a different (open source) li cense than 
the initi allicense- and indeed we di stribute Python under the Python li cense, not 
under one of the initialli censes. 
A t the same time, contributors remain copyri ght holders of their contributi o ns -
they are not asked to assign the copyri ght to the PSF. T hey only fo rmal ly 
confirm the te rms under whi ch they made their contributio n ava il able to the 
PSF. 
Contributor understands and agrees that PSF shall have the irrevoca ble and 
perpetuai ri ght to make and di stribute copies of any Contribution , as weil as to 
create and di stribute collecti ve works and deri vati ve works ·of any Contributi on, 
under the Initi al Li cense o r under any other open source li cense approved by a 
una nimous vote of the PSF board . Contributor sha ll identify each Contributi on 
by pl acing the foll ow ing notice in its source code adj acent to Contributo r's valid 
copyri ght noti ce: "Li censed to PSF under a Contributor Agreement." 
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ANNEXE C : CITATIONS BUG REPORTER 
uwaiting for the bug reporter ' s feedback.u 
(Guido van Rossum) 
uAt nearly 5 years of age, this issue unfortunately never 
saw a viable demonstration of how to provoke the reported 
behavior. Hopefully the reporter either (1) discovered the 
nature of the problem originated elsewhere and he was able 
to quickly fi x i t, or ( 2) won the lottery and merrily 
forget all about this issue (and many ether real-world 
issues).u 
(Davin) 
ur can certainly 
either a string or 
(Robert) 
write the reporter 
a full reference.u 
glue to work with 
uMy problem, and the problem if the original bug reporter 
(sirilyan) is that the load method ignores names that don't 
have values.u 
(Andres) 
uok, downgrading to critical. 
r•m awaiting the reporter's answer anyway.u 
(Antoine) 
ur have been able to reproduce it in python 2.5 and 2.7, on 
debian 6 (64 bits). Exactly like the reporter, r am making 
e xtensive use of threads.u 
(Manu) 
usinee both the reporter and r believes that this is not a 
bug in the subprocess module, r•m stepping back.u 
(Peter) 
uwe can ' t do anything about it, the bug reporter can take 
it up with server.u 
(Senthil) 
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ANNEXE D : EXTRAITS DU GUIDE DU DÉVELOPPEUR DE PYTHON 
Reportin g a bug 
Python is a mature programming language which has establi shed a reputati on for 
stability. In order to maintain thi s reputation, the developers woul d like to know 
of any deficiencies you f i nd in Python . 
Documentati on bu gs : If you f ind a bu g in thi s documentati o n o r would like to 
propose an improvement , please submit a bug report on the tracker. If you have 
a suggestion how to f ix it , include that as weil. 
Us in g the Python issue tracker 
Bug reports fo r Python itself should be submitted via the Python Bug T racker 
(https://bugs.python.org/ ). T he bug tracker offers a Web fo rm which all ows 
pertinent information to be entered and submitted to the developers ." (PSF, 
bugs.html) 
"The f irst step in f ilin g a repo rt is to dete rmine whether the problem has a lready 
been reported. T he advantage in doing so , aside from sav ing the developers 
time , is that you learn what has been done to f ix it; it may be that the pro blem 
has aJready been f ixed fo r the next release, or additional info rmation is needed 
(i n whi ch case you are welcome to prov ide it if you can!) . To do this , search the 
bug data base using the search box on the top of the page . 
" If the problem you' re reportin g is not already in the bug tracker, go back to the 
Python B ug Tracker and log in . If y o u don ' t already have a trac ker accoun t, 
select the " Register" link or , if you use OpeniD , one of the OpeniD prov ider 
logos in the sidebar. It is not poss ibl e to submit a bug report anonymously. 
Being now logged in , you can subm it a bu g. Select the "Create New" link in the 
side bar to o pen the bu g reportin g form . 
T he submi ss ion form has a number of f ields . For the "Titl e" f ield , enter a very 
short descri ption of the probl em; Jess than ten words is good. In the "Type" 
f ie ld , select the type of your problem; a lso select the "Component" and 
" Versions" to which the bug relates. 
In the "Comment" field , describe the problem in detail , includ ing what you 
expected to happen and what did happen. Be sure to include whethe r any 
ex tension modules were involved , and what hardware and software platfo rm you 
were using (incl udin g version info rmation as appropriate). 
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Each bug report will be assigned to a developer who will determine what needs 
to be done to correct the problem . Y ou wi ll receive an update each time action is 
taken on the bug. 
Getting started con tri bu ting to Python yourself : Beyond just reporting bugs th at 
you f ind , you are also welcome to submit patches to fix them . You can find 
more information on how to get started patching Python in the Python 
Developer ' s Guide. If you have questions , the core-mentorship mailing list is a 
friend ly place to get answers to any and ali questions pertaining to the process of 
fixing issues in Python. 
How to Become a Core Developer 
What it Takes 
When you have consistently contributed patches which meet quality standards 
without requiring extensive rewrites prior to being committed , you may qualify 
for commit privileges and become a core developer of Python. You must also 
work weil with other core developers (and people in general ) as you become an 
·ambassador for the Python project. 
Typicall y a core developer will offer you the chance to gain commit privilege. 
The person making the offer will become your mentor and watch your commits 
for a while to make sure you understand the development process . If other core 
developers agree that you should gain commit privileges you are then extended 
an official offer. 
You may request commit privileges yourself, but do not be surpri sed if your 
request is turned down. Do not take this personally! It simply means that other 
core developers think you need more time contributing patches before you are 
able to commit them without supervision. 
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ANNEXEE : EXEMPLES DE VOTES EN LIGNE 
Ba1t votant 1 'autorisation de Bernard : 
"Works for me to give Bernard commit privileges." 
John votant l'autorisation de Bernard : 
"I had just that thought two days ago when applying a patch 
of his." 
Andy votant l ' autorisation de Bernard: 
JI+ l" 
Tony votant 1 'autorisation de Robert : 
"Entirely +1 ." 
William votant l'autorisation de Robert : 
"+1, definitely" 
Bart validant 1 'autorisation de Robe1t après de nombreux votes : 
"That's enough +1s. =) I'll let Robert know that he's been 
approved from commit privi1eges." 
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