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Re´sume´
Le syste`me de type du langage Objective Caml interdit le parame´trage du type d’une
fonction quelconque par un type explicite ou par la valeur d’un argument. Ainsi, les fonctions
polymorphes de´finies par l’utilisateur ne peuvent observer pre´cise´ment leurs arguments sans sortir
du cadre type´. Par exemple, pour typer la fonction Printf.printf, il a fallu inte´grer un cas
spe´cifique au syste`me d’infe´rence du compilateur. Cela empeˆche typiquement l’e´criture d’une
fonction print ge´ne´rique ou une fonction de se´rialisation bien type´e (le module Marshal qui
s’occupe de la se´rialisation ne permet pas de ve´rifier les structures lues).
Un autre besoin en Objective Caml est celui d’ite´rateurs sur un type quelconque. Quelques
modules fournissent des ite´rateurs polymorphes comme List.map ou Hashtbl.fold mais une
extension est ne´cessaire pour ge´ne´rer une fonction de copie qui duplique une structure arbitraire
ou des fonctions de parcourt complique´es.
Nous proposons une extension de Objective Caml permettant de ge´ne´rer du code arbitraire
a` la compilation a` partir d’informations de type comme la de´claration de type ou l’instance d’un
type. Cette extension, appele´e Ocaml-templates, est e´crite a` l’aide du pre´processeur Camlp4.
Un prototype est te´le´chargeable sur http://www.pps.jussieu.fr/~maurel/programmation/.
1. Introduction
Un trait caracte´ristique des langages de la famille ML [2, 3] est un syste`me de type puissant
autorisant un polymorphisme important mais relativement contraint. Dans le langage Objective
Caml, les types des arguments possibles d’une fonction de´finie par l’utilisateur doivent tous ve´rifier
un meˆme sche´ma de type. Cela est le´ge`rement ge´ne´ralise´ en Standard ML ou` la surcharge est
possible quand le type est connu. Le langage G’Caml [1] permet de rajouter de nouveaux sche´mas de
type permettant de typer une fonction int -> string | float -> string sans que celle-ci ne soit
constante ou de´ja` de´finie dans le compilateur. Dans le langage Haskell [4], la notion de classe de
type permet de re´soudre ces proble`mes de surcharge et meˆme de ge´ne´rer automatiquement du code
dans certains cas particuliers. Ces dernie`res me´thodologies alourdissent l’exe´cution et pour des cas de
taille re´elle, la ge´ne´ration automatique de code ne´cessite un outil plus puissant comme Template
Haskell ou Camlp4.
Les syste`mes de templates existants Les templates, appele´s aussi mode`les en franc¸ais, apportent
un confort de programmation en permettant de comple´ter du code a` la compilation. En C++ [8],
le programmeur peut parame´trer des de´finitions de types ou de fonctions avec des types ou des
expressions. L’inspection de ses parame`tres de type est possible dans certains cas mais difficile.
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Les templates C++, bien que tre`s ge´ne´rales, sont en pratique difficilement utilisables : il semble
extreˆmement complique´ de construire des exemples comparables aux noˆtres en C++. Avec Template
Haskell [7], le programmeur peut ge´ne´rer du code arbitraire a` la compilation comme il le ferait avec
un pre´-processeur comme Camlp4 avec la meˆme facilite´ mais aussi la meˆme ge´ne´ralite´ qui limite
la re´utilisation de code et la facilite´ de programmation. Une comparaison de diffe´rents syste`mes de
macros ou de templates est mene´e dans [7].
La me´ta-programmation La ge´ne´ration de code source, appele´e aussi meta-programmation, est
une technique consistant a` programmer sur au moins deux niveaux : un programme engendre un
programme qui est ensuite exe´cute´. De fac¸on ge´ne´rale, un choix possible est de ge´ne´rer du code puis de
l’exe´cuter ou de faire un va-et-vient entre la production de code et l’exe´cution. Dans un environnement
type´, une question cruciale est de savoir si toute la phase de typage a lieu a` la compilation ou si elle
s’effectue en plusieurs e´tapes. Quelques syste`mes de ge´ne´ration de code dans les langages fonctionnels :
Camlp4 Le pre´-processeur Camlp4 est l’outil standard de manipulation de code en Objective
Caml. Il permet des ajouts de syntaxe, de la manipulation arbitraire de code et a des fonctions
d’affichage en standard. Un inte´reˆt fondamental re´side dans la possibilite´ pour une extension
de ge´ne´rer du code source a` la compilation ou dans une premie`re phase et le programmeur ne
diffuse qu’un code Objective Caml compilable par tous y compris sans l’extension.
Metaml Le langage Metaml [9] est une extension du langage ML permettant la programmation a`
plusieurs niveaux. Le code est produit a` l’exe´cution.
Lisp, Scheme Ces langages posse`dent un syste`me de macros tre`s puissant mais, naturellement,
l’absence de types empeˆche une structuration similaire aux templates.
Haskell Le langage Haskell pre´voit quelques classes de type de´rivables automatiquement comme
Show ou Read. Cela signifie que Haskell est capable de ge´ne´rer du code pour afficher ou pour lire
un type plus ou moins arbitraire. Le programmeur doit utiliser une extension comme Template
Haskell pour ge´ne´raliser ces constructions.
La me´thodologie Une fois le besoin d’un me´canisme de templates en Objective Caml e´value´,
la mise en œuvre par l’outil Camlp4 est la solution naturelle. La complexite´ de Camlp4, due a` sa
ge´ne´ralite´, impose de baˆtir une extension particulie`re pour l’objectif vise´. La programmation autour de
Ocaml-templates s’effectue sur trois niveaux : (1) le noyau du syste`me appele´ Ocaml-templates
programme´ une fois pour toutes, (2) les templates de base distribue´es avec le syste`me et les templates
que l’utilisateur peut e´crire et enfin (3) l’application des templates pour cre´er des programmes d’inte´reˆt
ge´ne´ral. Le niveau (1) est programme´e en utilisant Objective Caml et Camlp4, le niveau (2) en
utilisant de plus l’extension de syntaxe spe´cifique — de´finie niveau (1) — a` la de´finition des templates
ainsi que des fonctions pre´de´finies qui comple`tent Camlp4, enfin, le niveau (3) est programme´ en
utilisant a priori uniquement Objective Caml ainsi que l’extension de syntaxe — de´finie elle aussi
niveau (1) — permettant d’utiliser des templates — de´finis niveau (2) — qui s’appliquent au cas
conside´re´.
L’organisation de l’article La section 2 introduit quelques exemples de templates et des notions
sur leur utilisation. La section 3 apporte une classification informelle des templates suivant leurs sortes.
Cette section de´crit aussi brie`vement les templates de´ja` e´crits. La section suivante est consacre´e a` la
description du syste`me de templates : les modules utilise´s, la grammaire concre`te, le syste`me d’options
et de patch. Enfin, la dernie`re section de´crit le me´canisme pour cre´er de nouveaux templates.
Remerciements Je remercie Jean-Baptiste Tristan qui a participe´ activement a` l’imple´mentation
de plusieurs templates ainsi que les rapporteurs anonymes pour leurs commentaires et leurs remarques.
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2. Quelques exemples d’utilisation de Ocaml-templates
Comme aide au lecteur, quelques templates de base sont pre´sente´s ici et permettent de se faire une
ide´e de l’utilisation et de la puissance du syste`me des templates.
2.1. Le template Random
Un template assez pratique dans une phase de de´veloppement est le template Random. Il fournit
du code pour cre´er, au hasard, une valeur d’un type donne´.
Un exemple d’arbre binaire On veut de´finir le type des arbres binaires dont les feuilles sont
annote´es par des entiers et on veut cre´er une fonction random tree ge´ne´rant un arbre au hasard.
La de´finition est simplement
type tree : Random =
Leaf of int
| Node of tree * tree
qui de´finit un type
type tree =
Leaf of int
| Node of tree * tree
et une fonction re´cursive
let rec random_tree () =
match Random.float 1. with
x when x >= 0.5 -> Leaf (Random.int 100)
| _ -> Node (random_tree (), random_tree ())
Le syste`me Ocaml-templates a appele´ le template Random sur la de´finition de type
correspondante et ce template a cre´e´ la fonction random tree.
Le template Random, comme tous les templates, posse`de des options diverses dont une option pour
les constructeurs permettant de de´finir une probabilite´ de partir dans une branche. Cette probabilite´
est uniforme par de´faut.
Ainsi, le code
type tree : Random =
Leaf / Random(proba={0.8}) of int
| Node / Random(proba={0.2}) of tree * tree
produira la fonction random tree suivante
let rec random_tree () =
match Random.float 1. with
x when x >= 0.2 -> Leaf (Random.int 100)
| _ -> Node (random_tree (), random_tree ())
L’option du template Random est ici proba et prend un flottant en argument.
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Un exemple d’arbre d’arite´ non borne´e On veut maintenant changer notre notion d’arbre pour
utiliser des arbres d’arite´ non borne´e. Pour cela, on utilise des listes a` chaque nœud. La fonction
random tree du paragraphe pre´ce´dent devrait eˆtre totalement change´e pour ce nouveau type. Ici, elle
sera ge´ne´re´e naturellement.
type tree : Random =
Leaf of int
| Node of tree list
de´finit le type sous-jacent et une nouvelle fonction re´cursive
let rec random_tree =
let rec cree_liste n f () =
if n = 0 then [] else f () :: cree_liste (n - 1) f ()
in
fun () ->
match Random.float 1. with
x when x >= 0.5 -> Leaf (Random.int 100)
| _ -> Node (cree_liste (Random.int 5) random_tree ())
Un template appele´ sans de´claration On peut aussi appliquer un template a` une instance
de type comme par exemple {|Random of int list * float |} qui cre´e du code produisant
une paire constitue´e d’une liste ale´atoire d’entiers et d’un flottant. Cette possibilite´, tre`s facile
a` mettre en œuvre, doit eˆtre pre´vue dans la de´finition du template. Ainsi, la de´finition
let f x = x :: {| Random of float list |} cre´e une fonction qui prend en argument un flottant
puis renvoie une liste constitue´e de cet argument et d’une liste tire´e au hasard. La liste renvoye´e est
naturellement potentiellement diffe´rente a` chaque appel de la fonction.
Les types de classes Un template peut aussi s’appliquer a` un type de classe et cre´e typiquement
dans ce cas une classe. Cela permet par exemple de faire un new sur un type de classe et non uniquement
sur une classe. Cette possibilite´ doit de meˆme eˆtre pre´vue dans la de´finition du template.
2.2. Un ite´rateur : Map
Le template Map permet de ge´ne´raliser aux types parame´tre´s les ite´rateurs
List.map : (’a->’b) -> ’a list -> ’b list, ou
Array.map : (’a->’b) -> ’a array -> ’b array.
Un exemple typique est
type ’a tree : Map =
Leaf of ’a
|Node of ’a tree * ’a tree
qui est traduit par Ocaml-templates en
type ’a tree =
Leaf of ’a
| Node of ’a tree * ’a tree
let rec map_tree __map_a =
function
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Leaf a_1 -> Leaf (__map_a a_1)
| Node (a_1, a_2) -> Node (map_tree __map_a a_1, map_tree __map_a a_2)
qui a le type qu’on attend de lui (’a -> ’b) -> ’a tree -> ’b tree. Sans les templates, le code
de map tree serait tre`s simple mais fastidieux a` e´crire et tout changement de de´finition du type tree
induirait une modification manuelle du code de map tree.
2.3. La puissance du syste`me d’options : de´finition de printf
Le syste`me d’options des templates est suffisamment puissant pour qu’on puisse plonger un
pre´-processeur quelconque a` l’inte´rieur. Une application simple est la fonction Printf.printf. Un
template tre`s simplifie´ et non optimise´ a e´te´ e´crit.
L’expression {| Print {"i = %d j = %d "} |}, qui signifie “appelle le template Print avec
l’option "i = %d j = %d " sans l’appliquer a` aucun type”, est re´e´crite en l’expression :
fun a_1 a_2 ->
print_string
("i = " ^ string_of_int a_1 ^ " j = " ^ string_of_int a_2 ^ " ")
Ce qui donne bien le comportement attendu : l’expression
{| Print {"i = %d j = %d "} |} 5 12 affiche la chaˆıne "i = 5 j = 12 ".
2.4. Les templates Copy et Patch
Le template Copy fournit du code pour dupliquer un type quelconque. Il est assez utile en lui-meˆme
et devient tre`s pratique en conjonction avec un syste`me de patch. Ainsi,
type foo : Copy =
A of int * string
| B of float * int
fournit le code
let rec (copy_foo : foo -> foo) =
function
A (a_1, a_2) -> A (a_1, a_2)
| B (a_1, a_2) -> B (a_1, a_2)
Si maintenant on de´sire changer le comportement en doublant les entiers et en annulant les flottants,
on peut e´valuer les deux expressions
let _ = {|Patch ({Copy},{fun x->2*x}) of int|}
let _ = {|Patch ({Copy},{fun _->0.}) of float|}
Les expressions signifient respectivement “dans le template Copy, appliquer la fonction fun x->2*x
aux entiers” et “dans le template Copy, appliquer la fonction fun ->0. aux flottants”.
A` partir de ce point, et tant que ces modifications ne sont pas annule´es, la de´finition
type foo : Copy = A of int * string | B of float * int ge´ne`re le code
let rec (copy_foo : foo -> foo) =
function
A (a_1, a_2) -> A ((fun x -> 2 * x) a_1, a_2)
| B (a_1, a_2) -> B (0., (fun x -> 2 * x) a_2)
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On peut remarquer au passage que le template Copy re´e´crit (fun _ -> 0.) a_1 en 0. qui lui est
e´quivalent dans ce cadre. Cela montre un exemple tre`s simple d’e´valuation partielle permise par les
templates. Un autre exemple typique est la simplification de l’application de l’identite´ a` une expression
exp qui est re´e´crite en l’expression exp.
2.5. Interaction entre templates
Les templates sont appele´s inde´pendamment par Ocaml-templates et le code ge´ne´re´ n’interfe`re
pas. Ainsi la de´claration suivante
type ’a arbre : Random : Copy (no_types) =
Feuille of int
| Noeud of ’a * ’a arbre * ’a arbre
Produit les fonctions suivantes en plus de la de´claration de type sous-jacente
let rec random_arbre random_a () =
match Random.float 1. with
x when x >= 0.5 -> Feuille (Random.int 100)
| _ -> Noeud (random_a (), random_arbre random_a (), random_arbre random_a ())
let rec copy_arbre __copy_a =
function
Feuille a_1 -> Feuille a_1
| Noeud (a_1, a_2, a_3) ->
Noeud (__copy_a a_1, copy_arbre __copy_a a_2, copy_arbre __copy_a a_3)
L’option no types du template Copy est simplement une option qui indique au template de ne pas
de´clarer dans le code le type de la fonction copy arbre. Elle est utilise´e dans cet exemple pour
augmenter la lisibilite´ du code produit.
La convention typique de nommage (de´finie template par template) est que le template Foo applique´
au type t cre´e une fonction foo t. Dans le cas de de´finitions re´cursives de types, un template est appele´
sur la totalite´ de la de´finition re´cursive mais connaˆıt les types sur lesquels il doit s’appliquer. Ainsi, il
ne cre´era que les foo t des types pour lesquels l’utilisateur a de´clare´ utiliser le template Foo.
3. Une classification informelle des sortes de templates
Ce paragraphe n’a pas de vocation a` eˆtre formel mais plus a` expliquer intuitivement quelques
diffe´rences et caracte´ristiques des templates. Le terme sorte est employe´ en re´fe´rence a` la the´orie des
types ou` les fonctions entre types ont des sortes et non des types. Cette notion n’a pas de sens formel
en Objective Caml mais fournit une intuition utile.
Plusieurs styles de templates peuvent eˆtre mis en lumie`re : les transformateurs comme Map, Copy,
ou Proj (qui sert a` projeter un type sur un autre), les consommateurs comme Print, Compare ou
Iter et les cre´ateurs comme Read, Default ou Random.
Les transformateurs seront typiquement de sorte type -> type, les consommateurs de sorte type
-> cst type ou type * type -> cst type et les cre´ateurs de sorte cst type -> type ou` type est
le type sur lequel le template s’applique et cst type un type constant comme string ou unit.
Une piste future est de donner un sens formel a` cette notion de sorte et de typer les templates
de`s la compilation suffisamment pre´cise´ment pour assurer que l’application des templates a` n’importe
quel type sera bien du bon type. Le typage d’une extension Camlp4 arbitraire parait bien plus hors
de porte´e que celui d’un template car le lien entre les templates et le typage est clair.
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De´finition 1 (Variance d’une formule) Une formule en une variable est (1) covariante si toutes
les occurrences de la variables sont a` des positions covariantes, (2) contravariantes si toutes les
occurrences de la variables sont a` des positions contravariantes et (3) invariante si elle n’est ni
covariante ni contravariante.
La position racine de la formule est conside´re´e comme covariante et chaque connecteur, suivant sa
variance, change (cas de la contravariance) ou non (cas de la covariance) la variance des positions de
ses sous-formules.
De´finition 2 (Variance d’une sorte) La variance d’une sorte S est la variance de la formule S par
rapport a` la variable type sachant que la fle`che est covariante a` droite et contravariante a` gauche et
que les autres constructions classiques (n-uplets, listes, tableaux, somme...) sont covariantes en leurs
variables.
De´finition 3 (Consommateur) Un template est un consommateur si sa sorte est contravariante.
De´finition 4 (Cre´ateur) Un template est un cre´ateur si sa sorte est covariante.
De´finition 5 (Transformateur) Un template est un transformateur si sa sorte est invariante.
3.1. Les transformateurs : Map, Copy, Proj
Le template Map applique´ a` un type ’a foo fournit une fonction map foo : (’a -> ’b) -> ’a
foo -> ’b foo. Quelques optimisations permettent de ne pas parcourir toute la structure d’une
expression posse´dant un type qui ne contiendrait pas de variable ’a.
Le template Copy applique´ a` un type bar fournit une fonction copy bar : bar -> bar qui copie
toute la structure. Le type de copy bar est le meˆme que celui de map bar mais on a l’assurance de
l’inde´pendance des structures. De plus, comme de´ja` indique´, vu l’absence d’optimisations pour ne pas
parcourir les structures a` copier, il est tre`s facile d’appliquer un patch au template Copy.
Le template Proj est plus complique´. Lors de la de´finition d’un type, il permet d’en de´finir un
autre par renommage des champs, ajout ou retrait de types, et de nouveaux cas. De plus, il fournit
une fonction de projection du premier type sur le deuxie`me.
Ainsi, le code
type foo : Proj (rename = {"foo"/"bar"}, remove = {float}) =
A_foo of int * float /add={string,"une chaine"}
| B_foo of string * int list /remove
est re´e´crit en les de´finitions suivantes :
type foo =
A_foo of int * float
| B_foo of string * int list
type bar =
A_bar of int * string
| B_bar of string
let rec (bar_of_foo : foo -> bar) =
function
A_foo (a_1, a_2) -> A_bar (a_1, "une chaine")
| B_foo (a_1, a_2) -> B_bar (a_1)
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Ce template est utilise´ dans le module Pa templates pour fournir au programmeur de templates
une grammaire abstraite ne contenant plus les positions des caracte`res lus dans les fichiers alors qu’ils
sont garde´s dans une premie`re phase pour permettre une gestion d’erreur via Camlp4.
Ces trois transformateurs, peut-eˆtre les plus utiles dans une phase de de´veloppement, ont des
codes assez proches mais fournissent des fonctions bien distinctes. Ils sont, pour l’instant, de´finis sur
un sous-ensemble de la grammaire des types tre`s suffisant en pratique.
3.2. Les consommateurs : Print, String of, Compare, Tdpe, Iter
Le template Print a pour but de de´finir a` la fois un me´canisme similaire a` printf et mais aussi
de fournir des fonctions d’affichage pour un type quelconque autre que fonctionnel et objet. Il doit
commuter raisonnablement avec le template Read ce qui devrait en faire une alternative au module
Marshal de la bibliothe`que standard ou plus pre´cise´ment a` la bibliothe`que IoXML [6].
Le template Compare a pour but de fournir des fonctions de comparaison parame´trables sur un
type en ne´gligeant par exemple des champs inutiles. Il pourra eˆtre optimise´ pour eˆtre plus rapide et
plus suˆr que la comparaison de Objective Caml.
Le template Iter fournit une extension de List.iter a` la manie`re de Map. On pourrait de meˆme
e´crire un template Fold.
Le template Tdpe, qui n’a pas vocation a` aller dans une bibliothe`que standard mais plus de servir
de test pour de´velopper les templates, est un template qui a` partir d’un type totalement polymorphe
cre´e une paire de fonctions down/up permettant d’appliquer l’algorithme de “Type Directed Partial
Evaluation” qui “de´compile” une expression d’un type donne´.
Ainsi, le code suivant
type lambda =
Var of string
|Lambda of string * lambda
|Application of lambda * lambda;;
type ’a t : Tdpe = (’a -> ’a) -> (’a -> ’a);;
let deux f x = f (f x);;
let trois f x = f (f (f x));;
let d,u=tdpe_t ();;
d (deux trois);;
renvoie
Lambda ("x_1", Lambda ("x_3",
Application (Var "x_1", Application (Var "x_1", Application (Var "x_1",
Application (Var "x_1", Application (Var "x_1", Application (Var "x_1",
Application (Var "x_1", Application (Var "x_1", Application (Var "x_1",
Var "x_3")))))))))))
qui a bien “de´compile´” l’application du lambda terme de Church 2 au lambda terme 3.
3.3. Les cre´ateurs : Read, Default, Random
Le template Read a pour but de ge´ne´raliser a` la fois int of string et Marshal.of string.
Le template Default a pour but de cre´er une valeur par de´faut sur un type quelconque. Celle-ci
correspond aux valeurs nulles par de´faut de certains langages a` objet par exemple.
Le template Random ressemble au template Default mais est bien plus complexe doit permettre
de tirer des valeurs au hasard.
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3.4. Typage et re´cursion polymorphe
L’algorithme de typage de Objective Caml ne ge´ne´ralise pas les types des fonctions re´cursives
et cela empeˆche parfois la de´finition de fonctions parfaitement valables. Ainsi, comme souleve´ par un
rapporteur anonyme du pre´sent article, la de´finition suivante
type ’a foo : Map =
A of ’a
| N of ’a list foo
cre´e le code suivant non typable
let rec map_foo __map_a =
function
A a_1 -> A (__map_a a_1)
| N a_1 -> N (map_foo (List.map __map_a) a_1)
Cette expression n’est pas typable car map foo devrait avoir un type quantifie´ universellement et il
n’est quantifie´ que faiblement universellement. Une solution actuellement utilise´e est de relaˆcher les
contraintes de typage a` l’aide de l’instruction Obj.magic. Cette solution est mise en place a` l’aide de
l’option magic pour ce template (type ’a foo : Map(magic)) et fournit la de´finition suivante
let rec map_foo __map_a =
function
A a_1 -> A (__map_a a_1)
| N a_1 ->
N ((Obj.magic map_foo : (’a1 -> ’b2) -> ’a1 foo -> ’b2 foo)
(List.map __map_a) a_1)
Ainsi que la ligne suivante
let _ = let module Unused : sig val x : (’a1 -> ’b2) -> ’a1 foo -> ’b2 foo end =
struct let x = map_foo end in ()
qui permet de ve´rifier la validite´ du typage au prix d’un couˆt minime a` l’exe´cution. . . Nous aurions
pu cre´er tre`s facilement une expression e´quivalente typable sans Obj.magic avec les enregistrements
ou les modules re´cursifs mais le code engendre´ aurait e´te´ moins rapide et moins lisible. L’ide´e est
plus d’espe´rer un changement du syste`me de typage de Objective Caml qui pourrait accepter ces
expressions et de tricher le´ge`rement avec le typage pour l’instant plutoˆt que de cre´er du code superflu.
Un argument fort pour cette approche est la suˆrete´ du code produit comme le prouve la transformation
avec des enregistrements (et la ve´rification avec le module Unused). Une solution simple a` utiliser —
mais peut-eˆtre difficile a` imple´menter — serait d’autoriser l’utilisateur a` indiquer le type explicitement
polymorphe des fonctions re´cursives et que le syste`me de typage ve´rifie ce type comme cela se fait
pour les enregistrements.
Cette utilisation de Obj.magic est uniquement mise en place pour le template Map mais doit eˆtre
encore e´tudie´e et similairement adapte´e aux autres templates.
4. L’organisation du syste`me
Les partis-pris pour la construction de Ocaml-templates sont multiples :
– Le compilateur reste inchange´. Seule la construction de l’arbre de syntaxe est touche´e.
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– Il doit eˆtre possible de cre´er, transformer, ajouter et utiliser facilement des templates.
– La gestion des templates doit eˆtre centralise´e au maximum ce qui impose une syntaxe ge´ne´rique
pour l’appel des templates.
– Les templates doivent eˆtre facilement parame´trables par un syste`me d’options spe´cifiques a`
chaque template. Ces options doivent eˆtre ge´re´es uniforme´ment par le syste`me avant de rentrer
dans les templates.
– On veut avoir la puissance suffisante pour e´crire un printf et un marshal ou de´finir des ite´rateurs
sur des types quelconques comme par exemple ’a list list * ’a array.
4.1. Le noyau
Le noyau du syste`me se compose de quatre modules : extension de syntaxe pour utiliser les
templates, extension de syntaxe pour de´finir les templates, manipulation des templates et modification
des templates a` la vole´e. Une description plus pre´cise suit :
– Le module Pa templates de´finit l’extension de syntaxe pour l’utilisation des templates dans un
programme Objective Caml quelconque.
– Le module Pa template definition de´finit une extension de syntaxe pour aider a` de´finir les
templates. Ce module n’est pas indispensable a` l’utilisation du syste`me mais apporte du sucre
syntaxique utile. Ce module peut eˆtre encore comple´te´.
– Le module Templates de´finit les grammaires abstraites des types et fournit des fonctions utiles
a` la de´finition des templates. Il s’occupe aussi de ge´rer l’ensemble des templates charge´s au
moment de l’analyse syntaxique d’un programme Objective Caml.
– Le petit module Te patch permet la modification a` la vole´e de parties du code des templates.
Accessoirement, c’est lui-meˆme un template.
4.1.1. Le sche´ma ge´ne´ral
Chaque template est de´fini dans un fichier .ml. Une grammaire spe´cifique de´finie dans le module
Pa template definition permet d’aider a` la de´finition du template. Dans le code du template, il y
a un appel a` la fonction Templates.add qui permet d’ajouter ce template a` l’ensemble des templates
ge´re´s par le module Templates. Le code du template consiste fondamentalement a` cre´er du code a`
partir d’une information de type qui lui est passe´e en parame`tre au moment de l’analyse syntaxique
d’un fichier .ml par le module Pa templates. Ce module de´finit l’extension de syntaxe et lors de
l’analyse d’une de´claration de type ou d’un appel avec la syntaxe {| ... |} s’occupe d’appeler le
template correspondant avec les options qui le concerne.
4.1.2. Grammaire ge´ne´rique
La grammaire concre`te utilise´e est un sur-ensemble de la grammaire standard d’Objective Caml
pour les de´clarations de types et les expressions. La notation pour de´finir la grammaire est la suivante :
< . . . > appelle un symbole non terminal de la grammaire,
∣∣∣ se´pare les cas,
{
. . .
}
de´crit une liste
e´ventuellement vide et
[
. . .
]
de´crit un e´le´ment optionnel. Les symboles terminaux sont “{|”, “|}”,
“=”, “∗”, “/”, “:”, “;”, “,” ainsi que “of”, “default”, “mutable” et les identificateurs.
La figure 1 de´crit la grammaire concre`te utilise´e. Ne sont note´s que les cas supple´mentaires par
rapport a` Objective Caml dans la grammaire ou les cas e´clairants.
On peut remarquer sur cette grammaire que les templates autorisent le placement d’options a` divers
endroits et qu’il y a un syste`me de template par de´faut ce qui e´vite d’avoir a` spe´cifier le template
conside´re´ lors du passage d’une option.
La syntaxe est e´tendue de fac¸on similaire pour les types de classes.
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expr ::= {| < Template >
[
< options >
][
of < type-expr >
{
∗ < type-expr >
}]
|}
name ::= Identificateur commenc¸ant par une minuscule
Template ::= Identificateur commenc¸ant par une majuscule
option ::= < name >
[
= {< expr >}
]
options ::= < option >∣∣∣ (< option >
{
, < option >
}
)
type-expr ::= < type-expr >
{
/
[
< Template >
]
< options >
}
type-def ::=
[
< parametres >
]{
:
[
default
]
< Template >
[
< options >
]}
< name >< type-info >
type-info ::=
[
< type-equation >
][
< type-representation >
]{
< type-constraint >
}
type-equation ::= =< type-expr >
type-representation ::= =< constr-decl >
{
| < constr-decl >
}
∣∣∣ = {< field-decl >
{
; < field-decl >
}
}
constr-decl ::= < constr-name >
{
/
[
< Template >
]
< options >
}
∣∣∣ < constr-name >
{
/
[
< Template >
]
< options >
}
of
< type-expr >
{
∗ < type-expr >
}
field-decl ::=
[
mutable
]
< field-name >
{
/
[
< Template >
]
< options >
}
:< poly-typexpr >
Fig. 1 – Grammaire concre`te
4.1.3. Analyse syntaxique
L’analyse syntaxique se fait en e´tendant la grammaire d’Objective Caml telle que de´crite dans
le fichier pa o.ml de Camlp4. La difficulte´ de l’extension re´side dans plusieurs facteurs : le syste`me
d’options pour les templates impose d’utiliser une structure diffe´rente pour les types de celle par de´faut
dans Camlp4 et de traduire ensuite si besoin cette structure. De plus, la structure que l’on de´sire
donner au programmeur qui cre´e un template est plus structure´e que celle de Camlp4 qui e´crase trop
de constructions. L’ide´e a donc e´te´ de re´e´crire une grammaire abstraite pour les types a` la fois plus
proche de celle de Objective Caml et contenant les informations suffisantes pour recre´er des arbres
de syntaxe abstraite Camlp4. Cela a ne´cessite´ de plus de re´e´crire pratiquement entie`rement la partie
consacre´e a` l’analyse syntaxique des types.
4.1.4. Le syste`me d’options
Le type des options est string * MLast.expr option qui repre´sente le nom de l’option et la
valeur e´ventuellement transporte´e (une expression Objective Caml quelconque). Les expressions
transporte´es doivent eˆtre de´code´es au niveau de chaque template qui seul sait ce qui est attendu dans
chaque option. Ce de´codage se fait typiquement a` l’aide d’un match ... with et n’utilise que des
fonctions bien type´es.
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Pour acheminer les options aux templates correspondants, le module Pa templates utilise des
ite´rateurs appele´s map e type def ou map e ctyp de´finis dans le module Templates. Naturellement,
ces ite´rateurs ont eux-meˆmes e´te´ cre´e´s a` l’aide du template Map.
4.2. Les templates pre´de´finis
Le principe sous-jacent a` Ocaml-templates est que l’utilisateur final utilise en priorite´ les
templates de´ja` existants et n’e´crive ses propres templates qu’en cas de ne´cessite´. Une distribution
raisonnable doit donc inclure des templates de base d’utilisation ge´ne´rale un peu a` la manie`re de
la bibliothe`que standard. Un programmeur typique utilisant les templates utilisera un template de´ja`
existant en priorite´, e´ventuellement a` l’aide d’un patch.
4.3. Le choix du template
Le programmeur de´sirant utiliser un template a plusieurs options : (1) il posse`de un template qui
fait exactement ce qu’il de´sire et il peut l’utiliser facilement ; (2) il posse`de un template sur lequel il
peut appliquer un patch qui fera ce qu’il de´sire ou (3) il n’a pas de template adapte´. Dans le premier
cas, il lui suffit d’appeler son template. Dans le deuxie`me cas, il peut appliquer le patch avant d’appeler
son template et peut e´ventuellement enlever son patch apre`s. Ces ope´rations se font directement dans
le meˆme fichier simplement avant et apre`s l’utilisation de son template. Dans le dernier cas, il lui faut
de´finir un template dans un autre fichier et le compiler au pre´alable comme explique´ a` la section 5. Il
peut aussi ge´ne´rer du code et le retoucher apre`s meˆme si cette approche n’est pas tre`s re´utilisable et
donc contraire a` l’esprit des templates.
4.3.1. Le syste`me de patch
Un syste`me de patch existe par de´faut. Les commandes accessibles sont
– L’ajout d’un meˆme patch pour une liste de noms de types :
{| Patch ({<Template>},{<code>}) of <nom_type_1> * ... * <nom_type_n> |}. Suivant
la de´finition du template Template, le code code remplacera le code habituel du template pour
ces types.
– La mise a` ze´ro des patches : {| Patch reset |}.
– La mise a` ze´ro des patches d’un template : {| Patch reset={Template} |}.
– Retrait de dernier patch d’un template : {| Patch remove={Template} |}.
Avec la syntaxe de´finie dans le module Pa_template_definition, la partie d’un template qui
s’occupe des patches est simplement le code cryptique suivant
match get_patch_template tp with
Some e->e
|None->
place´ lors du de´sassemblage du type qui serait un chemin de type (type path). L’extension de syntaxe se
contente de traduire get_patch_template en get_patch "Template" ou` ”Template” est une chaˆıne
de caracte`re repre´sentant le nom du template. Ainsi, tout le travail de gestion est fait de fac¸on
centralise´e dans le module Pa_templates.
Pour l’instant, on ne peut appliquer des patches que sur des types nomme´s et non sur
des constructions plus complexes. Le syste`me de patch permet naturellement de rajouter des
comportements au template sur des types de´finis dans des modules externes sans que ces de´finitions
aient e´te´ pre´vues a` l’e´criture du template. Le syste`me d’options permet de faire des modifications plus
importantes si besoin mais les options doivent eˆtre pre´vues a` l’e´criture du template.
12
Ocaml-templates
5. Comment cre´er un template
La de´finition d’un template est fondamentalement une de´finition par cas sur la structure du type
et quelques lignes pour inscrire le template dans Pa_templates.
La cre´ation d’un template a` partir de ze´ro est complique´e par plusieurs facteurs : (1) une
connaissance minimale du syste`me de quotations de Camlp4 est ne´cessaire pour cre´er du code. Ce
syste`me n’e´tant pas complet, il est parfois ne´cessaire de s’impliquer un petit peu plus. . ., (2) la varie´te´
des types en Objective Caml est assez importante et impose une taille minimale aux templates.
Un exemple typique est le template Default dans lequel on trouve les fonctions : generator qui
teste si son argument est un type somme, enregistrement ou une expression de type et fournit le code
correspondant, generator type path qui cre´e du code pour les noms de types (e´ventuellement dans
des modules externes), generator pol qui s’occupe des types polymorphes (pour les types de classe
et les enregistrements), ainsi que la fonction generator core qui cre´e du code pour les expressions
de types (n-uplet, fle`che, application, alias, variable, objets. . .) et leurs options.
5.1. Les choix de conception
Le programmeur de templates doit fixer la sorte exacte de son template de`s le de´but : partir
en aveugle est dangereux puisque le typage du template n’impose pas le typage de l’application du
template a` un type donne´. La sorte influe aussi de manie`re subtile sur la strate´gie de nommage dans
les fonctions cre´e´es.
Un point important est la sorte des appels re´cursifs. Cela peut eˆtre explique´ en comparant les
lignes correspondant au cas du type bool dans les templates Random et Print.
Bt_Bool ->
<:expr< Random.bool () >>
Bt_Bool ->
<:expr< fun [ True -> print_string "true"
| False -> print_string "false"] >>
Dans le template Random, on manipule re´cursivement des expressions de sorte type alors que dans
Print, on manipule des fonctions de sorte type -> unit alors que les sortes de ces templates sont
unit -> type et type -> unit. Cette distinction doit eˆtre faite de`s le de´but de l’e´criture du template.
Une le´ge`re difficulte´ mise en lumie`re par cet exemple est aussi l’obligation de Camlp4 d’utiliser la
syntaxe re´vise´e [5] dans les quotations (de la forme <:expr< ... >).
5.2. Des fonctions d’aide a` la de´finition de templates
Quelques fonctions d’aide a` la de´finition de templates sont de´finies dans le module Pa_templates.
On peut citer (1) un syste`me de gestion de de´finitions locales : pendant la cre´ation de code, on indique
quelles de´finitions locales sont ne´cessaires et le template pre´fixe le code ge´ne´re´ par ces de´finitions
locales, (2) des fonctions qui ame´liorent les quotations de base de Camlp4, (3) des fonctions pour
cre´er des listes d’expressions ou de motifs a 1,...,a n et (4) des fonctions un peu e´sote´riques comme
eta_expand_if_necessary qui permet de faire une eta-expansion avant une de´finition re´cursive pour
qu’elle soit accepte´e plus facilement par les tests de Objective Caml.
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5.3. Une syntaxe adapte´e
Le module pa template definition ajoute du sucre syntaxique pour aider a` de´finir un template.
Ce module est susceptible d’e´voluer fortement dans le futur. Un fichier typique aura cet aspect :
template Template with
te_ti = ti (* pour les expressions {| Template of ... |} *)
and te_td = td (* pour les declarations de types *)
and te_ctd = ctd (* pour les declarations de types de classe *)
struct
let rec generator = ...
and
...
... (* code du template *)
...
end
Un point a` remarquer est que Template n’est pas sous forme de chaˆıne de caracte`res mais simplement
un identificateur commenc¸ant par une majuscule.
Une autre technique encore tre`s expe´rimentale en vue de simplifier l’e´criture est la possibilite´ de
copier/coller du code. Ainsi un template, comme Default, pourra se pre´senter comme ceci :
get_code_file "modeles/mo_vide.ml.code"
template Template with ...
struct
let rec generator = inherit_code generator
and ...
end
La commande get_code_file "modeles/mo_vide.ml.code" charge le code des de´finitions du fichier
modeles/mo_vide.ml.code et l’expression inherit_code generator colle le code de la fonction
generator a` cet endroit. Des possibilite´s de modifications de code, et non simplement de copie,
existent mais ne sont pas encore utilise´es. Ces outils se trouvent dans le re´pertoire code_ref de la
distribution.
Conclusions et de´veloppements futurs
Le syste`me de templates est pour l’instant a` l’e´tat de prototype. Le noyau est assez raisonnablement
complet mais la bibliothe`que de templates est pour l’instant incomple`te en quantite´ — il faudrait
rajouter des templates — mais aussi, et c’est suˆrement plus important, en qualite´ — les templates
doivent eˆtre comple´te´s et parfois corrige´s. Des templates naturels a` e´crire sont Share qui permettrait
de ge´rer la partage dans les structures et de les minimiser par exemple ou Compress qui pourrait
fournir un algorithme de compression de´die´. . .
Le code de Ocaml-templates utilise environ 300 lignes ge´ne´re´es par des templates pour cre´er
des ite´rateurs. Ces lignes ont pour la plupart e´te´ e´crites une premie`re fois a` la main mais certaines
(qui concernent les types de classes) ont pu eˆtre ge´ne´re´es a` partir de ze´ro. La possibilite´ de ge´ne´rer ces
lignes simplifie grandement le travail de de´veloppement puisque le changement de la de´finition d’un
type ne s’accompagne plus d’un travail fastidieux de recopie du type comme pour le cas du Map sur un
type somme. Cette possibilite´ a e´te´ utilise´e dans Ocaml-templates pour cre´er des ite´rateurs sur les
structures internes de Camlp4 permettant un portage aise´ entre diffe´rentes versions (3.06 et 3.07).
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Les templates sont type´s a` la compilation mais le type est tre`s peu expressif : tous les templates
ont le meˆme type. Cela provient de Camlp4 mais n’est pas un de´faut dans le cadre ge´ne´ral car
la manipulation de code passe par des phases instables — typiquement, les variables ne sont pas
force´ment toujours lie´es pendant les phases de cre´ation de code. Apre`s application, il faut encore
typer l’expression obtenue. Une direction de recherche, pour l’instant tre`s prospective, est de re´ussir
a` typer les templates directement au moment de la compilation du template de manie`re suffisamment
expressive pour pouvoir assurer le typage apre`s application. Il faudrait pour cela bien de´finir une
notion de sorte comme explique´ section 3. Des ide´es existent pour le faire directement a` l’inte´rieur du
syste`me de typage de Objective Caml. Il faut remarquer que typer la ge´ne´ration de code en ge´ne´ral
semble plus difficile que simplement typer les templates qui manipulent des types. Les types que
l’on peut envisager seraient ’a type expr -> (’a -> unit) code ou` ’a type expr repre´sente une
expression de type de´crivant un type ’a et (’a -> unit) code repre´sente le code d’une expression
de type ’a -> unit.
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