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Resumen
En este trabajo se realiza una documentacio´n sobre la arquitectura de un Framework
Web Colaborativo Sensible al Contexto compuesto por la fusio´n de cuatro subsistemas.
En el desarrollo de dicha documentacio´n se describen como componentes de primera
clase a los mecanismos de vinculacio´n entre subsistemas representados en el disen˜o de
la arquitectura. Adema´s, se desarrolla un estudio sobre variantes de disen˜o de sistemas
estratificados utilizado en la resolucio´n de las problema´ticas de disen˜o y documentacio´n
que surgieron en este dominio de aplicacio´n. De esta manera, se proporciona como
resultado final una contribucio´n sobre la documentacio´n arquitecto´nica del framework
web colaborativo Sakai para su comunidad de disen˜adores y desarrolladores.
ii
Agradecimientos
Quiero agradecer la direccio´n y el apoyo del Lic Alejandro Sartorio, sin el cual esta
tesina no se hubiese emprendido.
A mis padres que sacrificaron mucho para hacer esto posible. Por ensen˜arme de
chico el valor de la educacio´n y perseverancia. Por escucharme cuando necesitaba
un consejo y acompan˜arme cuando lo necesitaba. A ellos ma´s que a nadie.
A mis amigos, a todos. Porque fueron la fuente de distraccio´n y apoyo que me
acompan˜o en este largo camino.
A los profesores, que guiaron mis estudios y me formaron como profesional.
A todos aquellos que de manera directa o indirecta, influyeron, hicieron su aporte o






1.1. Contexto . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.1.1. Presentacio´n del caso de estudio . . . . . . . . . . . . . . . . . 2
1.2. Motivacio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
1.3. Solucio´n propuesta y contribucio´n . . . . . . . . . . . . . . . . . . . . 6
1.3.1. Primera nocio´n de los elementos intervinientes en la solucio´n . . 7
1.4. Limitaciones . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
1.5. Organizacio´n del documento . . . . . . . . . . . . . . . . . . . . . . . 9
2. Estado del Arte 11
2.1. Introduccio´n . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 11
2.2. Estilos Arquitecto´nicos . . . . . . . . . . . . . . . . . . . . . . . . . . 11
2.3. Sistemas sensibles al contexto . . . . . . . . . . . . . . . . . . . . . . . 12
2.4. Proyecto Sakai . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
3. Documentacio´n 17
3.1. Arquitectura Sakai . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
3.1.1. Estilo Cliente Servidor en Sakai . . . . . . . . . . . . . . . . . . 21
3.1.2. Sistema Estratificado en Sakai . . . . . . . . . . . . . . . . . . 37
3.1.3. Model-View-Controller en Herramientas Sakai . . . . . . . . . . 56
4. Sakai con Contratos 73
4.1. Sakai con Contratos ScC . . . . . . . . . . . . . . . . . . . . . . . . . 73
4.2. Hacia la documentacio´n del estilo arquitecto´nico Sakai . . . . . . . . . 74
5. Variantes de Disen˜o 97
5.1. Variantes al Documentar Sistemas Estratificados . . . . . . . . . . . . . 97
5.2. Composicio´n Dina´mica de Componentes de Servicios . . . . . . . . . . 102
6. Conclusiones y Trabajos Futuros 109
6.1. Conclusiones . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 109




A.1. Codigo: Herramienta Sakai MVC utilizando JSF. . . . . . . . . . . . . . 111
vi
Índice de ﬁguras
1.1. Arquitectura conceptual del FWCsc . . . . . . . . . . . . . . . . . . . . 3
1.2. PiramideDHD: Primera interpretacio´n de contratos . . . . . . . . . . . 7
2.1. Arquitectura Propuesta Evolutiva . . . . . . . . . . . . . . . . . . . . . 13
3.1. Arquitectura Abstracta de Sakai . . . . . . . . . . . . . . . . . . . . . 18
3.2. Integracio´n de Aplicaciones externas a Sakai . . . . . . . . . . . . . . . 19
3.3. Integracio´n de Herramientas Legacy a Sakai. . . . . . . . . . . . . . . . 20
3.4. Arquitectura general del framework Sakai. . . . . . . . . . . . . . . . . 21
3.5. Estructura F´ısica posible del framework Sakai. . . . . . . . . . . . . . . 23
3.6. Composicio´n lo´gica del Servidor . . . . . . . . . . . . . . . . . . . . . . 24
3.7. Vista General del Sistema Estratificado en Sakai. . . . . . . . . . . . . 37
3.8. Sistema Estratificado Sakai. . . . . . . . . . . . . . . . . . . . . . . . . 38
3.9. Diagrama UML del estrato Agregador . . . . . . . . . . . . . . . . . . 40
3.10. Vista General del Estilo MVC en Sakai. . . . . . . . . . . . . . . . . . . 56
3.11. Diagrama Cano´nico para MVC utilizando JSF. . . . . . . . . . . . . . . 58
3.12. Representacio´n UML de las clases MVC utilizando JSF . . . . . . . . . 59
3.13. Diagrama Cano´nico para MVC usando Spring. . . . . . . . . . . . . . . 65
3.14. Representacio´n UML de las clases MVC utilando Spring MVC . . . . . 66
4.1. Framework Sakai con Contratos . . . . . . . . . . . . . . . . . . . . . 75
4.2. Estrato Servicios Sakai . . . . . . . . . . . . . . . . . . . . . . . . . . 75
4.3. Proceso de Solicitud Sin coordinacio´n de Contratos . . . . . . . . . . . 76
4.4. Proceso de Solicitud Con coordinacio´n de Contratos . . . . . . . . . . . 76
4.5. Arquitectura del Framework JCAF. . . . . . . . . . . . . . . . . . . . . 78
4.6. Diagrama de clases del Framework JCAF . . . . . . . . . . . . . . . . . 79
4.7. Diagrama de clases de una entidad con contexto. . . . . . . . . . . . . 81
4.8. Diagrama de clases del estrato Servicios Sakai con CSC. . . . . . . . . 83
5.1. Comparacio´n de Diagramas de Anillos y Pilas . . . . . . . . . . . . . . 98
5.2. Diagrama en Anillo y Pila de la Arquitectura Sakai con CSC . . . . . . 99
5.3. Sistema Estratificado con estrato lateral . . . . . . . . . . . . . . . . . 100
5.4. Sistema estratificado sin especificacio´n formal de relaciones existentes . 101
5.5. Sistema estratificado con flechas de relacio´n . . . . . . . . . . . . . . . 101
5.6. Arquitectura Sakai con flecha de relacio´n . . . . . . . . . . . . . . . . . 102
5.7. Interfaz de Servicio Compuesta sobre Servicios Sakai . . . . . . . . . . 104
vii
I´ndice de figuras
5.8. Composicio´n Dina´mica de Servicios y Jini . . . . . . . . . . . . . . . . 106




La implementacio´n de plataformas colaborativas constituyen unos de los medios
ma´s versa´tiles para el uso en actividades acade´micas. Como ejemplo de este tipo de
aplicaciones se pueden mencionar: Sakai, WebCT, BlackBoard, e-ducativa, Plataforma
Media´fora, Dokeos, OfficeManager, Moodle, Nexus, ILIAS, Claroline.
Su constante evolucio´n, crecimiento y adaptacio´n permiten tener cada vez mejores
prestaciones y servicios. El eficiente uso de estas plataformas implican tener so´lidos
conocimientos te´cnicos para su instalacio´n, mantenimiento y desarrollo. Al mismo tiempo
se debe contar con m´ınimas habilidades para la creacio´n de los distintos espacios de
trabajos y definir las metodolog´ıas de uso.
En el marco de los ana´lisis efectuados y teniendo en cuenta experiencias del grupo
de trabajo en el que esta tesis fue desarrollada, se sostiene que la incursio´n en proyectos
cient´ıficos con desarrollos ”open source“ brindan propuestas consolidadas de disen˜o y
desarrollo de entornos colaborativos Web para educacio´n, orientado a herramientas que
se implementan a trave´s de servicios comunes (servicios bases). Por ejemplo, existen
frameworks orientados a portales donde el servicio de edicio´n de mensajes es utilizado
en las herramientas Foro, Anuncio, Blog, etc. Ma´s au´n, otras de las caracter´ısticas
salientes es la versatilidad para su extensio´n y/o configuracio´n. En efecto, es posible
alterar ciertas configuraciones en tiempo de ejecucio´n, por ejemplo, instrumentar una
nueva funcionalidad en un servicio base determinado.
En la actualidad, teniendo en cuenta el contexto de nuestra regio´n se evidencia la
necesidad de promover el estudio de te´cnicas de Ingenier´ıa de Software adaptadas a
estos tipos de desarrollos, partiendo de los a´mbitos acade´micos-cient´ıficos y su posterior
transferencias a las industrias locales interesadas. En esta tesis se plantea la construccio´n
1
1.1. Contexto
de una documentacio´n de estilos arquitecto´nicos para un determinado tipo de sistema
conformado por cuatro tipos diferentes de subsistemas.
Para el abordaje de este desaf´ıo planeado se propone articular investigaciones a partir
de los resultados obtenidos en el manejo de sistemas colaborativos para la construccio´n y
estudios de mejores te´cnicas en documentacio´n de estilos arquitecto´nicos. Se tendra´n en
cuenta casos de estudios sobre aplicaciones Web, basados en un framework colaborativo
con propiedades de sensibilidad al contexto [1].
1.1. Contexto
Este trabajo se enmarca dentro de un proyecto general de investigacio´n denominado
“Ingenier´ıa de software para el disen˜o y desarrollo de sistemas Web colaborativos con
propiedades context-aware, adaptativo, con coordinacio´n de contratos basados en arqui-
tecturas dina´micas” [10]. Cuyos objetivos generales pretenden iniciar investigaciones en
el manejo de sistemas colaborativos en la construccio´n y estudios de mejores te´cnicas
de Especificacio´n, Disen˜o, Modelado, Testing, Formalizacio´n y Documentacio´n, como
aportes cient´ıficos en el campo de la Ingenier´ıa de Software.
El proyecto se encuentra radicado en el Centro de Altos Estudios en Tecnolog´ıas In-
forma´tica (CAETI sede Rosario) a, pertenecientes a una de las 5 l´ıneas de investigacio´n b
denominada “Nuevas Tecnolog´ıas para Internet“. Las producciones de esta l´ınea abordan
la problema´tica del disen˜o y desarrollo partiendo del estudio de las nuevas tecnolog´ıas.
Para mayor informacio´n sobre el proyecto ingresar en la plataforma de investigacio´n
del CAETI Rosario a trave´s del blog: http://caetirosario.blogspot.com/
1.1.1. Presentacio´n del caso de estudio
Los avances en las principales comunidades cient´ıficas sobre desarrollos de herramien-
tas Web colaborativas, permiten participacio´n en varios niveles dentro de una activa
comunidad de educadores, l´ıderes institucionales y desarrolladores inspirados en las ac-
tividades de ensen˜anza, aprendizaje e investigacio´n. Particularmente, los disen˜adores y
desarrolladores del proyecto Sakai c trabajan conjuntamente con docentes y estudiantes
profesionales de universidades internacionales (ejemplos de algunas de ella involucradas
en este proyecto: Indiana University, University of Michigan, Yale University, Stanford
University, Universidad Polite´cnica de Valencia, Universidad del Valle de Guatemala),
promoviendo el acortamiento de las distancias entre las necesidades del usuario final y
ahttp://caeti.uai.edu.ar/Investigacion/
bL´ıneas de investigacio´n: Sociedad del Conocimiento y Tecnolog´ıas Aplicadas a la Educacio´n. Al-





el software. El mayor flujo de las actividades colaborativas se concentran en la lista de
e-mails, wiki, foros, etc. Los miembros de estas comunidades presentan todo tipo de
perfiles acade´micos e institucionales.
Las tareas disen˜adas en este proyecto son propuestas como continuaciones de tra-
bajos a partir de los avances en investigacio´n y desarrollos efectuados por los miembros
investigadores. Partiendo de experiencias en el dictado de cursos, direccio´n de trabajos
y publicaciones sobre Ingenier´ıa de Software y Ana´lisis de Sistemas[15; 16]. Tambie´n,
se tienen en cuenta resultados y recorridos de experiencias conjuntas en los proyec-
tos: ”Te´cnicas De Ingenier´ıa De Software Aplicadas Al Dispositivo Hipermedial Dina´mi-
co“ (1ing252 - Resol C.S. 945/2008). (Cifasis: Conicet-Upcam-Unr) y ”Obra Abierta:
Dispositivos Hipermediales Dina´micos Para Educar e Investigar“ (1ing253 - Resol C.S.
945/2008). (Cifasis: Conicet-Upcam-Unr) d sobre la inyeccio´n de propiedades de coor-
dinacio´n de contratos sensibles al contexto al framework colaborativo Sakai[17].
Figura 1.1: Arquitectura conceptual del FWCsc
La figura 1.1 presenta parte de la arquitectura conceptual de un Framework Web





El primer subsistema representa la arquitectura independiente del framework web
colaborativo a trave´s de la estratificacio´n de las siguientes capas:
El Framework Sakai esta´ disen˜ado segu´n una arquitectura de cuatro capas: La capa de
aplicacio´n, presentacio´n, herramientas y servicios. Nuestra propuesta consiste en envolver
los servicios del nu´cleo Sakai mediante un mecanismo de coordinacio´n de contratos. De
esta manera se altera el disen˜o original del framework, agregando y modificando capas
que nos permitan la inyeccio´n de informacio´n de contexto y el agregado de una nueva
pieza de software (un contrato) con propiedades de sensibilidad al contexto. Con este
propo´sito, fue modificado el disen˜o de la capa de servicios original, mediante una divisio´n
en tres partes:
Servicios Originales: Pertenecientes al nu´cleo del framework original, no afectados
con el agregado del mecanismo de coordinacio´n de contrato.
Servicios de Contexto: Permite a clientes el acceso a entidades, asignar, obtener
y subscribir cambios en la informacio´n de contexto de las entidades.
Servicios con coordinacio´n de contratos (Servicios CSC): Servicios base del nu´cleo
del framework Sakai modificados para poder efectuar la envoltura en los mecanis-
mos de coordinacio´n.
Mediante la divisio´n del estrato servicios se puede interpretar a los Servicios CSC
como una nueva arquitectura basada en sistemas estratificados[19]. Entonces, esta com-
posicio´n se efectu´a por el estrato de coordinacio´n de contratos y el estrato de co´mputo.
La capa de co´mputo estara´ compuesta por mo´dulos de implementacio´n (ej., servicios
Sakai previos a la incorporacio´n de contratos). Mientras que la capa de coordinacio´n
estara´ compuesta por mo´dulos espec´ıficos de coordinacio´n, patrones tipo proxy y con-
tratos.
La implementacio´n del los Servicios CSC se realizara´n utilizando un patro´n de disen˜o
de coordinacio´n de contratos (”Coordination Contracts Design Pattern”) tomando co-
mo referencia la propuesta de Fiadeiro[13; 18]. Este patro´n esta basado en el patro´n de
disen˜o ”proxy” (o “Surrogate“)[8]. Por un lado provee una interfaz espec´ıfica (“Sub-
jectInterface“), como una clase abstracta, para cada componente. Esta interfaz esta
conectada al programa real (”SubjectBody”) a trave´s de un proxy dina´mico reconfig-
urable. Por otra parte, soporta la reconfiguracio´n dina´mica del co´digo ejecutado por
medio de solicitud de operaciones a trave´s del “proxy”.
El segundo subsistema esta´ compuesto por una componente contrato y su correspon-
diente mecanismo de coordinacio´n. En este caso la coordinacio´n de contrato se define
como:
En te´rminos generales, la coordinacio´n de contratos es una conexio´n establecida entre
un grupo de objetos (en nuestras consideraciones los participantes ser´ıan un objeto cliente
y un determinado servicio), donde reglas, normas y restricciones (RNR) son superpuestas
entre los actores participantes, estableciendo con un determinado grado de control las
formas de interrelacio´n (o interaccio´n).
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El tipo de interacciones establecidas entre las partes es ma´s satisfactoria que las
que se pueden lograr con UML o lenguajes similares (orientados a objetos) debido a
que e´stas contienen un mecanismo de superposicio´n donde se toman como argumento
los contextos. Cuando un objeto cliente efectu´a una llamada a un objeto suministro, el
contrato “intercepta” la llamada y establece una nueva relacio´n teniendo en cuenta el
contexto del objeto cliente, el objeto servidor e informacio´n relevante (respecto de la
relacio´n) adquirida y representada como contexto del entorno. Como condicio´n nece-
saria, la implementacio´n de los contratos no debe alterar el disen˜o y funcionalidad en la
implementacio´n de los objetos.
El tercer subsistema corresponde a un framework implementativo “context-awareness”
que permite integrarse con algunas de las componentes del primer subsistema para la
recoleccio´n del censado de informacio´n de contexto. Luego, dicha informacio´n es proce-
sada a trave´s de mecanismos que permitira´n incorporarles propiedades de sensibilidad al
contexto. Su configuracio´n fue resuelta a partir de las ideas fundadoras del trabajo de
Dey sobre el Context ToolKit[43] y el proyecto UWA[2].
El cuarto subsistema lo compone un nuevo modelo pensado para el disen˜o e im-
plementacio´n de condicionales que puedan ser utilizados en la composicio´n de reglas
de contratos. La principal idea de esta propuestas es estandarizar soluciones y brindar
informacio´n necesaria en la creacio´n de condicionales, donde su valores de verdad deban
ser calculados a trave´s de sistemas externos (por ejemplo, el tercer subsistema de la
figura1.1). En este sentido, los tipos de condicionales sera´n abstra´ıdos en modelos que
comprendan ca´lculos a partir de me´tricas, estructuras y simulacio´n de eventos discretos.
Tambie´n se puede ver a este subsistema como integrador (conector) entre el subsis-
tema de coordinacio´n de contrato (segundo subsistema) y el sensible al contexto (tercer
subsistema).
1.2. Motivacio´n
Este trabajo fue desarrollado con el objetivo de aportar a la comunidad de desarrol-
ladores y disen˜adores del proyecto Sakai, documentacio´n de la arquitectura del framework
tecnolo´gico que se implementa.
A medida que el avance en la investigacio´n y desarrollo de entornos colaborativos brin-
dan mejoras e innovaciones en herramientas (videoconferencias, porfolios, wikis, work-
shops, etc.) y sus respectivos servicios, crece la cantidad de detalles arquitecto´nicos que
deben ser documentados para facilitar y mejorar la comprensio´n del sistema. Por otro
lado, quienes disen˜an el sistema no necesariamente sera´n los que lo implementen y sus
decisiones debera´n estar disponibles para que los diversos interesados del sistema puedan
revisarlas y comprenderlas. En consecuencia, documentar o describir de manera apropi-
ada el disen˜o es tan importante como el disen˜o mismo. En [21] David Parnas introduce
esta nocio´n del disen˜o a trave´s de la documentacio´n (”design through documentation”)
Principio de Disen˜o(de Documentacio´n). Disen˜ar es documentar; un disen˜o sin
documentacio´n carece de utilidad pra´ctica.
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La documentacio´n de disen˜o se compone de documentos denominados vistas y docu-
mentos que relacionan una o ma´s vistas. Cada vista describe el disen˜o del sistema desde
un punto de vista particular. Cuantas ma´s vistas se documenten, ma´s completa estara´ la
documentacio´n.
Las vistas se clasifican en tres grandes categor´ıas:
Vistas de mo´dulos. Los elementos de estas vistas son mo´dulos o unidades de
implementacio´n. Los mo´dulos representan una forma basada en el co´digo de con-
siderar al sistema. Cada mo´dulo tiene asignada y es responsable de llevar adelante
una funcio´n. Estas vistas hacen referencias a Vistas de mo´dulos, Especificacio´n
de Interfaces, Estructura de Mo´dulos, Gu´ıa de Mo´dulos, Estructura de Herencia y
Estructura de Uso.
Vistas dina´micas. En estas vistas los elementos son componentes presentes en
tiempo de ejecucio´n y los conectores que permiten que los componentes inter-
actu´en entre s´ı. A estas vistas se las llama de componentes y conectores, y hacen
referencia a Estructura de Procesos, Estructura de Objetos, Diagrama de Interac-
ciones.
Vistas con referencias externas. Estas vistas muestran la relacio´n entre las partes
en que fue descompuesto el sistema y elementos externos (tales como archivos,
procesadores, personas, etc.). A estas vistas se las llama allocation views.
No siempre es necesario documentar todas las vistas. Se sugiere documentar al menos
una vista de cada categor´ıa y siempre documentar la especificacio´n de interfaces [14; 22]
Los detalles arquitecto´nicos mencionados anteriormente hacen referencia a estas vis-
tas. En esta tesis se documentara los estilos Arquitecto´nicos utilizados sobre Sakai y
usaremos la propuesta de incorporacio´n de propiedades de adaptacio´n dina´micas, recon-
figuracio´n e inteligencia (AdRI) a los servicios bases del framework Sakai mencionadas
en la tesis doctoral de Alejandro Sartorio[12], con el objetivo de proponer una nueva
Arquitectura Sakai que incluya contratos sensibles al contexto (CSC).
1.3. Solucio´n propuesta y contribucio´n
La propuesta de solucio´n que forma parte de la principal contribucio´n de esta tesis,
consiste en documentar los estilos arquitecto´nicos del framework colaborativo web Sakai
con contratos sensibles al contexto [1].
En este sentido, primero, se proporcionan diferentes formas de interpretar la arqui-
tectura Sakai con el propo´sito de construir una primera descripcio´n del subsistema (iden-
tificado con la etiqueta L´ınea 2) de la figura 1.1, con el objetivo de representar aquellos
aspectos relevantes en los SCW (Sistemas Colaborativos Web). La documentacio´n se
realizara´ utilizando conceptos teo´ricos del libro Documenting Software Architecture[14]
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mediante el lenguaje de documentacio´n 2MIL utilizado en la ca´tedra de Ingenier´ıa de
Software de la Licenciatura en Ciencias de la Computacio´n (FCEI-UNR) [15].
Luego, se realiza la documentacio´n del disen˜o para inyeccio´n de contratos sensibles al
contexto en FWCsc desde una visio´n arquitecto´nica, donde se propone un nuevo disen˜o
de arquitectura Sakai que respeta mejor las nociones de estilos arquitecto´nicos para el
agregado de CSC.
Por u´ltimo, se describen un conjunto de variantes de disen˜o de sistemas estratificados
para la representacio´n arquitecto´nica de las propiedades de coordinacio´n de contratos
sensibles al contexto en el marco de los FWCsc. Brindando de esta manera una propuesta
de disen˜o para la composicio´n dina´mica de servicios Sakai y servicios externos a nuestro
framework. De esta manera se pretende establecer con el propo´sito de unificar servicios
provenientes de diferentes nodos de una red.
1.3.1. Primera nocio´n de los elementos intervinientes en la solucio´n
En esta seccio´n se presentan los elementos influyentes en los componentes de disen˜o
de la arquitectura que conforman la solucio´n propuesta. El diagrama comienza con la
interpretacio´n del primer componente mas abstracto denominado Contrato.
Un contrato que siga las ideas de Meyer contiene toda la informacio´n sobre los
servicios que utilizara´n los clientes. Para incorporar sensibilidad al contexto los contratos
debera´n tener referencias sobre algu´n tipo de informacio´n de contexto que posibilite su
utilizacio´n. En el diagrama de relaciones entre entidades analizado en la figura 1.3.1
se presenta una primera descripcio´n de los elementos que componen el concepto de
contrato sensible al contexto.
La configuracio´n de este diagrama determina los niveles de disen˜o e implementacio´n
que abarcan los diferentes modelos de integracio´n de subsistemas.
Figura 1.2: PiramideDHD: Primera interpretacio´n de contratos
En la figura 1.3.1 se muestran los elementos para la instrumentacio´n de la nocio´n
de contrato. Cada uno de los bloques apilados (desde el pilar 1 al pilar 5) en forma de
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piramidal pueden representar componentes abstractas o concretas.
En el bloque base se encuentran las relaciones que intervienen entre las componentes
superiores (pilar 1). Luego aparecen los bloques de contexto y para´metros context-aware
(pilar 2), que permitira´n configurar relaciones que posibilitan resolver requerimientos
de adaptacio´n. Seguidamente se encuentran los bloques que identifican componentes
concretas que integran las herramientas colaborativas (pilar 3) que esta´n sujetas a mod-
ificaciones para establecer las relaciones del bloque base para que se incorporen los
elementos intermedios (pilar 2). Los u´ltimos dos pilares tienen que ver con el compor-
tamiento (pilar 4) que implementan los pilares inferiores, el contrato (pilar 5) representa
la pieza de software que permitira´ el control externo.
A continuacio´n se presenta la descripcio´n individual de las componentes ma´s impor-
tantes:
Servicios: En esta componente se representan los elementos necesarios para la
identificacio´n de un servicio y clasificacio´n de los servicios que pueden formar
parte de las acciones de los contratos. Por ejemplo, nombre del servicio, identifi-
cadores, alcance, propo´sito, etc. Para ma´s detalles consultar[3]. El comportamiento
funcional de cada servicio se expone a trave´s de la componente Comportamiento.
Comportamiento: El comportamiento de un servicio se logra a partir de combinar
operaciones y eventos que son representados por las componentes Operaciones y
Eventos.
Para´metros Context-Aware: Se denominan para´metros context-aware a la rep-
resentacio´n de la informacio´n de contexto que forma parte de los para´metros
de entrada de las funciones y me´todos exportados por los servicios, establecien-
do de esta manera una relacio´n entre el componente Servicios y el componente
Para´metros contex-aware. La influencia de estos para´metros en el comportamiento
funcional de los servicios es representada a trave´s de la relacio´n entre los compo-
nentes Para´metros context-aware y Comportamiento.
Contexto: Este componente representa el contexto o informacio´n de contexto
definido anteriormente en esta seccio´n. Para el modelo planteado en esta tesis, este
tipo de informacio´n es utilizada de dos maneras diferentes: 1. para la asignacio´n
de los valores que toman los Para´metros context-aware; 2. esta informacio´n puede
ser utilizada para definir los invariantes que se representan en los contratos.
Otro de los elementos importantes que se tendra´n en cuenta en la propuesta de
solucio´n es el tipo de representacio´n que se determina para el entorno. Para este propo´sito
se observara´ que ligado al entorno se provea una infraestructura que permita distribuir
el contexto producido por las fuentes. Esta infraestructura fue denominada capa de
contexto, y sirve de intermediaria entre las fuentes contextuales y los elementos que




Las principales limitaciones que se evidencian en el aporte de esta tesis se relacionan
con la formalizacio´n de varias de las especificaciones propuestas para la inclusio´n de
contratos sensibles al contexto a la arquitectura Sakai.
La documentacio´n no es completa, solo describe aquellos puntos considerados nece-
sarios para la descripcio´n de la arquitectura. La propuesta arquitecto´nica de integracio´n
de CSC y CA a Sakai, se centra so´lo en algunos aspectos de la documentacio´n que
reflejan la integracio´n entre subsistemas.
1.5. Organizacio´n del documento
Cap´ıtulo 1: En este cap´ıtulo se exponen la motivacio´n para desarrollar este tema, la
propuesta de solucio´n y las limitaciones existentes del tema.
Cap´ıtulo 2: Este cap´ıtulo esta´ dedicado a la exposicio´n de los sistemas y estructuras
que fueron utilizados como punto de partida hacia la construccio´n de una prop-
uesta de solucio´n que determina la documentacio´n del Framework Sakai y una
nueva arquitectura que sea compuesta por dicho framework y contratos sensibles
al contexto.
Cap´ıtulo 3: En este cap´ıtulo se documenta en detalle los estilos arquitecto´nicos MVC,
Cliente/Servidor y Estratificado que fueron localizados en el framework Sakai. Cada
uno de estos Estilos incluira´n Diagramas Cano´nicos, Estructura F´ısica, Mo´dulos
2MIL, Gu´ıa de mo´dulos, etc.
Cap´ıtulo 4: En este cap´ıtulo documentaremos y propondremos una nueva arquitectura
Sakai que integre conceptos de CSC. Tambie´n explicaremos el patro´n de disen˜o
utilizado para su posible implementacio´n.
Cap´ıtulo 5: En este cap´ıtulo propondremos variantes de disen˜o y soluciones alternativas
para la incorporacio´n de dinamismo al framework Sakai.
Cap´ıtulo 6: En este cap´ıtulo se brindaran las conclusiones y menciones de trabajos
futuros.
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Este cap´ıtulo esta´ dedicado a la exposicio´n de los sistemas y estructuras que fueron
utilizados como punto de partida hacia la construccio´n de una propuesta de solucio´n que
determina la documentacio´n del Framework Sakai y una nueva arquitectura compuesta
por dicho framework y contratos sensibles al contexto (CSC). De esta manera se presenta
parte del recorrido sobre el estudio del arte partiendo de la teor´ıa de contratos de Meyer,
estilos arquitecto´nicos en el a´mbito del software, sistemas sensibles al contexto y el
proyecto Sakai.
El conjunto de estos sistemas y estructuras pueden derivar en una nueva Arquitectura
Sakai donde el concepto de contratos sensibles al contexto no se considere como un
agregado externo, si no como parte de la Arquitectura.
2.2. Estilos Arquitecto´nicos
Un estilo arquitecto´nico define una familia de arquitecturas que satisfacen limita-
ciones. Un estilo permite a uno aplicar conocimiento especializado de disen˜o a una clase
particular de un sistema y sostener esa clase de disen˜o de sistemas con herramientas de
estilo especificas, ana´lisis e implementacio´n.
Algunos estilos son aplicables en cualquier sistemas de software, por ejemplo de-
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scomposicio´n, usos, implementacio´n, y asignaciones de trabajos. Otros estilos so´lo se
producen en sistemas que fueron expl´ıcitamente elegidos y disen˜ado por un arquitecto,
por ejemplo estratificado, cliente/servidor, procesos de comunicacio´n (communicating-
process).
Elegir un estilo, requiere obligaciones de documentacio´n para registrar especializa-
ciones y limitaciones de un sistema. Denominamos esta pieza de documentacio´n gu´ıa
del estilo. La obligacio´n de documentar un estilo usualmente puede realizarse citando
una descripcio´n del estilo.
Ningu´n sistema es construido a partir de un u´nico estilo. Por lo contrario, todo
sistema puede verse como una combinacio´n de varios estilos. Estas combinaciones pueden
realizarse de distintas maneras:
Diferentes a´reas de un sistema pueden exhibir diferentes estilos. Por ejemplo, un
sistema puede utilizar tubos y filtros para procesar datos de entrada pero enviar
el resultado a una base de datos que es accesada por diferentes elementos. Este
sistema es una combinacio´n de tubos y filtros y datos compartido (shared-data). La
documentacio´n de este estilo debera´ incluir la documentacio´n pertinente de cada
estilo que describe una parte del sistema. En este caso uno o mas elementos deben
coincidir en ambas vistas y deben tener propiedades de ambos tipos de elementos.
Estos elementos (Puentes) proveen la continuidad para comprender una vista y las
siguientes. Usualmente estos elementos poseen mu´ltiples interfaces y cada una de
ellas provee mecanismos para permitir a elemento trabajar con otros elementos de
diferentes vistas a la cual pertenece.
Un elemento que forma parte de un estilo puede en si, ser compuesto por elementos
de otros estilos. Por ejemplo, un servidor en un estilo cliente/servidor puede ser
implementado por tubos y filtros sin el conocimiento del cliente. La documentacio´n
de este estilo deben incluir una vista de cliente/servidor, as´ı como tambie´n una
vista de tubos y filtros que documente el servidor.
Un sistema con repositorios de base de datos puede ser visto como cliente/servidor
o como datos compartidos. Si el cliente son procesos independientes, el sistema
puede ser visto como procesos de comunicacio´n (communicating-process). La for-
ma de pararse frente a un sistema, determinara lo que usted vea.
Estos 3 casos dejan en claro la necesidad de documentar un sistema en partes,
utilizando vistas y estilos. Es decir, una vista no debe intentar mostrar todo el sistema.
2.3. Sistemas sensibles al contexto
Podemos entender a un sistema colaborativos sensible al contexto como una apli-
cacio´n provista de mecanismos que permiten una mejor adaptacio´n de los servicios, a par-
tir del contexto de los usuarios y del entorno. En ambientes colaborativos para educacio´n,
los servicios forman parte de las funcionalidades observables desde las perspectivas de
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los usuarios (ej.:alumno, docente, etc.), que proveen las herramientas del dispositivo (ej.,
wiki, foros,mensajer´ıa glosario, recursos, etc.). Los elementos que componen la caracter-
izacio´n del contexto deben pertenecer a un dominio bien definido, manteniendo ciertos
niveles de concordancia con los mecanismos encargados de manipularlos y la toma de
decisiones en base a ellos.
A trave´s de un simple diagrama podemos observar algunas de las caracter´ısticas
fundamentales que determinan un sistema colaborativos sensibles al contexto, donde
se encuentran remarcadas aquellas particularidades (netamente tecnolo´gicas y concep-
tuales) que se vinculan con la perspectiva de los DHD. En la figura 2.1, describimos en
una arquitectura, ba´sica y gene´rica, tres tipos de niveles, cada uno agrega nuevos rasgos
y comportamientos que condicionan los servicios del dispositivo hipermedial hacia un
nuevo modelo.
La figura 2.1 esta´ dividida en tres bloques fundamentales, en el primero (Sistema
Colaborativos Web Convencional) se describen los principales componentes y relaciones;
fundamentalmente un alumno puede interactuar con las herramientas y servicios del
sistema y comunicarse con un docente o con sus pares.
Figura 2.1: Arquitectura Propuesta Evolutiva
El segundo bloque de la figura 2.1 (Sistema Colaborativo Sensible al Contexto)
contiene el agregado de dos componentes esenciales, sensores y un administrador de
contexto. Los sensores capturan informacio´n del usuario y del entorno, son partes fun-
damentales, hara´n la recoleccio´n de la informacio´n; si los sensores juegan un papel
secundario, los podemos enmarcar bajo el concepto de artefactos virtuales. El segundo
componente hace referencia a la administracio´n del contexto, donde se destacan las
siguientes funcionalidades: recoleccio´n, abstraccio´n, interpretacio´n, comunicacio´n y al-
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macenamiento. Para la implementacio´n de comportamientos context-aware los disen˜os
de software deben completarse con diferentes modelos, para el caso de los denomina-
dos sistemas e-learning, las soluciones se focalizan en la tecnolog´ıa de comunicacio´n e
informacio´n que utilizan los usuarios. MatchBase (Gross et al., 2006) es un proyecto
de referencia en cuanto al uso de estos tipos de disen˜o y tecnolog´ıa conformando una
herramienta para el desarrollo de comunicaciones context-aware. Fue trasladado como
experiencia a proyectos de investigacio´n de sistemas e-learning context-aware (Schmidt,
2005). Pensar en aplicaciones para educacio´n e investigacio´n sensibles al contexto dentro
del marco teo´rico context-awareness conforma un nuevo paradigma, donde las relaciones
(rotuladas con “Rel (fuente/destino)” en la figura 2.1) cobran un mayor protagonismo
en la concepcio´n de los marcos conceptuales propuestos como soluciones a nuevos re-
querimientos acade´micos para el contexto f´ısico-virtual.
Perspectivas como la del DHD, tambie´n centran los requerimientos sobre las rela-
ciones y comunicaciones entre los principales componentes del dispositivo, focalizados en
las relaciones entre los actores (Recursos Humanos en formacio´n, grupos responsables) y
los servicios brindados por las herramientas anteriormente mencionadas, a las que se les
integra el potencial de comunicacio´n hipermedial como por ejemplo, v´ıdeo conferencias,
edicio´n musical, etc.
Retomando la evolucio´n de los sistemas colaborativos referida a la adaptacio´n de
modelos para requerimientos educativos complejos, el ultimo bloque de la figura 2.1
(Dispositivos hipermediales sensibles al ContextoDHD Dina´mico) representa un modo
de interpretacio´n de una nueva configuracio´n de la arquitectura de un sistema, debido
a la interposicio´n de la componente contratos (referenciada con el dibujo caracter´ıstico
para componentes de software en UML). Al agregar este nuevo elemento que permite una
mejor articulacio´n de las relaciones, resulta una nueva teor´ıa que proporciona conceptual-
mente un marco innovador para las pra´cticas de disen˜o, desarrollo, uso de dispositivos y
aplicaciones en dicho campo.
El contrato debe ser visto como una alternativa de abstraccio´n de las relaciones
mencionadas anteriormente, determina un nuevo tipo de relacio´n que mantiene las car-
acter´ısticas de los anteriores bloques de la figura y adema´s, reduce la complejidad de
los modelos de los SSC en la adaptacio´n de los servicios que interfieren en la relacio´n
entre usuarios y comunicaciones. Los contratos se nutren con informacio´n del contexto
por medio de sus para´metros; no intervienen en la recoleccio´n, en la abstraccio´n, ni en
la distribucio´n del contexto y en principio pueden ser adaptados a cualquier modelo de
sensibilidad al contexto similar, bajo la perspectiva propuesta por Dey. et. al (2001).
Como observamos en la figura 2.1, el bloque intermedio se configura como articulador
entre los sistemas colaborativos tradicionales y las nuevas posibilidades tecnolo´gicas que
permiten la concrecio´n ma´s efectiva de Dispositivos Hipermediales Dina´micos agregando
la componente Contrato.
Esta propuesta evolutiva y la forma de representacio´n del contexto mantiene los
principios que definen la teor´ıa de los SCC.
El contexto puede definirse de manera general como:
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Cualquier informacio´n que puede usarse para caracterizar la situacio´n de una entidad.
Donde una entidad es una persona, lugar u objeto que es considerado relevante para la
interaccio´n entre un usuario y una aplicacio´n, incluyendo al usuario mismo y la aplicacio´n.
(Dey y Abowd, 2000)
Las aplicaciones sensibles al contexto se definen como:
Aquellas que usan el contexto para proveer informacio´n y/o servicios relevantes al
usuario, donde la relevancia depende de la tarea del usuario.
(Dey y Abowd, 2000)
Segu´n un ana´lisis realizado por Brown et al., (2000), entre las aplicaciones sensibles
al contexto, la recuperacio´n de informacio´n juega un papel central, y tales aplicaciones
parecen confirmarse como la prospectiva que requiere el computo consiente de contexto.
Por lo tanto, en las aportaciones de los autores de los trabajos que presentaremos
a continuacio´n, tomaremos el problema planteado en el marco de la recuperacio´n de
informacio´n consistente de contexto.
2.4. Proyecto Sakai
El proyecto Sakai es una comunidad basada en el desarrollo open source, que se es-
fuerza por disen˜ar, construir y desplegar un nuevo Entorno de Colaboracio´n y Aprendizaje
(CLE) para la educacio´n superior. El proyecto comenzo´ en enero de 2004.
El primer objetivo de dicho proyecto es proporcionar el entorno de aplicacio´n de
Sakai y sus herramientas y componentes CMS (Content Management System) asociados,
disen˜ados para funcionar juntos. Estos componentes sirven para la gestio´n de cursos y,
como aumento del modelo CMS original, soportan colaboracio´n en la investigacio´n. El
software esta´ siendo disen˜ado para ser competitivo con el mejor CMS disponible.
Las herramientas esta´n siendo creadas por disen˜adores, arquitectos de software y
desarrolladores en diferentes instituciones, usando una variacio´n experimental de un
modelo de desarrollo de co´digo libre llamado “modelo de co´digo comunitario”.
Para proveer un sistema de soporte para instituciones que quiera estar involucrado
en el proyecto Sakai, ya sea adoptando las herramientas de Sakai o por medio del
desarrollo de herramientas para la portabilidad interinstitucional, el proyecto Sakai ha
creado adema´s el Programa de Socios Educativos de Sakai (SEPP) y el Programa de
Afiliados Comerciales de Sakai.
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Este proyecto tiene su origen en la Universidad de Michigan y en la Universidad
de Indiana. Ambas universidades comenzaron independientemente sus esfuerzos en el
a´mbito del co´digo libre para duplicar y aumentar la funcionalidad de sus CMS existentes.
Poco tiempo despue´s, el MIT y la Universidad de Stanford se unieron y, junto a la
Iniciativa de conocimiento abierto (OKI) al consorcio uPortal (portal institucional abierto
para educacio´n superior) y a una generosa ayuda de la Fundacio´n Mellon, formaron el
proyecto Sakai.
El proyecto sigue, como ya expresamos, el modelo de co´digo comunitario, que es una
extensio´n del ya exitoso y, econo´micamente viable, movimiento de co´digo libre forjado por
proyectos como Apache, Linux y Mozilla. Dicho modelo se basa en el objetivo de dirigir
las necesidades comunes y u´nicas de mu´ltiples instituciones, sostenie´ndose en mayor
medida sobre roles definidos, responsabilidades y compromisos fundados por miembros
de la comunidad, que sobre ciertos modelos de desarrollo de co´digo libre.
En el futuro, Sakai proyecta continuar con sus esfuerzos por construir un entorno
de trabajo interutilizable, desarrollando varias nuevas herramientas y extensiones. Las
caracter´ısticas funcionales de Sakai, permiten que cada participante posea, adema´s de
las prestaciones educativas similares a las brindadas por Moodle, un espacio para la
investigacio´n y desarrollo de proyectos.
En una forma muy diferente, los usuarios eligen entre las diversas herramientas de
Sakai para crear su propio sitio de trabajo que sea apropiado para cursos, proyectos y
colaboracio´n en investigacio´n.
Desde el punto de vista tecnolo´gico, la principal variable que se pondera se concretiza
en el desarrollo de Sakai implementado en Java2, lo que brinda una compatibilidad casi
universal.
Sobre la problema´tica de comunicacio´n hipermedial sincro´nica y asincro´nica, Sakai
posee una herramienta para conferencia, (http://agora.lancs.ac.uk/), que se constituye
en un desarrollo open source con excelentes prestaciones para desarrollar metodolog´ıas
de taller afines a la perspectiva constructivista. Si bien es un proyecto que cuenta con
pocos an˜os de desarrollo y de muy reciente insercio´n en Latinoame´rica, capitaliza desde
su origen las aportaciones de los principales investigacio´n referentes, y con desarrollo
participacio´n de alt´ısimo de comunidades prestigio de acade´mico universitario y aportes
econo´micos significativos que dan factibilidad y proyeccio´n al desarrollo.
Sakai esta´ en v´ıas de ser traducido totalmente al espan˜ol. La pol´ıtica de desarrollo
que llevara´ adelante en los pro´ximos an˜os y el demo de la pro´xima versio´n que incorpora
todo lo referido a las redes sociales y al paradigma de desarrollo enfocado en servicios,
se encuentran publicados en http://sakaiproject.org/future-directions.
En dichos avances tambie´n se desarrolla la interoperabilidad con DSpace, este soft-
ware de co´digo abierto permite gestionar repositorios de archivos digitales en variados
formatos, facilitando su depo´sito, organizacio´n, asignacio´n de metadatos y difusio´n en





Antes de comentar la Arquitectura de Sakai y su respectivo framework, introduz-
camos una definicio´n de Arquitectura de Software.
La arquitectura de software, tiene que ver con el disen˜o y la implementacio´n de
estructuras de software de alto nivel. Es el resultado de ensamblar un cierto nu´mero de
elementos arquitecto´nicos de forma adecuada para satisfacer la mayor funcionalidad y
requerimientos de desempen˜o de un sistema, as´ı como requerimientos no funcionales,
como la confiabilidad, escalabilidad, portabilidad, y disponibilidad.
Kruchten, Philippe.
Sakai fue desarrollado teniendo en cuenta que cada una de estas propiedades men-
cionadas por Kruchten Philippe sean cumplidas de la mejor forma posible, gracias a la
utilizacio´n de patrones de disen˜o y estilos arquitecto´nicos se asegura un co´digo de alto
nivel que facilita la escalabilidad y mantenimiento del software, proveyendo portabilidad
a sus herramientas.
El framework Java Sakai es una implementacio´n particular de la Arquitectura Ab-
stracta Sakai, que hace foco en proveer soporte a Herramientas Sakai TPP (Tool Porta-
bility Profile) escritas en java y operando en un Web Browser. El objetivo principal de
Sakai TPP y el framework Java Sakai es proveer un ambiente donde las herramientas y
servicios para soportar dichas herramientas, puedan ser depositadas como unidades de
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expansio´n o bloques de construccio´n, para permitir que una organizacio´n ensamble´ dis-
tintos componentes con el fin de resolver un problema en particular.
Figura 3.1: Arquitectura Abstracta de Sakai
El framework Java Sakai puede ser pensado como un contenedor de herramientas
Sakai TPP y una asociacio´n de servicios. Adema´s de proveer soporte para Herramientas
Sakai TPP, el framework soporta integracio´n de portales, integracio´n de Herramientas
no TPP, y otros.
El objetivo de las herramientas Sakai TPP es definir interacciones entre herramien-
tas Sakai TPP y el framework Sakai. Una herramienta TPP es una unidad funcional
bien formada (similar a un plug-in), que puede ser agregada al framework junto con
otras herramientas para proporcionar las funcionalidad general de las aplicaciones. Las
herramientas Sakai TPP son por lo general mas restrictivas que aplicaciones java, par-
ticularmente porque los aspectos de presentacio´n esta´n acotados en las herramientas
TPP debido a que utiliza la presentacio´n provista por el framework.
Un elemento clave del contrato de Sakai TPP es que especifica completamente
todas las interacciones que la herramienta hara´, incluyendo la interfaz de la capa de
presentacio´n, servicios de aplicacio´n y servicios del framework. Sakai TPP forma una
cascara alrededor de las herramientas as´ı pueden realmente ser agregadas en cualquier
ambiente que cumpla con Sakai TPP.
Hay diferentes enfoques para la integracio´n de funcionalidad a las aplicaciones en el
framework Java Sakai.
Las herramientas de Sakai TPP y servicios son una aproximacio´n a la construccio´n
de unidades de extensio´n Sakai, que esta´n bien coordinadas con otras herramientas
de Sakai. El entorno de Sakai TPP proporciona un conjunto espec´ıfico de widgets
JSF para asegurar la coherencia entre estas herramientas.
Para las herramientas existentes escritas en Java, o herramientas que deben op-
erar tanto dentro como fuera de Sakai, hay una forma ma´s simple de integracio´n
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Servlet donde una aplicacio´n puede acceder a la API de Sakai sin convertirla com-
pletamente a una herramienta Sakai. Todav´ıa es posible, aunque ma´s dif´ıcil, hacer
coincidir la interfaz de usuario Sakai y garantizar la consistencia con las otras
herramientas.
El framework provee un Wrapper para permitir la introduccio´n de herramientas
CHEF al ambiente sin necesidad de realizar ninguna modificacio´n. El ambiente
Sakai provee servicios para estas herramientas como un remplazo completo del
portal JetSpeed que era utilizado en CHEF
Existen casos donde Sakai TPP no es apropiado para integrar funcionalidad a Sakai
incluyendo:
Una aplicacio´n necesita operar en conjunto con Sakai e independiente de Sakai.
Una aplicacio´n usando tecnolog´ıa de presentacio´n distinta a JSF, o utilizan un JSF
que no es compatible.
Figura 3.2: Integracio´n de Aplicaciones externas a Sakai
Sakai provee me´todos para integrar estas aplicaciones sin la necesidad de reescribir
los aspectos de presentacio´n de la herramienta. Herramientas que son integradas de esta
forma tiene acceso ilimitado al framework Sakai y a las API’s de las aplicaciones. Con
una correcta estructura de co´digo, es bastante natural mantener herramientas Sakai y
herramientas stand-alone.
La funcionalidad base del ambiente colaborativo Sakai 1.0 fue provista por un numero
de herramientas Legacy que evolucionaron de las herramientas CHEF. Estas herramientas
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fueron incorporadas a Sakai generando una capa que provee implementaciones ba´sicas de
las API’s de Velocity y Jetspeed (Tecnolog´ıas utilizadas en las herramientas CHEF), pero
interactu´an con el framework Sakai en vez de con JetSpeed. Las versiones posteriores a
Sakai 1.0 extendieron su funcionalidad, manteniendo tambie´n las herramientas Legacy
y su API’s correspondientes.
Figura 3.3: Integracio´n de Herramientas Legacy a Sakai.
Se desarrollaron e incluyeron conjuntos de servicios, que en colaboracio´n del frame-
work “Legacy” simplificaban el mantenimiento de estas herramientas. Estos dos frame-
work operan juntos en el mismo ambiente. El agregador puede mostrar herramientas
Sakai Legacy o herramientas Sakai TPP al mismo tiempo.
El objetivo de este capitulo es mostrar aquellos estilos Arquitecto´nicos utilizados
sobre framework Sakai en orden de proveer escalabilidad y portabilidad de Herramien-
tas. Dentro de la arquitectura Sakai podemos distinguir con facilidad 3 estilos Arqui-
tecto´nicos, Cliente Servidor, Estratificado y Model-View-Controller. Cada uno de
estos estilos se encuentran representados en la figura 3.4.
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Figura 3.4: Arquitectura general del framework Sakai.
A continuacio´n documentaremos el estilo Cliente Servido teniendo en cuenta los
me´todos de documentacio´n explicados y desarrollados en “Catalogo incompleto de Es-
tilos Arquitecto´nicos”[35] y “Documenting Software Architectures”[14].
3.1.1. Estilo Cliente Servidor en Sakai
En esta seccio´n se brindaran conceptos ba´sicos del estilo Cliente/Servidor, y de esta
forma facilitar el entendimiento de la documentacio´n que sera desarrollada a contin-
uacio´n.
Propo´sito:
Descomponer el procesamiento y almacenamiento de los datos procesados por grandes
sistemas cooperativos, de forma tal que se verifiquen las siguientes cualidades:
Integracio´n de datos y aplicaciones. Unidades corporativas diferentes que de-
sarrollaron sus propios sistemas de procesamiento de datos deben unificar esos
sistemas; empresas diferentes con diferentes sistemas se fusionan y por lo tanto lo
mismo debe ocurrir con sus sistemas
Modificabilidad de aplicaciones, de representacio´n de los datos, de ubicacio´n f´ısica
de los componentes. Las reglas de negocio cambian constantemente lo que implica
cambios en las aplicaciones y en la representacio´n de los datos; la organizacio´n
crece y su ubicacio´n f´ısica se expande por lo que es necesario que las aplicaciones
y los datos migren.
Escalabilidad para permitir que el sistema acompan˜e el crecimiento de la organi-
zacio´n de forma transparente para las unidades que ya esta´n en produccio´n.
Aumentar el desempen˜o, as´ı de esta manera ma´s usuarios puedan utilizar el
sistema. Todo esto en un contexto de grandes cantidades de datos y transac-
ciones. Otras cualidades que se buscan son: tolerancia a fallas, continuidad de las




Existen dos tipos de componentes: clientes y servidores. Los clientes solicitan servicios
a otros componentes; los servidores proveen servicios, que van desde subrutinas a bases
de datos completas, a otros componentes. Es comu´n que un servidor sea cliente de otro
servidor.
Clientes y servidores suelen agruparse en capas, tambie´n llamadas capas lo´gicas, cada
una de las cuales, muy posiblemente, ejecuta en una plataforma diferente. Cada capa
ofrece o solicita un conjunto de servicios y datos (que es la unio´n de los servicios y datos
que ofrecen los servidores dentro de esa capa o los servicios y datos que solicitan los
clientes en esa capa). Normalmente una capa es un gran sistema de software (que incluye
aplicaciones y datos) por lo que debe ser descompuesto. Cada componente de una capa
puede ser un sistema, sub-sistema, un TAD o un mo´dulo. Usualmente se utilizan tres
capas.
Las capas no deben confundirse con los estratos de los Sistemas Estratificados[14].
Las capas no suelen disen˜arse pensando en ma´quinas abstractas sino que el criterio se
basa en escalabilidad, desempen˜o, tolerancia a fallas, uso inteligente del ancho de banda,
etc. Los SE no suelen ser distribuidos en tanto que esa es la principal caracter´ıstica de los
sistemas basados en Cliente/Servidor de Tres Capas en los cuales, como fue mencionado
en el pa´rrafo anterior, cada capa ejecuta en una plataforma diferente.
En un sistema CS3C los servidores pueden cumplir funciones muy diversas. Pode-
mos clasificarlos en dos categor´ıas: de negocio y de infraestructura, tambie´n llamados
de soporte. Dentro de la primera categor´ıa se encuentran las aplicaciones que imple-
mentan un requisito funcional espec´ıfico del negocio; en la segunda categor´ıa esta´n los
servidores que cumplen funciones ma´s generales que usualmente abarcan ma´s de un
dominio de aplicacio´n. Por ejemplo, en un sistema de gestio´n corporativa un servidor de
negocio provee servicios para procesar documentos contables en tanto que un servidor
de infraestructura puede ser un RDBMS a o un servidor Web.
Conectores:
Protocolos cliente/servidor. Por ejemplo: FTP, HTTP, SQL remoto, RPC, NFS,
two-phase commit protocols, Distributed Transaction Processing (DTP) de IBM,
Webservices, etc.
Llamada a procedimiento.
Llamada a procedimiento remota (RPC, RMI, etc.).
Tubos
Memoria compartida (aunque debera´ utilizarse so´lo en casos muy especiales)
Usualmente la comunicacio´n entre componentes es de a pares y la inicia un cliente;
aRelational database management system (RDBMS)
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al pedido de un servicio de un cliente le corresponde la respuesta del servidor respectivo.
En otras palabras la comunicacio´n entre cliente y servidor es, por lo general, asime´trica.
Normalmente la invocacio´n de servicios es sincro´nica: el solicitante queda bloquea-
do hasta que el servicio solicitado completa su tarea y retorna, posiblemente con un
resultado.
Algunos protocolos deben ser capaces de proveer integridad de las transacciones que
llevan a cabo cooperativamente clientes y servidores.
Otras propiedades de los conectores pueden ser: estrategia para el manejo de errores,
co´mo se inicia y termina una interaccio´n entre un cliente y un servidor, existencia de
sesiones, estrategia para la localizacio´n de los servidores, etc.
Documentacio´n
Estructura F´ısica:
Existen varias alternativas para la distribucio´n de los datos, consideramos que la mas
utilizada es la que se muestra en la figura 3.5.
Figura 3.5: Estructura F´ısica posible del framework Sakai.
El framework Sakai estara´ dispuesto en el servidor, mientras que el cliente normal-
mente utilizara un web browser para acceder a las herramientas y servicios de Sakai.
El cliente estara´ compuesto por lo´gica de presentacio´n (LP) y lo´gica de negocios
(LN). La LP se encargara de visualizar la plataforma en un web browser, mientras que
la LN realizara chequeos previos al env´ıo de datos, garantizando as´ı la correctitud de los
mismos. Parte de la LN perteneciente al cliente es implementada tecnolo´gicamente con




El servidor estara´ compuesto por Lo´gica de Negocios, Lo´gica de procesamiento de
datos (LPD) y la base de datos (DBMS) misma, por lo que el framework Sakai se
encontrara en su totalidad en el servidor. La LN se compone por web Services provistos
por Sakai a desarrolladores y a Sistemas externos. Los web services que provee son en su
mayor´ıa para la creacio´n y manejo de usuarios, sitios y grupos. La lo´gica de Herramientas
constituye una parte de la LN. La LPD de los datos se implementa mediante Hibernate.
Permitiendo a la aplicacio´n manipular informacio´n de la base de datos operando sobre
objetos, con todas las caracter´ısticas de la POO. Hibernate genera las sentencias SQL
y libera al desarrollador del manejo manual de los datos que resultan de la ejecucio´n
de dichas sentencias, manteniendo la portabilidad entre todos los motores de bases de
datos.
Figura 3.6: Composicio´n lo´gica del Servidor
Sakai utiliza bases de datos para manejar la informacio´n generada por sus herramien-
tas. Las versiones release de Sakai permiten la utilizacio´n de una variedad de base de





En esta seccio´n brindaremos los Mo´dulos 2MIL encargados de la descripcio´n en de-
talle cada mo´dulo y submo´dulo b pertenecientes al servidor del estilo Cliente/Servidor de
Tres Capas(CS3C), estos mo´dulos son descriptos para mostrar las interfaces principales,
as´ı como tambie´n aspectos arquitecto´nicos estudiados en esta tesis.
El cliente no sera documentado, esta decisio´n fue tomada considerando al FWC
Sakai como parte del servidor, y el objetivo de este trabajo es realizar su documentacio´n.
bConsideramos submo´dulo a aquel modulo que forma parte de un mo´dulo Mayor. Ejemplo, dado un
modulo A formado por B, C y D, decimos que B, C y D son submo´dulos de A
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Tambie´n se tuvo en cuenta que la lo´gica de presentacio´n del cliente es irrelevante, y la
lo´gica de negocio en el cliente utiliza JavaScripts para realizar verificaciones menores.
MG DP












































































































































































































































































































































Dado que la Gu´ıa de Mo´dulos toma la forma de un documento con cap´ıtulos, sec-
ciones, subsecciones, etc. Es muy dif´ıcil documentarla dentro de un documento que ya
tiene esas divisiones. Por lo tanto optamos por documentarla en letra mas pequen˜a y
con t´ıtulos, subt´ıtulos, etc. Centrados y sin numeracio´n.
La funcio´n de la gu´ıa de mo´dulos es describir brevemente la funcio´n desempen˜ada
por cada mo´dulo, as´ı como tambie´n el secreto que oculta a otros mo´dulos. En otras
palabras, cada mo´dulo de la descomposicio´n se caracteriza por su conocimiento de una
decisio´n que oculta a los dema´s mo´dulos; su interfaz se elige de manera tal de revelar
lo menos posible sobre su maquina interna [36].
Module Lo´gica de Negocios Servidor
Este modulo lo´gico agrupa los mo´dulos que deben ser modificados si se reemplaza la
lo´gica de Negocios del Servidor. Los submo´dulos de este mo´dulos proveen la lo´gica
de Negocios necesaria para la implementacio´n de Sakai. Los secretos ocultos en estos




Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algu´n Web
Service de Sakai. Los submo´dulos de este mo´dulos proveen los Web Services ba´sicos.
Los secretos ocultos en estos mo´dulos son las diversas implementaciones de los distintos
Web Services provistos.
Module SakaiLogin
En este modulo se encuentran los Web Services que necesitan Registrarse antes de poder
llamar a otros servicios y ocultan su implementacio´n.
Module SakaiPortalLogin
En este modulo ponemos encontrar Web Services que ayudan a las conexiones de Portales
como Uportal y ocultan la implementacio´n de sus servicios.
Module SakaiScript
Los Web Services de este modulo proveen formas de manipulacio´n de usuarios, sitios,
membres´ıas y permisos de sitios y oculta la implementacio´n de sus servicios.
Module SakaiSession
Los Servicios de este modulo devuelven informacio´n de la sesio´n. Su secreto es la imple-
mentacio´n de sus servicios.
Module SakaiSigning
Los Servicios del modulo permiten a aplicaciones externas verificar un usuario. El secreto
del modulo es la implementacio´n de sus servicios.
Module SakaiSite
Este modulo provee servicios para manipular sitios. Los me´todos con la palabra DOM
devuelve una cadena con formato XML. El secreto del modulo es la implementacio´n de
los servicios.
Module Lo´gica de Procesamiento de Datos
Este modulo lo´gico agrupa los mo´dulos que deben ser modificados si se reemplaza algo
de la Lo´gica de Procesamiento de datos. Los submo´dulos de este mo´dulo proveen los
me´todos ba´sicos de procesamiento de datos. Los secretos ocultos en estos mo´dulos son
las diversas implementaciones de los distintas lo´gicas de procesamiento de datos.
Module HibernateAPI
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algunas
de las APIs centrales de Hibernate, APIs de configuracio´n, compatibilidad con versiones
anteriores de Hibernate, APIs para acceso de metamodelos de Hibernate, etc.
Module Hibernate
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algunas
de las APIs centrales de Hibernate. Los submo´dulos de este mo´dulo provee los me´todos
ba´sicos de procesamiento de datos de Hibernate. Los secretos ocultos en estos mo´dulos




Esta interfaz publica que provee me´todos para recuperar entidades, componiendo Ob-
jetos por criterios. Las instancias de los criterios son usualmente obtenidas v´ıa Factory
Methods restringidos.
Module Filter
Es una interfaz publica que define tipos de filtros. Los filtros definen las vistas de usuarios
en filtros dina´micos, permitiendo que ellos definan los para´metros del filtro.
Module Interceptor
Es una interfaz publica que permite al co´digo de usuario inspeccionar y/o cambiar val-
ores de propiedades. En vez de implementar directamente esta interfaz, usualmente es
conveniente extenderla de EmptyInterceptor y sobreescribir los me´todos de intere´s.
Module Query
Es una interfaz publica que provee una representacio´n orientada a objetos de una consulta
Hibernate.
Module ScrollableResults
Es una interfaz publica que provee me´todos para moverse en un iterador dentro de un
resultado por incrementos arbitrarios.
Module Session
Es la interfaz principal entre una aplicacio´n Java y Hibernate. Esta API es la clase central
que abstrae la nocio´n de servicios de persistencia.
Module SessionFactory
Es una interfaz publica que crea Sesiones. Usualmente una aplicacio´n tiene un u´nico
SessionFactory. El comportamiento de una SessionFactory es controlada por propiedades
provistas en tiempo de configuracio´n. estas propiedades son definidas en el ambiente.
Module SQLQuery
Esta interfaz permite a los usuarios declarar tipos y seleccionar los puntos de inyeccio´n
de listas de todas las entidades devueltas por la consulta. Tambie´n permite declarar alias
a las columnas de cualquier resultado escalar de una consulta.
Module StatelessSession
Es una interfaz publica que provee me´todos para realizar operaciones masivas sobre la
base de datos.
Module Transaction
Es una interfaz publica que permite a las aplicaciones definir unidades de trabajo,
mientras mantiene la abstraccio´n de la implementacio´n de transaccio´n subyacente. Una





En esta seccio´n explicaremos como los Web Browser se comunican con el servidor
para obtener paginas web y que protocolos utilizan.
Entre los protocolos utilizados por Sakai, podemos mencionar SOAP, REST y HTTP.
SOAP es un protocolo de mensajes XML que, en el caso de los sitios Sakai, se situ´a
por encima de Hyper Text Transfer Protocol (HTTP). Sakai utiliza el framework Apache
Axis, en el cual los desarrolladores deben configurar para aceptar llamadas SOAP, v´ıa
POST. SOAP env´ıa un mensaje es un formato especifico XML con el tipo de contenido,
tambie´n conocido como tipo MIME. Un programador no necesita conocer mucho mas
que esto, ya que las librer´ıas del cliente se hacen cargo de la mayor´ıa de los detalles de
bajo nivel.
REST es una te´cnica de arquitectura software para sistemas hipermedia distribuidos
como la World Wide Web. Para poder entenderlo es necesario comprender HTTP. El
conjunto completo de HTTP es OPTIONS, GET, HEAD, POST, PUT, DELETE, and
TRACE.
HEAD devuelve del servidor solo las cabeceras de la respuesta sin el contenido, y
es u´til para clientes que necesitan conocer si el contenido a cambiado desde el ultimo
pedido. PUT solicita que el contenido del pedido sea almacenado en una ubicacio´n
part´ıcular mencionada en la solicitud. DELETE es para eliminar una entidad.
REST utiliza la URL de la solicitud para rutear el recurso, y GET es utilizado
para obtener un recurso, PUT para actualizar, DELETE para borrar, y POST para
an˜adir un nuevo recurso. En general, POST=crea un ı´tem, PUT=Actualiza un ı´tem,
DELETE=borra un ı´tem, y GET=devuelve informacio´n de un ı´tem.
A diferencia de SOAP, donde uno apunta directamente a un servicio que el cliente
necesita o indirectamente v´ıa una descripcio´n de Web Service, en REST parte de la URL
describe el recurso o recursos con los cual uno necesita trabajar. Los servicios de REST
son mas intuitivos que los de SOAP y permiten cambiar fa´cilmente el formato HTML a
JSON para alimentar los sitios dina´micos.
HTTP es el protocolo utilizado por Web Browser para obtener paginas web de
un servidor. El cliente env´ıa mensajes en formato XML a un servicio, incluyendo la
informacio´n que el servicio necesita, y luego el servicio devuelve un mensaje con el
resultado o el mensaje de error pertinente.
A continuacio´n procederemos a documentar el estilo arquitecto´nico Sistema estrati-
ficado como un refinamiento del estilo Cliente/Servidor ya mencionado. El refinamiento
es el proceso de revelar informacio´n gradualmente de una serie de descripciones, en este




3.1.2. Sistema Estratificado en Sakai
Es esta seccio´n indagaremos en detalle la estructura que presenta el framework Sakai
dispuesto en el Servidor ya mencionado. Aqu´ı se introducen conceptos ba´sicos de este
estilo y su proceso de documentacio´n. En la figura 3.7 podremos apreciar una vista
general de Sakai y el Sistema Estratificado que procederemos a documentar.
Figura 3.7: Vista General del Sistema Estratificado en Sakai.
Propo´sito:
Este estilo arquitecto´nico es muy u´til para estructurar aplicaciones que pueden ser de-
scompuestas en grupos de sub-tareas cada una de las cuales esta´ a un nivel de abstraccio´n
particular. Los grupos esta´n ordenados jera´rquicamente segu´n su nivel de abstraccio´n.
Componentes:
Los componentes de este estilo se denominan estratos. Un estrato ofrece un conjunto
de subrutinas en su interfaz y realiza llamadas a la interfaces de otros estratos. Cada
estrato debe proveer una funcionalidad ma´s abstracta o con una sema´ntica ma´s rica o
ma´s orientada al negocio del sistema, que la provista por aquellos estratos a los cuales
invoca. Un estrato puede estar estructurado en mo´dulos que en conjunto proveen los
servicios del estrato. Estos mo´dulos cooperan entre s´ı para proveer la funcionalidad del
estrato.
Conectores:
El conector fundamental es llamada a procedimiento. Un estrato invoca los servicios
de otro estrato por medio de llamada a procedimiento. Los mo´dulos que componen un
estrato pueden conectarse tambie´n por llamada a procedimiento. Es comu´n tambie´n






En esta seccio´n utilizaremos sistemas estratificados para representar parte de la ar-
quitectura Sakai. En este estilo podemos distinguir 4 estratos:
Figura 3.8: Sistema Estratificado Sakai.
Agregador: Es un servidor de aplicaciones destinado a manejar pantallas y
transacciones del usuario.
Presentacio´n: La capa de presentacio´n combina datos de las herramientas Sakai
y descripcio´n de la interfaz de usuario para crear un fragmento que sera agregado
antes de ser enviado al cliente.
Herramientas: Es una aplicacio´n que une lo´gica de presentacio´n con lo´gica de
negocios. Las herramientas proveen co´digo para responder a solicitudes y eventos
de la interfaz de usuario, que pueden (o no) modificar datos.
Servicios: es una coleccio´n de clases que manejan datos a trave´s de un conjunto
de comportamientos definidos. Estos datos pueden o no, ser persistentes a lo
largo de una sesio´n de usuario. Los servicios intentan ser modulares, reutilizables
y portables para el ambiente Sakai y potencialmente para ambientes no Sakai.
Antes de ver en detalle cada estrato para ver su composicio´n y funcionamiento,
debemos mencionar que cada uno de estos estratos se encuentran ubicados sobre un
servidor web llamado Tomcat. Tomcat es un servidor web que soporta Servlet y JSP,
tambie´n contiene el compilador Jasper que se encarga de transformar JSP en Servlets.
Tomcat nos sirve como piedra basal para el desarrollo de Sakai.




El estrato Agregador esta compuesto por una gran variedad de portales, entre los
portales que podemos mencionar se encuentran Charon, Mercury, Uportal, Astro, Pluto,
Jetspeed y otros. Nosotros nos concentraremos en Charon y en Mercury dado que
son los mas utilizados. La funcio´n de los portales es ensamblar herramientas, botones,
etiquetas, etc y producir la interfaz final del usuario. El portal recibe y entrega peticiones
luego de haber seteado cosas como el Contexto.
El estrato de Presentacio´n debe proveer soporte a diferentes dispositivos tales como
PDA, Iphones, Browsers, etc, pero esta capa debe ocultarle a las herramientas sobre que
ambiente esta´n siendo ejecutadas y as´ı proveer abstraccio´n y modularidad. Tambie´n
es capaz de producir markup para distintos tipos de agregadores/portales. La capa de
Presentacio´n puede ser implementada sobre diferentes tecnolog´ıas, entre ellas podemos
mencionar JSF, Spring MVC, Struts, Velocity, RSF, etc.
El estrato de Herramientas se comentara en la siguiente seccio´n, ya que ah´ı se
documentara en detalle el estrato, explicando que estilo arquitecto´nico es utilizado para
el desarrollo de las herramientas.
El estrato de Servicios esta dividido en diferentes capas de servicios:
Application Services, servicios vinculados a un uso particular como Calendarios,
Email, Novedades, Tareas, Chat, Recursos, Anuncios, Discusiones.
Educational Services, servicios que soportan la educacio´n como course manage-
ment y gradebook.
Common Services, servicios ba´sicos utilizados como servicios de usuarios, de
grupo, de sitio y de seguridad. Eventualmente se podra´ incluir servicios como
recursos, repositorios, contenido, etc.
framework Services, nu´cleo de servicios que requieren persistencia, como enti-
dades.
Kernel Services, nu´cleo de servicios que no requieren persistencia, como compo-
nentes, sesiones, herramientas, etc.
Especificacio´n de Interfaces:
En esta seccio´n se describen en detalle los estratos “Agregador”, y “Servicios”. El
estrato “Herramienta”sera documentado en la siguiente seccio´n, donde se puede apreciar
en detalle la aplicacio´n del estilo MVC a las Herramientas Sakai.
En Sakai, el estrato “Presentacio´n”suele ser implementado utilizando el framework
JSF. En el framework JSF se incluyen los siguientes componentes:
Un conjunto de APIs para representar componentes de una interfaz de usuario y
administrar su estado, manejar eventos, validar entradas, definir un esquema de
navegacio´n de las pa´ginas y dar soporte para internacionalizacio´n y accesibilidad.
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Un conjunto por defecto de componentes para la interfaz de usuario.
Dos bibliotecas de etiquetas personalizadas para JavaServer Pages que permiten
expresar una interfaz JavaServer Faces dentro de una pa´gina JSP.
Un modelo de eventos en el servidor.
Administracio´n de estados.
Beans administrados.
Figura 3.9: Diagrama UML del estrato Agregador
Dada la gran cantidad de servicios que provee Sakai, ApplicationServices, Educa-
tionalServices, CommonServices, FrameworkServices y KernelServices, se decidio´ ampli-
ar solo uno de ellos (KernelServices) y mostrar algunos de los mo´dulos que lo componen.




































Module CharonPortal inherits from HttpServlet


















































Module MercuryPortal inherits from HttpServlet
imports ActiveTool, HttpServletRequest, HttpServletResponse,











































































comprises Faces, FacesApplication, FacesComponent, FacesComponen-
tHtml, FacesContext, FacesConvert, FacesEvent, FacesLifecy-













comprises ActionSource, ActionSource2, ContextCallback, EditableVal-
ueHolder, NamingContainer, StateHolder, ValueHolder
MG DP
Module FacesComponentHtml
comprises HtmlColumn, HtmlCommandButton, HtmlCommandLink,
HtmlDataTable, HtmlForm, HtmlGraphicImage, HtmlIn-
putHidden, HtmlInputSecret, HtmlInputText, HtmlInput-
Textarea, HtmlMessage, HtmlMessages, HtmlOutputFormat,
















comprises ActionListener, FacesListener, PhaseListener, ValueChange-








comprises DataModelListener, ArrayDataModel, DataModel, DataMod-
elEvent, ListDataModel, ResultDataModel, ResultSetData-
Model, ScalarDataModel, SelectItem, SelectItemGroup
MG DP
Module FacesRender








comprises AttributeTag, ConverterELTag, ConverterTag, FacesServlet,
FacetTag, UIComponentBodyTag, UIComponentClassicTag-
















































































































comprises CalendarService, CourseManagementService, EmailService,







comprises UserService, GroupService, SecurityService, SiteService
MG DP
Module FrameworkServices
































Ahora se presenta la gu´ıa de mo´dulos donde se describe brevemente la funcio´n de-
sempen˜ada por cada mo´dulo, as´ı como tambie´n el secreto que oculta a otros mo´dulos.
Agregador
Este mo´dulo lo´gico agrupa los mo´dulos que deben ser modificados si se reemplaza algu´n
componente del agregador. Los submo´dulos de este mo´dulos proveen los clases ba´sicas
de los Portales. Los secretos ocultos en estos mo´dulos son las diversas implementaciones
de los distintas clases de portales.
Module Portal





Es una clase que provee la implementacio´n de los me´todos necesarios del portal Mercury.
Module CharonPortal
Es una clase que provee la implementacio´n de los me´todos necesarios del portal Charon.
Module PortalHandler
Es una interfaz que debe ser implementada por aquellas herramientas que quieren agregar
un Handler al espacio Url del portal. Una vez inyectada al portal, el portal invocara los
me´todos register() y deregister() como parte del ciclo de vida.
Module BasePortalHandler
Es una clase abstracta que contiene me´todos bases para los PortalHandlers.
Module PortalService
Es una clase que actu´a como un foco para todas las actividades ba´sicas del Portal, las
implementaciones del servicio deben actuar como un contenedor para permitir que varias
aplicaciones web se comuniquen entre si.
Module PortalRenderEngine
Esta interfaz representa la API utilizada por el Portal para comunicarse con la imple-
mentacio´n del RenderEngine.
Module Presentacio´n
Este mo´dulo lo´gico agrupa los mo´dulos que deben ser modificados si se reemplaza algu´n
componente del framework JSF. Los submo´dulos de este mo´dulos proveen los compo-
nentes ba´sicos del framework. Los secretos ocultos en estos mo´dulos son las diversas
implementaciones de los distintos componentes provistos por el framework.
Faces
Este mo´dulo comprende las APIs de nivel mas alto de JavaServer Faces.
FacesApplication
Este mo´dulo contiene las APIs que son utilizadas para conectar la lo´gica de negocios de
las aplicaciones con JavaServer Faces.
FacesComponent
Este mo´dulo posee APIs fundamentales para los componentes de la interfaz de usuario.
FacesComponentHtml
Este mo´dulo contiene clases especializadas para componentes de la interfaz de usuario
basadas en HTML.
FacesContext





Este mo´dulo contiene las clases e interfaces necesarias para definir una conversio´n.
FacesEvent
Este mo´dulo posee las interfaces necesarias para describir eventos y escuchador de even-
to(event listeners), y clases concretas de implementacio´n de eventos.
FacesLifecycle
Este mo´dulo posee clases e interfaces necesarias para definir la administracio´n del ciclo
de vida(lifecycle) de las implementaciones para JavaServer Faces.
FacesModel
Este mo´dulo contiene modelos esta´ndar de data beans para JavaServer Faces.
FacesRender
Este mo´dulo esta compuesto por clases e interfaces que definen modelos de interpretacio´n
FacesValidator
Este mo´dulo posee interfaces que definen modelos de validaciones, y las clases de im-
plementacio´n de las validaciones.
FacesWebapp
Este mo´dulo contiene las clases requeridas para la integracio´n de JavaServer Faces en
aplicaciones web, incluyendo Servlets esta´ndar, clases bases para etiquetas JSP, y im-
plementaciones concretas de las etiquetas.
FactoryFinder
Este mo´dulo implementa los algoritmos de bu´squeda para todos los objetos fabricas
(Factory Objects) de las APIs de JavaServer Faces. Dada el nombre de una clase fabrica,
su clase de implementacio´n es buscada utilizando estos algoritmos.
Lifecycle
Este mo´dulo maneja el procesamiento del ciclo de vida de una solicitud JavaServer
Faces en particular. Es responsable de ejecutar todas las fases que fueron definidas en
la especificacio´n de JavaServer Faces, en el orden especificado.
LifecycleFactory
Este mo´dulo es una fabrica que crea (si es necesario) y devuelve instancias de Lifecycle.
Las implementaciones de JavaServer Faces deben proveer al menos una implementacio´n
de Lifecycle que sea default.
ActionListener
Este mo´dulo provee una interfaz para recibir ActionEvents. Una clase que le interese
recibir estos eventos, debe implementar esta interfaz, y luego registrarse con el UICom-




Este mo´dulo provee una interfaz que debe implementarse por aquellos objetos que deseen
ser notificados al principio y fin de cada fase del ciclo de vida.
ValueChangeListener
Este mo´dulo posee una interfaz que debe implementar aquella clase que este interesa-
da de recibir ValueChangeEvents. Adema´s debe registrarse con el UIComponent de su
intere´s, llamando a addValueChangeListener().
ActionEvent
Este mo´dulo representa la activacio´n de una componente de usuario (as´ı como UICom-
mand).
FacesEvent
Este mo´dulo es la clase base para la interfaz de usuario y eventos de aplicacio´n, que
puede ser disparadas por UIComponents.
MethodExpressionActionListener
Este mo´dulo representa una ActionListener que envuelve a MethodExpression. Cuando
recibe un ActionEvent, ejecuta un me´todo sobre el objeto identificado por el Method-
Expression.
MethodExpressionValueChangeListener
Este mo´dulo representa un ValueChangeListener que envuelve un MethodExpression.
Cuando recibe un ValueChangeEvent, ejecuta un me´todo sobre el objeto identificado
por el MethodExpression.
PhaseEvent
Este mo´dulo representa el principio y el fin del proceso de una fase en particular del ciclo
de vida de una solicitud.
PhaseId
Este mo´dulo representa la numeracio´n que puede ser devuelta al llamar a me´todo get-
PhaseId() sobre la interfaz FacesEvent.
ValueChangeEvent
Este mo´dulo representa una notificacio´n, que indica la modificacio´n del valor local del
componente origen, como resultado de la actividad del usuario.
Renderer
Este mo´dulo convierte la representacio´n interna de un UIComponent en un flujo de salida
asociado con el pedido particular.
RenderKit
Este mo´dulo representa una coleccio´n de instancias Renderer que, juntas, saben como




Este mo´dulo es una fabrica de objetos que registra y devuelve instancias de RenderKit.
ResponseStateManager
Este mo´dulo es una clase de ayuda para un StateManager que conoce la tecnolog´ıa de
presentacio´n utilizada para generar la respuesta.
Module Services
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algu´n
servicio de Sakai. Los submo´dulos de este mo´dulos proveen los servicios ba´sicos. Los
secretos ocultos en estos mo´dulos son las diversas implementaciones de los distintos
servicios provistos.
Module ApplicationService
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algu´n
servicio de aplicacio´n. Los submo´dulos de este mo´dulos proveen los servicios ba´sicos
de aplicaciones como Calendario, News, Email y otros. Los secretos ocultos en estos
mo´dulos son las diversas implementaciones de los distintos servicios provistos.
Module EducationalServices
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algu´n
servicio de Educacio´n. Los submo´dulos de este mo´dulos proveen los servicios ba´sicos
de Educacio´n como Gradebook y Course Management. Los secretos ocultos en estos
mo´dulos son las diversas implementaciones de los distintos servicios provistos.
Module CommonServices
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algunos de
los servicios comunes. Los submo´dulos de este mo´dulos proveen los servicios comunes
de Usuarios, Grupos, Seguridad y otros. Los secretos ocultos en estos mo´dulos son las
diversas implementaciones de los distintos servicios provistos.
Module FrameworkServices
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algunos
de los servicios del framework. Los submo´dulos de este mo´dulos proveen los servicios de
Entidades, Contenidos y otros. Los secretos ocultos en estos mo´dulos son las diversas
implementaciones de los distintos servicios provistos.
Module KernelServices
Este modulo contiene los mo´dulos que deben ser modificados si se reemplaza algunos de
los servicios del Kernel. Los submo´dulos de este mo´dulos proveen los servicios Manejo
de Solicitudes, Manejo de Sesiones, Manejo de Funciones y otros. Los secretos ocultos
en estos mo´dulos son las diversas implementaciones de los distintos servicios provistos.
A continuacio´n procederemos a documentar el estilo arquitecto´nico MVC como un
refinamiento del estilo Sistema Estratificado ya mencionado. En este caso el refinamien-
to se realizara sobre el estrato Herramientas, y de esta forma indagar la estructura,
caracter´ısticas y funcionamiento del estrato.
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3.1.3. Model-View-Controller en Herramientas Sakai
En esta seccio´n brindaremos una introduccio´n a MVC y luego describiremos como es
utilizado este estilo en el framework colaborativo web Sakai. Dada el amplio soporte a
diferentes tecnolog´ıas que provee Sakai, es posible implementar sus herramientas utilizan-
do diferentes tecnolog´ıas respetando el estilo arquitecto´nico. Dentro de las tecnolog´ıas







En esta seccio´n daremos la descripcio´n de las 2 primeras, JSF y Spring MVC, ya que
actualmente son las mas utilizadas.
En esta seccio´n nos concentraremos en las herramientas Sakai. Pondremos la lupa
sobre el estrato “Herramientas”mencionado en el estilo Estratificado ya comentado. En
la figura 3.10 se muestra una ubicacio´n general del estilo en el framework. En esta
seccio´n tambie´n se incluyen conceptos ba´sicos y los propo´sitos de este estilo.
Figura 3.10: Vista General del Estilo MVC en Sakai.
Propo´sito:
El estilo nos permite separar la lo´gica del dominio de la aplicacio´n, la lo´gica de
presentacio´n, y la iteracio´n de la aplicacio´n con el usuario en tres clases separadas
llamadas respectivamente Modelo, Vista y Controlador. Como consecuencia de esta
separacio´n entre la interfaz de usuario y la lo´gica de negocio permite [37]:
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Aislar los cambios en la interfaz de usuario previniendo de que estos impliquen
cambios en el modelo de datos y vice versa.
Soportar interfaces de usuarios mu´ltiples y sincronizadas del mismo modelo de
datos.
Permitir que el modelo sea construido y validado independientemente de su rep-
resentacio´n visual.
Componentes:
Todo sistema disen˜ado bajo este estilo se descompone en tres clases de componentes
distintos denominadas Modelo, Vista y Controlador [38].
Modelo: Encapsula la lo´gica del dominio de la aplicacio´n. Esto es, los datos y la
funcionalidad que se corresponde con los requerimientos funcionales de la aplicacio´n.
El Modelo presenta una API a trave´s de la cua´l los componentes Vista y Controlador
acceden al modelo de datos.
Vista: Constituyen el input y el output de la aplicacio´n, esto es, la iteracio´n del
usuario con la aplicacio´n. Desde el punto de vista del input, las Vistas presentan al
usuario componentes visuales a trave´s de los cua´les el usuario ingresa informacio´n y/o
emite ordenes al sistema. Desde el punto de vista del output, las Vistas obtienen datos
desde el Modelo y representan esa informacio´n de una manera particular. Mu´ltiples Vistas
pueden representar un mismo elemento de datos de forma diferente.
Controlador:
Gestiona el input del sistema, esto es, las o´rdenes de entrada desde las Vistas como
pueden ser sen˜ales del mouse o del teclado. El Controlador recibe el input y decide la
accio´n a tomar para dar respuesta a esa entrada. Esta accio´n puede ser una invocacio´n
a otra Vista o al Modelo para ejecutar la orden de o entrada. Por cada peticio´n que
el usuario pueda efectuar desde la Vista, existe o un Controlador encargado de atender
dicha peticio´n.
Conectores:
Llamada a procedimiento: Son utilizados por el Controlador para llamar a las
Vistas y al Modelo. Tambie´n se utilizan por las Vistas para invocar al Controlador
cuando ocurre un input del usuario y tambie´n para invocar al Modelo para obtener la
informacio´n necesaria para generar un output.
Eventos: Se utilizan por el Modelo para informar a las Vistas y Controladores activos
de los cambios en los datos del modelo.
Existen varias implementaciones posibles para el desarrollo del estilo MVC sobre
Sakai, nosotros haremos foco sobre aquellos que utilizan JSF y Spring MVC. A con-
tinuacio´n describiremos la estructura y comportamiento del estilo utilizando JSF para
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luego describirlo haciendo uso de la tecnolog´ıa Spring. En esta seccio´n documentaremos
el estilo, utilizando Mo´dulos 2MIL y siguiendo la metodolog´ıa puesta en practica en
cap´ıtulos anteriores.
Documentacio´n del estilo(Utilizando JSF)
Diagrama Cano´nico:
Figura 3.11: Diagrama Cano´nico para MVC utilizando JSF.
Los siguientes pasos describen el comportamiento usual dina´mico del sistema MVC
utilizando JSF:
El Controlador recibe una peticio´n de usuario realizada a trave´s de la vista rela-
cionada y ejecuta el me´todo manejador de la peticio´n. Normalmente este me´todo
traduce la peticio´n de usuario a una llamada a un procedimiento del modelo.
El modelo ejecuta el procedimiento invocado por el controlador que puede resultar
en un cambio de datos del mismo.
En caso de ocurrir un cambio de datos, el modelo notifica dichos cambios a todas
las vistas y controladores registrados en el mecanismo de notificacio´n de cambios.
Cada vista involucrada con los cambios invoca algu´n me´todo de la API del modelo
para obtener los datos modificados y actualiza su contenido con la nueva informa-
cio´n.
Cada controlador afectado por los cambios ejecuta su procedimiento correspondi-
ente para atender dicho evento de cambio.
El controlador original recupera el control de ejecucio´n en su me´todo manejador
de la peticio´n de usuario y una ves finalizada la ejecucio´n del me´todo puede
eventualmente invocar a una vista de output encargada de mostrar al usuario el




Figura 3.12: Representacio´n UML de las clases MVC utilizando JSF
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Module ServletController inherits from HttpServlet
imports Servlet, RequestDispatcher, HttpServletRequest, HttpServle-
tResponse
exportsproc init()
dopost(HttpServletRequest req , HttpServletResponse res)




exportsproc forward(HttpServletRequest req , HttpServletResponse res)








Module HttpServlet inherits from GenericServlet
imports HttpServletRequest, HttpServletResponse
exportsproc doGet(HttpServletRequest req , HttpServletResponse res)







comments doGet(HttpServletRequest req, HttpServletResponse resp), es
llamado para procesar informacio´n que haya sido enviado con
el me´todo GET.
doPost(HttpServletRequest req, HttpServletResponse resp),
ı´dem al anterior pero para el me´todo POST.
MG











comments log(String msg), Escribe en la consola del servidor el mensaje











comments init(ServletConfig Config), me´todo utilizado para crear una
nueva instancia del servlet.
GetServletConfig(), Retorna la configuracio´n dada para la ini-
cializacio´n del servlet.
Service(), me´todo utilizado cuando se recibe una peticio´n de
un cliente y en su implementacio´n normal para HTTP verifica
el tipo de solicitud GET, POST, etc. y la redirige a los me´to-
dos respectivos.









comments getInitParameter(String name), retorna el valor del para´metro
dado en name.
GetServletContext(), Que retorna un objeto ServletContext





comments getMimeType(String file), Retorna el tipo MIME (Multipur-










comments getRemoteAddr(): Retorna la IP del cliente.
getParameter(String name): Retorna el valor del para´metro
name dado por el cliente.
getInputStream(): Sirve para crear un canal de comunicacio´n







comments setContentType(String type): Permite definir el tipo de re-
spuesta que se le dara´ al cliente.
getWriter(): Retorna un objeto Writer para poder enviar re-
spuestas de texto.
getOutputStream(): Retorna un objeto ServletOutputStream
que permite enviar respuestas binarias al cliente.
MG





comments getHeader(String name): Permite obtener el valor de los Head-
ers de HTTP con que fue llamado el servlet.
getCookies(): Retorna un arreglo que contiene todas las cook-
ies que el cliente env´ıa al servlet.





Module HttpServletResponse inherits from ServetResponse
exportsproc addCookie(Cookie cookie)
setHeader(String name, String value)
sendRedirect(String location)
comments addCookie(Cookie cookie): Define nuevas cookies en el
cliente.
setHeader(String name, String value): Define un header
HTTP a enviar al cliente.
sendRedirect(String location): Env´ıa un mensaje al cliente
para redireccionar la respuesta a la direccio´n sen˜alada.
MG DP
Module HttpSession
exportsproc setAttribute(String name, Object value)
setAttribute(name)
setMaxInactiveInterval(int interval)
comments setAttribute(String name, Object value), permite compartir
un objeto cualquiera entre distintos servlets para el mismo
usuario.
setAttribute(name) se utiliza para obtener el objeto.
setMaxInactiveInterval(int interval): Permite definir un tiem-
po ma´ximo para el cual la sesio´n sera´ va´lida.
Gu´ıa de Mo´dulos:
La funcio´n de la gu´ıa de mo´dulos es describir brevemente la funcio´n desempen˜ada
por cada mo´dulo, as´ı como tambie´n el secreto que oculta a otros mo´dulos.
Module Servlet
Es una interfaz abstracta que todos los servlets deben implementan directamente o
extendiendo una clase que lo implemente como HttpServlet.
Module ServletConfig
Es una interfaz abstracta que contiene los para´metros que entrega el servidor al servlet
para ser inicializado que pueden ser dados por el administrador a trave´s de un archivo
de configuracio´n.
Module ServletContext
Es una interfaz abstracta que contiene me´todos que sirven para comunicar un servlet
con el servidor que lo contiene.
Module GenericServlet
Es una clase abstracta que implementa Servlet y/o ServletConfig. Define un servlet





Es una clase abstracta que hereda de GenericServlet. Es la clase de la cual se debe
extender para crear un servlet HTTP.
Module ServletRequest
Es una interfaz abstracta que permite obtener informacio´n del cliente que no depende
del protocolo.
Module ServletResponse
Es una interfaz abstracta que define un objeto para permitir a un servlet enviar una
respuesta al cliente.
Module HttpServetResponse
Es una interfaz abstracta que hereda de ServletResponse y permite enviar al cliente
respuestas espec´ıficas del protocolo HTTP.
Module Bean
Es una interfaz abstracta que provee los me´todos principales Set y Get del modelo que
esta siendo representado.
Module RequestDispatcher
Es una interfaz disen˜ada para envolver los servlets, as´ı de esta forma un contenedor de
servlets pueden crear objetos RequestDispatcher para envolver cualquier tipo de recurso.
Define un objeto que recibe pedidos de un cliente y lo env´ıa a cualquier recurso (tal
como servlet, archivos HTML, o archivos JSP) en el servidor.
Module ServletController
Posee la lo´gica de negocios necesaria para acceder y reenviar la informacio´n obtenida de
los Beans.
Module HttpSession
Es una interfaz abstracta que permite identificar al mismo usuario a trave´s de distin-
tos servlets.En general se implementa guardando una cookie en el cliente la cual es
recuperada por el servidor para reasignar su sesio´n.
Documentacio´n del estilo(Utilizando Spring MVC)
Diagrama Cano´nico:
Los siguientes pasos describen el comportamiento usual dina´mico del sistema MVC
utilizando Spring:
El DispatcherServlet recibe una peticio´n de usuario y este debe delegar a otro
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Figura 3.13: Diagrama Cano´nico para MVC usando Spring.
componente el procesamiento del pedido. Utiliza uno o mas HandlerMapping para
determinar que controlador debe recibir el request enviado por el usuario.
El HandlerMapping devuelve al DispatcherServlet el nombre del controlador que
debera´ hacerse cargo del pedido del usuario.
Una vez que el controlador recibe el pedido, crea un objeto que se denomina
ModelAndView que tiene el fin de entregar un nombre lo´gico a la vista que realizara
el despliegue del Modelo, entregar un nombre lo´gico al Modelo e Inyectar el objeto
Modelo el cual tiene los datos que sera´n desplegados en la Vista.
Luego que el objeto ModelAndView es regresado al DispatcherServlet, este delega
la responsabilidad de la mapping del nombre lo´gico de la vista, con el componente
ViewResolver.
El ViewResolver es el encargado de realizar el mapping entre el nombre lo´gico de
la vista y el componente.
Luego que la vista realiza el procesamiento, el DispatcherServlet env´ıa el request
de retorno al usuario.
Especificacio´n de Interfaces:
En esta seccio´n brindaremos los mo´dulos 2MIL encargados de la descripcio´n en de-
talle cada mo´dulo y submo´dulo pertenecientes al estilo MVC, estos mo´dulos son descrip-
tos para mostrar las interfaces principales, as´ı como tambie´n aspectos arquitecto´nicos







Figura 3.14: Representacio´n UML de las clases MVC utilando Spring MVC
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Module ThemeResolver



























































Module DispatcherServlet inherits from FrameworkServlet
imports HttpServlet, ApplicationContext, Object, ModelAndView,


















































Module ModelAndView inherits from Object





















Es una interfaz abstracta que provee los me´todos principales Set y Get del modelo que
esta siendo representado.
Module Controller
Es una interfaz que provee me´todos para procesar la solicitud recibida del Dispatch-
erServlet y devuelve un ModelAndView apropiado.
Module AbstractController
Es una superclase para implementaciones de controladores. El AbstractController es uno
de los controlador base ma´s importante, proporciona funciones ba´sicas tales como la
generacio´n de cabeceras de almacenamiento en cache´ y la activacio´n o desactivacio´n de
los me´todos de apoyo (GET / POST).
Module MultiActionController
Es una implementacio´n de controller que permite mu´ltiples solicitudes, que pueden ser
manejadas por la misma clase. Subclases de esta clase pueden manejar diferentes tipos
de solicitudes con me´todos de la forma:
public (ModelAndView / Map / String / void) actionName(HttpServletRequest request,
HttpServletResponse response); Esta clase es capaz de mapear solicitudes con nombres
de me´todos y luego invocar el me´todo correcto para manejar una solicitud particular.
Module ViewResolver
Es el encargado de realizar el mapping entre el nombre lo´gico de la vista y el compo-
nente(Modelo). Esta interfaz debe ser implementada por aquellos objetos que pueden
resolver una vista por su nombre.
Module ThemeResolver
Es una interfaz que posee estrategias de resolucio´n de temas basados en Web, permite la
resolucio´n de un tema v´ıa solicitud o la modificacio´n de temas v´ıa solicitud y respuesta.
Module HandlerAdapter
Es una interfaz que debe ser implementada por cada tipo de Handler para manejar cada
request. Esta interfaz es utilizada para permitir al DispatcherServlet ser extensible.
Module HandlerMapping
Analiza cada peticio´n y determina el controlador que la gestiona. Podemos contar con
varios manejadores, en funcio´n de las diversas estrategias de ”mapeo”(basado en cookies,
variables de sesio´n, etc.). En la mayor parte de los casos nos sirve el manejador por
defecto de Spring.
Module View
Es responsable de representar el contenido, y exponer el modelo.
Module AbstractView
Esta clase proporciona soporte para los atributos esta´ticos, que se pondra´ a disposicio´n
de la vista, con una variedad de maneras de especificar. Los atributos esta´ticos se fu-
sionara´ con los atributos dados dina´mico (el modelo que el controlador devuelve) para




Compone el modelo y la vista. Mantiene ambas para hacer posible al controlador,
devolver el modelo y la vista en un u´nico valor de retorno. Representa el modelo
y la vista devuelta por un handler, y que luego pueda ser resuelta por el Dispatch-
erServlet(FronController).
Module DispatcherServlet
Recibe y gestiona todas las peticiones (request), delegando a otro componente su proce-






4.1. Sakai con Contratos ScC
El proyecto Sakai brinda una de las propuestas ma´s consolidadas de disen˜o y desar-
rollo de entornos colaborativos e-learning para educacio´n, orientado a herramientas que
se implementan a trave´s de servicios comunes (servicios bases). Por ejemplo, el servicio
de edicio´n de mensajes es utilizado en las herramientas Foro, Anuncio, Blog, PortFolio,
etc. Ma´s aun, otras de las caracter´ısticas salientes de Sakai es la versatilidad para su
extensio´n y/o configuracio´n. En efecto, Sakai permite alterar ciertas configuraciones en
tiempo de ejecucio´n, por ejemplo, instrumentar una nueva funcionalidad en un servicio
base.
Sin embargo, estas soluciones no pueden resolver aquellos procesos e-learning que
involucren cambios en el comportamiento de la relaciones entre un componente (cliente)
que ocasiona, a trave´s de un pedido, la ejecucio´n de un componente servidor (proveedor).
Estos tipos de cambios refieren a la capacidad de adaptacio´n dina´mica del sistema
extendiendo, personalizando y mejorando los servicios sin la necesidad de recompilar y/o
reiniciar el sistema.
Tomando en cuenta la propuesta realizada por Alejandro Sartorio [7], donde propone
la incorporacio´n (agregado) de propiedades de adaptacio´n dina´micas a los servicios bases
del Framework Sakai, especialmente disen˜adas para implementar procesos e-learning
donde se requieren nuevos aspectos de adaptacio´n en la perspectiva de los Dispositivos
Hipermediales Dina´micos en el campo del e-learning con caracter´ıstica context-aware.
A continuacio´n se inicia el recorrido de creacio´n de un nuevo disen˜o de arquitectura
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Sakai que contemple la incorporacio´n de propiedades de adaptacio´n dina´mica a los
servicios bases del Framework Sakai junto con CSC.
4.2. Hacia la documentacio´n del estilo arquitecto´nico Sakai
En esta seccio´n documentaremos el sistema estratificado sin tener en cuenta los
me´todos o servicios provistos por Sakai. Consideramos que presentar un vista abstracta
es mas elegante, donde el simple reemplazo de cada request por un servicio concreto
de una herramienta dada, llevar´ıa a un ejemplo particular de la herramienta Sakai. (ej,
reemplazar un request() por un editMessage() de la herramienta foro).
Diagrama Cano´nico:
El framework Sakai, como ya mencionamos, esta´ disen˜ado segu´n una arquitectura de
cuatro capas: La capa de agregacio´n, presentacio´n, herramientas y servicios. La propuesta
consiste en envolver los servicios del nu´cleo Sakai mediante la coordinacio´n de contratos.
Esta propuesta altera el disen˜o original del framework Sakai, ya que debemos agregar y
modificar capas que nos permitan la inyeccio´n de informacio´n de contexto y el agregado
de CSC. Para esto debimos modificar la capa de Servicios, dividie´ndola en tres partes:
Servicios Originales: Pertenecientes al nu´cleo del framework original, no afectados
con el agregado del mecanismo de coordinacio´n de contrato.
Servicios de Contexto: Permite a clientes el acceso a entidades, asignar, obtener
y subscribir cambios en la informacio´n de contexto de las entidades.
Servicios con coordinacio´n de contratos (Servicios CSC): Servicios base del nu´cleo
del framework Sakai modicados para poder efectuar la envoltura de los mecanismos
de coordinacio´n.
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Figura 4.1: Framework Sakai con Contratos
Mediante la divisio´n del estrato servicios se puede interpretar a los servicios CSC como
una nueva arquitectura basada en sistemas estraticados [19]. Entonces, esta composicio´n
se efectu´a por el estrato de coordinacio´n de contratos y el estrato de co´mputo. La capa de
co´mputo estara´ compuesta por mo´dulos de implementacio´n (ej., servicios Sakai previos
a la incorporacio´n de contratos). Mientras que la capa de coordinacio´n estara´ compuesta
por mo´dulos espec´ıcos de coordinacio´n, patrones tipo proxy y contratos.
Figura 4.2: Estrato Servicios Sakai
De esta forma cuando se implemente la inyeccio´n de CSC en el co´digo fuente de
Sakai no se debera´n realizar grandes modificaciones al co´digo existente. U´nicamente
se incluye los mo´dulos de coordinacio´n, se realiza las comunicaciones entre ellos y los
servicios bases existentes.
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Los servicios CSC se implementaran utilizando un patro´n de disen˜o de coordinacio´n
de contratos (“Coordination Contracts Design Pattern”) tomando como referencia la
propuesta de Fiadeiro [13; 18]. Este patro´n esta basado en el patro´n de disen˜o ”proxy”
(o “Surrogate“)[8]. Por un lado provee una interfaz espec´ıca (“SubjectInterface“), como
una clase abstracta, para cada componente. Esta interfaz esta conectada al programa real
(”SubjectBody”) a trave´s de un proxy dina´mico reconfigurable. Por otra parte, soporta
la reconguracio´n dina´mica del co´digo ejecutado por medio de solicitud de operaciones a
trave´s del “proxy”.
El ciclo de vida de una peticio´n realizada por un cliente puede desarrollarse de dos
formas distintas, con o sin coordinacio´n de contratos.
Figura 4.3: Proceso de Solicitud Sin coordinacio´n de Contratos
En este escenario, donde el objeto s2 no se encuentra baja coordinacio´n, la u´nica
diferencia impuesta por el patro´n, es una llamada extra del broker al objeto real. Intro-
ducir un contrato para coordinar la interaccio´n con el objeto real s2 solo implica realizar
modificaciones sobre el objeto s2-broker, haciendo que su proxy se convierta en una
referencia para el objeto c2(de tipo PartnerConnector-2). Haciendo esta modificacio´n
menor, el cliente ni los objetos reales s2 necesitan ser modificados para adaptarse a este
nuevo comportamiento establecido al agregar contratos.
El nuevo comportamiento introducido por contratos es descripto en la figura 4.4.
En esta se muestra como un contrato introduce un nuevo comportamiento cuando una
solicitud de tipo Request2() es invocada sobre un objeto real s2.
Figura 4.4: Proceso de Solicitud Con coordinacio´n de Contratos
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Una vez realizado el env´ıo del Request2() al s2-broker, delega la ejecucio´n a la
referencia proxy(En este caso sobre c2 en vez de s2, como se vio en la figura 4.4.)
En c2 la implementacio´n del servicio Subject tiene el siguiente formato:
( 2 ) : Request2 ( ) i s {
( 3 ) : I f ( c o n t r a c t . B e f o r e R e q u e s t 2 ( ) = TRUE ) Then {
( 4 ) : i m p l e m e n t a t i o n . Request2 ( ) ;
( 5 ) : I f ( c o n t r a c t . A f t e r R e q u e s t 2 ( ) = FALSE )
Then i m p l e m e n t a t i o n . Undo Request2 ( ) ;
}
}
Es decir, antes que PartnerConnector c2 de permiso al objeto real s2 que ejecute la
peticio´n, intercepta la solicitud y da derecho al contrato a decidir si la solicitud es valida
y a realizar otras acciones. Esta intercepcio´n nos permite imponer otras obligaciones
contractuales a la interaccio´n entre la persona que llama y el destinatario de la llamada.
Tambie´n permite al contrato realizar otras acciones antes y despue´s que el objeto real
ejecute el pedido. Solo si el contrato lo autoriza, el conector puede pedir a s2 realizar
la accio´n y el commit, o deshacer la ejecucio´n por violacio´n de una post condicio´n
establecida por el contrato.
Veamos ahora conceptos claves para comprender este nuevo Framework Context-
Aware:
Servicios de Contexto(Context Services): Un servicio recibe, maneja, alma-
cena, y distribuye informacio´n de contexto para entidades. Varios servicios de
contexto pueden cooperar en una forma peer-to-peer.
Entidades(Entities): Una entidad modela algo que desea manejar para que con-
tenga informacio´n de contexto. Un ejemplo de Entidad son personas, pacientes,
un lugar, una TV, una PC, etc. Cada entidad tiene un contexto que esta formado
por un conjunto de ı´tems de contexto y cada uno de ellos una relacio´n con la
entidad.
Clientes de Contexto(Context Client): Clientes de contexto pueden presentar
informacio´n de contexto y pueden escuchar cambios en la informacio´n de contexto
de las entidades. Los clientes de contexto especializados en censar, resolver, y
presentar informacio´n de contexto son denominados Context Monitors. Clientes de
contexto especializados en utilizar informacio´n de contexto son llamados Context
Actuators. Monitors y Actuators pueden ser registrados a uno o mas servicios
de contexto y son notificados cuando necesitan proveer o utilizar informacio´n de
contexto actualizada.
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Eventos de Contexto(Context Event):Un servicio de contexto permite clientes
de contexto especiales(Entity Listener) para registrar intere´s en eventos de enti-
dades especificas y recibir una notificacio´n si ocurriesen dichos eventos.
Vale mencionar que el agregado del Contexto al Framework Sakai esta basado en los
criterios y decisiones de disen˜o presentados en la infraestructura JCAF [23; 24]. All´ı se
presenta una Arquitectura JCAF disen˜ada en tres capas:
Context Client
Context Service
Context Sensor and Actuator
Figura 4.5: Arquitectura del Framework JCAF.
a- Ejemplo de una situacio´n de despliegue de un conjunto de monitores de con-
texto, actuadores, y Servicios de Contexto Cooperativos.
b- Detalles de un Servicio de Contexto.
Cada una de estas capas han sido incorporadas o compuestas con los estratos nativos
de Sakai con el propo´sito de incorporar JCAF al sistema general que compone el FWCsc.
De esta manera agregando de esta forma informacio´n de contexto de una forma segura
y ya estudiada.
JCAF incorpora conceptos de contribuciones previas sobre context-aware [25; 26; 27;
28; 29; 30; 31] para obtener un framework distintivo en al menos 3 formas:
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La infraestructura JCAFs orientada a servicios es un sistemas distribuido basado
en la idea de dividir la adquisicio´n, manejo, y distribucio´n en una red cooperativa
de servicios de contexto.
JCAF es una infraestructura robusta, modificable, basada en eventos, que presenta
una arquitectura segura.
JCAF es gene´rica, extensible, y un modelo expresivo de programacio´n Java para
el despliegue y desarrollo de aplicaciones context-aware y modelos de contexto.
Siendo JCAF una infraestructura gene´rica, extensible, robusta y modificable, es posi-
ble establecer una correcta integracio´n con Sakai. Adema´s, existe homogeneidad desde
el punto de vista tecnolo´gicos.
La incorporacio´n de las APIs JCAF al entorno Sakai permite a los programadores,
crear aplicaciones sensibles al contexto integradas en Sakai. La figura 4.7 muestra el
diagrama de clases e interfaces de las APIs pertenecientes a JCAF.
Figura 4.6: Diagrama de clases del Framework JCAF
Los ContextService manejan los objetos Entity, EntityListeners, y ContextClients.
Dos ejemplos de clientes de contexto son ContextMonitor y ContextActuators. Cada
uno de los servicios de contexto poseen un EntityEnvironment, esta interfaz contiene
me´todos para an˜adir y obtener atributos, acceder a informacio´n local de servicios de
contexto, y acceder a repositorios de transformacio´n. Veamos en detalles algunas de
estas clases e interfaces.
Context Service y Entity Environment.
Un servicio de contexto (Context Service) permite a clientes acceder a entidades para
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setear, obtener y subscribirse a cambios en la informacio´n de contexto de las entidades.
La interfaz contextservice es presentada a continuacio´n en la seccio´n “Especificacio´n
de Interfaces”. Esta interfaz provee me´todos para agregar, remover, obtener y setear
entidades. El me´todo getEntity() devuelve una copia del servicio de contexto del obje-
to entidad, mientras que el me´todo lookupEntity() contacta otro servicio de contexto
conocido tratando de localizar el objeto entidad(Entity). El me´todo lookupEntity() toma
como argumento un ID de la entidad que se desea buscar. El me´todo notifica al En-
tityListener si se encontro´ la entidad buscada.
El ContextService hereda de tres interfaces:
TransformerRepository: Contiene me´todos para agregar y obtener transformadores.
Por ejemplo, un cliente puede utilizar el me´todo getContextTransformer() para
obtener un transformador, este puede transformar un array de ı´tems de contexto
en otro ı´tem de contexto.
ContextClientHandler: Contiene me´todos para an˜adir y autentificar un cliente
de contexto, que puede ser un ContextMonitor o un ContextActuator. Por ejemplo,
addContextClient() Agrega un cliente de contexto, mientras que authenticate() lo
autentifica
EntityListenerHandler: Contiene me´todos para an˜adir, remover y acceder a es-
cuchadores de entidades(EntityListener). Por Ejemplo, addEntityListener() y vre-
moveEntityListener(), agregan y eliminan EntityListeners.
Entity y Context
El concepto de Entidad(Entity) es el mas ba´sico dentro de la infraestructura JCAF,
este posee un contexto con un conjunto de ı´tems de contexto(ContextItem). Estos
son mostrados en la figura 4.7. Una entidad, un contexto y un ı´tem de contexto son
todas interfaces Java, que los desarrolladores de las aplicaciones Context-Aware deben
implementar.
Los ContextItems son agregados al contexto de entidades t´ıpicamente por monitores
de contexto(ContextMonitor) u otros clientes.
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Figura 4.7: Diagrama de clases de una entidad con contexto.
Es importante poder juzgar la calidad de un ı´tem de contexto [31]. El me´todo getAc-
curacy() de la interfaz ContextItem es utilizado para este propo´sito. La implementacio´n
de ı´tems de contexto devuelve una probabilidad entre cero y uno. El me´todo isSecure() es
utilizado para establecer si la informacio´n de contexto es original de un ContextMonitor
confiable y autentificado.
EntityListener y ContextEvent
La infraestructura JCAF esta basada en eventos, que son propagados sobre cambios
en las entidades de contexto hacia los clientes interesados. Los EntityListener son mane-
jados por los ContextServices, que heredan de la interfaz EntityListenerHandler. Esta
interfaz contiene me´todos para agregar y remover EntityListeners.
Las entidades son conscientes de cambios en su contexto al implementar esta inter-
faz(EntityListener). La parte principal del procesado de una entidad es por lo tanto el
me´todo contextChanged(). Este me´todo se garantiza que sera llamado por el contenedor
de entidades cuando el contexto de esta entidad cambie.
El objeto ContextEvent es un esta´ndar java.util.EventObject que brinda acceso a
entidades e ı´tems de contexto, que causan el cambio.
Context Client - Monitors y Actuators
El framework JCAF puede manejar la adquisicio´n y transformacio´n de informacio´n de
contexto de dos formas posibles, s´ıncronamente y asincro´nicamente. Un ContextMonitor
puede solicitar continuamente informacio´n de contexto a una entidad utilizando el me´to-
do setContextItem() en la interfaz de ContextService. La forma asincro´nica es el modo
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frecuente, sin embargo algunas aplicaciones de contexto pueden querer tener actualizado
la informacio´n de contexto. Por lo tanto el framework JCAF provee un modo sincro´nico,
donde los clientes pueden solicitar informacio´n de contexto de una entidad, y la entidad
pide a su contexto que se actualice.
Un monitor puede registrarse a un ContextMonitorHandler utilizando el me´todo ad-
dContextMonitor(). Cuando un cliente solicita informacio´n de contexto, utilizando el
me´todo getContext(), los ContextMonitors registrados son llamados para adquirir la in-
formacio´n de contexto llamando a su me´todo getContextItem(). Cuando el ContextMon-
itor comienza a informar, el cliente es notificado utilizando el me´todo contextChanged()
en la interfaz EntityListener.
Context Transformers
Esta interfaz posee me´todos como getInType() que dice que tipo de ContextItem este
transformador puede tomar como entrada y el getOutType() dice que tipo de Contex-
tItem devuelve. El me´todo traslate() toma un array de ı´tems de contexto como entrada
y devuelve un ı´tem de contexto traducido. Si se encuentra solo un ı´tem de contexto en el
array de entrada, el transformador trabaja como un traslator(Traductor) traduciendo de
un ı´tem de contexto a otro. Si se encuentran mas de un ı´tem, el transformador trabaja
como un agregador(aggregator), agregando distintos ı´tems de contexto en uno.
Un Repositorio de Transformadores contiene un rango de transformadores. Un cliente
puede utilizar el me´todo getContextTransformer() para obtener un transformador, el cual
puede transformar una arreglo de ı´tem de contexto en otro ı´tem de contexto.
Especificacio´n de Interfaces:
En este apartado mostraremos los mo´dulos 2MIL del estrato servicios, sensores de
contexto y actuadores de nuestra arquitectura, donde solo especificaremos las clases y
me´todos del modulo contratos. Esto se debe a que la mayor´ıa de los modulo servicios
fueron explicado en la arquitectura nativa de Sakai.
MG DP
Module Servicios y Servicios de Contextos
comprises Servicios, Servicios CSC, Servicios de Contexto
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Figura 4.8: Diagrama de clases del estrato Servicios Sakai con CSC.
MG DP
Module Servicios de Contexto
comprises EntityListenerHandler, ContextClientHandler, Transformer-








comprises SubjectInterfaz-2, Subject-2, AbstractSubject-2, Contract,
PartnerConnector-2, PartnerConnector-1
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Module Subject-2 inherits from SubjectInterfaz-2
exportsproc Request2()
MG DP
Module AbstractSubject-2 inherits from SubjectInterfaz-2
exportsproc Request2()
MG DP




Module PartnerConnector-2 inherits from AbstractSubject-2
exportsproc Request2()
84
































Module ContextServiceImpl inherits from ContextService
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Module Sensores de Contexto y Actuadores






Module ContextMonitor inherits from ContextClient
exportsproc getContextItem()
MG DP
Module ContextActuator inherits from ContextClient
exportsproc contextItemChanged()
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Gu´ıa de Mo´dulos:
Module Servicios y Servicios de Contexto
Este mo´dulo contiene los mo´dulos que deben ser modificados si cambia algu´n servicio
Sakai, Servicios de Contexto, Servicios Bases o Servicios CSC.
Module Servicios de Contexto
Este mo´dulo contiene los mo´dulos que deben ser modificados si cambia algu´n servicio
de contexto, o implementacio´n de contexto.
Module Servicios CSC
Este mo´dulo contiene los mo´dulos que deben ser modificados si cambia algu´n servicio o
la coordinacio´n de contratos de dichos servicios.
Module Coordinacio´n
Este mo´dulo contiene los mo´dulos que deben ser modificados si se reemplaza alguna clase
de coordinacio´n. Los submo´dulos de este mo´dulo proveen los me´todos para administrar
la coordinacio´n de contratos sensibles al contexto.
Module Computo
Este mo´dulo contiene los mo´dulos que deben ser modificados si se reemplaza algu´n
servicio de Sakai. Los submo´dulos de este mo´dulo proveen los servicios ba´sicos. Los
secretos ocultos en estos mo´dulos son las diversas implementaciones de los distintos
servicios provistos.
Module SubjectInterfaz-i
Como su nombre lo indica, esta es una clase abstracta que define una interfaz comu´n
de los servicios de una Herramienta provisto por Me´todoHerramientaProxy y Subject-2.
Module Subject-i
Esta es una clase concreta que implementa un broker(Intermediario) manteniendo la
referencia a la clase Me´todo Proxy para encargarse de los pedidos recibidos. En tiempo de
ejecucio´n, esta entidad puede indicar a Me´todoServiceComponente que no hay contratos
involucrados o instrumentar una conexio´n entre ConectorMe´todosService que conecte
la clase real Me´todoServiceComponente con el contrato ContractMe´todo en el que se
encuentran las reglas de coordinacio´n.
Module AbstractSubject-i
Es una clase abstracta que define la interfaz que tienen en comu´n RealSubject-i y
PartnerConnector-i. La interfaz es heredada de SubjectInterfaz-i con el propo´sito de
garantizar que ofrezca la misma interfaz de Subject-i(el broker) con la cual un cliente
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real debe interactuar (ej., un objeto que invoque el servicio de edicio´n de un Foro).
Module PartnerConnector-i
Efectu´a la conexio´n entre el contrato y los objetos reales (en este caso RealSubject-
i) involucrados como partes del contrato. De esta manera, no se requiere la creacio´n o
instanciacio´n de nuevos objetos para coordinar el mismo objeto real agregando o sacando
otros contratos. Esto es posible solamente con una nueva asociacio´n a un nuevo contrato
y con la instanciacio´n de una conexio´n con una instancia existente de PartnerConnector-
i. Esto significa que hay una sola instancia de esta clase asociada con una instancia de
RealSubject-i.
Module Contract
Es la clase cuya instancia genera un objeto de coordinacio´n que al ser notificado toma
decisiones siempre que un pedido es invocado a trave´s de un objeto real. La clase que
implementa al contrato, llamada Contract, se encuentra representada dentro del estrato
de coordinacio´n.
Module EntityListenerHandler
Este modulo es una interfaz publica que define a un manejador de Entity Listener. Esta
interfaz contiene me´todos para agregar, remover, y acceso a Entities Listeners.
Module ContextClientHandler
Este modulo es una interfaz publica que define un manejador de Contexto de cliente(Context
Client Handler). Un Context Client Handler es capaz de manejar Context Monitors re-
motos y Context Actuators, y llamarlos cuando sean necesarios. Servicios de contexto
seguros son capaces de registrarse un manejador de servicios de contexto(context service
handler) utilizando el me´todo authenticate(). Context monitors seguros pueden agregar
ı´tems de contexto seguros a un contexto.
Module TransformerRepository
Este modulo es una interfaz publica que contiene un rango de transformadores de con-
texto(Context Transformer), que pueden transformar de uno o mas tipos de informacio´n
de contexto hacia otro. Se puede pedir al repositorio para obtener un transformador,
proviendo el tipo de interfaz al transformador.
Module ContextService
Este modulo es una interfaz publica que define un servicio de contexto(Context Service).
Esta es la interfaz remota que se vuelve accesible cuando los servicios de contexto son
buscados en el registro RMI.
Module ContextServiceImpl
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Este modulo contiene la implementacio´n RMI de la interfaz ContextService.
Module Entity
Esta interfaz define una entidad del mundo real que desea ser modelada en orden de
seguir los rastros de su contexto. Los objetos que implementan esta interfaz es por lo
tanto el objeto principal en el ContextService. Esta interfaz define me´todos que todas
las entidades deben implementar.
Entidades reciben y responden a pedidos de clientes, usualmente a trave´s de RMI.
Adema´s ellos son notificados si su contexto cambio, debido a que una Entity extiende
la interfaz de EntityListener. Esta interfaz define me´todos para inicializar una entidad,
solicitudes de servicio, y remover una entidad del servicio de contexto.
Module EntityListener
Este modulo es una interfaz publica que recibe notificaciones de cambio de contexto de
una entidad. Esta es la versio´n local de una interfaz Listener.
Module Person
Esta clase representa a una persona, con un id, un nombre, una nota, y una clave publica
a ser usada.
Module Place
Esta clase implementa un lugar utilizando un id
Module Thing
Esta clase representa un elemento o algo que debe identificarse utilizando un id.
Module Context
Esta clase representa un simple Contexto para una entidad(Entity), que contiene varios
tipos de I´tems de Contexto(Context Item). Toda la informacio´n de contexto es encap-
sulada en este objeto Contexto, el cual es serializable.
Module ContextItem
Este modulo es una interfaz publica que define un ı´tem de contexto. Esta interfaz debe
ser implementada para ı´tem espec´ıficos como ubicacio´n, actividad, estado, temperatura,
etc.
Module AbstractContextItem
Esta clase implementa la mayor´ıa de la funcionalidad de un ı´tem de contexto y por lo
tanto adecuado para sub-clasificacio´n cuando se crean ı´tem de contexto personalizados.
Module Location
94
4.2. Hacia la documentacio´n del estilo arquitecto´nico Sakai
Esta clase implementa la ubicacio´n de un ı´tem de contexto.
Module Status
Esta clase implementa el estado de un ı´tem de contexto.
Module Activity
Esta clase implementa la actividad de un ı´tem de contexto.
Module ContextTransformer
Esta interfaz define un transformador de Contexto. La clases que implementan esta
interfaz pueden traducir de un tipo de ContextItem a otro.
Module ContextClient
Esta clase implementa Clientes de contexto que pueden ser utilizadas para crear clientes
como monitores o actuador(monitors or actuators).
Module ContextMonitor
Esta clase define un monitor de contexto(Context Monitor). En esta clase se implemen-
tan los me´todos para registrarse a un ContextMonitorHandler, y me´todos para adquirir
informacio´n de contexto.
Module ContextActuator
Esta clase define un actuador de contexto(Context Actuator). En esta clase se imple-
mentan los me´todos que deben ser llamados cuando un contexto que el actuador esta
escuchando cambia.
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En este cap´ıtulo brindaremos opciones de disen˜o y desarrollo para el framework
Sakai. Aqu´ı se presentaran diferentes alternativas para graficar diagramas estratificados
con el fin de evitar confusiones de interpretacio´n y disen˜o. Tambie´n presentaremos una
alternativa de desarrollo donde un conjunto de servicios puede ser presentado como un
u´nico servicio a trave´s de la composicio´n dina´mica de servicios.
5.1. Variantes al Documentar Sistemas Estratificados
En esta seccio´n brindaremos las teor´ıas presentadas en [40] para poder extender
la documentacio´n de los Sistemas Estratificados ya presentadas y dar un abanico de
elecciones al documentarlo, de esta forma se provee al disen˜ador alternativas de disen˜o
para una documentacio´n detallada y concisa.
Notaciones Informales: Dentro de las notaciones informales utilizadas para la docu-
mentacio´n de un sistema estratificado, podemos encontrar pilas y anillos. Comu´nmente,
los estratos son dibujados como pilas, donde un estrato se ubica sobre otro y sus ady-
acencias denotan la relacio´n “Allowed to Use” (Permite utilizar), esta relacio´n tambie´n
puede ser descripta utilizando flechas.
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Los anillos son una variante a las pilas, estos son representados como un conjunto
de c´ırculos conce´ntricos, donde el anillo mas interno se corresponde con la capa inferior
de una pila y el mas externo con la superior. A su vez cada anillo puede ser subdividido
en partes o sectores, as´ı como tambie´n lo hace un capa.
No existe diferencia sema´ntica entre un diagrama de pila y uno de anillos, salvo por
un caso. En el diagrama de anillos de la figura 5.1, se asume que cada segmentos de
anillo adyacentes entre si implica una relacio´n de “Allowed to Use”. Lo mismo sucede
en un diagrama de pila, sin embargo un diagrama de anillos posee mas adyacencias que
uno de pila.
Figura 5.1: Comparacio´n de Diagramas de Anillos y Pilas
Aqu´ı podemos apreciar que el diagrama de anillo muestra una adyacencia entre los
segmentos B1 y B3, mientras que el diagrama de Pila no lo hace. Por lo tanto no
existe forma de representar un diagrama de anillos como un diagrama de pila, como se
mostro´ en la figura 5.1.
En el capitulo anterior, propusimos un sistema estratificado Sakai, donde uno de
sus estratos se encuentra sub-estratificado o dividido en tres segmentos, el diagrama
propuesto podr´ıa parecer equivalente a un diagrama en anillo, pero no lo es. Esto se
debe a que un diagrama en anillos provee una relacio´n no deseada(Servicios originales y
servicios CSC) ya que un servicio que se encuentre entre los originales del nu´cleo Sakai
y no haya sido modificado para implementar la coordinacio´n de contratos, no necesitara
comunicacio´n alguna con el segmento servicios CSC y si lo hara´ con servicios de contexto.
La figura 5.2 mostrara que el diagrama propuesto en la seccio´n anterior posee una
diferencia sema´ntica con uno de anillos. Esta diferencia se encuentra en las adyacencias
que presentan cada segmento o subdivisio´n del estrato.
Mas adelante se proveera´ un nuevo diagrama de pila, donde las conexiones entre
segmentos se hara´n mas explicitas y evitaran confusiones.
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Figura 5.2: Diagrama en Anillo y Pila de la Arquitectura Sakai con CSC
Notaciones Formales: UML representa capas utilizando paquetes(Packages). Un pa-
quete es un mecanismo general para organizar elementos en grupos. UML tiene pre-
definido tipos de paquetes para sistemas y subsistemas. En [32] introduce un nuevo
paquete definie´ndolo como un estereotipo de paquete. Los estereotipos nos permiten
adaptar la definicio´n de un elemento UML, por lo general mediante la adicio´n de re-
stricciones adicionales y/o cambiar la notacio´n visual. Una capa puede ser vista como
un paquete UML con la restriccio´n que sus unidades de grupo de software y las depen-
dencias entre paquetes sea “Allowed to Use”. Podemos designar una capa utilizando
la notacio´n de paquete con junto con el nombre del estereotipo ((Layer)) precediendo el
nombre de la capa.
La relacio´n “Allowed to Use” puede ser representada como un estereotipo de la
dependencia de acceso UML, una de las dependencias existentes entre paquetes. Esta
dependencia permite a los elementos de un paquete referenciar a elementos de otro
paquete. Mas precisamente:
Un elemento dentro de un paquete tiene permitido acceder a otros elementos del
paquete
Si un paquete accede a otro, entonces todos los elementos definidos con una
visibilidad publica en el paquete accedido son visibles en el paquete que lo importa.
Las dependencias de acceso no son transitivas. Si el paquete 1 puede acceder al
paquete 2 y este puede acceder al 3, no significa que el paquete 1 pueda acceder
al 3.
Los paquetes tambie´n representan interfaces de capas. Los paquetes permiten 3 tipos
de descripciones de interfaces:
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La suma de todas las interfaces de los elementos.
Un conjunto de interfaces de sus elementos.
Una interfaz de capa separada. En este caso, uno puede definir la interfaz como
una coleccio´n de clases dentro de un paquete (utilizando el patro´n Facade).
Los paquetes sirven para satisfacer todas las necesidades de documentacio´n sobre
estratos: Diagrama de capas, claves, excepciones, catalogo de capas, y interfaces de
capas.
Variaciones: Entre las variantes que se encuentran en un diagrama de capas, podemos
mencionar las siguientes:
1. Alcance. La variacio´n ma´s comu´n en las capas son las convenciones que determinan
el alcance de la relacio´n “Allowed to Use” de cada capa. Normalmente, estos
convenciones permiten al software de una capa a utilizar el software de
a) La capa inferior mas cercana
b) Cualquier capa inferior
c) Cualquier capa adyacente, inferior o superior
2. Capas laterales. Muchas de las arquitecturas estratificadas lucen en la figura 5.3.
Esto puede significar una de dos cosas. El software en D puede acceder al software
Figura 5.3: Sistema Estratificado con estrato lateral
en A, B y C, o el software en A, B o C puede utilizar el software de D. (Te´cnica-
mente, el diagrama dice que ambas son ciertas, sin embargo esto representa una
arquitectura pobre.). Es responsabilidad del creador del diagrama especificar cual
caso representa.
Una variante como esta, solo tiene sentido cuando las reglas de uso son de un
solo nivel, eso significa que el estrato A solo utiliza el B y ningu´n otro inferior. De
lo contrario, D podr´ıa ser el estrato superior o inferior, dependiendo del caso y la
geometr´ıa lateral seria innecesaria.
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3. Segmentacio´n de estratos. A veces los estratos son divididos en segmentos deno-
tando una descomposicio´n de software. Cuando esto sucede, es responsabilidad del
creador del diagrama decir que reglas de uso existen entre los segmentos. Debe
especificar si cada segmento puede utilizar los restantes, tambie´n debe indicar que
relacio´n existe en caso que la capa inferior tambie´n se encuentre subdividida. En
Figura 5.4: Sistema estratificado sin especificacio´n formal de relaciones existentes
la figura 5.4 no podemos apreciar que tipo de relaciones existen entre cada sub-
divisio´n. Una forma de enunciar esto es mediante la utilizacio´n de flechas, estas
indican una relacio´n “Allowed to Use” entre los estratos que la comprenden. La
figura 5.5 representa v´ıa flechas las relaciones entre estratos.
Figura 5.5: Sistema estratificado con flechas de relacio´n
Aqu´ı podemos apreciar que el estrato A tiene permitido utilizar tanto B como C,
los cuales tienen permitido utilizar D y entre ellos. Este diagrama es equivalente
al siguiente:
Donde el estrato BC es la unio´n de contenidos del estrato B y C. Esto se debe
a que la relacio´n representada por ambos es la misma. La descomposicio´n del
estrato BC, en B y C, brinda informacio´n adicional que nada tiene que ver con
estratificacio´n.
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4. Estratificacio´n a trave´s de herencia. Esta es una variacio´n que es consistente con el
modelo ba´sico de capas presentando en [32], pero interesado en el mundo orientado
a objetos. Estratificacio´n a trave´s de herencia ocurre cuando una clase base se
encuentra en un estrato inferior y la subclase que hereda la interfaz especificada
por la clase base se encuentra en un estrato superior. La clase base forma parte de
una maquina virtual que puede ser utilizada por mas aplicaciones para la creacio´n
de instancias de la clase base.
En el capitulo 4 describimos la nueva arquitectura Sakai y es presentada en la figura
4.1. En este diagrama no se puede inferir que tipo de relaciones existen entre los estratos
“Herramientas / Clientes de Contexto”, “Servicios y Servicios de contexto”, y “Sensores
de contexto y Actuadores”. En la figura 5.6. mostraremos una variante del diagrama que
brinda mayor informacio´n de las relaciones existentes entre capas.
Figura 5.6: Arquitectura Sakai con flecha de relacio´n
Aqu´ı podemos apreciar que las herramientas tienen acceso a servicios de contexto,
servicios CSC y servicios sin coordinacio´n de contratos. Estos se comunican entre si
para la obtencio´n de informacio´n de contexto, as´ı como tambie´n para la coordinacio´n
de contratos, de esta forma podemos hacer posible la extensio´n del framework Sakai.
5.2. Composicio´n Dina´mica de Componentes de Servicios
En esta seccio´n comentaremos dos enfoques de composicio´n dina´mica de servicios
introducida en [33] que puede ser utilizado en nuestra Arquitectura Sakai, y as´ı proveer al
estrato Herramientas una u´nica interfaz de servicio resultante de la composicio´n dina´mica
de los servicios de contexto, servicios originales del nu´cleo Sakai, los servicios CSC y
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Servicios “externos”. Cuando hablamos de un Servicio “Externo” nos estamos refiriendo
a un servicio no provisto por Sakai que puede utilizarse para brindar un servicio adicional.
Por ejemplo, si un foro posee restricciones de acceso y publicacio´n de informacio´n para
aquellos alumnos que posean un numero menor a X materias aprobadas, podr´ıa utilizarse
un servicio compuesto conformado por los servicios ya disponibles por Sakai y un servicio
externo provisto por “Alumnado”para obtener el numero de materias rendidas por el
alumno y as´ı validar si satisface las restricciones del foro.
La utilizacio´n del framework propuesto por David Mennie, Bernard Pagurek[33], no
solo nos brinda la posibilidad de utilizar servicios externos, si no que tambie´n nos permite
ajustar, cambiar y modificar servicios en tiempo de ejecucio´n. Estas caracter´ısticas fueron
tambie´n el motivo para introducir la coordinacio´n de contratos sensibles al contexto, por
lo que no resulta raro o u´til intentar agregar las propiedades de este framework a la
plataforma Sakai.
Existen dos enfoques para la composicio´n dina´mica de servicios:
Interfaz Compuesta de Servicios(Composite Service Interface): Mu´ltiples compo-
nentes de servicios se comunican entre si como entidades separadas para proveer
un mejor servicio que es accesible a trave´s de una interfaz comu´n
Servicio Compuesto Independiente(Stand-alone Composite Service): Los compo-
nentes de servicios son combinados en tiempo de ejecucio´n para mejorar el servicio
como una entidad u´nica, auto´noma.
El primer paso en crear un servicio compuesto, es ubicar los componentes de servicios
que proveen la funcionalidad que esta por ser agregada al nuevo servicio. Todos los
componentes de servicio deben ser almacenados en un directorio de componentes que
pueden ser accesados en tiempo de ejecucio´n. Cada componente debe tener una clara
descripcio´n de que operaciones puede llevar a cabo, que me´todos pueden ser extra´ıdos
o utilizados en la creacio´n de un compuesto, y los requerimientos de entrada y salida
del componente. Una vez que los componentes fueron ubicados, se debe determinar que
tipo de composicio´n dina´mica se realizara. Hay varias ventajas y desventajas asociadas a
la seleccio´n de un me´todo particular de composicio´n. En algunos casos, mas de uno son
posibles. Sin embargo, la eleccio´n del mejor me´todo debe ser basada en como el servicio
compuesto va a ser utilizado y la eficiencia del servicio resultante.
Crear una Interfaz Compuesta de Servicios La idea de este enfoque es crear una
nueva interfaz que provea un u´nico servicio compuesto a partir de un conjunto de servicios
que colaboran entre si. En la arquitectura propuesta por David Mennie, Bernard Pagurek
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hacen uso de una extensio´n del patro´n de disen˜o Facade[8] para crear esta interfaz.
Facade intenta proveer una interfaz unificada a un conjunto de componentes y manejar
la delegacio´n de peticiones entrantes para el componente apropiado. Sin embargo, esto es
realizado en tiempo de disen˜o. El Facade dina´mico facilita la actualizacio´n de la interfaz
del servicio compuesto como un componente es agregado en tiempo de ejecucio´n. Si los
servicios pertenecientes de la composicio´n no esta´n situados en el mismo nodo de una
red y esta´n distribuidos en toda la red, se necesitan enviar mensajes entre componentes
a trave´s de la interfaz.
La ventaja de esta te´cnica es la velocidad a la cual el servicio compuesto es creado.
Esto se debe a que ningu´n segmento de co´digo de los componentes necesita ser movido
o integrado en orden de asegurar la funcionalidad del servicio compuesto.
Esta te´cnica tambie´n es referida como un fusio´n de interfaces ya que la interfaz
de cada uno de los componentes envueltos son fusionados en una u´nica interfaz. Sin
embargo, las interfaces del servicio 1 al n no pueden ser simplemente “pegadas”. Se
necesitan hacer modificaciones para dirigir correctamente los mensajes entrantes hacia
el componente apropiado en el orden correcto.
Figura 5.7: Interfaz de Servicio Compuesta sobre Servicios Sakai
La figura 5.2, es un ejemplo concreto de una interfaz de servicio compuesta sobre
Sakai, donde el componente que corre sobre el nodo 2, provee servicios de Alumnado
para consultas e historial sobre estudiantes. Aqu´ı se puede ver que los servicios de nu´cleo
Sakai, servicios de contexto y servicios CSC corren sobre el mismo nodo, mientras que el
servicio de alumnado se encuentra en otro nodo de la red. La comunicacio´n entre dichos
nodos se realizara v´ıa mensajes y suele ser menos eficiente en la performance debido a la
demora en la comunicacio´n de componentes, crear un Servicio compuesto independiente
es una alternativa mas eficiente en performance.
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Crear un Servicio Compuesto Independiente Si la performance de la composicio´n
de servicios es mas critica, crear un servicio independiente resulta mejor que una fusio´n.
Existen dos medios para crear un servicio compuesto independiente.
El primer enfoque no lleva a ensamblar dina´micamente servicios de una forma similar
a el ensamblamiento que se realiza con tubos y filtros [14]. La ventaja de este enfoque
reside en que cada componente permanecen independientes. Esto significa que no deben
compartir informacio´n de estados ni su dependencia con otros componentes. Existe una
variante mas compleja que permite la realizacio´n de bucles ante la necesidad de ejecutar
un componente mas de una vez. En este caso el disen˜o exige un fundamento so´lido
para explicar y entender el ca´lculo completo; un ana´lisis teo´rico riguroso y el uso de
especificaciones formales son apropiados para demostrar que el sistema termina y que
produce un resultado deseado.
Otro enfoque posible es la creacio´n de un nuevo servicio independiente. Aqu´ı, la
lo´gica del servicio, o el co´digo de cada componente es ensamblado en un nuevo servicio
compuesto. En general, no todo el co´digo de cada componente puede ser reutilizado, ya
que ciertos me´todos son espec´ıficos de un servicio individual o no son u´tiles en el contexto
del servicio compuesto. Por esta razo´n, los me´todos compuestos son identificados en
la especificacio´n de cada servicio. Aunque la construccio´n de un servicio compuesto
independiente en tiempo de ejecucio´n es una tarea muy compleja, posee la ventaja
principal que un un servicio compuesto independiente puede ser reutilizado y compuesto
fa´cilmente con otros servicios.
Extensio´n de la propuesta a Sakai En este apartado daremos una breve descripcio´n
de como agregar las caracter´ısticas de la arquitectura propuesta en [33] para extender
nuestra plataforma Sakai a una plataforma distribuida. Para poder ofrecer esta vari-
ante de disen˜o, Sakai deber´ıa ser capaz de agregar las capacidades de composicio´n de
componentes y conexio´n entre componentes distribuidos. Para esto es necesario hacer
uso de la tecnolog´ıa de conexio´n Jini[34] como repositorio de servicios y sistema de
recuperacio´n. Tambie´n es necesario implementar o utilizar el servicio creado por David
Mennie, Bernard Pagurek, llamado “Composition Manager” para supervisar todos los
aspectos de composicio´n dina´mica de servicios.
Asumimos que el lector esta familiarizado con el concepto de JavaBeans. Sin embar-
go, describiremos las caracter´ısticas claves de ERCSP (Extensible Runtime Containment
and Services Protocol). ERCSP provee una API que habilita la interconexio´n entre Beans
en tiempo de ejecucio´n. Permite a un Bean consultar a su entorno por ciertas capacidades
y servicios disponibles. Esto permite al Bean ajustar dina´micamente su comportamiento
al contenedor o el contexto en el que se encuentre. La API consiste en dos partes: un
contenedor lo´gico jera´rquico para los componentes beans y un me´todo para descubrir los
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servicios provistos por el bean dentro de la jerarqu´ıa. El contenedor permite la agrupacio´n
de beans de forma lo´gica que facilita la navegacio´n.
La figura 5.3a muestra como un JavaBean puede ser anidado a los servicios Jini para
crear un componente servicio. De esta forma podemos utilizar Jini como componente
de almacenamiento y recuperacio´n, mientras tomamos ventaja de las caracter´ısticas de
composicio´n de JavaBeans.
Figura 5.8: Composicio´n Dina´mica de Servicios y Jini
La figura 5.3b muestra como un BeanContext puede ser introducido de un compo-
nente de servicio en otro en tiempo de ejecucio´n para crear un componente de servicio
independiente(Stand-Alone Composite Service). La figura 5.3c Muestra que un servicio
compuesto independiente mas reutilizable puede ser creado donde todo el co´digo es
contenido dentro de un u´nico JavaBean.
Figura 5.9: Arquitectura de Sakai Distribuido
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En conclusio´n, si desea´ramos incluir estas caracter´ısticas a Sakai, su Arquitectura
se ver´ıa afectada por la introduccio´n de una nueva capa denominada Ensamblador de
Servicios en su sistema estratificado, como se puede apreciar en la figura 5.4. Esta capa
implementar´ıa todas las caracter´ısticas propuestas en [33] con el fin de brindar a Sakai
Me´todos de composicio´n de Servicios y conexio´n entre componentes distribuidos.
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CAPÍTULO 6
Conclusiones y Trabajos Futuros
6.1. Conclusiones
A lo largo de ma´s de medio an˜o de trabajo se desarrollo parte de la documentacio´n de
un sistema colaborativo (con adaptaciones para ambientes e-learning) que facilita en gran
medida la comprensio´n de la estructura del sistema. Este trabajo es un aporte significativo
a la documentacio´n ya existente. A trave´s de este aporte, se ven reflejados aspectos
sobre el comportamiento, estructura y desarrollo del sistema colaborativo Sakai. A trave´s
del ana´lisis de los disen˜os primitivos y las propuestas de modificacio´n, se establecieron
conceptos e informacio´n necesaria para tener en cuenta en las interpretaciones de disen˜o y
desarrollo de herramientas, servicios y la tecnolog´ıa que los envuelve. En este sentido, las
propuestas arquitecto´nicas y vistas documentadas resueltas son producciones originales
para la comunidad Sakai.
Se propuso una arquitectura acorde para la inclusio´n de contratos sensibles al con-
texto en framework web colaborativos sensibles al contexto. De esta forma pueden desar-
rollarse diferentes implementaciones de integracio´n de CSC en un entorno colaborativos
tipo e-learning; orientada hacia adaptacio´n dina´mica del sistema extendiendo, personal-
izando y mejorando los servicios sin la necesidad de recompilar y/o reiniciar el sistema.
Cabe destacar que los procesos de compilacio´n y puesta en servicio de Sakai son efectu-
ados una sola vez, cualquier tipos de cambios y configuracio´n sera´n impuestas a trave´s
los contratos sensibles al contexto.
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Partiendo de la problema´tica que se aborda en este trabajo y teniendo en cuenta el
tipo de solucio´n planteado, queda reflejada la necesidad de completar la documentacio´n
relacionada con los aspectos arquitecto´nicos.
Es posible concluir que desde la visio´n de la documentacio´n arquitecto´nica de un
sistema heteroge´neo como el FWCsc compuestos por diferentes subsistemas, se logran
representaciones u´tiles sobre las conexiones iter-subsistemas. Promoviendo un tipo de
representacio´n que permitan resaltar aspectos orientados a la integracio´n y/o agregacio´n
de componentes.
6.2. Trabajos Futuros
La siguiente lista presenta algunas de las posibles contribuciones que pueden agre-
garse a esta tesina, como posibles trabajos futuros:
Seria interesante poder modelar el framework Sakai utilizando los conceptos de de-
sarrollo de software dirigidos por modelos, mencionados en [20]. As´ı como tambie´n
realizar la transformacio´n de modelo a modelo del entorno e-learning Sakai.
Podr´ıa extenderse la documentacio´n desarrollada, incluyendo nuevas vistas, pa-
trones utilizados, creacio´n de objetos, deformaciones y especializaciones comunes.
Tambie´n podr´ıa incluirse algu´n punto de documentacio´n que mejore la inclusio´n




A.1. Codigo: Herramienta Sakai MVC utilizando JSF.
TasklistTool:
package org . s a k a i p r o j e c t . t o o l . t a s k l i s t ;
i m p o r t j a v a x . s e r v l e t . ∗ ;
i m p o r t j a v a . i o . ∗ ; ;
p u b l i c c l a s s T a s k l i s t T o o l e x t e n d s H t t p S e r v l e t {
p r o t e c t e d v o i d doGet ( H t t p S e r v l e t R e q u e s t req , H t t p S e r v l e t R e s p o n s e r e s )
throws S e r v l e t E x c e p t i o n , I O E x c e p t i o n {
r e s . se tContentType (” t e x t / html ; c h a r s e t=UTF−8”);
P r i n t W r i t e r out = r e s . g e t W r i t e r ( ) ;
out . p r i n t l n (”<h1>S a k a i Tasktoo l</h1>”);




A.1. Codigo: Herramienta Sakai MVC utilizando JSF.
TasklistController.Java:
package org . s a k a i p r o j e c t . t o o l . t a s k l i s t ;
i m p o r t j a v a . i o . ∗ ;
i m p o r t j a v a x . s e r v l e t . ∗ ;
i m p o r t j a v a x . s e r v l e t . h t t p . ∗ ;
i m p o r t org . apache . ∗ ;
i m p o r t org . s a k a i p r o j e c t . t o o l . t a s k l i s t . a p i . T a s k L i s t S e r v i c e ;
i m p o r t org . s a k a i p r o j e c t . t o o l . a p i . Tool ;
i m p o r t org . s a k a i p r o j e c t . component . c o v e r . ComponentManager ;
p u b l i c c l a s s T a s k L i s t C o n t r o l l e r e x t e n d s H t t p S e r v l e t {
p r i v a t e s t a t i c f i n a l l o n g s e r i a l V e r s i o n U I D = 1L ;
p r i v a t e T a s k L i s t S e r v i c e t a s k L i s t S e r v i c e ;
p r i v a t e s t a t i c Log l o g = LogFactory . getLog (” T a s k L i s t C o n t r o l l e r ” ) ;
p u b l i c v o i d i n i t ( ) {
l o g . i n f o (” T a s k L i s t C o n t r o l l e r i n i t ( ) ” ) ;
ComponentManager componentMgr = ComponentManager . g e t I n s t a n c e ( ) ;
t a s k L i s t S e r v i c e = ( T a s k L i s t S e r v i c e )
componentMgr . g e t (” org . s a k a i p r o j e c t . t o o l . t a s k l i s t . a p i . T a s k L i s t S e r v i c e ” ) ; }
p u b l i c v o i d doGet ( H t t p S e r v l e t R e q u e s t req , H t t p S e r v l e t R e s p o n s e r e s )
throws S e r v l e t E x c e p t i o n , I O E x c e p t i o n
{
f i n i s h ( req , r e s ) ;
}
p u b l i c v o i d doPost ( H t t p S e r v l e t R e q u e s t req , H t t p S e r v l e t R e s p o n s e r e s )
throws S e r v l e t E x c e p t i o n , I O E x c e p t i o n
{
S t r i n g t a s k T e x t = ( S t r i n g ) r e q . g e t A t t r i b u t e (” t a s k T e x t ” ) ;
t a s k L i s t S e r v i c e . addTask ( t a s k L i s t S e r v i c e . c r e a t e T a s k ( t a s k T e x t ) ) ;
f i n i s h ( req , r e s ) ;
}
p r i v a t e v o i d f i n i s h ( H t t p S e r v l e t R e q u e s t req , H t t p S e r v l e t R e s p o n s e r e s )
throws S e r v l e t E x c e p t i o n , I O E x c e p t i o n
{
r e q . s e t A t t r i b u t e (” t a s k s ” , t a s k L i s t S e r v i c e . g e t A l l T a s k s ( ) ) ;
r e q . s e t A t t r i b u t e (” username ” , t a s k L i s t S e r v i c e . g e t C u r r e n t U s e r D i s p l a y N a m e ( ) ) ;
r e q . s e t A t t r i b u t e ( Tool . NATIVE URL , Tool . NATIVE URL ) ;
// d i s p a t c h to t he t a r g e t
S t r i n g t a r g e t = ”/ t a s k l i s t / T a s k L i s t . j s p ” ;
R e q u e s t D i s p a t c h e r d i s p a t c h e r =
g e t S e r v l e t C o n t e x t ( ) . g e t R e q u e s t D i s p a t c h e r ( t a r g e t ) ;
d i s p a t c h e r . f o r w a r d ( req , r e s ) ; }
}
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A.1. Codigo: Herramienta Sakai MVC utilizando JSF.
Tasklist.jsp:
<!DOCTYPE html PUBLIC ”−//W3C//DTD XHTML 1 . 0 T r a n s i t i o n a l //EN”
” h t t p : / /www. w3 . org /TR/ xhtml1 /DTD/ xhtml1−t r a n s i t i o n a l . dtd”>
<html xmlns=”h t t p : / /www. w3 . org /1999/ xhtml ” l a n g=”en ” xml : l a n g=”en”>
<head>
< t i t l e >Task L i s t Tool</ t i t l e >
< l i n k h r e f =”/ l i b r a r y / s k i n / t o o l b a s e . c s s ” t y p e=” t e x t / c s s ”
r e l =” s t y l e s h e e t ” media=” a l l ” />
< l i n k h r e f =”/ l i b r a r y / s k i n / d e f a u l t / t o o l . c s s ” t y p e=” t e x t / c s s ”
r e l =” s t y l e s h e e t ” media=” a l l ” />
< l i n k h r e f =’/ s a k a i−t a s k l i s t −t o o l / c s s / T a s k L i s t . c s s ’
r e l =’ s t y l e s h e e t ’ t y p e =’ t e x t / css ’ />
< s c r i p t t y p e=” t e x t / j a v a s c r i p t ” l a n g u a g e=” J a v a S c r i p t ”
s r c =”/ l i b r a r y / j s / h e a d s c r i p t s . j s ”></ s c r i p t >
</head>
<body>
<d i v c l a s s =”p o r t l e t B o d y ”>
<form i d =” t a s k s ” name=” t a s k s ” method=”p o s t ”
a c t i o n =”h t t p : / / l o c a l h o s t :8080/ mercury / s a k a i . t a s k l i s t / mercury / T a s k L i s t ”
e n c t y p e=” a p p l i c a t i o n /x−www−form−u r l e n c o d e d”>
<h3 c l a s s =” i n s C o l o r insBak i n s B o r d e r ”>Task L i s t </h3>
H e l l o , <%= r e q u e s t . g e t A t t r i b u t e (” username ”) %>
<t a b l e b o r d e r =”0” c e l l s p a c i n g =”0” c l a s s =” c h e f E d i t I t e m ”>
<tbody>
<t r>
<td c l a s s =” c h e f L a b e l ”>
< i n p u t i d =” t a s k t e x t ” t y p e=” t e x t ” v a l u e =”” s i z e =”60”/>
</td>
<td c l a s s =”c h e f V a l u e”>
< i n p u t i d =”a d d t a s k b u t t o n ” t y p e=”submit ”
v a l u e=”Add Task ” o n c l i c k =” c l e a r t a s k s ( ) ; ” />
</td></t r></tbody></t a b l e>
<t a b l e i d =” t a s k s : t a s k l i s t ” c l a s s =” l i s t H i e r ”>
<thead>
<t r>
<th c l a s s =” f i r s t H e a d e r ”></th>
<th c l a s s =”s e c o n d t H e a d e r”>ID</th>
<th c l a s s =”t h i r d H e a d e r ”>Owner</th>
<th c l a s s =”f o u r t h H e a d e r”>Task</th></t r></thead>
<tbody i d =” t a s k s : t a s k l i s t : t b o d y e l e m e n t”>
<t r>
<td c l a s s =” f i r s t C o l u m n ”>
< i n p u t t y p e=”checkbox ”
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name=” t a s k s : t a s k l i s t 0 : t a s k S e l e c t ”
i d =” t a s k s : t a s k l i s t 0 : t a s k S e l e c t ”
v a l u e=” t r u e ” /></td>
<td c l a s s =”secondColumn”>1</td>
<td c l a s s =”th i rdCo lumn”>admin</td>
<td c l a s s =”fourthColumn”>S t r i p out H i b e r n a t e and JSF.</ td></t r>
<t r>
<td c l a s s =” f i r s t C o l u m n ”>
< i n p u t t y p e=”checkbox ”
name=” t a s k s : t a s k l i s t 1 : t a s k S e l e c t ”
i d =” t a s k s : t a s k l i s t 1 : t a s k S e l e c t ”
v a l u e=” t r u e ” /></td>
<td c l a s s =”secondColumn”>2</td>
<td c l a s s =”th i rdCo lumn”>admin</td>
<td c l a s s =”fourthColumn”>Draw some n i c e d iagrams .</ td>
</t r>
</tbody>
</t a b l e>
<p c l a s s =”a c t”>
< i n p u t i d =” t a s k s : d e l e t e T a s k ” name=” t a s k s : d e l e t e T a s k ” t y p e=”submit ”
v a l u e=”D e l e t e ” o n c l i c k =” c l e a r t a s k s ( ) ; ” /></p>
< i n p u t t y p e=”h i d d e n ” name=”tasks SUBMIT ” v a l u e =”1” />
< i n p u t t y p e=”h i d d e n ” name=” t a s k s : l i n k h i d d e n ” />
< s c r i p t t y p e=” t e x t / j a v a s c r i p t ”>
<!−−
f u n c t i o n c l e a r t a s k s ( ) {
v a r f = document . forms [ ’ t a s k s ’ ] ;
f . e l e m e n t s [ ’ t a s k s : l i n k h i d d e n ’ ] . v a l u e = ’ ’ ;
f . t a r g e t = ’ ’ ;
}
c l e a r t a s k s ( ) ;
//−−>
</ s c r i p t >
</form></d iv></body></html>
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Task:
package org . s a k a i p r o j e c t . t o o l . t a s k l i s t . a p i ;
i m p o r t j a v a . u t i l . Date ;
p u b l i c i n t e r f a c e Task e x t e n d s j a v a . i o . S e r i a l i z a b l e {
p u b l i c Long g e t I d ( ) ;
p u b l i c v o i d s e t I d ( Long i d ) ;
p u b l i c S t r i n g getOwner ( ) ;
p u b l i c v o i d setOwner ( S t r i n g owner ) ;
p u b l i c S t r i n g g e t W o r k S i t e I d ( ) ;
p u b l i c v o i d s e t W o r k S i t e I d ( S t r i n g w o r k S i t e I d ) ;
p u b l i c Date g e t C r e a t i o n D a t e ( ) ;
p u b l i c v o i d s e t C r e a t i o n D a t e ( Date c r e a t i o n D a t e ) ;
p u b l i c S t r i n g getTask ( ) ;
p u b l i c v o i d s e t T a s k ( S t r i n g t a s k ) ;
}
TaskListService:
package org . s a k a i p r o j e c t . t o o l . t a s k l i s t . a p i ;
i m p o r t j a v a . u t i l . C o l l e c t i o n ;
i m p o r t org . s a k a i p r o j e c t . t o o l . t a s k l i s t . a p i . Task ;
p u b l i c i n t e r f a c e T a s k L i s t S e r v i c e {
p u b l i c C o l l e c t i o n g e t A l l T a s k s ( S t r i n g w o r k S i t e I d ) ;
p u b l i c C o l l e c t i o n g e t A l l T a s k s ( ) ;
p u b l i c v o i d addTask ( Task t a s k ) ;
p u b l i c v o i d removeTask ( Long i d ) ;
p u b l i c S t r i n g g e t W o r k S i t e I d ( ) ;
p u b l i c S t r i n g g e t C u r r e n t U s e r I d ( ) ;
p u b l i c S t r i n g g e t C u r r e n t U s e r D i s p l a y N a m e ( ) ;
p u b l i c Task c r e a t e T a s k ( S t r i n g t a s k T e x t ) ;
}
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TaskListServiceImpl.java:
package org . s a k a i p r o j e c t . t o o l . t a s k l i s t . i m p l ;
i m p o r t j a v a . u t i l . ∗ ;
i m p o r t org . apache . commons . l o g g i n g . ∗ ;
i m p o r t org . s a k a i p r o j e c t . u s e r . a p i . U s e r D i r e c t o r y S e r v i c e ;
i m p o r t org . s a k a i p r o j e c t . t o o l . ∗ ;
p u b l i c c l a s s T a s k L i s t S e r v i c e I m p l implements T a s k L i s t S e r v i c e {
p r i v a t e Log l o g = LogFactory . getLog ( t h i s . g e t C l a s s ( ) ) ;
p r i v a t e TaskL is tManager t a s k L i s t M a n a g e r ;
p r i v a t e ToolManager too lManager ;
p r i v a t e U s e r D i r e c t o r y S e r v i c e u s e r D i r e c t o r y S e r v i c e ;
p u b l i c T a s k L i s t S e r v i c e I m p l ( )
{
l o g . i n f o (” C o n s t r u c t o r ” ) ;
}
p u b l i c v o i d s e t T a s k L i s t M a n a g e r ( TaskL is tManager t a s k L i s t M a n a g e r )
{
l o g . i n f o (” s e t T a s k L i s t M a n a g e r ” ) ;
t h i s . t a s k L i s t M a n a g e r = t a s k L i s t M a n a g e r ;
}
p u b l i c v o i d setToolManager ( ToolManager too lManager )
{
l o g . i n f o (” setToolManager ” ) ;
t h i s . too lManager = too lManager ;
}
p u b l i c v o i d s e t U s e r D i r e c t o r y S e r v i c e ( U s e r D i r e c t o r y S e r v i c e u s e r D i r e c t o r y S e r v i c e )
{
l o g . i n f o (” s e t U s e r D i r e c t o r y S e r v i c e ” ) ;
t h i s . u s e r D i r e c t o r y S e r v i c e = u s e r D i r e c t o r y S e r v i c e ;
}
p u b l i c C o l l e c t i o n g e t A l l T a s k s ( S t r i n g w o r k S i t e I d )
{
l o g . i n f o (” g e t A l l T a s k s ” ) ;
r e t u r n t a s k L i s t M a n a g e r . f i n d A l l T a s k s ( w o r k S i t e I d ) ;
}
p u b l i c C o l l e c t i o n g e t A l l T a s k s ( )
{
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l o g . i n f o (” g e t A l l T a s k s ” ) ;
r e t u r n t h i s . g e t A l l T a s k s ( t h i s . g e t W o r k S i t e I d ( ) ) ;
}
p u b l i c v o i d addTask ( Task t a s k )
{
l o g . i n f o (” addTask ” ) ;
t a s k L i s t M a n a g e r . saveTask ( t a s k ) ;
}
p u b l i c v o i d removeTask ( Long i d )
{
l o g . i n f o (” removeTask ” ) ;
t a s k L i s t M a n a g e r . d e l e t e T a s k ( i d ) ;
}
p u b l i c S t r i n g g e t W o r k S i t e I d ( )
{
l o g . i n f o (” g e t W o r k S i t e I d ” ) ;
S t r i n g w o r k S i t e I d = too lManager . g e t C u r r e n t P l a c e m e n t ( ) . g e t C o n t e x t ( ) ;
l o g . i n f o (” g e t W o r k S i t e I d = ” + w o r k S i t e I d ) ;
r e t u r n w o r k S i t e I d ;
}
p u b l i c S t r i n g g e t C u r r e n t U s e r I d ( )
{
l o g . i n f o (” g e t C u r r e n t U s e r I d ” ) ;
r e t u r n u s e r D i r e c t o r y S e r v i c e . g e t C u r r e n t U s e r ( ) . g e t E i d ( ) ;
}
p u b l i c S t r i n g g e t C u r r e n t U s e r D i s p l a y N a m e ( )
{
l o g . i n f o (” g e t C u r r e n t U s e r D i s p l a y N a m e ” ) ;
r e t u r n u s e r D i r e c t o r y S e r v i c e . g e t C u r r e n t U s e r ( ) . getDisp layName ( ) ;
}
p u b l i c Task c r e a t e T a s k ( S t r i n g t a s k T e x t )
{
Task t a s k = new TaskImpl ( ) ;
t a s k . setOwner ( t h i s . g e t C u r r e n t U s e r I d ( ) ) ;
t a s k . s e t W o r k S i t e I d ( t h i s . g e t W o r k S i t e I d ( ) ) ;
t a s k . s e t C r e a t i o n D a t e ( new Date ( ) ) ;
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