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O trabalho teve como objetivo produzir uma plataforma online para cadastro e manutenção de 
questões. Para programar toda a aplicação foi utilizado HTML (HiperText Markup Language), 
CSS (Cascading Style Sheets) e JavaScript. As tecnologias utilizadas são partes integrantes e 
necessárias do framework utilizado chamado React. Para armazenar as questões foi escolhido 
o banco de dados do Firebase. Foi possível obter um resultado aceitável para utilização dentro 
dos objetivos propostos do projeto, conseguiu-se cadastrar e excluir questões, com usas 
respectivas alternativas, dentro do banco de questões. Não foi notado atraso significativo no 
tempo de resposta do banco de dados. 
 




The objective of the work was to build a web platform for register and maintaining questions. 
To program the whole application was used HTML (Hyper Text Markup Language), CSS 
(Cascading Style Sheets) and JavaScript. The technologies are part of a framework called 
React. To store the questions was selected the Firebase's real time database. The results 
obtained were acceptable for the objectivities of the project, was possible add and exclude 
questions, with the respective alternatives, in the database. No significant delay was detected 
in the data transition with the database. 
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INTRODUÇÃO E JUSTIFICATIVA 
 
 
O desenvolvimento web é algo muito requisitado hoje, visto que a internet é uma ótima 
fonte de divulgação e de fácil acesso. Em uma pesquisa foi observado que para vagas de 
emprego na área de desenvolvimento web, profissionais que trabalham com front-end e back-
end (desenvolvedores full stack) são os mais procurados (LUDMILA VILAVERDE, 2016). 
Sabendo disso, incentivar a pesquisa nessa área é algo justo. 
Para desenvolver a aplicação foi utilizado o framework React. React, segundo seu 
  
próprio desenvolvedor, o Facebook, é uma biblioteca para construir interfaces de usuários 
(REACT, 2018). Sem utilizar o React, os códigos HTML, CSS e JavaScript seriam 
programados separadamente e depois suas funções seriam unidas. No React isso não é 
necessário, basta programar um único arquivo contendo as três linguagens, esse arquivo 
possui a extensão “.JSX”. Esse “JSX” é uma grande peculiaridade do React, integrar 
JavaScript e HTML no mesmo código foi algo, no mínimo, inovador (EIS, 2017). 
Dentro do React existem duas grandes linguagens de programação que cuidam dos 
elementos exibidos na tela, o HTML (Hyper Text Markup Language) e o CSS. É possível criar 
uma página HTML apenas utilizando o bloco de notas do computador, porém é recomendado 
utilizar um formatador de texto mais apropriado. Já o CSS - Cascading Style Sheets é outra 
linguagem que complementa o HTML, ela permite formatar o estilo da página HTML 
(NEVES, 2004). 
Ainda, o React utiliza o JavaScript para programação das interações da aplicação. 
JavaScript é uma linguagem de programação voltada para o desenvolvimento web. Com essa 
linguagem é possível adicionar comandos lógicos nas aplicações, por exemplo adicionar um 
evento quando um botão for pressionado. O JavaScript deixa a aplicação mais dinâmica 
(CAELUM, 2017). 
Para salvar as questões e dados da aplicação, foi utilizado o banco de dados online do 
Firebase. O Firebase (FIREBASE, 2017) é uma plataforma online do Google que possui 
diversas ferramentas, dentre elas banco de dados online, autenticação (login) e outras diversas 
funções. 
Tinha-se com esta pesquisa o objetivo de desenvolver uma plataforma online para 





Para criar a aplicação para cadastro de questões foi pensado inicialmente no que 
haveria na aplicação. Julgou-se necessário apenas duas páginas, uma para cadastro de questões 
e outra para visualização das questões. 
A página de cadastro de questões teria alguns campos de input para coletar os dados 
  
da questão e alguns botões para cadastrar a questão no banco de dados. A página de 
visualização das questões teria uma tabela contendo algumas informações das questões e 
botões para selecionar e excluir a questão. 
Todos os componentes da aplicação seriam separados por pastas, uma pasta por página. 
Alguns componentes ficariam fora das pastas, esses conteriam dados usados em toda a 
aplicação. 
Para testar o código foi feito uma hospedagem local e a aplicação foi acessada pelo 
navegador Google Chrome. Esse navegador foi escolhido por ter um bom suporte para 
desenvolvedores, ele possui ferramentas que auxiliam no teste da aplicação. 
 
 
RESULTADOS E DISCUSSÕES 
 
A divisão da aplicação em componentes auxiliou na organização das tarefas, já que 
cada componente teria sua função específica e componentes que possuíssem funções 
parecidas estariam próximos. O componente “config.JSX” é relativo ao cadastro das questões 
e o componente “home.JSX” é responsável pela visualização das questões. 
A página de cadastro de questões foi dividida em duas partes, dois componentes. A 
primeira parte continha dois campos de input para inserir as informações da questão, 
referência e descrição, referência servia para criar uma referência dentro do banco de dados, 
a descrição era o texto da pergunta em si. A segunda era a parte das alternativas, ela teria um 
campo de input para gravar as alternativas e uma lista para mostrar as questões inseridas. 
Também era necessário adicionar botões para inserir alternativa e cadastrar questão. 
 
Figura 01 – Página de cadastro de questões com indicação de quais são os componentes da página 
Fonte: Os autores 
 
  
O código produzido continha alguns métodos, funções em JavaScript, no total foram 
criados cinco métodos mais o comando Render(), que carrega o código HTML. Dentre os 
cinco componentes criados, dois deles eram componentes disponíveis do React, esses são o 
ComponentDidMount e o ComponentDidUpdate. O primeiro é chamado e executado assim 
que a página é carregada, o segundo é executado quando a página sofre um update. 
A página para visualizar as questões, figura 02, continha uma lista com todas as 
questões cadastradas. A lista continha a referência e a descrição da pergunta, além de dois 
botões, um para selecioná-la e outro para excluí-la.  
 
Figura 02 – Página de visualização das questões. 
Fonte: Os autores 
 
Antes de poder fazer qualquer alteração dentro do banco de dados era necessário 
configurá-lo com os endereços necessários. Para facilitar a comunicação entre React e 
Firebase foi utilizado a biblioteca Re-base, ela fazia toda a interface entre Firebase e React, 
trazendo os comandos na versão do ECMAScript 6. Para configurar o banco de dados foi 
criado um novo componente, nele seria informado todos os dados referentes a conexão entre 





Toda a aplicação para cadastro de questões foi construída pensando em utilizar as boas 
práticas da programação com ECMAScript6 e React. Um desses costumes e a divisão da 
aplicação em diversos componentes. No trabalho isso foi explorado, criando no total nove 
componentes, porém, não foi extraído o máximo que pode ser obtido disso. Ao segregar as 
funções dos componentes o código fica mais simples e encontrar erros se torna mais fácil. 
  
A comunicação entre React e Firebase utilizando a biblioteca Re-base se mostrou 
satisfatória. Toda a documentação necessária foi encontrada facilmente e detalhada de forma 
clara. Porém o Firebase acaba se tornando um banco de dados para pequenas aplicações, ele 
apresenta algumas deficiências como por exemplo: Não é possível – pelo menos não se 
encontrou informações sobre – ler números do banco de dados como variáveis numéricas, ele 
é recebido em forma de string. 
Sobre o tempo de resposta do banco de dados. Não foi relatado problemas enquanto a 
isso na hora de salvar e ler dados, sempre que se era solicitado a leitura ou escrita de 
informações se tinha um tempo de resposta pequeno. Contudo, quando a página era 
recarregada era necessário um tempo de cerca de 3s para o recebimento das informações do 
banco de dados. Esse tempo de atraso acabou por provocar um erro no console do browser, 
assim a página acessada não era carregada, fica como sugestão para próximos projetos a 
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