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ABSTRACT
The genomes of most eukaryotes are large and complex. The presence of large
amounts of non-coding sequences is a general property of the genomes of complex
eukaryotes. High-throughput sequencing is increasingly important for the study of
complex genomes. In this dissertation, we focus on two computational problems for
high-throughput sequence data analysis, including detecting circular RNA and calling
structural variations (especially deletions).
Circular RNA (or circRNA) is a kind of non-coding RNA, which consists of a cir-
cular configuration through a typical 5’ to 3’ phosphodiester bond by non-canonical
splicing. CircRNA was originally thought as the byproduct from the process of mis-
splicing and considered to be of low abundance. Recently, however, circRNA is con-
sidered as a new class of functional molecule, and the importance of circRNA in gene
regulation and their biological functions in some human diseases have started to be
recognized. In this research work, we propose two algorithms to detect potential cir-
cRNA. In order to improve the performance of running time, we design an algorithm
called CircMarker to find circRNA by creating k-mer table rather than conventional
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reads mapping. Furthermore, we develop an algorithm named CircDBG by taking
advantage of the information from both reads and annotated genome to create de
Bruijn graph for circRNA detection, which improves the accuracy and sensitivity.
Structural variation (SV), which ranges from 50 bp to ∼3 Mb in size, is an im-
portant type of genetic variations. Deletion is a type of SV in which a part of a chro-
mosome or a sequence of DNA is lost during DNA replication. In this research work,
we develop a new method called EigenDel for detecting genomic deletions. EigenDel
first takes advantage of discordant read-pairs and clipped reads to get initial deletion
candidates. Then, EigenDel clusters similar deletion candidates together and calls
true deletions from each cluster by using unsupervised learning method. EigenDel
outperforms other major methods in terms of balancing accuracy and sensitivity as
well as reducing bias.
Our results in this dissertation show that sequencing data can be used to study
complex genomes by using effective computational approaches.
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While sequencing information has traditionally been elucidated using a low through-
put technique called Sanger sequencing, high throughput sequencing (HTS) technolo-
gies are capable of sequencing multiple DNA molecules in parallel, enabling hundreds
of millions of DNA molecules to be sequenced at a time [1]. This advantage allows
HTS to be used to create large data sets, generating more comprehensive insights
into the cellular genomic and transcriptomic signatures of various diseases and de-
velopmental stages. HTS technologies have become an indispensable tool for an
increasingly wide variety of experiments, including in phylogenetic, diagnostic, and
ecological contexts[2]. Many computational methods have been developed to solve
large number of bioinformatics questions by taking advantage of HTS data.
Complete genomic sequences from diverse phylogenetic lineages reveal notable
increases in genome complexity from prokaryotes to multicellular eukaryotes[3]. Ri-
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bonucleic acid (RNA) is a polymeric molecule essential in various biological roles in
coding, decoding, regulation and expression of genes [4]. RNA is composed by a
number genes, each gene is composed by many transcripts, and each transcript is
composed by multiple exons. The genomes of most eukaryotes are larger and more
complex than those of prokaryotes[5]. The changes include gradual increases in gene
number, resulting from the retention of duplicate genes, and more abrupt increases
in the abundance of spliceosomal introns and mobile genetic elements[3]. Recently,
genome-wide studies have shown that the human genome is pervasively transcribed
and produces many thousands of regulatory non-protein-coding RNAs (ncRNAs)[6].
ncRNA genes produce functional RNA molecules rather than encoding proteins[7].
The majority of the genomes of mammals and other complex organisms is in fact
transcribed into ncRNAs, many of which are alternatively spliced and/or processed
into smaller products[8].
Circular RNAs (circRNAs) were recently discovered as a special novel type of
endogenous noncoding RNA and represent a recent research hotspot in the field of
RNA. Unlike linear RNAs that are terminated with 5’ caps and 3’ tails, circRNAs
form covalently closed loop structures with neither 5’-3’ polarities nor polyadenylated
tails[9] as illustrated in Figure 2.1.1 [10]. CircRNA plays a very important role in gene
regulation. It could function as microRNA (miRNA) sponges, regulate alternative
splicing, and modulate the expression of parental genes[11, 12, 13, 14, 15]. More
importantly, it is becoming evident that circRNAs may be involved in atherosclerotic
vascular disease risk, neurological disorders, prion diseases and cancer[16, 17, 18].
CircRNAs were described as potential disease biomarkers in human saliva and as
biomarkers for aging and gastric cancer[19, 20, 21].
During the past multiple years, several biological experimental methods, such
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as RNase R treatment, have been developed to enrich circular RNA while degrade
linear RNA. Numbers of useful software tools have been designed for circular RNA
detection, however, these tools are based on reads mapping, which may miss many
circular RNA. In addition, the existing tools are slow for large data due to their
dependence on reads mapping.
Genetic variation is the difference in DNA sequences between individuals within a
population. Structural variation (SV), which ranges from 50 bp to 3 Mb in size, is an
important type of genetic variations. SVs or copy number variations (CNVs) greatly
impact the functions of the genes encoded in the genome and are responsible for
diverse human diseases[22]. Deletion is a type of SV in which a part of a chromosome
or a sequence of DNA is lost during DNA replication. Deletion is a type of mutation
involving the loss of genetic material. It can be small, involving a single missing
DNA base pair, or large, involving a piece of a chromosome [23]. Figure 1.1.1 [23]
shows two examples of genetic deletion. Small indels are the most common type of
SVs[24]. Deletions may have significant phenotypic influence. Specifically, among
genetic disorders annotated in some disease database, such as DECIPHER5, 80% are
caused by deletions[25]. Germline mutation is the variation within germ cells, which
can be passed on to offspring.
Three types of signals, including discordant read-pairs, reads depth and split reads,
are commonly used for SV detection from high-throughput sequence data. Many
tools have been developed for detecting SV deletion by using one or multiple of these
signals. However, there is no single method that outperforms better than others in
every aspect for all types of dataset, especially in terms of balancing accuracy and
sensitivity.
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Figure 1.1.1: Genetic deletion. Two cases of deletion, including “base pair deletion” and
“macro deletion”.
1.2 Overview
In this dissertation, in order to address the issues mentioned above, we place three
methods, including CircMarker[26], CircDBG[10] and EigenDel[27]. CircMarker and
CircDBG are designed for circular RNA detection, and EigenDel is developed for
genetic deletion detection.
In order to improve the sensitivity and the performance of running time, we design
an algorithm named CircMarker, which is based on k-mers rather than reads mapping
to find potential circular RNA. CircMarker takes advantage of transcriptome anno-
tation files to create the k-mer table for circular RNA detection. Empirical results
show that CircMarker runs much faster than existing tools and outperforms others
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on accuracy and efficiency in many simulated and real datasets.
In order to improve the performance in balancing accuracy and sensitivity, we
design an algorithm named CircDBG. circDBG is new method for circular RNA
detection by using de Bruijn graph. We conduct various experiments to evaluate the
performance of CircDBG based on both simulated and real data. Our results show
that CircDBG finds more reliable circRNAs with low bias, has more efficiency in
running time, and performs better in balancing accuracy and sensitivity than existing
methods. As a byproduct, we also introduce a new method to classify circular RNAs
based on reads alignment. Finally, we report a potential chimeric circular RNA that
is found by CircDBG based on real sequence data.
For genomic deletion detection, we develop a new method called EigenDel. Eigen-
Del first takes advantage of discordant read-pairs and clipped reads to get initial
deletion candidates, and then it clusters similar candidates by using unsupervised
learning methods. After that, EigenDel uses a carefully designed approach for calling
true deletions from each cluster. We conduct various experiments to evaluate the per-
formance of EigenDel on low coverage sequence data from 1000 Genomes Project. Our
results show that EigenDel outperforms other major methods in terms of improving
capability of balancing accuracy and sensitivity as well as reducing bias.
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Chapter 2
CircMarker: a fast and accurate
algorithm for circular RNA
detection
2.1 Background
In most eukaryotic genes, coding regions (exons) are separated from noncoding regions
(introns)[28]. During RNA splicing, introns are removed and exons are joined to
form a contiguous coding sequence called messenger ribonucleic acid (mRNA). This
“mature” mRNA is ready for translation, and those contiguous coding sequences are
called transcripts [29]. Splicing often occurs in a linear way, which generates the so-
called linear RNA. Recent studies show that sometimes circular RNA (or circRNA)
may be generated during transcription [30]. Circular RNA is a type of RNA which
forms a covalently closed continuous loop. That is, the 3’ and 5’ ends normally present
in an RNA molecule are joined together [31, 32], as illustrated in Figure 2.1.1 [10],
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which makes it much more stable in the cells than linear RNA [33]. This feature
leads to numerous properties of circular RNAs [34]. However, since the amount
of circular RNA is often much lower than linear RNA, circular RNA has not been
thoroughly studied until recently. During the past several years, several papers report
that circular RNA may be associated with diseases and traits[35]. Circular RNA is
recently recognized as a new class of functional molecule[33]. The importance of
circRNAs in gene regulation and their biological functions in some human diseases
have started to be recognized [33, 36, 37] as well. Many of these circRNAs are stable
and contain exons, but they are not translated into proteins [38].
Since circular RNAs do not have 5’ or 3’ ends, they are resistant to exonuclease-
mediated degradation and are presumably more stable than most linear RNAs in
cells. Based on this feature, there are two types of experimental methods currently
that can be used to identify circular RNA [39]. First, since circRNAs lack a poly(A)
tail [34], they can be retained in rRNA-depleted libraries by using expected depletion
profile to assess results. Second, circRNA can be enriched in libraries treated with
RNase R to digest linear RNA and make it easier to detect lowly expressed circRNA.
Computational tools for circular RNA detection have been developed. Currently,
there are several existing tools for circular RNA detection, such as Find circ [11],
CIRCexplorer [40] and CIRI [41]. Find circ is one of the first tools for circular RNA
detection. Since it is difficult to map the joint position of circular splicing back to
the reference genome, Find circ tries to collect all un-mapped reads based on reads
mapping results from Bowtie [42]. Then, all unmapped reads are converted to new
short reads by combining the head and the tail parts of current reads together. Then
Find circ maps the new short reads back to the reference. CIRCexplorer performs
reads mapping using Bowtie and TopHat. The main idea is using the concept of fusion
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gene to detect circular RNA. First, CIRCexplorer tries to find the un-mapped reads.
Then, those un-mapped reads are mapped back to the reference using TopHat-Fusion
[43] to detect potential circular RNA candidates with the back-spliced junction reads.
CIRI uses BWA [44] for reads mapping, trying to find circular RNA by analyzing
CIGAR signatures in the SAM file. Some of these tools such as CIRCexplorer depend
on transcriptome annotation, while others support de novo circular RNA detection,
such as Find circ. Note that often circular RNA comes with the splicing signals of
“AG” or “AC” as starting while “GT” or “CT” as the ending for direction “+” and
“-” respectively [45]. This can be useful for circular RNA detection.Prior literature
also tries to evaluate these tools in terms of their performance, such as precision and
sensitivity[46].
All of these methods mentioned above depend on reads mapping. These mapping
based methods have some inherent issues. The first issue is computational efficiency:
the existing tools use BWA, Bowtie or TopHat for reads mapping. Although BWA and
Bowtie are widely used in sequence analysis, reads mapping is still time-consuming
for circular RNA detection. This is because reads mapping tries to map every read,
even when the read is not relevant for circular RNA detection. In addition, since some
new short sequences may be created in the middle by circRNA detection tools for the
second round mapping, reads mapping can become very slow when TopHat-fusion is
used, due to the large length of sequences. Moreover, these tools may miss circular
RNA in some cases due to errors in reads mapping. For example, some reads related
to circular RNA may be un-mapped due to reads error.
In this research work, we develop a new computational method, called CircMarker,
for circular RNA detection. The objective of CircMarker is finding the presence of
circular RNA (in particular the join of two known exons). CircMarker doesn’t recon-
8
Figure 2.1.1: Ei: exons, Li: linear splicing junction (for linear RNA). Ci: circular splicing
junction (for circRNA). Two sets of isoforms of linear RNA and circRNA are shown on
left and right sides. 3
′
in circular splicing junction is donor, while 5
′
is acceptor. All
linear isoforms are sensitive to RNase R. Circular isoforms show no significant decrease in
abundance after RNase R treatment.
struct the complete sequence of circular RNA. The key idea of CircMarker is that
it doesn’t rely on reads mapping. Instead, CircMarker analyzes short sequence seg-
ments, called k-mers, for circular RNA detection. The main advantage of using k-mers
is efficiency: finding k-mers from reads is much faster than reads mapping. Another
advantage is that k-mer tolerates more errors in reads and carries useful informa-
tion about the presence of circular RNA, which may be missed by reads mapping.
Empirical results show that CircMarker is more accurate than (or as accurate as)
existing methods on simulated and real datasets in calling circular RNA. CircMaker
runs much faster than existing methods.
2.2 High-level approach
The overall approach of CircMarker is shown in Figure 2.2.1. CircMarker is based
on analyzing k-mers in the sequence reads. That is, CircMarker doesn’t perform
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reads mapping. CircMarker only considers the circular RNA which comes from the
exons identified by annotation file. We do not consider de novo circular RNA cases
in this research work. CircMarker uses three types of inputs, including the reference
genome, the transcription annotation file and sequence reads. Note that all circular
splicing that we consider here occurs at the boundary of exons identified by the
given annotation file. CircMarker first processes the annotation file and the reference
genome. It extracts and stores all k-mers that are located near the exon boundaries.
To speed up, CircMarker first performs a fast check to find the reads that are likely
to be relevant for circular RNA detection. Then it processes each read and compares
k-mers in the read with the stored k-mers to identify circular RNA based on the
signatures from circular RNA. When two k-mers from a single read are out of order
relative to the reference, CircMarker considers this as an evidence for the existence
of circular RNA.
2.3 Method
2.3.1 Processing the reference genome and annotations
CircMarker creates a table for storing the k-mers within the reference genome that
are near the exon boundaries as specified by the annotations. The k-mer table is
designed to be space-efficient. We only record the following five types of information
for each k-mer, including chromosome index, gene index, transcript index, exon index
and the part tag as shown in Figure 2.3.1. The “part tag” specifies whether the k-mer
comes from the head (i.e. beginning) part or the tail (i.e. ending) part of the exon.
Due to the relative small ranges of index, a record on a k-mer only needs eight bytes.
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Figure 2.2.1: The procedure of the circular RNA detection. (A) A fast check for finding
circular RNA relevant reads by sampling. The blue arrow stands for reads and the dots
within it present the sparsely sampled k-mers. Gray dot: k-mer with no hit in the k-mer
table from annotation. Red dot: k-mer which finds a hit in k-mer table. Reads inside green
box: pass quick check. (B) Scanning k-mer sequentially from the beginning to the end for
each read. Yellow arrow: k-mer. (C) Calling circular RNA using various criteria and filters.
Green bar: exon along the reference. Two transcripts are listed here. The upper: with 3
exons, and the red arrow identified a potential circular RNA. The lower: with 2 exons, and
the gray arrow stands for linear RNA.
We call it the annotation position. One k-mer may contain a group of annotation
positions. 32 bits integer is used to store the information of a k-mer, which means
the maximum length of a k-mer should be shorter than 16 bp, and all k-mers which
contain invalid letters such as “N” are discarded.
When extracting k-mers from annotated exons in the reference genome, we only
consider the exons with circular splicing signal in either head or tail part. And we
only consider the k-mers which come from the left and right boundaries of the exon.
The length of the boundary region LB is defined as below:
LB = LR ×Rc
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Figure 2.3.1: Collecting k-mers from annotated exons in the reference genome. These
k-mers are stored in a table that will be used to compare with the reads. (A) Annotations
from one chromosome. Green bars stand for valid exons while gray bars stand for the invalid
ones which do not contain any circular splicing signal. (B) Extracting K-mer. Yellow arrows
stand for the k-mers from the boundary (red frame) of each exon. All of k-mers from short
exon will be considered (the second case). “S” or “E” is the value of part tag. (C) Showing
all annotation positions of the k-mer with purple box in B. Green box: all information kept
for one annotation position.
Lem = 2× LB + 2×K − 1
Here K is the length of the k-mer. LR is the length of reads, and Rc represents the
percentage of reads that should be covered in each boundary. Since we expect more
than half reads to be considered, we set the default value of Rc as 30% (2 ∗ 30% =
60% > 50%). Le is the length of current exon. If Le ≤ Lem , we use the whole exon to
create k-mer and set the part tag as “S” if it located in the first half part and “E” for
the second half. Otherwise, we use the head boundary and tail boundary of current
exon to extract k-mers and set the part tag to “S” or “E” respectively.
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2.3.2 Processing sequence reads
Once the k-mer table of the annotated exons is created, we now process each sequence
read. Here we examine k-mers contained in a read and search for a match in the k-mer
table. This way, we obtain the “hitting status”, which means which transcript can be
hit by current reads. “hit exon” means the exon that is hit by the k-mer in the reads
in the k-mer table. Each read may be related to more than one hitting status. Each
hitting status contains at least one hit exon, and each hit exon should be supported
by at least one k-mer. We scan all reads to check their hitting status. In order to
skip irrelevant reads, we first perform basic check by sampling eight k-mers from 10%
to 80% position of the current read. The read passes the sampling check only if at
least two k-mers can find a hit in the k-mer table. If so, we examine all of k-mers
from start to end, collecting all hitting status in this order. Since each hitting status
is contributed by multiple k-mers, the “best hitting case” is defined as:

Nh − PreBestHitNum > 5 or
|Nh − PreBestHitNum| ≤ 5 and
∑
Lhe < PreBestHitLen
Nh specifies the number of k-mers which supports all of hit exons in one hitting status.
The PreBestHitNum means the Nh of previous best hitting status. Lhe means the
length of one hit exon in current hitting status, and PreBestHitLen means the
summary length of the hit exons in previous best hitting status. If Nh is larger than
PreBestHitNum + 5, the current hitting status will be set as the previous best
hitting case, which means we prefer the hitting status with conditional larger number
of k-mers supporters. Otherwise, the hitting status with the shorter total length of
the hit exon will be chosen. We set the previous best hitting status as the final best
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hitting case when all of hitting status been processed. Finally, the Nh of best hitting
case should be at least 5. Otherwise it is discarded.
2.3.3 Filtering
The previous step identifies best hitting cases. Due to the inherent noise in the data
(e.g. read errors and duplications), we perform the following filtering step to improve
the accuracy. There are two main filtering procedures.
Filtering procedure one. The first filtering procedure is checking the hitting




Le −K + 5, if
∑
Lhe ≤ Lem
LB × 1.2, if
∑
Lhe > Lem
The key is that short exons should be fully covered by the reads more than one time.
Otherwise, we need to ensure the reads to be within both boundaries of the hit exons.
Any best hitting case is discarded if the Nh is smaller than Nhm .
Filtering procedure two. Based on the number of hit exons in best hitting
case, we divide all cases into two types: the case of self-circular if the number of hit
exons is equal to 1, and the regular-circular case otherwise.
For self-circular case, only the exon containing the circular splicing signal in both
sides will be considered. Then, the best hitting case will be considered as the self-
circular RNA candidate if Le ≤ Lem . Otherwise, we collect the part tags from begin
14
to end, and condense the tags which belong to the same exon based on the number of
hitting. For example, we define S(n) as n continuous tag “S” in one exon (similar for
E(n)). If we have S(1) and E(10) in one exon, then we condense them to E(10). This
may help us to filter some random hits. We consider a candidate a valid self-circular
RNA only if there are two tags that are arranged from E to S sequentially (i.e. going
backward at the circular RNA join junction).
For the regular-circular case, the best hitting case will be considered only if it
contains two exons. First, an exon will be skipped if its hitting time is at most 3
in order to remove some random hits. Then, we try to condense the tags. Here the
method described in the self-circular case will be applied at first. After that, for the
first exon we condense SE to E while condensing SE to S for the second exon. This
condensation logic may help for the case where some of exons are fully covered by
current reads. The best hitting case will be kept only if the number of condensed tag
in both exons is equal with 1 and the tags arranged from E to S sequentially.
2.3.4 Calling circular RNA
There are two cases for calling circular RNA: the self-circular case and the regular-
circular case.
Self-circular RNA. First, a self-circular RNA candidate will be discarded if
the length of current exon is shorter than the read length while the Nh is smaller
than Le − K + 1. Otherwise, the best hitting case will be considered to be a valid
self-circular RNA candidate if it contains circular splicing signals in both sides.
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Regular-circular RNA. For the direction “+”, the candidate will be dropped
if the exon index increases monotonically. Otherwise, we try to identify the breakpoint
at the position of the first deceasing and set it to be the joint junction of circular
RNA. We call the exon with large index as the head exon while another one as the
tail exon. Based on this definition, the head exon is located in the later part of
the reference, while the tail exon is located in the earlier part, and the circle should
connect the head exon back to the tail exon. The candidate will be viewed as a valid
regular-circular RNA candidate only if the head exon and tail exon have the tail and
head circular splicing signal respectively. We set the end position of the head exon
and the start position of the tail exon as the position of this called regular-circular
RNA.
For the direction “-”, the procedures is almost the same as the direction “+”. The
only difference is how to choose the joint junction. In this case, the candidate will be
dropped if the exon index decreases monotonically. Otherwise we try to identify the
breakpoint at the the first increasing and set it to be the joint junction of circular
RNA. The exon with small index is viewed as the head exon while the big index exon
is set as the tail exon.
Refining circular RNA candidates. We count how many reads support each
circular RNA candidate. Only the candidate with support number smaller than the
predefined threshold will be viewed as the correct one. Since the maximum coverage
of circular RNA is unknown in most cases, we set the default value to be a large
number to allow all of valid circular RNA candidates.
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2.4 Results
Since the study of circular RNA is still at an early stage, there is no widely accepted
benchmark data for evaluating the circular RNA calling at present. Recently, there
are some public circular RNA databases which collect different types of circular RNA
from published papers. Some databases come with the recommended circular RNA
detection tool, such as CircBase [47]. Others focus on collecting the relationship
between circular RNA and diseases or traits, such as Circ2Traits [48].
In this research work, we use both simulated and real data to compare CircMarker
with three existing tools, including CIRI, Find circ, and CIRCexplorer in terms of
the number of called circular RNA, accuracy, consensus-based sensitivity, bias and
running time. We note that all three tools we compare have customizable parameters.
In addition, since all these methods depend on the mapping results coming from
different mapping tools, including BWA, Bowtie, TopHat and Tophat fusion, mapping
results may impact the accuracy as well. Some tools, such as CIRI, discussed how to
optimize the parameters, while other didn’t. None of them provided explicit guideines
on how to set parameters for different types of genomes. Therefore, we use the default
parameters for these tools including CircMarker in comparison, and we notice that
this may lead to some biases to comparision. When comparing the genomic positions
of circular joint junction, we allow up to five bp tolerance. Since CircMarker is based
on k-mers and each chromosome has its own k-mer table, the running time can be
reduced significantly by parallelization (i.e. running analysis on each chromosome in
parallel).We compare the performance of these tools on the first three chromosomes
individually. Because some existing tools do not support parallelization, we use a
single core to run each program for circular RNA detection, and use 10 to 12 cores
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to run the reads mapping programs such as BWA, Bowtie and TopHat.
2.4.1 Simulated data
We first use simulated data for evaluation. To generate simulated data, we use the
simulation script (called “CIRIsimulator.pl”) released by CIRI. The reference genome
is the chromosome 1 in human genome (GRCh37). The annotation file is the version
18 (Ensembl 73). Two different cases are simulated as follows: (1) pair-end reads with
13,856,032 sequences, which roughly lead to 10X coverage for circular RNA and 100X
coverage for linear RNA, and (2) pair-end reads contains with 9,400,036 sequences,
which lead to us 50X coverage for both circular and linear RNA. The goal of the
case 1 simulation is simulating the regular RNA-seq, while the case 2 focuses on the
situation when the coverage of circular RNA is higher. The reads length is 101 bp
and the insert size is 252 bp in both cases. The total number of simulated circular
RNA in benchmark is 8,033 and 8,071 for those two cases respectively. Note that
the true circular RNA is known in simulated data, which can be used in comparison.
Since the coverage of circular RNA is known in simulated data, we set the “maximum
support reads” to be 10 and 50 in CircMarker respectively. We use the following three
statistics for comparison: (1) hit number Nh: the number of called circular RNA that
are true, (2) accuracy:Nh
N
where N is the total number of called circular RNAs by a
method, (3) running time.
The results of the four tools being compared are shown in Figure 2.4.1. Our results
show that CircMarker outperforms the existing tools in terms of hit number, accuracy
and running time. This is especially evident in case 1 (the left part in Figure 2.4.1),
where CircMarker has fewer false positives and also calls more correct circular RNA
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than other tools. For case 2, the accuracy of CircMarker decreased to 32.04% from
70.90% in case 1. This is likely due to the week performance of the option “coverage
filter”, for the similar coverage in both linear and circular RNA. Still, CircMarker is
slightly more accurate than existing tools in this case. Moreover, CircMarker runs
much faster than existing tools. For details, please check Appendix A (A.1. Simulated
data).
Figure 2.4.1: Detected circRNA, accuracy and running time. (A) The number of circular
RNA called by each tool in case 1 (10X and 100X, the left cluster) and case 2 (50X&50X,
the right cluster). Yellow bars: the number of un-hit (i.e. incorrectly called) circular RNA.
Blue bars: the number of hit (i.e. correctly called) circular RNA. (B) The accuracy of each
tool in cases 1 and 2. (C) The running time (in minutes) of each tool in both cases.
2.4.2 Real data
We use two types of real data to evaluate the performance of the four tools.
Real RNase R treated sequence reads with public database information
As described before, some public databases contain circular RNA called by published
papers. In those papers, the authors usually only validate parts of the computa-
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tionally detected circular RNA using biological experiments. The final result will be
released only when the accuracy of those randomly chosen candidates meets certain
standard. Therefore, we consider those released circular RNAs in these databases are
reliable in this research work.
Data collection We choose CircBase [47] as the standard circular RNA database
of homo sapiens. We use the circular RNAs recorded in this database as “benchmark”.
The reference genome and annotation file come from homo sapiens GRCh37 version
75. The RNA-Seq reads are from SRR901967. These RNA-Seq reads are used to
examine circular RNAs from RNase R treated poly(A)-/ribo- RNAs in human em-
bryonic stem cells. There are total 41,342,095 single-end reads in this data.
We use the first three human chromosomes for comparison and use four statis-
tics for comparison. (1) Hit number Nhdb : the number of circular RNA which has
a matched circular RNA in the database. These matched circular RNA are called
reliable circular RNA. (2) Intersection: the intersection of reliable circular RNA be-




. This measures the fraction of the number of matched circular
RNA with regard to the total called ones N . (4) Running time. The best tool is ex-
pected to have large intersection with other tools (low bias), large number of reliable
circular RNA with high reliability ratio and fastest running time.
The number of circular RNAs in CircBase from chromosome 1 to chromosome
3 is 9,142, 7,530 and 5,320 respectively. The results show that CircMarker finds
more “benchmarked” circular RNAs and runs much faster than others (Figure 2.4.2
A, C). For details, please check Appendix A (A.2. Real RNase R treated data and
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public database). For the reliability ratio, there is a trade off with hit number. CIRI
obtains the highest reliable ratio, but has the smallest hit number. The reliability
ratio of CircMarker is similar to those of Find circ and CIRCexplorer (Figure 2.4.2
A). CircMarker has the largest hit number. In addition, CircMarker has the large
intersection with the results from other tools in all three chromosomes, which means
it has low bias (Figure 2.4.2 B). As a result, CircMarker outperform the other tools in
this data. Moreover, during this experiment, there is no preference for either database
selection or comparison approach, therefore, “CircMarker” could be applied to other
database as well.
Figure 2.4.2: Detected circRNA, intersection with CircMarker and running time. (A) The
number of circular RNA called by each tool from chromosome 1 to chromosome 3. Yellow
bars: the number of called circular RNAs which do not match with database. Blue bars:
the number of circular RNAs that have matches in database. (B) Intersection: the number
of circular RNAs in the intersection of reliable circular RNA Nhdb between CircMarker and
other tools. High intersection ratio implies low bias. (C) The running time (in minutes) of
each tool in all three chromosomes.
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Real RNase R treated/untreated data
Recall that RNase R is an experimental technology that can break down linear RNA
and enrich circular RNA. As a result, one popular way for validating a circular RNA
detection tool is running the tool in two different types of reads: one from only rRNA
eliminated sample (called untreated), and the other from RNase R treated sample.
The circular RNA which can be found in both types of reads is considered to be
reliable.
Data collection The reference genome and the annotation file are from Mus
Musculus GRCm38 Release79. The RNase R treated reads are from SRR2219951 and
the untreated reads are from SRR2185851. The library was prepared using the script
Seq v2 Kit from Epicentre [49], and this data has been used to delineate the circular
RNA complement of mouse brain at age 8 to 9 weeks. Both datasets contain pair-end
reads, and SRR2219951 (treated) contains 44,661,952 sequences while SRR2185851
(untreated) contains 65,879,618 sequences.
We use the first three chromosomes of Mus Musculus with the two types of reads
for comparison. We use the following three statistics. (1) Reliable circular RNA:
the reliable circular RNAs are from the intersection of called circular RNAs between
the treated and untreated reads. Each tool reports its own reliable circular RNA
from chromosomes 1 to 3. (2) Consensus-based sensitivity: we say a called circular
RNA to be trusted if this circRNA is called by at least two tools. These trusted
RNAs are considered to be “benchmark”. We collect these trusted circular RNA for
each chromosome. Then, we calculate the intersection between the reliable circular
RNA and the benchmark for each tool respectively from chromosome 1 to 3. The
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consensus-based sensitivity is calculated by: |intersection||benchmark| . (3) Running time. Ideally,
a circular RNA detection tool should obtain large number of reliable circRNA with
high consensus-based sensitivity and fast running time in each chromosome.
The results are shown in Figure 2.4.3. For details, please check Appendix A (A.3.
RNase R treated and untreated data). CircMarker finds larger number of reliable
circular RNA than others in all three chromosomes (Figure 2.4.3 A). The number of
circRNAs in benchmark (i.e. trusted circRNA supported by at least two tools) is 322,
353 and 186 for chromosomes 1 to 3 respectively. One can see that CircMarker gets
the largest number of reliable circular RNA in all three chromosomes. In addition, it
has the highest consensus-based sensitivity in chromosome 1 and 3, but has slightly
lower consensus-based sensitivity than find circ in chromosome 2 (Figure 2.4.3 B).
Moreover, CircMarker only needs around 15 minutes to finish the whole analysis
of teated sample while other tools may take at least 1 hour (CIRCexploprer takes
more than 9 hours). Overall, CircMarker outperforms the other tools on this data
(Additional file 1: Table S1).
For both two verification experiments described above, the data we used here are
randomly picked out without any preference. As a result, “CircMrker” could also be
used to predict the circular RNAs in other dataset and species if the corresponding
annotation file could be well obtained.
2.5 Discussion
CircMarker takes advantage of annotation file to determine the position of the junc-
tion point caused by back splicing. Some existing circular RNA calling tools don’t
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Figure 2.4.3: Reliable circRNA and consensus-based sensitivity. (A) The number of
reliable circular RNAs called by each tool from chromosomes 1 to 3. The reliable circular
RNAs come from the candidates which could be found in both treated and untreated sample.
(B) The consensus-based sensitivity of each tool, which measures how many benchmark (i.e.
found by at least two tools) circular RNA be contributed by the reliable circular RNA from
each tool.
use annotation files. There are several advantages of using annotation file. First of
all, annotation file contains the boundary positions of each exon, which may help
to identify the junction point more accurate than only use the position where back
splicing occur, especially for the case when the reads error is near the junction point.
Secondly, it can help to filter some false positive cases if the exons involved in the
back splicing do not contain the reasonable splicing signal as expected. Finally, we
can choose some parts of sequence from the boundary of each exon identified by
the annotation file to build the k-mer table, which may improve the speed signifi-
cantly. Moreover, the circular RNA which is supported by annotated exons should
be considered as more reliable than the de novo one.
On the other hand, a major disadvantage is that, since CircMarker depends on
annotation file, it may miss the de novo circular RNAs which occur in unannotated
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exons. As a result, CircMarker cannot handle the case or perform as well as expected
if the annotation file is not given or the quality of annotation file is not good. In
addition, some circular RNAs with back splicing junction points within intron may
not be detected by CircMarker.
In order to evaluate the limitation of annotation dependence in regular datasets,
we made some statistical calculations for the circular RNAs recorded in circBase. We
find there are 91.2% circular RNA recorded in circBase that could hit the boundary
of exons recorded in annotation file. In addition, when we perform comparison, the
benchmark dataset includes both de novo circRNA and annotation based circRNA.
The results show that CircMarker still outperforms other tools even the results pre-
dicted by some of other tools include both de novo and annotation based circRNAs.
Based on our experiments described above, a large number of circular RNAs ex-
actly occur in annotated exons.
2.6 Conclusion
In this research work, we develop a new circular RNA detection method called Cir-
cMarker based on k-mer analysis. CircMarker runs much faster than other tools
because it doesn’t perform reads mapping. Moreover, k-mers contain useful informa-
tion about circular RNA detection. Our results on both simulation data and real data
demonstrate that CircMarker can find more circular RNA. It has higher consensus-
based sensitivity and high accuracy/reliable ratio compared with others. In addition,
the circular RNAs called by CircMarker often contain most circular RNAs called by
other tools in the real data we tested. This implies that CircMarker has low bias.
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CircMarker is easy for use. CircMarker is a stand-alone tool (implemented by
C++) and does not depend on any third party tools. The source code is available
under the GPLv3 licence at https://github.com/lxwgcool/CircMarker.
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Chapter 3
Detecting circular RNA from
high-throughput sequence data
with de Bruijn graph
3.1 Background
With the high-throughput sequencing technologies, multiple bioinformatics tools have
been developed recently for circRNAs detection from RNA sequence reads. Some
of them require gene annotation while others do not. Those methods could be di-
vided into two categories: (a) reads-mapping-based methods, such as CIRI [41]/CIRI2
[50], CIRCExplorer [40], Find-circ [11] and CircRNAFinder [19], and (b) k-mer-based
methods, such as CircMarker [26].
Reads-mapping-based methods first map the RNA-seq reads onto a reference. For
this purpose, CIRI uses BWA [44], while bowtie [42] and Tophat (TopHat-fusion)
[51] are used by Find-circ and CIRCExplorer respectively. Since BWA and bowtie
27
do not require annotations, all RNA reads need to be mapped to the entire reference
genome. As CIRCExplorer, CircRNAFinder only performs reads mapping by using
STAR in the range of annotated genomes as provided by annotation file. These
mapping methods have two major issues, which have been described in chapter 2.
Recently, we developed a k-mer-based tool called CircMarker [26], which uses an
efficient k-mer table for circular RNA detection. Compared with the reads-mapping-
based method, CircMarker has two major advantages. First, CircMarker looks for the
circRNA-related reads for detection and does not depend on any third party mapping
tool. Thus CircMarker is much faster than reads-mapping-based methods, especially
for small data. Second, since the minimum comparison unit for CircMarker is a k-mer
rather than reads, it can tolerate more errors and find more circular RNAs. However,
CircMarker still has some issues. A key issue for CircMarker is the potential loss of
information. CircMarker considers k-mers individually. That is, CircMarker does not
consider the order of k-mers from either reads or exons, and this may lead to false
positives when there are repetitive k-mers. Moreover, CircMarker becomes slow for
large data.
In this research work, we present a new method named CircDBG for circular RNA
detection with de Bruijn graph. Different from the normal de Bruijn graph, CircDBG
uses it in a specialized way designed to call circular RNA, which is the first algorithm
using de Bruijn graph for circular RNA detection. Through experiments based on
simulated and real data, we demonstrate that this new method finds more reliable
circRNA with low bias, runs faster and has better performance in balancing accuracy
and sensitivity than existing methods.
Finally, we introduce a new method of classifying circular RNAs based on reads
alignment and report a potential chimeric circular RNA that is found by CircDBG
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based on real sequence data.
3.2 High-level approach
The key idea of CircDBG is creating a de Bruijn graph based on k-mers from the
boundary parts of exons in annotated genome. As shown in Figure 3.2.1, we take ad-
vantage of this graph to find the relationship between k-mer of reads and the potential
donor/acceptor exon by tracking the path in the graph for circular RNA detection.
Since the path provides a stronger signal for calling the two exons involved in the
back splicing than individual k-mers, CircDBG can filter out more false positives
than CircMarker. This is especially true when there are duplicate k-mers in exons
and/or there are errors in the reads. To make CircDBG more efficient, we also develop
various techniques.
3.3 Method
Our new CircDBG method contains three parts: (a) building de Bruijn graph, (b)
finding potential donor/acceptor sites, and (c) detecting circular RNA. First, a memory-
efficient de Bruijn graph is created, which records relevant information of anno-
tated genome. Second, we filter out circRNA-related reads and find the potential
donor/accepter exon. Finally, we compare k-mers from reads with the graph for
circular RNA detection. Some parameters should be determined before running Cir-
cDBG, such as the length of k-mer. The maximum length of k-mers in CircDBG is
16, and we set 15 as its default value for all data analysis reported in this research
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Figure 3.2.1: Five exons are in the genome (top left). Back splicing occurs from exon 4
to exon 2, which generates a circular RNA (top right). The bidirectional de Bruijn graph
(bottom left) is built from the k-mers from each exon in the genome, where each exon is
represented by the path with the same color in graph. The dotted line represents a RNA
reads which supports the presence of circRNA case: the starting part of the read overlaps
with the ending part of exon 4, and the ending part of the read overlaps with the starting
part of exon 2.
work.
3.3.1 Build de Bruijn graph
We create de Bruijn graph for each chromosome separately, and use them in parallel
with RNA sequence reads for circular RNA detection. All the k-mers used to create
de Bruijn graph come from exon, and the k-mers from reads will be used to track the
path in the graph for circular RNA detection. We use 2 bits to present each base in
k-mer, and integer 32 is used to save the value of k-mer. Therefore, the maximum
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length of k-mer presented by each node in graph is 16 bps. For each chromosome,
only the exons that contain back splicing signal (GT-AG) are considered. The exons
with length shorter than the chosen k-mer length are ignored. Since the back-splicing
only occurs near the boundary of exon, and one read cannot cover the whole exon,
especially when the exon is very long, we only use k-mers near the boundaries of an
exon when building the graph. The length of extraction is identified as:
Lseq = Lreads − k − 5
This means we require that there are at least 6 continuous k-mers should come from
the other side of circular splicing junction. In another word, we require at least the
length of k + 5 in reads to come from the other site of circular RNA. If the length of
an eligible exon is shorter than 2× Lseq, the whole exon is used to build graph.
For example, if the length of reads and k-mer is 101 and 15 respectively, based on
the equation, the length of extraction is 81, which contains 67 k-mers theoretically.
Given an exon with the length of 1000 bps, two sequences will be extracted from the
beginning part (1 to 81) and ending part (920 to 1000) respectively.
All k-mers from the boundary parts of sequences are processed sequentially and
converted into integers as the values of nodes in the graph. The edge of each node
represents its next or previous neighbors. The procedure of creating de Bruijn graph is
illustrated in Figure 3.3.1. Since the node may be shared by multiple exons or appear
multiple times in one exon, multiple groups of exon information are associated with
each node. Each exon information contains the node’s position and multiple links. As
same as the strategy of CircMarker, we use 5 values to represent the node position:
one tag and four indexes (including chromosome, gene, transcript, and exon). Since
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the maximum index value (e.g. the number of exons in one transcript) is not large,
we use light weight data structure to store those additional messages, such as exon
index and transcription index, in each node to save the RAM[26]. The tag contains
4 different values: S/E and H/T, which specifies whether the k-mer comes from
the starting or ending part and whether it is close to head or tail boundary of exon
respectively. Since the closer a k-mer is to the back-splicing junction point, the higher
possibility the k-mer can be contained by the supported reads, we call the node with
tag H/T as premium node. The data structure discussed above can help to distinguish
repetitive k-mers in the same exon or multiple exons, because it records all possible
exon positions and the neighbors of each node. In addition, since we only extract
k-mer from the boundary side of each exon, the number of collected k-mers is not
large. With the help of additional messages recorded in each node, the maximum
length of 16 bps is enough to distinguish the majority part of those k-mers. Here is
an example of how we save the exon info for one node: suppose one k-mer is found
in the valid part of exon 1 and exon 2, and it appears one time in exon 1 and two
times in exon 2. Then, the k-mer is converted into an integer and set as the key of
this node. Two exon information are associated with this node: exon 1 info contains
node position and one link, while exon 2 info contains node position and two links.
Each link includes the key of its previous and next node.
Finally, since the last node doesn’t have the next neighbor and the first node
doesn’t have the previous neighbor, we set the value of this kind of next and previous
neighbor node as 0 with tag “U”. These two special nodes indicate the ending and
beginning of the path.
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Figure 3.3.1: (A) Three exons with the back-splicing signal (AG-GT/AC-CT) are chosen.
(B) The k-mers from the beginning part and ending part of exon 1 and exon 2 are collected,
while all k-mers from exon 2 are selected since Lenexon2 < 2× Lseq. (C) The graph is con-
structed by these collected k-mers: exon 1/exon 3 are represented by 2 separate green/blue
paths in the graph, and exon 2 is represented by one red path.
3.3.2 Find potential donor/acceptor sites
We first obtain the circRNA-related reads by using the similar strategy of CircMarker:
filter out reads that none of sampled k-mers from the read has matches in the graph.
Both original reads and its reverse complementary are considered. If the original reads
is failed to be found back in graph, CircDBG will consider its reverse complementary.
In order to identify the back splicing of circRNAs, we need to search for the
potential donor and acceptor sites. The donor side comes from the ending part of the
exon, which is contributed by the starting part of the reads, while the acceptor side
comes from the starting part of the exon, which is contributed by the ending part of
the reads.
To find potential donor candidates, we sample four k-mers from the beginning to
the end of the reads, and search for each k-mer’s hit in the graph. A valid hit means
the k-mer can be found in the graph and its next neighbor in graph can be found in
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the reads. The exon supported by at least two valid hits with tag T/E are collected
as the donor candidate. For the potential acceptor candidates, we sample four k-mers
from the end to the beginning of the reads, and apply the similar procedure as that of
the donor candidate. There are two differences here: its previous neighbor is tracked
and the valid hit should contain the tag H/S. We also collect two additional k-mers
from reads for quality control. We try all combinations from the donor and acceptor
candidates. If the donor and acceptor come from the same exon, we think this is the
potential self-circle case. Otherwise, it belongs to regular-circle case if the donor and
acceptor come from the same transcript in the order of back to front. If there are more
than one candidate for each circle case, we only consider the candidate supported by
the maximum number of quality control nodes. See Figure 3.3.2 for an illustration.
Note that for the regular-circle candidate, if donor and acceptor nearby each other
with the same sequence value, they may be from genome repeats and this candidate
is ignored.
3.3.3 Circular RNA detection
For each circRNA candidate, we try to find the first k-mer in the reads from the
beginning to the end that can find hits in the graph with the same donor information
identified in the current candidate. Then, we view this hitting node as an anchor
and iteratively search for its next neighbor in the graph continuously. Once we get
the path, we save a “brief-path-donor” by only keeping the first three nodes, the
nodes with index divisible by 3 and the last node which contains the terminal signal
in its next neighbor, as shown in Figure 3.3.3. This brief path can speed up the
later comparison while keeping the same accuracy. Here, when we check the full
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Figure 3.3.2: (A) Each node stands for k-mer. Four blue nodes represent the k-mers
chosen from the head part of reads which are related to donor, while four green nodes
represent the k-mers from the tail part which correspond to acceptor. Two purple nodes
with symbol # represent the quality control nodes. Two self-circle cases and two regular-
circle cases are found by the combination of donor and acceptor candidates. (B) Check
whether or not quality control nodes support each circular case. (C) “Regular-Circle Candi
1” and “Self-Circle Candi 2” are kept, since they are supported by more quality control
nodes than others in their case group respectively.
path in the graph, the search is terminated if the path is longer than the length of
the reads. In addition, the candidate is ignored if the length of the full path is too
short. Similar procedure is applied to extract the “brief-path-acceptor” by tracing
the previous neighbor continuously from the anchor node, which is the first valid hit
case with the same acceptor info from the end to the beginning of the reads. The
total length of these two brief paths should be long enough or contain more than two
premium nodes by each of them.
Once those two brief paths are prepared, we check if the nodes in “brief-path-
donor” can find hits in the reads from the beginning to end sequentially. We perform
“perfect match” for regular nodes. For the premium nodes, we perform“loose match”:
the node sequence is divided into three parts and is viewed as a hit if at least two
parts could be matched perfectly. If the number of hits is larger than our pre-defined
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threshold, we consider that the donor side is well supported by current reads. Other-
wise, we apply a weak threshold if the hit nodes contain at least one premium node to
guarantee the donor junction point to be covered by reads. The procedure of acceptor
verification is similar to that of donor case. The only difference is that we try to check
if the nodes in “brief-path-acceptor” can find hits in reads from the end to beginning
sequentially. Then, we check the distance between two last mapping nodes in reads
from those two brief paths respectively. The circRNA candidate is kept only if the
distance is < 3 bps. See Figure 3.3.3 for an illustration.
Finally, we merge similar candidates that share similar boundary of both donor
and acceptor site with maximum 8 bps differences by using the candidate with the
shortest summary length of donor and acceptor to represent the final result.
3.4 Results
Comparing different circRNA detection methods is not straightforward. The field
lacks a gold standard for assessing the accuracy of their genome-wide predictions [39].
In addition, although several circular RNA databases have been released recently, such
as circRNADb [52] and CircBase [47], the data in these databases come from published
papers which are obtained from existing circRNA detection tools and only a few of
those data have been verified through biological experiments. In this research work,
we use four different strategies for evaluation. All of these strategies calculate the
accuracy and sensitivity of each tool as follows, where T is the total called circRNAs
by a tool, Thit is the number of called circRNAs which find matches in the benchmark.
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Figure 3.3.3: Back splicing occurs from Exon 2 to Exon 1 which generates a circle. The
blue node with symbol # is the anchor node of donor and the blue path in graph represents
the donor (Exon 2) by tracing backward from the anchor node. “Brief-path-donor” contains
eight blue nodes in path, including four premium nodes. Green path in graph represents
the acceptor (Exon 1) by tracing forward from anchor node. “Brief-path-acceptor” contains
eight green nodes in path, including four premium nodes. Six nodes from the brief path of
donor and acceptor can find hits in reads respectively. Since there are more than 70% hits
and the distance between nodes 6 and 7 is shorter than 3 bps, this reads is considered to
support the back splicing from Exon 2 to Exon 1.
“Benchmark” is prepared in different ways for each strategy.

Accuracy = |Thit||T | ,where Thit = T ∩Benchmark
Sensitivity = |Thit||Benchmark|
In the first strategy, we use simulated data for comparison where the simulated
circRNAs are benchmark.
We choose public database circRNADb in the second strategy, and all records
in database are viewed as reliable circRNA. There are two goals of this comparison.
First, we want to examine how well the public database is supported by each tool.
The larger coverage in database the results from a tool has, the better the tool can
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support the database. Second, we evaluate the bias of each tool by checking the
overlap between the results of the current tool and others respectively. The larger
overlap means the lower bias.
In the third one, for real data, if two different datasets come from the same tissue
with different experimental libraries, the intersection between the results of those two
datasets could be considered as the reliable results for each tool, and the circRNAs
supported by at least two tools could be viewed as the benchmark.
In the last strategy, we use the intersection between the results of RNase R treated
and untreated data to get the reliable results for each tool, and the circRNAs sup-
ported by at least 2 tools are viewed as benchmark. See Appendix B (B.1. Benchmark
used for comparison) for details on benchmark.
Our experiments show that no single tool always has the highest accuracy and
sensitivity. Thus, we focus on comparing the balance between those two indicators
by using F1 score.
The F1 score is calculated by 2 × Precision×Recall
Precision+Recall
. In our cases, since there is no
true negatives, and all non-true positives are viewed as false positive, the precision




Since some tools depend on annotation files whereas some others don’t, and the
majority part of back splicing comes from the exons in genome, we choose circRNAs
with junction points identified by annotated genome for comparison.
The results of the second strategy are shown in See Appendix B for details (B.2.
Real data: circRNADb with tissue H9 hESCs). CircDBG finds more circRNAs
recorded in database than other tools, and it always gets the largest coverage (20
of 23) in each chromosome respectively. Moreover, CircDBG is the best tool with
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the lowest bias (contain majority results of other tools) and the fastest running time.
The results of other three strategies are presented below.
3.4.1 Simulated data
We use the latest simulator released by CIRI2 [50] to simulate circRNAs and RNA-
seq reads. The length of simulated paired-end reads is 101 bps, and the coverages of
circRNA and linear RNA are 10x and 80x respectively. The error rate is 1%. The
major/minor normal distribution insertion length is 320/550, and the percentage of
splicing for skipping exon is 40%. The reference and annotation file come from human
chromosome 1 (GRCh37, version 18).
The simulated paired-end reads contain 1,115,738 pairs. 295 circular RNAs are
simulated as benchmark. Accuracy, sensitivity and F1 scores are calculated for each
tool.
As shown in Figure 3.4.1, both accuracy and sensitivity of CircDBG are around
94%, and it gets the highest F1 score (0.9406). This means that CircDBG is the best
tool for balancing accuracy and sensitivity. CircDBG also has the fastest running
time.
3.4.2 Real data: two different prepared libraries from same
tissue
This comparison is based on two different libraries from the same issue. Intuitively,
true circRNAs should be called for both libraries. We get the reliable results for each
tool by taking the intersection between two differently prepared libraries from the
same tissue. The results that are supported by both libraries are viewed as reliable.
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Figure 3.4.1: F1 score and running time on human simulated data (A) F1 score. Dotted
line represents a fixed F1 score. The closer to top right, the higher F1 score it is. (B)
Running time (in minutes).
RNA-seq reads SRR4095542 and SRR5133906 are used for data analysis. The first
library (43,488,788 paired-end reads) is prepared by 3 glioma and paired normal brain
tissue. For the second library (54,732,199 paired-end reads), ten human glioblastoma
samples are mixed as tumor group, and their periphery normal tissues are mixed
as control group. Total RNAs in the second library are extracted and treated with
RNase R to remove the linear RNAs.
The length of reads is 150 bp in both libraries. Recall that the intersection of
the called circRNAs from two libraries is used as the final result for each tool, and
circRNAs supported by at least 2 tools are viewed as benchmark.
Our results are shown in Figure 3.4.2. CircDBG has the highest F1 score (0.9539).
In addition, the accuracy of CircDBG is 98.65% with the highest sensitivity and the
fastest running time.
3.4.3 Real data: RNase R treated and untreated samples
This comparison is performed with RNase R treated and untreated libraries. We
collect two sets of treated and untreated reads from homo sapiens and mus muscu-
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Figure 3.4.2: F1 score and running time on human glioblastoma samples (A) F1 score.
Dotted line represents a fixed F1 score. The closer to top right, the higher F1 score it is.
(B) CIRCExplorer takes more than 36 hrs and is not shown here.
lus respectively. A circRNA is viewed as reliable if it can be found by both RNase
R treated and untreated reads (linear RNAs tend to degrade by RNase R treat-
ment). SRR1636985 (treated, 13,309,745 paired-end reads) and SRR1637089 (un-
treated, 44,933,450 paired-end reads) from HeLa cells are used for human.
The length of reads in both libraries is 101 bps. For mouse libraries, SRR2219951
(treated, 22,330,976 paired-end reads) and SRR2185851 (untreated, 32,939,809 paired-
end reads) are selected, which are prepared by mouse brain at the age of 8 to 9 weeks.
The length of reads in the two groups varies with the maximum 100 bps. For each
species, we obtain final results for each tool by taking the intersection between the
results based on treated and untreated reads and build the benchmark by choosing
the circRNAs supported by at least two tools.
As shown in Figure 3.4.3, CircDBG has the highest F1 score and the fastest
running time in both human (F1 Score: 0.9589) and mus musculus (F1 Score: 0.9424).
The accuracy of CircDBG in human and mouse are 98.24% and 99.25% respectively.
CircDBG and CircMarker are the top two tools that get the highest sensitivity in
both human and mouse libraries.
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Figure 3.4.3: F1 score and running time on human and mouse samples (A) F1 score on
human HEK293 real data (B) Running time on human HEK293 real data. (C) F1 score on
Mus Musculus real data and (D) Running time on Mus Musculus real data. CIRCExplorer
takes 15 hrs and 21 hrs for human and mouse respectively, and is not shown in (B) and (D).
3.4.4 Case study: chimeric circular RNA
We develop a novel evaluation scheme, which analyzes what reads contribute to the
calling of circRNAs. In this scheme, CircRNA reference is generated by linking the
ending part of donor exon with starting part of acceptor, and the circRNAs detected
by CircDBG are classified into 5 categories based on the alignment result of reads.
See Appendix B (B.3. Classification of circRNA by reads) for details.
We notice that there is a special case when classifying the detected circRNA with
real data: some reads not only support regular-circle case, but also support the self-
circle case for the exon contained by current regular-circle case, which is illustrated
in Figure 3.4.4. This case may relate to chimeric phenomenon in circular RNA which
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can be comprehended as “circle in circle”.
We collect this type of chimeric circular RNA in real data and find this phe-
nomenon exists in all real data we analyze. For example, in H9 hESCs, 102 chimeric
cases can be found among the total 11,931 circular RNA. Although the percentage
seems to be small, the number of the chimeric cases is significant.
Figure 3.4.4: The first and the second part of reads support the regular-circle RNA case
from exon 3 back to exon 1, while the first and the third part of reads support the self-circle
RNA case of exon 3.
3.5 Discussion
CircDBG uses a specialized designed de Bruijn graph to call circular RNA. First of
all, the de Bruijn Graph designed for regular usage, such as assembly, only contains
limited information. Differently, the graph created by CircDBG contains a bunch of
additional messages, such as genome ID, transcript ID, its neighbors and part tag.
Specifically, multiple groups of those messages will be recorded if the k-mer appeared
in multiple different exons or multiple different positions in one exon. Secondly, in
order to speed up the whole algorithm, CircDBG does not use all k-mers from exons
to create the graph, and the unordered map is applied to store the graph, which is
different from other methods. Finally, CircDBG does not scan the whole graph but
43
only tracks the interesting path to find potential circular RNA.
The literature of the algorithm on creating de Bruijn graph is broad [53, 54, 55,
56], however, it is hard to compare the performance of de Bruijn graph created by
CircDBG separately with other state-of-art methods. This is because the purpose
of our de Bruijn graph is to find circular RNA rather than doing normal assembly.
Therefore, the de Bruijn graph needs to be designed and used in a different way as we
mentioned above to make it compatible with the whole algorithm for circular RNA
detection. The high efficiency data structure introduced by other state-of-art methods
cannot be applied to detect circular RNA directly. In addition, since CircDBG is
the first algorithm that uses de Bruijn graph for circular RNA detection, we do
not compare the performance of de Bruijn graph separately with others. Moreover,
since our purpose is to find circular RNA, we only compare the performance of the
whole algorithm with other similar methods for circular RNA detection. Based on
comparison results, the de Bruijn graph created by CircDBG could let the whole
algorithm perform better than others.
Regarding time consumption, CircDBG belongs to k-mer-based method. Gen-
erally speaking, k-mer-based tools perform better than reads-mapping-based tools.
This is because reads-mapping-based tools are often computationally inefficient, since
mapping all reads can be slow and many RNA-seq reads are irrelevant to circRNA.
Differently k-mer-based tools only look for the circRNA-related reads for detection,
and they do not depend on any third-party mapping tool. Compared with the ex-
isting k-mer-based methods, CircDBG also outperforms others. This is because the
existing tools scan each k-mer of the reads to extract their affiliated messages from
k-mer table, while circDBG only scan some of k-mers sequentially from the reads by
taking advantage of “brief-path-donor” and “brief-path-acceptor” to find the qualified
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paths of circRNA, which is much faster and more reliable.
CircDBG sets 5 and 16 as the number of continuous k-mers and the length of k-
mer (as shown in equation 1) respectively by default. Theoretically, we can increase
or decrease the number of continuous k-mers. If this value is increased, some of
circular RNA, which are supported by the short part of reads (imbalance cases), may
be missing. If this value is decreased, we may gain some false positives. Based on our
empirical study, “K+5” (6 k-mers) could give us the reasonable results. As similar
as the number of continuous k-mers, the length of k-mer can also be changed. If the
length is increased, some reads that do not match well with the donor/acceptor site of
circular RNA may be discarded because the capability of error tolerance turns to be
weak. If the length is decreased, it may cause a large number of unexpected repeats,
which makes it’s hard for us to identify the valid path in graph. Based on our testing,
15 bps length of k-mer could give us the reasonable result.
Since all of circular RNAs that contain the exon shorter than k-mer will be ignored
by CircDBG, we calculate two statistic results, including the number of exon shorter
than k-mer and the number of circular RNA called by different algorithms that con-
tains the exon shorter than k-mer. The sample comes from RNase R treated real
data of HeLa cells (SRR1636985). The default length of k-mer is 15 bps. The results
show that there are total 612294 exons contained by annotation file (homo sapiens
GRCh37.75), among which 3652 exons are shorter than 15 bps. 12533 circular RNA
are detected in total by the tools that we used for comparison, and 6 circular RNA
contain the exon shorter than 15 bps.
Most of reads-mapping-based circular RNA detection methods are pipeline, which
require other third-party tools such as BWA, Bowtie and Tophat-fusion. As a result,
the RAM usage for those methods is scattered. Generally speaking, the k-mer-based
45
methods, such as CircMarker and CircDBG, consume more memory than mapping-
based approaches. However, since high-performance computing (HPC) is wildly used
to run the software in the research field of bioinformatics, the size of RAM that we
can use in HPC is much larger than personal computer. For our testing cases, we run
CircDBG in one computing node of HPC, and the memory size of each computing
node is 128 GB. The peak RAM costs of CIRC2, Find-circ, CIRCExplorer, CircR-
NAFinder, CircDBG and CircMarker are around 10.4%, 2.1%, 12.8%, 34.1%, 13.3%
and 12.7% respectively for the whole-genome analysis based on RNase R treated
sample of HeLa cells (SRR1636985, 13,309,745 paired-end reads). Since the size of
RAM in HPC is much larger than what we need, sacrificing RAM to gain better
performance of analysis is reasonable.
Finally, since both CircDBG and CircMarker belong to k-mer-based method, there
is an example to demonstrate CircDBG could avoid some false positives compare with
CircMarker. Suppose we have an exon and a read as below, and the length of k-mer





For CircDBG, the maximum length of detected valid path is 4, which means the
maximum number of continuous k-mer in exon detected by CircDBG is 4 (“GTGAT”,
“TGATA”, “GATAT” and “ATATG”). For CircMarker, since we only consider how
many k-mers of reads could be found back in exon, the number of valid k-mer is 17,
which means there are 17 k-mers in reads could be found back in exon. Since the
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matching status calculated by CircDBG is 4 out of 20, which is too low, this matching
case (potential site of circular RNA) will be discarded by CircDBG. This is correct
because this read does not well match the given exon. However, since the matching
status calculated by CircMarker is 17 out of 20, which means most of k-mers from
reads (without consider their orders) could be found back in exon, CircMarker views
this read as the strong supporter of this exon, which is incorrect.
3.6 Conclusion
In this research work, we develop a new method called CircDBG for circular RNA
detection, which is based on de Bruijn graph. The graph represents the relationship
between k-mers in original exon and reads. This contributes to more accurate results
and runs much faster compared with the existing k-mer-based methods. CircDBG is
the stand alone tool and does not depend on any other third party tools. CircDBG
can be downloaded from: https://github.com/lxwgcool/CircDBG.
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Chapter 4




The differences in genetic compositions, which are relatively large in size (∼3 Mb or
more) and mainly rare changes in the quantity and structure of chromosomes, are
defined as microscopic structural variations [57]. With the development of molecular
biology and DNA sequencing technology, smaller and more abundant alterations were
observed. We define these variants, which range from ∼1 kb to 3 Mb in size, as sub-
microscopic structural variations [57]. Recently, they have widened to include much
smaller events (for example, those >50 bp in length) [58]. The potential contribution
of submicroscopic structural variants to human genetic variation and disease might be
higher than that of microscopic variants, as they seem to occur at a higher frequency
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[57]. Deletion is a type of SVs in which a part of a chromosome is lost during DNA
replication [59]. Small indels are the most common type of SVs [24]. Deletions may
have significant phenotypic influence. Specifically, among genetic disorders annotated
in some disease database, such as DECIPHER [60], 80% are caused by deletions [25].
Traditionally, three types of alignment-based signals are used for calling deletions,
including discordant read-pairs, reads depth, and split reads [58]. Discordant read-
pairs are the read-pairs that the mapped positions and/or orientation of two ends of
pairs are inconsistent with reference genome. The read-pairs mapping too far apart
are associated with deletions [58]. Read-depth-based approaches assume a random
distribution in mapping depth and investigate the divergence from this distribution
to highlight duplications and deletions. The deleted regions show reduced read depth
when compared to wild-type regions [58]. Split reads are single reads that are mapped
to the reference genome discontinuously as two or more segments [61]. The presence of
a SV breakpoint is investigated on the basis of a split sequence-read signature breaking
the alignment to the reference. A gap in the read is a marker of a deletion [58].
There are some limitations of those three signals. Discordant read-pairs may uncover
structural variants but only give inexact positions of breakpoints. Split-read-based
methods are inefficient in terms of time and memory, and they can have both high
false positive and false negative rates. Read depths are not able to identify smaller
events and poor at localizing breakpoints [58]. Moreover, de novo assembly is another
common method in bioinformatics [62], which has also been used for detecting SVs.
In principle, it allows for the detection of all forms of SVs. However, the application
of this approach is still challenging due to the limited length of NGS reads [63].
Many methods have been developed for SV detection by using one or multiple
signals mentioned above. CNVnator [64] uses reads depth to detect copy number
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variation. Pindel [65] is a split reads mapping-based tool, which uses an algorithm
called pattern growth to report deletions with micro-insertions. Delly [66] uses split
reads alignments to define the exact positions of SV breakpoints by aligning the split
reads across the two regions linked by the discordant clusters, which are identified
by discordant read-pairs. Lumpy [67] integrates multiple SV signals and uses dif-
ferent reads mappers to generate the alignments of normally aligned pair-end reads,
split reads and discordant read-pairs respectively for SV detection. Machine learn-
ing, including supervised learning and unsupervised learning, is widely used in many
research fields in recent decades, such as RNA/DNA analysis [68]. Some tools, such
as forestSV [69], extract the features from alignment signals and apply supervised
learning method to find structural variations. Although many approaches have been
developed for SV detection, there is no single method that outperforms others in
every aspect for all types of dataset, especially in terms of balancing accuracy and
sensitivity. In addition, for supervised-learning-based methods, since the benchmark
repositories do not contain every SV for all individuals, the training data may contain
many noises, which can significantly reduce the accuracy of prediction.
Germline mutation is the variation within germ cells, which can be passed on to
offspring [70]. Read-pairs are the most common form of NGS data. In this research
work, we introduce a new unsupervised-learning-based method called EigenDel to
detect germline deletions in submicroscopic SV from pair-end reads for diploid or-
ganisms. EigenDel first takes advantage of discordant read-pairs and clipped reads
to find initial deletion candidates, and then it clusters the similar candidates by us-
ing unsupervised learning methods based on reads depth. After that, EigenDel uses
a carefully designed approach for detecting true deletions from each cluster. There
are two major advantages of applying unsupervised-learning-based methods. First of
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all, since the BAM file may contain many reads mapping errors, such as repetitive
ranges, it is hard to use a single threshold to separate potential deletions (homozy-
gous/hemizygous) and normal (none-SV) ranges. Unsupervised learning can discover
hidden signals within dataset, and these hidden signals are significant for calling true
deletions from raw candidates. Secondly, unsupervised learning works without label-
ing training data, which is more adaptable than supervised learning. We compare
EigenDel with other 5 widely used tools in terms of the capability of balancing accu-
racy and sensitivity. The results show EigenDel outperforms these existing methods.
4.2 High-level approach
EigenDel works with mapped sequence reads. Three statistic values, including aver-
age depth (Depthavg), average insert size (AvgIS), and standard deviation of insert
size (STDIS) are calculated at the beginning. After that, EigenDel processes each
chromosome separately to call deletions. For each chromosome, EigenDel extracts
discordant read-pairs and clipped reads from mapped reads. Then, the initial dele-
tion candidates are determined by grouping nearby discordant read-pairs. Clipped
reads are used to produce more accurate estimates of the left and right breakpoints
of each deletion candidate. Since the depth of deletion regions should be signifi-
cantly lower than wild-type regions, candidates with depth larger than average are
discarded. Then, for the remaining candidates, EigenDel gets a number of features
based on depth for each of them and applies unsupervised learning to classify these
candidates into four clusters. Finally, EigenDel marks these clusters as good or bad
and applies different strategies to keep true deletions from each cluster respectively.
51
A good cluster means the majority candidates in this cluster are likely to be true
deletions, while a bad cluster means the majority candidates are likely to be false.
The details are illustrated in Figure 4.2.1.
Figure 4.2.1: High-level approach. EigenDel takes mapped sequence reads (in the BAM
format). Clipped reads (CR) and discordant reads (DR) are used to obtain deletion can-
didates (total 35 candidates in the figure, denoted as D1 to D35). Then, some candidates,
such as D2 and D6, are discarded by the depth filter. There are 29 deletion candidates left,
and EigenDel extracts features (F1, F2, . . . ) for each of them. All remaining deletions are
classified into four clusters named C1 to C4 through unsupervised learning. There are 7, 6,
6 and 9 deletions in clusters C1 (blue), C2 (yellow), C3 (red) and C4 (green) respectively.
Finally, false deletions are removed from each cluster. There are 17 deletions left: 6 in C1,
4 in C2, 4 in C3 and 3 in C4. These 17 deletions are called as true deletions.
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4.3 Method
4.3.1 Collecting border-clipped reads and discordant read-
pairs
Bam file that contains alignment information of read-pairs is required by EigenDel.
EigenDel uses Picard [71] to get AvgIS and STDIS from BAM file. Samtools [72] is
used to calculate Depthavg. Some reads are filtered right away, including unmapped
reads, polymerase chain reaction (PCR) duplicate reads, reads with low quality, and
non-primary alignment reads.
Since a deletion breaks the mapping relationship between reads and reference, two
types of reads, including border-clipped reads and discordant read-pairs, are collected.
Border-clipped reads are the reads clipped from either tail or head, and we call them as
tail-clipped reads and head-clipped reads, which are considered to support the left and
right breakpoints of a deletion respectively. Since the clipped part is expected to be
from the other side of a deletion, we filter the border-clipped reads, whose clipped part
is shorter than 15 bp. Discordant read-pairs that satisfy LenIS > AvgIS + 3 ∗STDIS
are collected and used to locate the deletion candidates because the deletion event
would enlarge the insert size of pair-end reads. Note that, since we only consider
the deletion in submicroscopic structure variation, the discordant read-pairs with too
large insert size are discarded. Usually, deletions do not cross different chromosomes.
Therefore, we collect border-clipped reads and discordant read-pairs and identify
deletion candidates for each chromosome separately.
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4.3.2 Identifying deletion candidates
EigenDel first sorts all discordant read pairs based on the position of left mates. Then
it groups nearby discordant read-pairs based on the positions of their left mates to
get the range of deletion candidates. Two discordant read-pairs are grouped together
if the distance between their left mates is shorter than reads (e.g., 101 bp). Once
all discordant read-pairs are grouped, each group represents a deletion candidate
site. EigenDel discards candidate sites that are supported by only one discordant
read-pair. The left and right boundary of each site come from the smallest mapping
position of left mates and the largest position of right mates plus its alignment length
respectively. Two candidate sites are merged if their boundaries are overlapped, and
boundaries of the new merged site are updated. Then, EigenDel discards candidate
sites that have no border-clipped reads. For each remaining site, the left breakpoint
of deletion candidate comes from the largest mapping position of left mates plus its
alignment length, while the right breakpoint is determined by the smallest mapping
position of right mates. This roughly locates deletion candidate on the reference
genome.
After that, border-clipped reads that satisfy the situations below are used to
update the left and right breakpoints of deletion candidate in each site. Specifically,
tail-cliped reads and head-clipped reads are viewed to contribute to left and right
breakpoint respectively. For the left breakpoint, the distance between it and tail-
clipped reads should be shorter than AvgIS. If the tail-clipped read is the second
mate, its insert size should be close to AvgIS, and the mapping position of its first
mate should be close to the left boundary of current site. If the tail-clipped read
is the first mate, the mapping position of its second mate should be near the right
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boundary of current site. Once all qualified tail-clipped reads are collected, EigenDel
only consider the best clipped positions that are supported by the largest number of
tail-clipped reads. Multiple best clipped positions may be obtained, and the largest
one is used to update the left breakpoint. Note we do not update it if the best
clipped positions are only supported by one tail-clipped reads. There are four major
differences during the updating of right breakpoint. First, the position of head-clipped
reads should be near the right breakpoint. Second, if the head-clipped read is the
second mate, the mapping position of its first mate should be near the left boundary
of current site. If the head-clipped read is the first mate, its insert size should be
around AvgIS, and the mapping position of its second mate should be close to the
right boundary of current site. Third, the smallest best clipped positions supported by
the largest number of head-clipped reads are selected to adjust the right breakpoint.
Figure 4.3.1 shows the details.
4.3.3 Extracting features from candidates
We calculate average depth for each deletion candidate in the region between left
and right breakpoints. Since a deletion may lead to significantly lower reads depth
than wild-type region, the candidates with depth larger than Depthavg are discarded.
EigenDel is designed for detecting deletions in germline samples, and it assumes that
the organism under study is diploid. That is, EigenDel does not consider the situation
where ploidy can change (in, e.g. tumor samples). For diploid organism, there are
two types of deletions, including homozygous and hemizygous deletions. Hemizygous
deletion refers to the loss of one allele, whereas homozygous (biallelic) deletion refers
to the loss of both alleles identified by allele-specific analysis in clinical samples [73].
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Figure 4.3.1: Identifying deletion candidates. Discordant read-pairs (DR) and border-
clipped reads (CR) are collected from BAM file. Two deletion candidate sites, including
candidate site 1 (purple) and candidate site 2 (green), are identified by DRs. Each site
contains 3 DRs. Left boundary (LB) and right boundary (RB) are used to present the
range of site. Left breakpoint (LBP) and right breakpoint (RBP) are used to describe the
deletion candidate in current site. 5 CRs are contained by site 1, which are used to adjust
LBP and RBP. Deletion Candidate 1 refers to the potential deletion in site 1. Site 2 contains
5 CRs, and its potential deletion is shown as Deletion Candidate 2.
For homozygous deletions, the deletions occur in both copies. Thus, ideally, there is
no reads within the deletion, and the depth should be equal to 0. For hemizygous
deletion, since it is single copy deletion, the depth should be roughly equal to 50% of
Depthavg. In practice, however, situations is less clear cut. In order to allow mapping
errors and inaccurate positions of breakpoints, we identify 4 coverage ranges, namely
T0 , T1 , T2 and T3, as shown in Table 4.3.1, to describe the internal structure of each
deletion candidate.
T0 refers to the perfect case of homozygous deletions (i.e., read depth is 0). T1
refers to the case of homozygous deletions allowing reads mapping errors and in-




T1 [0, Ceil(Depthavg ∗ 0.25))
T2 [Ceil(Depthavg ∗ 0.25), Ceil(Depthavg ∗ 0.5)]
T3 (Ceil(Depthavg ∗ 0.5), Ceil(Depthavg)]
Table 4.3.1: Coverage ranges for feature collection
tolerance as T1. T3 refers to the range that contains both true and false deletions.
We use (D0, L0), (D1, L1), (D2, L2) and (D3, L3) to present the internal structure of
each deletion candidate. Li stands for the total length of all positions that fall into Ti
(may be non-consecutive), and Di is the average depth of the range of Li. Then, we
use the length of current deletion, the distance between left and right breakpoints, to
normalize Li. We record the normalized result as LNi. Therefore, LNi(i = 0, 1, 2, 3)
are used as 4 independent features to present each deletion candidates. Figure 4.3.2
illustrates the approach.
4.3.4 Detecting true deletions with unsupervised learning
So far, EigenDel collects a list of deletion candidates that are identified by discor-
dant reads, and then the candidates are refined by clipped reads. After that, some
candidates are filtered by depth filter. However there are still many false positives.
For example, some false deletions may appear in the coverage range T3, which is from
50% Depthavg to Depthavg. In addition, since the real data is noisy, it is challenging
to handle some abnormal alignment situations (e.g. reads mapping error), which may
change the real depth of candidates. Moreover, inaccurate breakpoints may bring
the irrelevant range into deletion candidates. This may shrink the depth difference
among homozygous deletion, hemizygous deletion and wild-type range. Therefore,
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Figure 4.3.2: Feature extractions from deletion candidates. Two deletion candidates are
identified by discordant reads. “Deletion Candidate 2” is discarded after depth filter because
its depth is larger than Depthavg. For “Deletion Candidate 1”, 5 ranges are identified by
Ti. Li and Di are the total length and the average depth of the range defined by Ti
respectively. Each Li is normalized by the length of “Deletion Candidate 1”, and the
normalized results are recorded by LNi. Therefore, the internal structure of “Deletion
Candidate 1” is presented by LNi(i = 0, 1, 2, 3).
using simple thresholds alone is not be able to filter many false positives.
Supervised learning approach is one choice to solve this issue. By taking advantage
of benchmark callset, the deletions can be labeled and used to train a model to
predict true deletions for testing samples. However, since the public datasets do not
contain all structure variations for each individual, it is hard to label the true negative
deletions for training. This leads to the failure of correct prediction of true deletions
by the model. Moreover, some species may not have benchmark structural variants
dataset, which prevents us from labeling training data.
In order to call true deletions from noisy candidates, EigenDel applies unsuper-
vised learning. The key idea is that different types of deletion candidates tend to
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cluster due to shared features. That is, the same types of true (homozygous or
hemizygous) deletions tend to be similar in features (e.g., depth profile within the
deletions). Similarly, same types of false positives may share some similar internal
structure patterns based on reads depth. Thus, it is possible to use unsupervised
learning to separate different types of deletions into different clusters. Moreover,
since unsupervised learning does not need labeled samples for training, it is more
flexible than supervised learning, especially for the species without good benchmark
dataset.
Based on the features described in the previous step, EigenDel uses two steps to
perform unsupervised learning. It first applies principle component analysis (PCA),
followed by hierarchical clustering [74]. Scikit-learn [75] is used in our implementa-
tion. Since true deletions should be either homozygous or hemizygous, two dimensions
could express all different types of true deletions. Thus, we apply PCA to all candi-
dates and choose the top two principle components to represent each deletion. This
is also good for visualization. Then, all deletion candidates are classified into four
clusters based on their top two principle components through hierarchical clustering.
Those clusters are expected to present perfect homozygous deletions, homozygous
deletions with error tolerance, hemizygous deletions with error tolerance, and the
mix of heterozygous deletions and wild-type. Hierarchical clustering is a general fam-
ily of clustering algorithms that build nested clusters by merging or splitting them
successively. This hierarchy of clusters is represented as a tree (or dendrogram). The
root of the tree is the unique cluster that gathers all samples. The leaves are the clus-
ters with only one sample [75]. We use agglomerative clustering object provided by
Scikit-learn Python package, which performs a hierarchical clustering using a bottom-
up approach: each candidate starts in its own cluster, and clusters are successively
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merged. There are several advantages of hierarchical clustering. First, it does not
need to select the initial node. Second, hierarchical clustering shows the relationship
among the samples in a cluster. Third, it is not sensitive to the shape of cluster (e.g.
k-means prefers spherical cluster), which makes it adaptable for different dataset.
The Euclidean metric and ward (sum of squares of deviations) are used to implement
hierarchical clustering.
Once four clusters are generated, they are marked as either good or bad. A good
cluster means the majority of candidates in this cluster are true deletions, while the
bad cluster means the majority of deletions in this cluster are false. Here is the
definition of good and bad cluster. First, for a true deletion, ideally,
∑2
i=0 Li should
be equal to the whole length of deletion. In another words,
∑2
i=0 LNi should close
to 1. Considering the influence of reads mapping error and inaccurate breakpoints,
we define a true deletion should have
∑2
i=0 LNi ≥ 0.7. Suppose there are N deletion
candidates in one cluster, we collect three values, including LN0, LN1 and LN2, for
each of them. After that, all deletions in the current cluster are sorted by three rounds
based on LNi(i = 0, 1, 2) respectively. We record the sorted result in each round, and
store them as SR0, SR1 and SR2. As a result, each SRi contains all N deletions in the
current cluster, which are sorted by LNi from small to large. Then, we calculate three
statistic values for each SRi, including average of LNi (AvgLNi), standard deviation
of LNi (STDLNi) and average of top half deletions with the highest LNi (THAvgLNi).
If
∑2
i=0 THAvgLNi ≥ 0.7, we define this cluster as a good cluster, otherwise it is bad.
Once a cluster is marked as either good or bad, we use LNi, which is associated
with the largest THAvgLNi , as the principle feature of current cluster to find the true
deletions. We assume the distribution of LNi follows empirical rule. Therefore, the
majority of deletion candidates should be in the range [AvgLNi − STDLNi , AvgLNi +
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STDLNi ], since Pr(µ− 1σ ≤ X ≤ µ+ 1σ) ≈ 0.6827. Two thresholds, including Tlow
and Thigh, are defined as shown in Table C.1.1.
Threshold Value
Tlow AvgLNi − STDLNi
Thigh AvgLNi + STDLNi
Table 4.3.2: Thresholds of detecting true deletions
For a good cluster, the deletions are discarded if LNi < Tlow and
∑2
j=0 LNi(j 6=
i) < Tlow. For a bad cluster, the deletions are kept if LNi > Thigh or
∑2
j=0 LNi(j 6=
i) > Thigh. Finally, all remaining deletions in each cluster are called as true deletions.
The details are shown in Figure 4.3.3.
4.4 Results
We use 1000 Genome Project [76] Phase3 dataset as the benchmark. Only the dele-
tions in the Phase3 callset of the 1000 Genomes Project are viewed as true deletions.
Five existing deletion detecting tools are used for comparision with EigenDel. These
include Pindel, CNVnator, GASVpro[77], Delly and Lumpy. We directly use BAM
files provided by 1000 Genome Project Phase3 dataset to run the experiments. For
some tools that require separate reads files as input, such as Lumpy, we dump reads
from BAM files. In addition, since high coverage datasets usually have big size and
high cost, consume large computing resources and take long time for analyzing, we
use low coverage datasets in all experiments.
The main purpose of the comparison is evaluating the performance of balancing
accuracy and sensitivity by various tools. We first calculate accuracy and sensitivity
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Figure 4.3.3: Detecting true deletions with unsupervised learning. 25 deletion candidates
from Del0 to Del24 are identified, and each of which contains multiple features. PCA is
applied to all candidates, and the top two principle components are used to present each
candidate. All candidates are classified into four clusters through hierarchical clustering,
including blue (6), yellow (6), red (6) and green (7). After checking
∑2
i=0 THAvgLNi , three
clusters are marked as good, including blue, yellow and red, while green is marked as bad.
Then statistic filter is applied to find true deletions. For a good cluster, the deletions are
discarded if LNi < Tlow and
∑2
j=0 LNi(j 6= i) < Tlow. For a bad cluster, the deletions are
kept if LNi > Thigh or
∑2
j=0 LNi(j 6= i) > Thigh. Afterwards, 4, 5, 6, 2 deletions in blue,
yellow, red and green groups are remained. These deletions are reported as true deletions.
of each tool. After that, F1 score is used as the main statistic for comparison. Tra-
ditionally, the F1 score is defined as 2× Precision×Recall
Precision+Recall
. In our case, since there is no
true negative, and all non-true positives are viewed as false positives, the precision
and recall are equal to accuracy and sensitivity respectively. So the F1 score is equal
to 2 × Accuracy×Sensitivity
Accuracy+Sensitivity
[10]. We compare F1 score based on different samples and
different chromosomes in one sample respectively. A method with low bias means
it can get the highest F1 score in both majority of those samples and majority of
chromosomes in one sample. Our results show that EigenDel is the best method to
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balance accuracy and sensitivity with low bias in all testing cases.
4.4.1 NA12878
The individual NA12878 of the 1000 Genomes Project has been studied by many
researchers. We use the low coverage BAM file (20121211) of NA12878 from the
1000 Genomes Project Phase3 dataset in this comparison. The average depth of
this BAM file is 5.26. It contains the aligned reads of SRR622461, which contains
92,459,459 pair-end reads. The reads length in this sequence library is 101 bps. There
are 1982 deletions of NA12878 reported in the released Phase3 structural variation
callset. These deletions are from 23 different chromosomes. We calculate accuracy
and sensitivity of each tool, and then get the F1 score of the whole genome and each
chromosome respectively.
The results are illustrated in Figure 4.4.1 (A), Appendix C (C.1. F1 score of
NA12878 in each chromosome) and Figure 4.4.2 (C.1 and C.2). Figure 4.4.1 (A)
shows that EigenDel has the highest F1 score for NA12878. Appendix C (C.1. F1
score of NA12878 in each chromosome) shows that EigenDel has higher F1 score
than others in the majority of chromosomes: Pindel (23/23, i.e., EigenDel is better
than Pindel on 23 out of 23 chromosomes), CNVnator (23/23), GASVpro (23/23),
Delly (16/23) and Lumpy (14/23). Figure 4.4.2 (C.1 and C.2) shows an example of
the performance of unsupervised learning for chromosome 1. There are 149 deletion
candidates detected in chromosome 1, and 67 of them are presented in the Phase3
callset (i.e., the presumed true deletions). X and Y axes in Figure 4.4.2 (C.1 and
C.2) come from the top two principle components of PCA. Figure 4.4.2 (C.1) shows
all deletion candidates found by EigenDel, and the cyan dots stand for the true
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deletions from the Phase3 callset. Figure 4.4.2 (C.2) shows the classification result of
hierarchical clustering. Four clusters of deletions are generated, and they are marked
in different colors. The majority of false deletions are classified in the blue cluster.
The deletions in the same cluster share similar features. For example, there are 35
deletion candidates in green cluster, and the values of LN0 for all those candidates are
≤ 81%. The yellow, green and red clusters are marked as good, while the blue cluster
is marked as bad. After the statistic filter is applied for each cluster respectively,
130 deletions are left (19 false deletions are discarded) and 67 of them are presented
in the Phase3 callset. This means 23.2% false positives are discarded while no true
deletion is lost. This demonstrates that unsupervised learning can cluster deletions
with similar features, which helps to filter false positives efficiently for both of the
whole genome and most single chromosome of NA12878.
Figure 4.4.1: F1 scores. (A) F1 scores of all comparison tools on the whole genome of
NA12878. (B) F1 scores of all comparison tools on five 1000 Genomes individuals: NA12777,
NA12776, NA12878, NA12775 and NA12763.
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4.4.2 Comparison on five 1000 Genomes individuals
The low coverage BAM files from five 1000 Genomes individuals, including NA12777
(20130415), NA12776 (20130415), NA12878 (20121211), NA12775 (20130415) and
NA12763 (20130502), are used in this comparison. The read depth of these five in-
dividuals are 9.08, 5.89, 5.26, 9.63 and 7.84 respectively. The BAM files of the four
individuals, including NA12777, NA12776, NA12775 and NA12763, contain multi-
ple sequence libraries. NA12777 contains single sequence library. There are 2032,
2115, 1982, 1988 and 2105 deletions in the Phase3 callset for these five individuals
respectively.
Figure 4.4.1(B) shows that EigenDel has the highest F1 score for the whole genome
of all five individuals, and all F1 scores from EigenDel are above 0.5. Others tools,
such as Lumpy, have poor performance in some individuals, such as NA12776. Figure
4.4.2 shows the examples of clustering results of unsupervised learning from chromo-
somes 6, 10, 1, 4 and 13 of NA12777, NA12776, NA12878, NA12775 and NA12763
respectively. For chromosome 6 in NA12777 (Figure 4.4.2 A.1 and A.2), 140 deletion
candidates are detected and 75 of them are in the Phase3 callset. After the statistic
filter is applied to each cluster, 23 false deletions are discarded and 71 true deletions
are detected, which means EigenDel discards 35.4% false positives while only loses 5%
true deletions. For chromosome 10 in NA12776 (Figure 4.4.2 B.1 and B.2), 76 dele-
tion candidates are detected and 43 of them are recorded in the Phase3 callset. After
the statistic is applied to for each cluster, 9 false deletions are discarded and 43 true
deletions are detected, which means EigenDel discards 27.3% false positives while no
true deletion is lost. The case of chromosome 1 in NA12878 has been introduced in
previous comparison. For chromosome 4 in NA12775 (Figure 4.4.2 D.1 and D.2), 181
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deletion candidates are detected and 103 of them are recorded in the Phase3 callset.
After applying the statistic filter to each cluster, 32 false deletions are discarded and
97 true deletions are detected, which means EigenDel discards 41% false positives
while only loses 5.8% true deletions. For chromosome 13 in NA12763 (Figure 4.4.2
E.1 and E.2), 126 deletion candidates are detected and 47 of them are recorded in the
Phase3 callset. After applying the statistic filter to each cluster, 50 false deletions are
discarded and 46 true deletions are detected, which means EigenDel discards 63.3%
false positives while only loses 2% true deletions. All results demonstrate that PCA
and hieratical clustering can cluster deletions with similar features together, which
helps filter false positives efficiently for different individuals on real data.
Figure 4.4.2: Clustering results with unsupervised learning. (A.1, B.1, C.1, D,1, E.1) The
two axes are from the top two principle components of PCA. The dots represent all deletion
candidates in chromosome 6, 10, 1, 4 and 13 of NA12777, NA12776, NA12878, NA12775
and NA12763 respectively. The cyan dots stand for the deletion candidates recorded in the
1000 Genomes Project Phase3 callset, which are viewed as true deletions. The black dots
refer to the candidates that are not in Phase3 callset, which are viewed as false positives.
(A.2, B.2, C.2, D.2, E.2) Classification results of hierarchical clustering on chromosome
6, 10, 1, 4 and 13 of NA12777, NA12776, NA12878, NA12775 and NA12763 respectively.




EigenDel is designed for detecting deletions based on low coverage data. Since low
coverage data contain significant noise, it is challenging to find genomic deletions
efficiently based on low coverage data. All low coverage reads used in comparison are
from the 1000 Genomes Project. We use multiple individuals, including some widely
studied samples, such as NA12878, for comparison. These comparisons are based on
both of the whole genome of individuals and each chromosome of single individual.
Some BAM files contain single sequence library while others contain multiple libraries.
Our results show that EigenDel can handle both types of BAM files, perform better
than others for the whole genome of all testing samples, and give higher F1 score for
majority of chromosomes of each individual. In addition, unlike Lumpy, EigenDel
uses BAM file directly without requiring sequence reads to do alignment, which can
reduce the running time.
Some tools, such as Pindel, provide high sensitivity but have a lot of false posi-
tives, which leads to low accuracy. Some other tools give better accuracy but lower
sensitivity. Thus, how to balance sensitivity and accuracy is a key point of evaluation.
By taking advantage of PCA and hierarchical clustering, similar deletions candidates
are classified together efficiently, which helps us apply different filters to identify the
true deletions in each cluster. The results show that a large number of false positives
are filtered while only lose a few true deletions from the clustering results. This gives
the highest F1 score among all comparison methods.
EigenDel takes 20 mins to 50 mins on running each testing sample, and this is
similar to CNVnator, Delly and GASVpro. Lumpy takes around 1.5 hours on running
each single individual while Pindel costs about 5 hours. As a result, the running time
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of EigenDel is competitive. EigneDel is designed for germline samples of diploid
species. It uses discordant read pairs to get raw deletion candidates. Therefore, in
principle, all of deletions shorter than 3 ∗ STDIS are discarded. The benchmark
dataset we use includes all types of deletions with the length from tens to tens of
thousands bp. Based on the comparison results, EigenDel performs well even when
short deletions in the benchmark dataset are included.
4.6 Conclusion
In this research work, we design a method named EigenDel for detecting submi-
croscopic structural variations deletions in germline samples of diploid organisms.
EigenDel uses discordant read pairs to collect deletion candidates, and it uses clipped
reads to update the boundary for each of them. The main idea of EigenDel is that it
uses unsupervised learning to detect true deletions. For this, EigenDel first applies a
read depth filter, and then it extracts four features for remaining candidates based on
depth. Unsupervised learning is used to cluster similar deletions together: the top two
principle components from PCA are used to present each deletion candidate. Hierar-
chical clustering is used to classify all candidates into four clusters. Then, EigenDel
marks each cluster as either good or bad by using the statistic values calculated from
the depth features of all candidates in the same cluster. A good cluster means the
majority in the cluster are true deletions while a bad one means the majority candi-
dates are false. EigenDel applies these different statistic filters to both good and bad
clusters to extract true deletions.
The deletions from the 1000 Genomes Project Phase 3 callset are used as bench-
68
mark. The low coverage BAM files of five different 1000 Genomes individuals are used
for comparison. Five existing deletion calling methods are compared with EigenDel,
including Pindel, CNVnator, GASVpro, Delly and Lumpy. The results show that
EigenDel gives the highest F1 score in the whole genome of all tested samples. For
each individual, EigenDel performs better in the majority of chromosomes than other
tools. Thus, EigenDel has the best performance in balancing accuracy and sensitivity
with low bias.





The advent of high-throughput sequencing, coupled with advances in computational
methods, has enabled genome-wide dissection of genetics, evolution, and disease, with
nucleotide resolution [78]. By taking advantage of large amount of sequence data, we
can deal with many bioinformatics questions by using their features, such as depth
and different types of reads.
CircRNAs are recently identified as a naturally occurring family of widespread
and diverse endogenous noncoding RNAs that may regulate gene expression in mam-
mals [79]. Several biological experimental methods, such as RNase R treatment, have
been developed to identify circular RNA, and numbers of bioinformatics algorithms
have been designed for circular RNA detection. However, these tools may miss many
circular RNA due to the dependence on reads mapping. In addition, the existing
computational methods are slow for large data. Moreover, since the study of circu-
lar RNA is still at an early stage, there is no widely accepted benchmark data for
evaluating the circular RNA calling at present.
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Structural variation (SV) is generally defined as a region of DNA approximately
1 kb and larger in size [80] and can include inversions and balanced translocations
or genomic imbalances (insertions and deletions). Recently, the region is widened to
include much smaller events (for example, those > 50 bp in length) [58]. A deletion
is a mutation in which a part of a chromosome or a sequence of DNA is left out
during DNA replication. Any number of nucleotides can be deleted, from a single
base to an entire piece of chromosome [81]. Among genetic disorders annotated
in some disease database, such as DECIPHER [60], 80% are caused by deletions
[25]. Numbers of bioinformatics methods have been developed for structure variation
detection, including genomic deletion. However, there is no method could outperform
others in terms of balancing accuracy.
In this dissertation, we present three methods to address the issues mentioned
above. For circular RNA detection, we design two algorithms, including CircMarker
and CircDBG. For finding genomic deletions, we develop a method named EigenDel.
The motivation of CircMarker is finding more potential circular RNA and im-
proving the performance of running time. CircMarker takes advantage of k-mers
to create k-mer rather than using reads mapping for calling circular RNA. The re-
sults show that CircMarker runs much faster and can find more circular RNA than
other tools. In addition, CircMarker has higher consensus-based sensitivity and high
accuracy/reliable ratio compared with others. Moreover, the circRNAs called by Cir-
cMarker often contain most circRNAs called by other tools in the real data we tested.
This implies that CircMarker has low bias.
A key issue for CircMarker is the potential loss of information. CircMarker con-
siders k-mers individually. That is, CircMarker does not consider the order of k-mers
from either reads or exons, and this may lead to false positives when there are repet-
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itive k-mers. Moreover, CircMarker becomes slow for large data. In order to address
these problems and improve the performance of balancing accuracy and sensitivity,
we present circDBG, a new k-mer-based method, to detect circRNAs. The key idea
of CircDBG is creating de Bruijn graph based on k-mers from the boundary parts of
exons in annotated genome. We take advantage of this graph to find the relationship
between k-mer of reads and the potential donor/acceptor exon by tracking the path in
the graph for circRNA detection. Since the de Bruijn graph contains the information
from both k-mers and the relationship between their neighbors, CircDBG can drop
more false positive cases than circMarker. In addition, with the help of brief-path we
used to track the relationship between reads and potential circRNA candidate, the
running time is reduced significantly. We compare CircDBG with five other different
tools by using four different strategies to evaluate the performance based on both
simulated and real data in terms of F1 score (accuracy and sensitivity), running time
and bias. The results demonstrate CircDBG outperforms other five tools, especially
in terms of saving running time, reducing bias and improving capability of balancing
accuracy and sensitivity.
We design EigenDel to find potential genomic deletions. The motivation of Eigen-
Del is improving the performance of balancing accuracy and sensitivity based on pub-
lic dataset. The main idea of EigenDel is detection deletions by using unsupervised
learning. There are two major advantages of applying unsupervised-learning-based
methods. First of all, since the BAM file may contain many reads mapping errors,
such as repetitive ranges, it is hard to use a single threshold to separate potential
deletions (homozygous/hemizygous) and normal (none-SV) ranges. Unsupervised
learning can discover hidden signals within dataset, and these hidden signals are
significant for calling true deletions from raw candidates. Secondly, unsupervised
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learning works without labeling training data, which is more adaptable than super-
vised learning. EigenDel contains four parts: (a) collecting border-clipped reads and
discordant read-pairs, (b) identifying deletion candidates, (c) extracting features from
candidates, and (d) detecting true deletions with unsupervised learning. Since the
similar deletions should follow the normal distribution, we apply empirical rule while
implementation. This means for good cluster, at least 68% candidates should be good
one, while for bad cluster, the good candidates should not exceed 32%. That’s why we
use the fixed value 0.7, which is a little bit larger than 0.68 to allow error tolerance, to
calculate threshold in the last step. We use 1000 Genome Project Phase3 dataset as
benchmark to evaluate the performance of EigenDel on low coverage sequence data.
Only the deletions in the Phase3 callset of the 1000 Genomes Project are viewed as
true deletions. Five existing deletion detecting tools are used for comparision. Our
results show that EigenDel outperforms other major methods in terms of improving
the capability of balancing accuracy and sensitivity as well as reducing bias.
While the traditional machine learning technology has been used in many different
disciplines, deep learning turns to be hot recently. Deep learning allows computational
models that are composed of multiple processing layers to learn representations of data
with multiple levels of abstraction. These methods have dramatically improved the
state-of-the-art in speech recognition, visual object recognition, object detection and
many other domains such as drug discovery and genomics[82]. Circular RNA comes
with multiple biological features, such as the back splicing signals in both donor and
acceptor exons. In addition, since more and more circular RNAs have been verified
by using biological experiment, the size and the quality of benchmark circular RNA
dataset are improved. As a result, using deep-learning-based method is one of the
choice to improve the performance, in term of accuracy and sensitivity, comparing
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with current existing circular RNA detection tools.
For genomic deletion detection, EigenDel can be used to report all potential high
confident deletions by using germline dataset. In the future work, we plan to add
more functions into EigenDel. Since EigenDel can classify the initial deletion candi-
dates into 4 categories, including homozygous deletion, homozygous and hemizygous
deletions, hemizygous deletion and non-deletion, we can let EigenDel report the geno-
type by investigating more details in each cluster. In addition, we can use the similar
unsupervised learning method by using different features to detect potential insertion
and repeats. In addition, since the reads mapping result could be presented as mul-
tiple dotplot matrix[83], and each different types of SV is associated with different
dotplot image. Using deep-learning-based method to build a model to detect all types




“CircMarker: a fast and accurate
algorithm for circular RNA
detection”
A.1 Simulated data
Total Detected Matching Std Truth Positive Running Time (hms)
CircMarker 4419 3133 70.90% 00:12:29
CIRI 7437 2167 29.14% 01:27:46
Find Circ 13054 2574 19.72% 00:26:44
CIRCExplorer 23354 2598 11.12% 01:01:45
Table A.1.1: Coverage(circular RNA): 10X, Coverage(Linear RNA): 100X
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Total Detected Hit Std Truth Positive Running Time (hms)
CircMarker 10036 3216 32.04% 00:09:32
CIRI 7633 2212 28.98% 01:16:19
Find Circ 13054 2653 20.34% 00:22:06
CIRCExplorer 23354 2747 11.9% 00:59:33
Table A.1.2: Coverage(circular RNA): 50X, Coverage(Linear RNA): 50X
A.2 Real RNase R treated data and public database
Chromosome 1, 2, 3.
Total number of circRNA
Chromosome 1 9142
Annotated exons in chromosome 1 8223
Table A.2.1: CircBase Information in chromosome 1
Total Detected Hit Standard Truth Positive Running Time (hms)
CircMarker 1294 723 55.87% 00:14:16
CIRI 559 400 71.56% 01:05:18
Find Circ 1402 658 46.93% 01:39:44
CIRCExplorer 1084 602 55.54% 07:04:05
Table A.2.2: Running result in chromosome 1
CircMarker CIRI Find Circ CIRCExplorer
CircMarker Nil 95.26% 92.87% 94.53%
CIRI 52.76% Nil 57.66% 61.19%
Find Circ 83.84% 94.01% Nil 95.36%
CIRCExplorer 78.59% 92.02% 87.86% Nil
Table A.2.3: Result intersection in chromosome 1
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Total number of circRNA
Chromosome 2 7530
Annotated exons in chromosome 2 6930
Table A.2.4: CircBase information in chromosome 2
Total Detected Hit Standard Truth Positive Running Time (hms)
CircMarker 1228 582 51.6% 00:13:28
CIRI 490 306 62.45% 01:03:22
Find Circ 1178 535 45.42% 01:39:52
CIRCExplorer 871 468 53.73% 07:11:04
Table A.2.5: Running result in chromosome 2
CircMarker CIRI Find Circ CIRCExplorer
CircMarker Nil 94.14% 90.67% 93.18%
CIRI 49.57% Nil 52.99% 59.06%
Find Circ 83.02% 91.86% Nil 98.08%
CIRCExplorer 74.96% 90.23% 86.19% Nil
Table A.2.6: Result intersection in chromosome 2
Total number of circRNA
Chromosome 3 5320
Annotated exons in chromosome 3 4823
Table A.2.7: CircBase information in chromosome 3
A.3 RNase R treated and untreated data
Chromosome 1, 2, 3.
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Total Detected Hit Standard Truth Positive Running Time (hms)
CircMarker 891 476 53.42% 00:12:50
CIRI 418 263 62.92% 00:56:16
Find Circ 975 448 45.95% 02:32:26
CIRCExplorer 690 381 55.22% 16:01:28
Table A.2.8: Running result in chromosome 3
CircMarker CIRI Find Circ CIRCExplorer
CircMarker Nil 96.21% 87.97% 95.81%
CIRI 52.04% Nil 53.45% 62.57%
Find Circ 82.60% 90.91% Nil 96.60%
CIRCExplorer 76.73% 90.91% 82.41% Nil
Table A.2.9: Result intersection in chromosome 3
Treated Untreated Reliable CircRNA Sensitivity Time(Treated/Untreated)
CircMarker 1746 501 353 95.96% 00:20:17 / 00:14:54
CIRI 853 198 178 83.54% 01:30:22 / 01:05:37
Find Circ 1807 502 323 93.48% 02:27:12 / 01:37:04
CIRCExplorer 1415 387 269 92.55% 18:04:10 / 09:15:47
Table A.3.1: Treated and Untreated in chromosome 1
Treated Untreated Reliable CircRNA Sensitivity Time(Treated/Untreated)
CircMarker 1795 506 404 93.48% 00:26:06 / 00:15:46
CIRI 953 221 202 83.85% 01:18:15 / 00:30:41
Find Circ 1946 575 366 94.62% 02:33:04 / 01:40:01
CIRCExplorer 1483 433 303 92.07% 10:37:12 / 09:21:38
Table A.3.2: Treated and Untreated in chromosome 2
Treated Untreated Reliable CircRNA Sensitivity Time(Treated/Untreated)
CircMarker 1795 560 404 94.09% 00:26:06 / 00:15:46
CIRI 953 221 202 85.48% 01:18:15 / 00:30:41
Find Circ 1946 575 366 93.55% 02:33:04 / 01:40:01
CIRCExplorer 1483 433 303 91.40% 10:37:12 / 09:21:38




“Detecting circular RNA from
high-throughput sequence data
with de Bruijn graph”
B.1 Benchmark used for comparison
The benchmark is represented by the formula below, where T is the final result
of current tool, which comes from the intersection between the detection results of
dataset A (e.g. treated) and B (e.g. untreated). “n” is the total number of tools,





Ti ∩ Tj, T = TA ∩ TB
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B.2 Real data: circRNADb with tissue H9 hESCs
We choose the database circRNADb in this comparison, and all records in database
are viewed as reliable circRNA, since these records were collected from several pub-
lished studies and only the circRNAs supported by more than one read are recorded
[52]. There are two goals of this comparison. First, we want to examine how well the
public database is supported by each tool. The larger coverage in database the results
from a tool has, the better the tool can support the database. Second, we evaluate the
bias of each tool by checking the overlap between the results of the current tool and
others respectively. The larger overlap means the lower bias. All circRNAs recorded
in circRNdb come from Homo Sapiens, and there are total 10,631 circular RNAs from
H9 hESCs, which are used for comparison. The real reads SRR901967 are chosen for
data analysis. These reads are specially designed for examining circular RNAs in
H9 human embryonic stem cells with RNase R treated. It contains 41,342,095 single
reads with the length 100 bps. We use three statistics in the comparison, includ-
ing the number of circular RNAs hitting database (including the hitting situation in
each chromosome respectively), the overlap between the results of each tool, and the
running time.
Our results are shown in Figure B.2.1. CircDBG covers more circular RNAs
recorded in database than other tools, and it always gets the largest coverage (20 of 23)
in each chromosome respectively. In addition, CircDBG and CircMarker overlap with
more results from other tools. Moreover, CircDBG performs better than CircMarker
in overlapping with two tools (CIRI2 and CIRCExplorer) and similarly in overlapping
with other two tools (Find-circ and CircRNAFinder), which means CircDBG is the
best tool with the lowest bias. Finally, CircDBG is much faster than other tools.
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Figure B.2.1: (A) The yellow bar represents the circRNA from H9 hESCs recorded in
database but not contained by the results of current tool, while the purple bar means the
circRNA contained by both of them. (B) The plots represent circRNA contained by the
current tool and database in each chromosome. (C) There are 6 groups, and the bars in each
group mean the number of results of current tool covered by other tools. (D) CIRCExplorer
takes more than 15h and is not shown here.
B.3 Classification of circRNA by reads
We note that there are some differences among the results of different tools. In this
section, we take a closer look at the results in order to see if there are some specific
groups of circRNAs that can only be found by CircDBG.
Since each circular back splicing is detected by reads, we want to find out how
those reads contribute to circRNA detection. Intuitively, if the error rate of reads is
high, this reads may not be used for detection by some tools. In addition, if the part
of a read which supports donor or acceptor is too short, the read may be ignored
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by some tools as well. Moreover, if one part of reads doesn’t match either donor
or accepter, it may also be discarded by some tools. Now, we align circRNA with
their supported reads by “BLAST”. Five different categories are identified, including
LowQuality, Imbalance, AdditionalPart, Bad and Good. “LowQuality” means the
lowest error ratio is larger than 1% for all supported reads. “Imbalance” means the
longest alignment segment of either the donor part or the acceptor part is shorter
than 25 bps. If the minimum difference between alignment and reads length is larger
than 10 bps, it is considered to be “AddionalPart”. “Bad” means the junction point is
out of the alignment range for all supported reads. Otherwise, the quality of current
circRNA is set as “Good”. All of these five categories are illustrated in Figure B.3.1.
Since CircDBG outputs the support reads of each detected circRNA, we apply this
classification strategy to the called circRNAs by CircDBG in the real data. We find
circRNA in “Good” category could be detected by most existing tools. However, the
majority of circRNAs in “Imbalanced”, “Additional part” and “Low Quality” cate-
gories are only detected by CircDBG and CircMarker. For example, in H9 hESCs, the
detected number of circRNA for the categories of “Good”, “Bad”, “Additional Part”,
“Imbalance” and “LowQuality” are 8,604, 1, 654, 1, 2,532 and 139, and less than 30%
of “Additional Part”, “Imbalance” and “LowQuality” can be found in the results of
reads-mapping-based methods. The tool named “CircAssistant” is developed to make
this classification and to report the chimeric circular case based on the result of Cir-
cDBG. It could be downloaded from https://github.com/lxwgcool/CircDBG/Circ Assistant.
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Figure B.3.1: circRNA reference (Red Bar) is generated by linking the ending part of
donor exon with starting part of acceptor, and green bar is used to represent the circular
junction point. “Good” means the most part of reads can be aligned to circRNA, and
the length of alignment part in either side of junction point is > 25 bps. “Bad” means
the junction point is out of alignment part in circRNA. “Imbalance” means the alignment
part on one side of junction point is too short. “Additional Part” means a continuous part
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Method Chr01 Chr02 Chr03 Chr04 Chr05 Chr06 Chr07 Chr08
EigenDel 0.53 0.56 0.52 0.63 0.52 0.59 0.49 0.55
Delly 0.48 0.51 0.50 0.50 0.45 0.52 0.46 0.56
Lumpy 0.47 0.52 0.55 0.56 0.56 0.55 0.39 0.54
Pindel 0.003 0.004 0.004 0.005 0.005 0.005 0.004 0.004
CNVnator 0.10 0.15 0.14 0.07 0.11 0.10 0.11 0.10
GASVpro 0.27 0.31 0.28 0.34 0.34 0.34 0.26 0.34
Method Chr09 Chr10 Chr11 Chr12 Chr13 Chr14 Chr15 Chr16
EigenDel 0.59 0.53 0.58 0.55 0.52 0.57 0.51 0.55
Delly 0.51 0.50 0.58 0.54 0.54 0.52 0.54 0.44
Lumpy 0.58 0.58 0.56 0.63 0.54 0.50 0.62 0.55
Pindel 0.004 0.004 0.005 0.003 0.005 0.004 0.003 0.004
CNVnator 0.04 0.03 0.08 0.12 0.04 0.12 0.04 0.07
GASVpro 0.31 0.30 0.33 0.35 0.31 0.31 0.36 0.23
Method Chr17 Chr18 Chr19 Chr20 Chr21 Chr22 ChrX
EigenDel 0.45 0.60 0.52 0.43 0.33 0.46 0.34
Delly 0.38 0.58 0.46 0.49 0.47 0.50 0.33
Lumpy 0.43 0.62 0.49 0.43 0.47 0.36 0.39
Pindel 0.002 0.005 0.003 0.004 0.002 0.005 0.004
CNVnator 0.10 0.09 0.07 0.04 0.003 0.05 0.06
GASVpro 0.27 0.31 0.28 0.25 0.22 0.30 0.21
Table C.1.1: F1 score of NA12878 in each chromosome.
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