This paper documents a real-time storm sewer simulation system (RTS4) in conjunction with a Storm Water Management Model (SWMM) based on a pattern-oriented approach.
INTRODUCTION
In order to reduce storm damage in urban areas it is necessary to have physical information, e.g. timely observation data or simulated prediction water stages, that will guide disaster prevention. In Taipei (Park & Johnson 1998; Zaghloul 1998; Tsihrintzis et al. 2007) , is adopted here as the hydrodynamic numerical kernel in an RTS4.
It is responsible for delivering a real-time physical-based solution of sewer flows. However, application of a RTS4 to actual events demands more functions than hydrodynamic modelling alone. Useful supplements would include realtime control, an interactive Graphical User Interface (GUI), real-time status display, flexible input and output, project management and so on. In addition, requirements for high-quality software system developments, i.e. flexible design, maintainable code, extensible functionalities and reusable units and objects also provide complexities and challenges. Accordingly, these systems are generally versatile and delicate. Implementing the interdependent working mechanisms among participant units creates considerable complexities (Lin et al. 2006) .
To meet those requirements for practical problems, a hard-coding approach to accommodate complicated interdependent working mechanisms is the obvious solution, but worthless. Our goal is to find a general solution by applying modern methodologies of software development for the development of a versatile real-time storm sewer simulation system based on the well-known hydrological numerical kernel, SWMM-EXTRAN.
For the purposes of this research, we propose a patternoriented approach to develop an RTS4. The objective here is not only to outline the languages and patterns that could develop a real-time storm sewer simulation system in a general way, but also to demonstrate feasibility by applying this procedure successfully to the production of an object-oriented system, the RTS4. Creating a welldesigned software system then, as addressed in this paper, is very challenging. Object-oriented (OO) analysis and design continues to attract critical interest (Larman 2004) . This can be attributed to the fact that its design facilitates reusable, flexible OO software systems that can be consistently maintained. Indeed, 'design patterns' (Gamma et al. 1995; Fowler 1996) are one of the most important methodologies, as evidenced by their influence on software design across different domains (Rising 1999; Massingill et al. 2000; Zhao et al. 2008) . The working assumption behind the concept of 'pattern' is that 'problem-solution' pairs can be repeatedly adapted in order to quickly solve many routine tasks that are essentially similar (Alexander et al. 1977; Alexander 1979) .
The procedure of the proposed pattern-oriented approach in this paper is illustrated in Figure 2 . In the following section, based on OO analysis, we first analyze requirements, draw the system boundaries and sketch a constructive conceptual model. According to system boundaries given by OO analysis, a language pattern of an RTS4 is proposed during the design phase.
There are many themes worth exploring within the design phase. Consideration when developing a software system should ideally be given to extendable and reusable design issues at an abstract (rather than a domain or language-specific) level. System patterns become relevant in this context (Buschmann et al. 1996) but, in the interests of elucidating a more concrete definition for software patterns, it becomes necessary to highlight the forces (Coplien 2004) . In this way, an individual pattern targets one problem to balance the distribution of forces it contains. The situation can become far more complex, however, not least where the collocating of many patterns in manifold relationships occurs in software design. In the bridging of one pattern to another, known as a 'pattern sequence', developers arrange complicated forces in a sequential way where highly interwoven forces can be decomposed into a lower level, thus rendering them more manageable for the purposes of analysis.
Likewise, much higher forces relevant to the full scope of the target software system can be decomposed into smaller pieces and redistributed into an intricate pattern sequence.
Based on a top-down approach, the level of design details is refined in accordance with the iterative process to find the forces that produce stress in different levels (from the software level to the concrete design pattern level), thereby resolving our proposed pattern languages by balancing the forces for each level. As a result, pattern A REAL-TIME STORM SEWER SIMULATION SYSTEM (RTS4)
For the first step, a system analysis must analyze the requirements in the specific domain problem and ascertain the common needs for real-time storm sewer simulations.
These requirements and system descriptions are outlined and organized into a conceptual model to help define system boundaries.
Description of RTS4
RTS4 is a software system developed to demonstrate an implementation version based on various designs, patterns and pattern languages. Its main function is to perform a real-time storm sewer simulation, including additional operations for urban drainage systems. The necessary requirements can be described as follows.
Real-time simulation:
The most important requirement is to trigger a hydrodynamic model that can simulate sewer flows under different conditions in real time (Lin et al. 2004 (Lin et al. , 2005 (Lin et al. , 2006 
The conceptual model
Regarding the above-described requirements, a couple of constructive concepts are then incorporated into the software system. In order to sketch the core software skeleton, the conceptual model (also referred to as the 'domain model' in object-oriented analysis) is gradually given more concrete form through the inclusion of assorted conceptual objects and their interactions for this domainspecific problem (Fowler 1996) . Regarded as one of the architectural patterns (Fowler 2003 
THE PATTERN-ORIENTED APPROACH
The pattern-oriented approach is an iterative process to refine the level of detail for the designs. By using a top-down method, designs can be gradually narrowed down and eventually detailed as codified units. As noted in the introduction, the regulation of forces is a primary concern for patterns and pattern languages. To resolve the designs from a bird's-eye view to a worm's-eye view, an exertion of force is the most important activity driving progression through the pattern hierarchy. Global forces resulting from the union of component forces in each lower level are first found and decomposed into sublevels. To balance these, subsequent patterns are applied. Given the split by higher level forces, the sub-problem areas arise due to new contexts emerging from pattern application, and these require subsequent balancing. The iterative process can eventually ramify the pattern in which the hierarchy is applied, from top to bottom level. The basic elements of this ramification are referred to as 'patterns' which function as 'building blocks' that can be directly codified.
Forces and pattern languages
To blueprint the proposed pattern languages, it is convenient to draw up a two-stage presentation by first Regarding logic contents for the real-time simulation problem, sub-forces are created in terms of two styles:
(1) dynamic procedure dominant and (2) As shown in Figure 6 , in contrast to domain logic contents the other branch pertinent to Model-View-Controller aims at application. Derived from the Domain Model, our design of the overall architecture is focused upon the Model-View-Controller pattern, intended to decouple user interface designs and domain logic contents.
By extension, four decomposed forces are invoked by these three sub-parts (Model, View and Controller) in addition to data handling and notification of its updating. Those consequent forces and its corresponding pattern solutions are described in the following sections. Object pattern is the preferred candidate when it comes to wrapping miscellaneous or messy pieces of information or data into object-style concrete forms that are more amenable to management. Secondly, data update notifications can provide a good avenue of signal passing through the Observer pattern. Despite the above qualifications, a slight difference is that the observer role is no longer the visual component but the data object itself.
External library relevance

Notwithstanding the role that the Data Transfer
Object pattern can play in the management of data, consideration should be given to insufficient force balancing. As shown in Figure 7 , there are two further component forces: how to provide a supportive and flexible internal data structure for potent management and how to effectively create concrete data entries for final documents.
Simply put, two major issues should be taken into account when considering data handling: maintenance management and creational behaviour for data entries. For the second issue, the creation of data entries aimed at the generation of final products from the internal data structure should be carefully designed to avoid unmanageable codes. In other words, to conform to the variety of formats in the final product the Builder pattern should become a feasible candidate to export to other data sources with an extensible and flexible design.
In the second stage, the dynamic view demonstrates the pattern sequences using symbolic notation. While the force decompositions indirectly construct the static topology of patterns used, the forces can also be regarded as the 'road signs' to dynamically voyaging inside the topology. In forces, the regulations that define the approvals or inhibitions determine which pattern sequences are most The second is an example that helps outline how force regulations result in a pattern sequence, as described below.
As with the first example, this can be regressed to a prosaic description, as follows.
As far as practical implementation considerations are concerned, most GUIs are completed by selected widgets.
Binder is therefore the first pattern taken here to provide a solution. Binder does not involve in particular coordination for selected widget toolkits, but provides another way to preserve the flexibility of toolkit changes. 
Binder may be optionally applied. If applied, Binder must be followed by Data Transfer Object, which must be followed by Composite. Alternatively, if applied, Binder must be followed by Mediator, which must be followed by Data Transfer Object, which must be followed by Composite. Composite must be followed by Observer, which may be optionally followed by
Builder. If applied, Builder must be followed by Data Transfer Object, which must be followed by
Composite.
intervene prior to this composition, involving other local logic units. In doing so, complicated data accessing can be carried out while avoiding direct interaction, which may otherwise have fostered unmanageable relationships. After modification, Observer is the most sensible solution to execute update notification for corresponding contents.
Accordingly, Builder might be involved to perform concrete data entry regenerations, whose data manipulation is taken by the pattern composition ,Data Transfer Object,
Composite . again.
Concrete design by patterns
In this section, the concrete design view is laid out by the pattern topologies and sequences proposed in the previous section. Each pattern can be seen as a single 'vocabulary' in pattern languages, as well as the 'leaf' of the ramification of the applied pattern. That implies an atomic element in design, in order to ensure that it can be directly applied as one building block in the concrete design structure to be codified. Therefore, in this section, we demonstrate how concrete design structures can be stretched out following procedures in pattern languages for the RTS4.
Any pattern language only provides a general holistic solution rather than a specific one. That makes the concrete design structure varied and dependent on implementation favours. Conceptually, for one pattern, any structure can be accepted as long as it does not contravene the organizing principles. We therefore only propose one version to adopt into implementations.
First of all, pattern languages reveal the entrance point starting from the Model-View-Controller pattern. This is depicted in Figure 8 which comprises three main blocks: a main controller, models and viewers. The main idea depicted in Figure 9 is to wrap and trigger models by fields. Figure Flexible design for Viewer and contents updating can be roughly categorized into two groups: two-way signalling or one-way signalling. As already described, their solutions are Binder pattern or Observer pattern, respectively.
Regarding the Binder pattern for two-way signal updating in RTS4, it is applied to Viewers developed by any widget toolkits, whose mutable contents should be bound to system data structures.
As shown in Figure 13 , for example, input GUI auxiliaries are developed from existing forms of widgets.
In Object, which must be followed by Composite.
As for a typical one-way signalling update, an Observer pattern is the most commonly used solution. Despite being widely used, its design for details is subject to variations and the proposed pattern differs slightly from other typical patterns. The major consideration comes from different 
subject types announcing notifications for different updates:
Data Transfer Object or Value Object. Any changes from either subject would inform their own observers only.
In order to describe the purpose, a subject type-binding approach is taken combined with an Observer pattern (as shown in Figure 14) . Invokers provide subject type-bound standard interfaces for the Observer pattern, in which the DocumentModified() function would notify only observers that are related to this pre-bound subject type.
Observer updating for Data Transfer Object contents is mainly about concrete data entries exporting or rebuilding.
The Builder pattern subsequently steps in to collaborate with the Observer pattern. As adopted by the RTS4 design, the structure shown in Figure 15 is Modifications from either one will be further synchronized with each other, whose pattern-oriented differences between responses due to different control scenarios, in order to determine the best scenario and achieve maximal mitigation for surcharges, rather than to predict precise physical quantities.
CONCLUSIONS
This paper has proposed a pattern-oriented approach to software design for a real-time storm sewer simulation system. By a top-down strategy, the process commenced with system requirement analysis, followed by conceptual model design, pattern-languages, pattern-oriented design and finally implementations and applications.
Three main conclusions can be drawn: (1) a top-down standard strategy employed in object-oriented software analysis and design is successful in the development of a hydrodynamic-related simulation system; (2) this study marks the first ever proposal of pattern-languages and pattern-oriented design for software design for a real-time storm sewer simulation; and (3) our software system (RTS4) successfully followed the proposed pattern-oriented design, and the results demonstrate its potential applicability to real-time operation simulations.
