We determine all simple perfect dissections of p:q rectangles into 13 p:q rectangular elements. A computer search shows there are 26 such dissections. Previous work yielded only eight such dissections into at most twelve rectangular elements.
Introduction
We consider the problem of dissecting a p:q rectangle into smaller p:q rectangles. Here p and q are relatively prime integers and p:q denotes the ratio of height to width of a rectangle. (The well-known problem of squaring the square is the special case where p = q = 1.) The smaller rectangles are the elements of the dissection; the number of elements is the order of the dissection. The condition imposed that makes the problem challenging is that the dissections are perfect, i.e., no two elements have the same size. We are also interested in dissections that are simple, i.e., no proper subset of elements forms a rectangle. These conditions imply that the elements fit together in a nonsymmetric way as illustrated in Figs. 1-4. In [4] we found all simple perfect dissections of p:q rectangles into at most 12 p:q rectangles. There are two dissections of order 10 (each having ratio 1:2), three of order 11 (with ratios 1:3, 1:5, 1:7), and three of order 12 (ratios 4:7, 3:7, 1:9). Previously, in [3] we had investigated dissections of 1:2 rectangles.
In this paper, we find all simple perfect dissections of p:q rectangles into 13 p:q rectangles. The number of dissections of order 13 is 26, a sharp increase over the eight dissections of order at most 12. The ratios range from 8:9 to 1:7. See Table 1 for the complete list. The code is analogous to the Bouwkamp code for dissections into squares. Each number is the shorter side of an element. A number with a prime denotes an element with horizontal orientation; no prime means vertical orientation. Figs. 1-4 show four of these 26 rectangles. Note the interesting nature of the largesized 3:4 rectangle in Fig. 2 . With the dissected rectangle oriented horizontally, 11 of the 13 elements have vertical orientation. Note also in Fig. 4 that with the 1:7 rectangle scaled to fit on a page, the smallest element essentially disappears. In Section 2, we discuss the theory used to produce simple dissections, and in Section 3 we describe the computation scheme that yielded the dissections.
Theory of the dissections
Three steps are involved in finding a simple dissection of a p:q rectangle into np:q rectangular elements.
(1) Find all possible arrangements of n smaller rectangles that form a simple dissection of a larger rectangle. According to the theory developed in [2] , each such arrangement comes from a p-net with n edges which in turn comes from a c-net (a three-connected planar graph) with n + 1 edges. (2) For each p-net with n edges, find the possible ratios p:q and orientations of the np:q rectangles that form a dissection of a p:q rectangle. (3) Given the ratio p:q and the orientations of the np:q rectangles, find the heights and widths of the rectangles.
We describe each step, using the approach and notation in [3, 4] . The first step contains a new feature.
(1) The starting point is a list of all c-nets with n + 1 edges. (Drawings of c-nets with n 13 can be found in [1] .) Given a c-net with m vertices labeled 1, 2, . . . , m in some order, denote an edge joining vertices i and j, i < j , by (ij ). For each edge (ij ), the c-net yields a p-net obtained by deleting that edge and relabeling vertices by interchanging 1 and i, j and m. See Fig. 5 for an example.
For n 12, the numbers were small enough that the p-nets were generated by hand from the list of c-nets. This becomes too tedious for n = 13. An algorithm for computer generation follows from the following elementary property of matrix multiplication. 
Consequence. Let G be a graph with m vertices and let A be the adjacency matrix of G with its vertices labeled 1, 2, . . . , m in some order. For as in the note, let G be the graph obtained by relabeling the vertices in G as (1), (2), . . . , (m). Then with P as in the note, P T AP is the adjacency matrix of G .
Given a c-net with vertices 1, 2, . . . , m, we get the p-net corresponding to edge (ij ) as follows. Let A be the adjacency matrix for the c-net and let P be the matrix obtained from the m × m identity matrix by interchanging rows 1 and i, j and m. Note that P T = P . Form matrix PAP and then change its entries (1, m) and (m, 1) from 1 to 0. The result is the adjacency matrix for the desired p-net.
(2) A p-net with m vertices 1, 2, . . . , m and n edges (ij ) yields a dissection of a rectangle as illustrated in Fig. 5(c) . We pay particular attention to the horizontal lines through the vertices and form a system of equations by equating the sum of the widths of the elements above and below a line. The system of equations can be expressed in matrix form as
where B Then B 1 is the matrix whose first n columns are the columns of B and whose last column has first entry −1 and all other entries 0. In effect, matrix B 1 encodes the information contained in the p-net. We now encode the possible orientations of the n rectangular elements in 2 n diagonal matrices whose diagonal entries are either x or 1/x. Denote any such matrix by C(x). Form an (n + 1) × (n + 1) diagonal matrix C 1 (x) whose first n diagonal entries are those in C(x) and whose last diagonal entry is −x. Then
Now introduce new variables y 1 , . . . , y m−1 where y i is the distance between the horizontal lines through vertex i and vertex m, and let y be the column (m − 1)-vector of the y i . Then h ij = y i − y j says
Putting Eqs. (1)- (3) together, we get
If we replace matrix
] is a polynomial in x. It follows from (4) that:
If p:q is a ratio for a simple dissection of a p:q rectangle into p:q rectangular elements, then either p/q or q/p is a rational zero of the polynomial det[B 1 (xC 1 (x) 
(3) Given a rational zero x = p/q of the polynomial det[B 1 (xC 1 (x))B T 1 ], we have both a possible ratio p:q for a dissection and the orientation of the n rectangular elements (the values of x and 1/x on the diagonal of C(x)). Now use a nonzero rational solution y of (4) to find h 1 from (3) and w 1 from (2), thus finding the heights and widths of the elements.
For instance, in the example in Fig. 5 
and if we take For certain elements E ij , we see that h ij and w ij are negative. This indicates an alternative placement for that element. For instance, element E 23 lies above the bottom edge of E 12 instead of below it. This example is the dissection shown in Fig. 3 above.
Computation of the dissections
We now describe the computer programs used to find all simple dissections of order 13. We used Maple (version 6.01) for the computation. (The programming was done by the second author as a summer research project under the direction of the first author.) To obtain copies of these programs, see the Web site http://www.math.grinnell.edu/ ∼ jepsen/dissect_into_13/.
Three programs were used, one for each of the three steps explained in the preceding section. In the first program, the input consists of data describing a c-net and the output is the matrix B 1 for each of the p-nets corresponding to the c-net. Since there are 37 c-nets with 14 edges, we get 37 × 14 = 518 files containing matrices B 1 . The second program inputs a matrix B 1 , uses a grey code to create 2 n diagonal matrices
, and finds the zeros of the polynomial d(x). A positive rational zero other than 1 and the diagonal entries of C(x) are written to an output file. Finally, a third program reads this output file, finds the heights and widths of the rectangular elements, and filters out results that contain elements of size 0 or contain elements of the same size (thus eliminating dissections that are not perfect). All answers were checked by hand, and the final list contained the 26 dissections in Table 1 .
The programs were run on a Pentium III workstation with a clockspeed of 700 MHz and 128 megabytes of RAM. After considerable streamlining and experimentation, the running time for each p-net was trimmed to 2 h (the second program consuming almost all of this time). Also, to overcome Maple's consumption of memory, a shell script was written in which Maple was entered, a p-net was run, Maple was exited, and the process was repeated. The computation was completed within a five-day period using 12 workstations.
We are convinced that a considerable increase in computing power will be needed to complete the cases n = 14 and beyond.
