Rancang bangun sistem smart medicine dispenser menggunakan protokol komunikasi wi-fi dan protokol pertukaran pesan mqtt by Widodo, Christian Orvin
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Lampiran 1. 1 Pesan NodeMCU 
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Lampiran 1. 3 SubRoutine Liquid Dispense 
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Lampiran 1. 5 Subroutine cek botol obat 
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Lampiran 1. 6 SubRoutine cek medicine  
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LAMPIRAN 1. KODE PROGRAM 
1. NodeMCU 
Init.lua 
-- file : init.lua 
app = require("application")   
config = require("config")   





-- file : config.lua 
local module = {} 
 
module.SSID = {}   
module.SSID["Bengkel (Bohongan)"] = "bengkel513" 
module.HOST = "192.168.68.102" 
module.PORT = 1883 
 
module.ID = node.chipid() 
module.pass = "pdp90891230984" 
 
module.applianceType = "smd"  
module.ENDPOINT = "/"..module.applianceType 
 
Config.lua 
-- file: setup.lua 
local module = {} 
 
local function wifi_wait_ip()   
  if wifi.sta.getip()== nil then 
    --print("IP unavailable, Waiting...") 
  else 
    tmr.stop(1) 
    app.start() 
  end 





local function wifi_start(list_aps)   
    if list_aps then 
        for key,value in pairs(list_aps) do 
            if config.SSID and config.SSID[key] then 
                wifi.setmode(wifi.STATION); 
                wifi.sta.config(key,config.SSID[key]) 
                wifi.sta.connect() 
                tmr.alarm(1, 2500, 1, wifi_wait_ip) 
            end 
        end 
    else 
        --print("Error getting AP list") 
    end 
end 
 
function module.start()   
  wifi.setmode(wifi.STATION); 





-- file : application.lua 
local cjson = require "cjson" 
local module = {}   
m = nil 
local sn = nil 
local owner = nil 
local tempMsg = nil 
 
local tempPilAmnt = 0 
local tempLqAmnt = 0 
local tempPilSched = {} 
local tempLqSched = {} 
local pilSchedCount = 0 
local lqSchedCount = 0 
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local flag_pil = 0 
local flag_lq = 0 
--local medicineStatus = false 
 
local consumedPil = nil 
local consumedLq = nil 
local pilNow = nil 
local lqNow = nil 
 
local function publishData(topic,payload) 
    m:publish(config.ENDPOINT .. topic,payload,1,0,function(conn) 
        --print("Publish "..payload.." to "..config.ENDPOINT .. topic.." success") 
    end) 
end 
 
local function subscribeTopic(topic)   
    m:subscribe(config.ENDPOINT .. topic,1,function(conn) 
        --print("Subscribe to "..config.ENDPOINT .. topic.." success") 
    end) 
end 
 
local function convertMACToSN(mac) 
 return (mac:gsub('%:', '')):sub(1,12) 
end 
 
local function mqtt_start()   
    sn = convertMACToSN(wifi.sta.getmac()) 
 --give arduino our SN 
    print("}") 
 giveSN = "{\"msg\":\"setApplianceSerial\",\"applianceserial\":\""..sn.."\"}" 
 print(giveSN) 
  
 m = mqtt.Client(config.ID, 120,config.applianceType.."#"..sn,config.pass) 
  
 -- register message callback beforehand 
    m:on("message", function(conn, topic, data)  
      if (data ~= nil) then 
        -- do something, we have received a message 
     if (topic == config.ENDPOINT.."/"..sn) then 
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   jobj = cjson.decode(data) 
   if (jobj.msg == "owner" and owner ~= "NOTFOUND") then 
    owner = jobj.owner 
   --m:unsubscribe("/"..config.ENDPOINT.."/"..sn,function(con)end) 
    subscribeTopic("/"..owner) 
                     
                   snd = "{\"msg\":\"getMedicineSchedule\",\"owner\":\""..owner.."\",\"applianceserial\":\""..sn.."\"}" 
                   publishData("/"..owner,snd) 
        
 snd = "{\"msg\":\"getMedStock\",\"applianceserial\":\""..sn.."\"}" 
                   publishData("/"..owner,snd) 
   end 
  else if (topic == config.ENDPOINT.."/"..owner) then 
   jobj = cjson.decode(data) 
   if (jobj.msg == "medicine" and jobj.applianceserial == sn) then --and not 
medicineStatus ) then 
    tempMsg = jobj.msg 
    tempPilAmnt = jobj.pilamount 
    tempLqAmnt = jobj.lqamount 
    --how to save json array in a temp variable 
    if(type(jobj.pilschedule) ~= "nil")then 
     for k,v in pairs(jobj.pilschedule)do  
      tempPilSched[k]=v 
      pilSchedCount = pilSchedCount + 1 
     end   
     flag_pil = 1 
                else 
                    flag_pil = 0 
    end 
    if(type(jobj.lqschedule) ~= "nil")then 
     for k,v in pairs(jobj.lqschedule)do  
      tempLqSched[k]=v 
      lqSchedCount = lqSchedCount + 1 
     end 
     flag_lq = 1 
                else 
                    flag_lq = 0 
    end 
else if (jobj.msg == "cmdid" and jobj.applianceserial == sn and tempMsg == "medicine" and jobj.cmdid ~= -1) then 
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    --toArduino = 
{msg="cook",rice=tempRice,water=tempWater,mode=tempMode,cmdid=jobj.cmdid} 
    --jo = cjson.encode(toArduino) 
    --print(jo) 
     
    toArduino = "{\"msg\":\"medicine\"," 
    n = 0 
    if(flag_pil == 1) then 
     toArduino = toArduino .. "\"pilschedule\":[" 
     for k,v in pairs(tempPilSched) do 
      n = n+1 
      if(n<pilSchedCount) then 
       toArduino = toArduino .."\"".. v .. "\"," 
      else 
       toArduino = toArduino .."\"".. v .. "\"" 
      end 
     end 
     toArduino = toArduino .. "],\"pilamount\":"..tempPilAmnt.."," 
    end 
    --toArduino = toArduino .. 
"],\"pilamount\":"..tempPilAmnt..",\"lqschedule\":[" 
    n = 0 
    if(flag_pil == 0) then 
     toArduino = toArduino .. "\"lqschedule\":[" 
     for k,v in pairs(tempLqSched) do 
      n = n+1 
      if(n<lqSchedCount) then 
       toArduino = toArduino .."\"".. v .. "\"," 
      else 
       toArduino = toArduino .."\"".. v .. "\"" 
      end 
     end 
     toArduino = toArduino .. "],\"lqamount\":"..tempLqAmnt.."," 
    end 
    --toArduino = toArduino .. 
"],\"lqamount\":"..tempLqAmnt..",\"cmdid\":"..jobj.cmdid.."}" 
    toArduino = toArduino .. "\"cmdid\":"..jobj.cmdid.."}" 
    print(toArduino) 
    --medicineStatus = true 
    consumedPil = tempPilAmnt 
Rancang bangun..., Christian Orvin Widodo, FTI UMN, 2016
94 
 
    consumedLq = tempLqAmnt 
    tempMsg = nil 
    tempPilAmnt = 0 
    tempLqAmnt = 0 
    tempPilSched = {} 
    tempLqSched = {} 
else if (jobj.msg == "updateMedStock" and jobj.applianceserial == sn) then 
                    jo = cjson.encode(jobj) 
     print(jo) 
 else if(jobj.msg == "smdStock" and jobj.pil ~= -1 and jobj.liquid ~= -1 and jobj.applianceserial == sn) then 
     pilNow = jobj.pil 
     lqNow = jobj.liquid 
     toArduino = 
"{\"msg\":\"smdStock\",\"pill\":"..pilNow..",\"lq\":"..lqNow.."}" 
     print(toArduino) 
   end 
   end 
   end 
  end 
  end 
  end 
   end 
 end) 
 
    --LWT 
    m:lwt("/lwt","{\"msg\":\"offline\",\"applianceserial\":\""..sn.."\"}",1) 
     
 -- Connect to broker 
    m:connect(config.HOST, config.PORT,1,1 , function(con) 
        --msg = {key="value",arr={"arr1","arr2"}}; 
        --publishData("/mike",cjson.encode(msg)) 
    end)  
  
 -- When connected, subscribe to /<type>/<serial_number> to get owner 
 m:on("connect", function(client) 
  subscribeTopic("/"..sn) 
  snd = "{\"msg\":\"getOwner\",\"applianceserial\":\""..sn.."\"}" 
  publishData("/"..sn,snd) 
 end) 




 -- Do something when received data from Arduino 
 uart.on("data","}",function(data) 
  publishData("/"..owner,data) 
  fromArd = cjson.decode(data) 
  if(fromArd.msg=="confirmMedStock") then 
   if(type(fromArd.pil) ~= "nil")then 
    pilNow = pilNow - fromArd.pil 
   end 
    if(type(fromArd.liquid) ~= "nil")then 
    lqNow  = lqNow - consumedLq 
   end 
  end 
         end,0) 
    
      -- When client disconnects, print a message and list space left on stack 
    --m:on("offline", function(m) 
    --    print ("Disconnected$") 



















#define p_relay         2 
#define p_button        3 
#define p_buzzer        4 
#define p_servo         5 
#define p_magnetSensor  6 
#define p_track         7 
#define p_LDRSensor     A0 
#define p_lqCheck       A1 
#define p_pilCheck      A2 
 
Servo pil_Servo; 
#define valueLDRConfirm     400 
#define valueMagnetConfirm  1 
#define pilTookValue        10 
#define lqTookValue         400 
#define s_turn  86 
#define s_stop 1470 
#define relayDelay 5000 //untuk 5 ml air 0 
 
#define MAX_BUFF 200 
const int IN_BUF_SIZE =  JSON_OBJECT_SIZE(12)+JSON_ARRAY_SIZE(12); 
const int OUT_BUF_SIZE =  JSON_OBJECT_SIZE(12); 
 
String inputString = ""; 
String ctimestamp,rtimestamp; 















void setup() { 
  // put your setup code here, to run once: 
  Serial.begin(9600); 
  setSyncProvider(RTC.get); 
  inputString.reserve(MAX_BUFF); 
  pill = 0; 
  liquid = 0; 
  f_pil = 0; 
  f_lq = 0; 
  lastPilSchedule = 0; 
  lastLqSchedule = 0; 
  pilStock = 0; 
  lqStock = 0; 
  cmdid = 0; 
  ctimestamp.reserve(20); 
  rtimestamp.reserve(20); 
  RTC.alarmInterrupt(ALARM_1,false); 
  RTC.alarmInterrupt(ALARM_2, false); 
   
  pinMode(p_magnetSensor,INPUT); 
  digitalWrite(p_magnetSensor,HIGH); 
   
  pinMode(p_LDRSensor,INPUT); 
 
  pinMode(p_track,INPUT); 
  digitalWrite(p_track,HIGH); 
   
  pinMode(p_relay,OUTPUT); 
  pinMode(p_relay,HIGH); 




  pinMode(p_buzzer,OUTPUT); 
  pil_Servo.writeMicroseconds(s_stop); 




void loop() { 
  // put your main code here, to run repeatedly: 
  pil_Servo.writeMicroseconds(s_stop); 
  if(stringComplete){ 
    inputString.toCharArray(crecv,inputString.length()); 
    //Serial.println(crecv); 
    StaticJsonBuffer<IN_BUF_SIZE> injbuff; 
    JsonObject& injobj = injbuff.parseObject(crecv); 
    if (!injobj.success()){ 
      //Serial.println("Failed to parse"); 
      inputString = ""; 
      memset(crecv, 0, sizeof(crecv)); 
      stringComplete = false; 
      return; 
    } 
    strcpy(msg,injobj["msg"]); 
    if(strcmp(msg,"medicine") == 0){ 
      if(injobj.containsKey("pilschedule") && injobj.containsKey("pilamount")){ 
        JsonArray& jarr = injobj["pilschedule"]; 
        int i=0; 
        for(JsonArray::iterator it=jarr.begin(); it!=jarr.end(); ++it) { 
          strcpy(pillSchedule[i],it->as<const char*>()); 
          i++; 
        } 
        pillAmount = injobj["pilamount"]; 
        totalPS = i; 
        initAlarm1(); 
      } 
      else{ 
        RTC.alarmInterrupt(ALARM_1,false); 
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      } 
       
      if(injobj.containsKey("lqschedule") && injobj.containsKey("lqamount")){ 
        JsonArray& jarr2 = injobj["lqschedule"]; 
        int i=0; 
        for(JsonArray::iterator it=jarr2.begin(); it!=jarr2.end(); ++it) { 
          strcpy(lqSchedule[i],it->as<const char*>()); 
          i++; 
        } 
        lqAmount = injobj["lqamount"]; 
        totalLS = i; 
        initAlarm2(); 
      } 
      else{ 
        RTC.alarmInterrupt(ALARM_2,false); 
      } 
      cmdid = injobj["cmdid"]; 
      sendMedicineScheduled(); 
    } 
    else if(strcmp(msg,"updateMedStock")==0){ 
      StaticJsonBuffer<OUT_BUF_SIZE> outjbuff; 
      JsonObject& outjobj = outjbuff.createObject(); 
      outjobj["msg"] = "confirmMedStock"; 
      outjobj["applianceserial"] = applianceserial; 
      outjobj["pil"] = injobj["pill"]; 
      outjobj["liquid"] = injobj["liquid"]; 
      int p = injobj["pill"]; 
      int l = injobj["liquid"]; 
      if(digitalRead(p_magnetSensor)==valueMagnetConfirm && analogRead(p_LDRSensor)>=valueLDRConfirm){ 
        outjobj["confirmation"] = "OK"; 
        pilStock = pilStock - p; 
        lqStock = lqStock - l;         
      } 
      else{ 
        outjobj["confirmation"] = "NOK"; 
      } 
      outjobj.printTo(Serial); 
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      //Serial.println(""); 
      //outjobj3.printTo(esp); 
    } 
    else if(strcmp(msg,"setApplianceSerial")==0){ 
      strcpy(applianceserial,injobj["applianceserial"]); 
//      Serial.print("applianceserial: "); 
//      Serial.println(applianceserial); 
    } 
    else if(strcmp(msg,"smdStock")==0){ 
      pilStock = injobj["pill"]; 
      lqStock = injobj["lq"]; 
    } 
    inputString = ""; 
    memset(crecv, 0, sizeof(crecv)); 
    stringComplete = false; 
  } 
  if(RTC.alarm(ALARM_1)){ 
    //Serial.println("RTCALARM1"); 
    //Serial.print("f_pil : "); 
   // Serial.println(f_pil); 
    if(f_pil == 0){ 
       
      dispensePill(); 
       
      //confirmMedStock 
      //snd = 
"{\"msg\":\"confirmMedStock\",\"applianceserial\":\""..sn.."\",\"confirmation\":\"OK\",\"pil\":"..pilNow..",\"liquid\":"..lqN
ow.."}" 
      StaticJsonBuffer<OUT_BUF_SIZE> outjbuff11; 
      JsonObject& outjobj11 = outjbuff11.createObject(); 
      outjobj11["msg"] = "confirmMedStock"; 
      outjobj11["applianceserial"] = applianceserial; 
      outjobj11["confirmation"] = "OK"; 
      outjobj11["pil"] = pilStock; 
      outjobj11.printTo(Serial); 
       
      tone(p_buzzer,1000); 
      f_pil = 1; 
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      int h,m; 
      h = hour(); 
      m = minute(); 
      if(m+15 >= 60){ 
        RTC.setAlarm(ALM1_MATCH_HOURS,(m+15)%60,h+1,day()); 
      } 
      else{ 
        RTC.setAlarm(ALM1_MATCH_HOURS,m+15,h,day()); 
      } 
    } 
    else if(f_pil == 1 && pilStock > 2){ 
       
      //send medicine not took 
      sendMedicineNotTook(); 
             
      //turn off buzzer 
      noTone(p_buzzer); 
       
      //set next schedule 
      int h,m; 
      lastPilSchedule++; 
      if(lastPilSchedule==totalPS){ 
        lastPilSchedule = 0; 
      } 
      h = extractHour(pillSchedule[lastPilSchedule]); 
      m = extractMinute(pillSchedule[lastPilSchedule]); 
      RTC.setAlarm(ALM1_MATCH_HOURS,m,h,day()); 
      //Serial.print(h); 
      //Serial.print(":"); 
      //Serial.println(m); 
      sendMedicineScheduled(); 
      f_pil = 0; 
    } 
  } 
  if(RTC.alarm(ALARM_2)){ 
    //Serial.println("RTCALARM2"); 
    //Serial.print("f_lq: "); 
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    //Serial.println(f_lq); 
    if(f_lq == 0 && lqStock > 5){ 
      dispenseLiquid(); 
       
      //confirmMedStock 
      StaticJsonBuffer<OUT_BUF_SIZE> outjbuff12; 
      JsonObject& outjobj12 = outjbuff12.createObject(); 
      outjobj12["msg"] = "confirmMedStock"; 
      outjobj12["applianceserial"] = applianceserial; 
      outjobj12["confirmation"] = "OK"; 
      outjobj12["liquid"] = lqStock; 
      outjobj12.printTo(Serial); 
       
      tone(p_buzzer,1000); 
      f_lq = 1; 
      int h,m; 
      h = hour(); 
      m = minute(); 
      if(m+15 >= 60){ 
        RTC.setAlarm(ALM2_MATCH_HOURS,(m+15)%60,h+1,day()); 
      } 
      else{ 
        RTC.setAlarm(ALM2_MATCH_HOURS,m+15,h,day()); 
      } 
    } 
    else if(f_lq == 1){ 
      //send medicine not took 
      sendMedicineNotTook(); 
 
      //turn off buzzer 
      noTone(p_buzzer); 
       
      //set next schedule 
      int h,m; 
      lastLqSchedule++; 
      if(lastLqSchedule==totalLS){ 
        lastLqSchedule = 0; 
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      } 
      h = extractHour(lqSchedule[lastLqSchedule]); 
      m = extractMinute(lqSchedule[lastLqSchedule]); 
      RTC.setAlarm(ALM2_MATCH_HOURS,m,h,day()); 
      //Serial.print(h); 
      //Serial.print(":"); 
      //Serial.println(m); 
      sendMedicineScheduled(); 
      f_lq = 0; 
    } 
  } 
   
  if(f_pil == 1 && analogRead(p_pilCheck) > pilTookValue){ 
    //send medicine took 
    sendMedicineTook(1); 
 
    //turn off buzzer 
    noTone(p_buzzer); 
       
    //set next schedule 
    int h,m; 
    lastPilSchedule++; 
    if(lastPilSchedule==totalPS){ 
      lastPilSchedule = 0; 
    } 
    h = extractHour(pillSchedule[lastPilSchedule]); 
    m = extractMinute(pillSchedule[lastPilSchedule]); 
    RTC.setAlarm(ALM1_MATCH_HOURS,m,h,day()); 
   // Serial.print(h); 
  // Serial.print(":"); 
  //Serial.println(m); 
    sendMedicineScheduled(); 
    f_pil = 0; 
  } 
   
  if(f_lq == 1 && analogRead(p_lqCheck) > lqTookValue){ 
    //send medicine took 
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    sendMedicineTook(2); 
     
    //turn off buzzer 
    noTone(p_buzzer); 
       
    //set next schedule 
    int h,m; 
    lastLqSchedule++; 
    if(lastLqSchedule==totalLS){ 
      lastLqSchedule = 0; 
    } 
    h = extractHour(lqSchedule[lastLqSchedule]); 
    m = extractMinute(lqSchedule[lastLqSchedule]); 
    RTC.setAlarm(ALM2_MATCH_HOURS,m,h,day()); 
    //Serial.print(h); 
 // Serial.print(":"); 
  //Serial.println(m); 
    sendMedicineScheduled();   
    f_lq = 0; 




  while (Serial.available()) { 
    char inChar = (char)Serial.read(); 
    inputString += inChar; 
    if (inChar == '\n') { 
      stringComplete = true; 
    } 




  int nowh = hour(); 
  int nowm = minute(); 
  //int timeSelector = 0; 
  lastPilSchedule = 0; 
Rancang bangun..., Christian Orvin Widodo, FTI UMN, 2016
105 
 
  int h,m,d; 
  d = day(); 
  for(int n = 0; n < totalPS; n++){ 
    int selh = extractHour(pillSchedule[n]); 
    int selm = extractMinute(pillSchedule[n]); 
    //if(selh < nowh){ 
    if(selh > nowh){ 
      lastPilSchedule = n; 
      break; 
    } 
    else if(selh == nowh && nowm < selm){ 
      lastPilSchedule = n; 
      break; 
    } 
    /* 
    if(n==totalPS){ 
      d = day()+1; 
      lastPilSchedule= 0; 
      //break; 
    } 
    */ 
  } 
  //Serial.print("lastPilSchedule : "); 
  //Serial.println(lastPilSchedule); 
  h = extractHour(pillSchedule[lastPilSchedule]); 
  m = extractMinute(pillSchedule[lastPilSchedule]); 
  //Serial.print(h); 
  //Serial.print(":"); 
  //Serial.println(m); 
   
  RTC.alarmInterrupt(ALARM_1,true); 




  int nowh = hour(); 
  int nowm = minute(); 
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  //int timeSelector = 0; 
  lastLqSchedule = 0; 
  int h,m,d; 
  d = day(); 
  for(int n = 0; n < totalLS; n++){ 
    int selh = extractHour(lqSchedule[n]); 
    int selm = extractMinute(lqSchedule[n]); 
    //if(selh < nowh){ 
    if(selh > nowh){ 
      lastLqSchedule = n; 
      break; 
    } 
    else if(selh == nowh && nowm < selm){ 
      lastLqSchedule = n; 
      break; 
    } 
    /* 
    if(n==totalLS){ 
      d = day()+1; 
      lastLqSchedule = 0; 
      //break; 
    } 
    */ 
  } 
  //Serial.print("lastLqSchedule : "); 
 // Serial.println(lastLqSchedule); 
  h = extractHour(lqSchedule[lastLqSchedule]); 
  m = extractMinute(lqSchedule[lastLqSchedule]); 
 // Serial.print(h); 
  //Serial.print(":"); 
  //Serial.println(m); 
  RTC.alarmInterrupt(ALARM_2,true); 




  //Serial.println("medicineScheduled"); 
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  //Serial.println(cmdid); 
  StaticJsonBuffer<OUT_BUF_SIZE> outjbuff5; 
  JsonObject& outjobj5 = outjbuff5.createObject(); 
  outjobj5["msg"] = "medicineScheduled"; 
  outjobj5["cmdid"] = cmdid; 
 
  ctimestamp = year(); 
  ctimestamp += "-"; 
  ctimestamp += month(); 
  ctimestamp += "-"; 
  ctimestamp += day(); 
  ctimestamp += " "; 
  ctimestamp += hour(); 
  ctimestamp += ":"; 
  ctimestamp += minute(); 
  ctimestamp += ":"; 
  ctimestamp += second(); 
 
  outjobj5["ctimestamp"] = ctimestamp; 
   
  outjobj5.printTo(Serial); 
} 
 
void sendMedicineTook(int c){ 
  StaticJsonBuffer<OUT_BUF_SIZE> outjbuff4; 
  JsonObject& outjobj4 = outjbuff4.createObject(); 
  outjobj4["msg"] = "medicineTook"; 
  outjobj4["applianceserial"] = applianceserial; 
  if(c == 1){ 
    outjobj4["rprt"] = "Pill Taken"; 
  } 
  else if(c == 2){ 
    outjobj4["rprt"] = "Liquid Taken"; 
  } 
   
  rtimestamp = year(); 
  rtimestamp += "-"; 
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  rtimestamp += month(); 
  rtimestamp += "-"; 
  rtimestamp += day(); 
  rtimestamp += " "; 
  rtimestamp += hour(); 
  rtimestamp += ":"; 
  rtimestamp += minute(); 
  rtimestamp += ":"; 
  rtimestamp += second(); 
 
  outjobj4["rtimestamp"] = rtimestamp; 
  outjobj4["cmdid"] = cmdid; 
   




  StaticJsonBuffer<OUT_BUF_SIZE> outjbuff2; 
  JsonObject& outjobj2 = outjbuff2.createObject(); 
  outjobj2["msg"] = "medicineNotTook"; 
  outjobj2["applianceserial"] = applianceserial; 
 
  outjobj2.printTo(Serial); 
} 
 
int extractHour(char t[]){ 
  char h[2]; 
  for(int n = 0; n<2;n++){ 
    h[n]=t[n]; 
  } 
  return atoi(h); 
} 
 
int extractMinute(char t[]){ 
  char m[2]; 
  for(int n = 0; n<2;n++){ 
    m[n]=t[n+3]; 
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  } 




  //Serial.println("dispensing pill..."); 
  int n=0; 
  //Serial.print("PILL AMOUNT"); 
  //Serial.println(pillAmount); 
  while(n<pillAmount){ 
     pil_Servo.write(s_turn); 
       if(digitalRead(p_track) == LOW){ 
          n++; 
          //Serial.println(n); 
          delay(300); 
       } 
    } 
  pil_Servo.writeMicroseconds(s_stop); 
  pilStock = pilStock - pillAmount; 




//  Serial.println("dispensing liquid..."); 
  for(int n=0;n<(lqAmount/5);n++){ 
    digitalWrite(p_relay,1); 
    delay(relayDelay); 
    digitalWrite(p_relay,0); 
    delay(1000); 
  } 
  lqStock = lqStock - lqAmount; 
//  Serial.println("liquid dispensed!"); 
} 
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