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Résumé 
Les problèmes relatifs à la sécurité des systèmes informatiques se 
trouvent de plus en plus sous les feux de l'actualité. Un nombre crois-
sant de personnes prennent conscience de la nécessité de se protéger 
contre les violations de sécurité et les menaces qu'elles représentent. 
Dans ce travail, nous aborderons les problèmes de détection d'intru-
sions. L'audit de sécurité semble être une solution attrayante à ces 
problèmes. Etant donné la quantité d'informations rassemblées lors de 
l'audit, il est intéressant de disposer d'outils automatisés qui facilitent 
l'analyse des ces données. Nous étudierons plusieurs outils d'analyse 
automatisés. Nous nous pencherons ensuite plus particulièrement sur 
une solution qui a été retenue pour la détection des intrusions au 
CERN, le Laboratoire Européen pour la physique des particules. 
Abstract 
Computer security problems receive a growing attention. More peo-
ple are getting aware of the necessity to protect themselves from se-
curity violations and the associated threats. In this paper we will 
approach the intrusion detection's problems. Security auditing seems 
to be an attractive solution for these problems. Given the amount of 
data collected by auditing, it is helpful to have automated tools to as-
sist in analysing it. We will study some automated tools. Then, we 
will concentrate on a CERN's solution for detection of intrusions. 
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Introduction 
La sécurité des systèmes informatiques devient de plus en plus importante. Le nombre 
d'incidents relatés dans la presse en témoigne. Il est donc nécessaire de se protéger contre 
les violations de sécurité et les menaces qu'elles représentent. 
Dans ce travail, nous aborderons les problèmes de détection d'intrusions. Nous ver-
rons ce qu'est l'audit de sécurité et pourquoi cela semble être une solution attrayante pour 
la détection des intrusions. Nous nous pencherons ensuite plus particulièrement sur une so-
lution qui a été retenue au CERN, le Laboratoire Européen pour la physique des particules. 
Dans le premier chapitre, nous présenterons le CERN et nous positionnerons le pro-
blème, à savoir la détection des activités suspectes observées sur les lignes DECnet qui en-
trent et sortent du CERN. 
Dans le deuxième chapitre, nous nous intéresserons à l'audit de sécurité, principale-
ment dans le domaine de la détection des intrusions, ainsi qu'à certains systèmes de détec-
tion d'intrusions existants. 
Dans les chapitres suivants, nous aborderons une solution retenue par CERN. 
Dans le troisième chapitre, nous décrirons l'environnement de travail, à savoir DEC-
net, et en particulier DECnet Phase IV. Nous consacrerons également quelques pages à la 
plus récente version de DECnet, DECnet Phase V. 
Dans le quatrième chapitre, nous présenterons le travail réalisé dans le cadre de notre 
stage au CERN. Nous expliquerons la solution en détail. 
Enfin, nous terminerons ce travail en suggérant quelques généralisations qu'il serait 
intéressant d'apporter au système mis en place. Peut-être pourrions-nous envisager l'appli-
cation du programme à d'autres protocoles que DECnet? 
Mais commençons par présenter le CERN ainsi que le problème qui nous fut posé. 
Chapitre 1 
Positionnement du problème 
Nous allons commencer ce travail par une description du contexte dans lequel nous 
avons été plongés lors de notre stage. Ainsi, nous décrirons brièvement les activités du 
CERN ainsi que ses importants moyens de communication. Nous exposerons ensuite plus 
en détail le travail qu'il nous a été demandé de réaliser et le projet dans lequel s'intègre ce 
dernier. Nous terminerons ce premier chapitre par une évaluation des intérêts du projet. 
1.1. Le CERN 
Après avoir exposé brièvement l'histoire et les fonctions du CERN, nous nous attarde-
rons quelques instants sur la structure de son réseau informatique. 
1.1.1. Qu'est-ce que le CERN ? 
Le CERN, le Laboratoire Européen pour la physique des particules, est l'un des plus 
grands laboratoires scientifiques du monde. Créé en 1954 par douze Etats d'Europe Occi-
dentale, il rassemble l'essentiel du potentiel européen de recherche dans le domaine de la 
physique des particules. C'était d'ailleurs là l'une des principales raisons de sa création : 
après la guerre, beaucoup de chercheurs européens ont émigré vers les Etats-Unis où les la-
boratoires étaient très modernes et bien équipés, contrairement aux laboratoires européens. 
C'est essentiellement pour les retenir en Europe que les douze Etats ont réunis leur ressour-
ces et créé le CERN. Dès ses débuts, le CERN a contribué à rétablir des liens amicaux en-
tre des pays que la guerre avait dressés les uns contre les autres. 
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Les pays membres 
Situé à cheval sur la frontière franco-suisse, comme le montre la figure n°1. l, le 
CERN comprend aujourd'hui dix-neuf états membres : l'Allemagne, l'Autriche, la Belgi-
que, le Danemark, l'Espagne, la Finlande, la France, la Grèce, la Hongrie, l'Italie, la Nor-
vège, les Pays-Bas, la Pologne, le Portugal, la Slovaquie, la République Tchèque, la 
Suède, la Suisse et le Royaume Uni. Ces pays participent au financement du CERN en 
fonction de leur produit national brut. 
"'I . ___ __ 
Figure n°1. l : Position du CERN en Europe 
Ses activités 
Le CERN a pour but l'étude de la métamorphose de l'énergie en matière et de tout ce 
que cette métamorphose met en évidence, par exemple la structure de la matière dans !'in-
finiment petit et les forces les plus fondamentales qui agissent sur la Nature. Aujourd'hui, 
plus de 4000 chercheurs d'Europe et d'autres continents travaillent au CERN et, groupés en 
équipes multinationales, y conduisent des dizaines d'expériences, toutes non-militaires, 
auxquelles sont aussi associés de nombreux laboratoires nationaux. 
Le CERN lui-même emploie relativement peu de chercheurs en physique, mais il met 
des installations d'expérimentation à la disposition des chercheurs de tous pays. La princi-
pale de ces installations est le collisionneur électron-positon LEP (Large Electron Posi-
tron), cet anneau souterrain de 27 kilomètres de circonférence dans lequel des faisceaux 
d'électrons et des faisceaux de positons sont lancés en sens opposés à une vitesse proche de 
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celle de la lumière et sont projetés les uns contre les autres. Le LEP est la plus grande ma-
chine de ce genre au monde. Quatre puissants détecteurs sont disposés sur l'anneau pour 
arrêter, enregistrer et analyser les fragments de matière émergeant des collisions. La plu-
part des personnes employées par le CERN, venant des 19 pays membres, sont donc char-
gées de fournir aux physiciens le support dont ils ont besoin. 
Cette coopération internationale requiert des installations de réseaux informatiques 
pour permettre notamment le développement d'applications distribuées, l'analyse des don-
nées par les chercheurs qui sont retournés dans leur pays ou le contrôle à distance des ex-
périences. Nous allons donc maintenant nous intéresser aux réseaux du CERN. 
1.1.2. Les réseaux du CERN 
Nous pouvons distinguer deux réseaux au CERN : le réseau externe et le réseau inter-
ne. Le réseau externe relie le CERN à l'extérieur alors que le réseau interne relie entre elles 
les différentes machines du CERN. 
Nous présenterons d'abord la structure du réseau externe puis nous aborderons la 
structure du réseau interne. Enfin, nous indiquerons le lien qui existe entre le réseau exter-
ne et le réseau interne. 
1. Le réseau externe 
Nous avons déjà vu que l'installation d'un réseau qui permet la communication entre 
le CERN et l'extérieur est nécessaire pour assurer la coopération entre les différents parte-
naires. Il est aussi indispensable que ce réseau utilise des technologies très performantes. 
Illustrons notre propos par un exemple. Les expériences du LEP génèrent chaque année 25 
térabytes de données physiques qui doivent être analysées à distance. Les transmettre via 
une ligne à un mégabit par seconde qui travaille à pleine vitesse nécessiterait sept années. 
Il est donc nécessaire d'avoir des lignes plus rapides. Signalons toutefois que seule une pe-
tite partie de ces 25 térabytes est transmise via le réseau externe. Cette partie représente en-
viron 2 térabytes par an. L'autre partie des données est envoyée sur bandes magnétiques 
par camion ou par avion. 
Les deux lignes de conduite pour le développement du réseau externe 
Le CERN a donc développé son réseau externe selon deux lignes de conduite complé-
mentaires: 
En collaboration avec d'autres instituts de physique, un ensemble de lignes dédiées 
ont été installées vers certaines destinations clés, cela dans le but de répondre à des 
exigences spécifiques. Il s'agit du réseau HEPnet (High Energy Physics Network). 
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En plus de cela, des connexions perfom1antes reliant le CERN à des réseaux 
généraux d'éducation et de recherche ont été mises en oeuvre. 
a) HEPnet 
La configuration actuelle de HEPnet est basée sur des lignes louées, formant principa-
lement une étoile autour du CERN. Ces lignes sont financées par les organisations reliées à 
ce réseau. Le tableau n°1. l présente les différentes lignes du réseau HEPnet qui passent 
par le CERN, en précisant la destination de ces lignes, leurs vitesses et les protocoles de 
communication qu'elles supportent. 
Destination Vitesse Protocole(s) 
Barcelone 64 Kbps DECnet 
Bologne 2Mbps DECnet, IP, X.25 
Bombay 9,6 Kbps IP 
Bombay 64 Kbps NJE sur IP 
Budapest 9,6 Kbps IP 
Cracovie 9,6 Kbps IP 
Le laboratoire DESY en Allemagne 768 Kbps IP, DECnet, X.25 
Lyon 2Mbps DECnet, IP, X.25 
MIT 256 Kbps DECnet, 1P 
Villigen 64 Kbps DECnet 
Saclay 256 Kbps DECnet, IP, X.25 
Zurich 64 Kbps SNA 
Le laboratoire RAL en Angleterre 256 Kbps SNA, DECnet, X.25 
Tableau n°1.1 : Les lignes du réseau HEPnet 
Les exigences auxquelles le réseau HEPnet est appelé à répondre, particulièrement 
grâce à ses lignes rapides, sont : 
une large bande passante garantie et déterminée entre deux sites spécifiques; 
des temps de latence courts et déterminés (typiquement 10/30 ms en Europe) ; 
l'indépendance des protocoles de communication ; 
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une pleine flexibilité pour diviser au mieux la bande passante disponible, en 
particulier pour les services innovateurs (par exemple, les applications multimédia, 
les expériences pilotes d'A TM, ... ). 
b) Participation aux réseaux généraux d'éducation et de recherche 
La participation du CERN à des réseaux généraux d'éducation et de recherche est jus-
tifiée par le fait que le CERN, en tant que centre scientifique et technique, doit avoir d'ex-
cellentes connexions avec le reste de la communauté scientifique. Cela permet aussi à des 
instituts de recherche en physique plus petits ou plus éloignés, ne faisant donc pas partie de 
HEPnet, d'accéder au CERN. 
La participation du CERN 
Historiquement, le CERN a été un noeud important de EARN ; c'est aussi l'ancien 
noeud principal de EASinet, le réseau résultant de l'initiative EASI d'IBM, qui fournit une 
connexion directe à une vitesse de 1,5 Mbps entre le CERN et le réseau NSFnet des Etats 
Unis. Le CERN fait également partie des dorsales européennes Ebone et EuropaNET. Par 
ailleurs, il est directement connecté aux réseaux nationaux de ses deux pays hôtes, RENA-
TER en France et SWITCH en Suisse. De plus, le CERN est relié à Internet. Enfin, le 
CERN dispose également d'une ligne louée de 1 Mbps le reliant à Berne. Le tableau n°1.2 
reprend l'ensemble des lignes louées qui relient le CERN à ces réseaux. Pour chacune, 
nous mentionnerons le réseau, la destination, la vitesse et les protocoles de 
communication. 
Réseau Destination Vitesse Protocole(s) 
Ebone Athènes 9,6 Kbps IP 
EuropaNET Berne 1 Mbps IP sur PPP 
SWITCH Genève 2 Mbps IP 
SWITCH Lausanne 2 Mbps IP 
EuropaNET Washington 1,5 Mbps IP 
Ebone Paris 2 Mbps IP 
Ebone Amsterdam 1,5 Mbps IP 
Ebone Tel-Aviv 64 Kbps NJE sur IP, IP 
EARN ONU à Genève 9,6 Kbps NJE sur BSC 
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Réseau Destination Vitesse Protocole(s) 
Ebone Vienne 256 Kbps IP 
Internet O.M.S . à Genève 64 Kbps 1P 
Tableau n°1.2 : Le CERN et les réseaux généraux d'éducation et de recherche 
c) HEPnet et les réseaux généraux d'éducation et de recherche 
La figure n°1.2 donne une vue globale des endroits vers lesquels le CERN possède 
des lignes louées. 
Washington 
• 
MIT 
• 
... 
' 
-·- ···· 
}((}) 
.. ::., 
:}::-... 
/ 
Figure n°1.2 : Les destinations des lignes louées du CERN 
-Tel-Aviv 
.Bombay 
Au total, le réseau HEPnet et les connexions aux réseaux d'ordre général fournissent 
une bande passante agrégée de 15 Mbps autour du CERN; le trafic mensuel moyen transi-
tant sur ces connexions s'élève à 800 gigabytes. 
Remarquons que ces lignes utilisent différents protocoles de communication, principa-
lement IP et DECnet. 
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La figure n°1.3 nous montre la richesse du réseau externe du CERN. Les informations 
présentées sur cette figure ne correspondent pas exactement à celles proposées précédem-
ment. Ceci est dû à la rapide évolution des lignes du CERN. Les informations exposées au-
paravant tiennent compte des dernières évolutions du réseau , alors que les informations de 
la figure présentent la situation telle qu'elle était en octobre 1993. 
LEP-MA□mœ 
----,--,,-'--'-------,------GATB_;'-----------------
~ ~ 
______ ...,....,.. _______ _:_la IERNllT>92.6,.181. _ I _____ ....,.. ____ _..,_ _ _ 
C i ~ C'l?.RN~Elis2.Eœ0Ni!'ffii-.::: 
..,. 
WASI aroN 
BOL NA 
GE ·v A 
WASlONGTON US 
GA TE-IID.i!ASI 
Figure n°1.3 : Réseau externe du CERN 
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2. Le réseau interne 
Alors que le réseau externe permet la communication entre le CERN et l'extérieur, le 
réseau interne rend possible la communication au sein du CERN. Voyons comment se ca-
ractérise ce réseau interne. 
Globalement, le réseau interne du CERN est composé d'un ensemble de réseaux 
Ethernet reliés par une dorsale en fibre optique utilisant le standard FDDI. Les réseaux 
Ethernet atteignent des vitesses de 10 Mbps alors que la vitesse de la dorsale peut s'élever à 
100 Mbps. Actuellement, plus de 4000 machines sont connectées aux réseaux Ethernet et 
ce nombre continue à croître. 
La figure n°1.4 donne une schématisation de la structure du réseau interne. 
- Réseau Ethernet 
- Bridge FDDI/Ethernet 
.__ __ ___.I Bridge Ethernet/Ethernet 
Figure n°1.4 : Structure du réseau interne du CERN 
Les différents réseaux Ethernet sont connectés par des bridges ; il n'y a donc pas de 
restriction sur le flux du trafic du réseau, chaque machine pouvant, en principe, communi-
quer avec n'importe quelle autre machine. 
Plusieurs protocoles de communication sont utilisés sur ces réseaux locaux, notam-
ment TCP/IP, DECnet, SNA, X.25, Appletalk, Domain. De même, différents types de ma-
chines sont interconnectés ; citons par exemple des stations Vax, des Macintosh, des 
stations DEC, des stations SUN, .. . Et ces machines utilisent différents systèmes 
d'exploitation. 
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Les réseaux locaux du CERN sont donc caractérisés par leur hétérogénéité. 
La figure n°1.5 nous montre la complexité du réseau interne du CERN. La structure 
du réseau est beaucoup plus compliquée en réalité que la structure simplifiée que nous 
avons présentée précédemment. En fait, plusieurs anneaux en fibre optique permettent de 
relier plusieurs réseaux Ethernet. 
ri1è1JIU 
-~ 
uiiÂnÎ 
• Ali. 
_A 1 _ 
_ li _ _M ~L:I..AL 
SMAi.D . 
... 
_UWL.l _ 
_ SL - _\/Wl.)_l -•L -
~ (WC:IPSRV SIPSR".J X._ BJUWI.: _wskv,_ 
el 
~-
Ïs!!;l y 
GP< 
_12u _ 
rmmn ~ 
-••12.....L 
OP2 
Figure n°1.5 : Réseau interne du CERN 
~~~~ S2::i:_SE2 
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3. Le lien entre le réseau interne et le réseau externe 
Ces deux réseaux ne sont pas isolés. Ainsi, le trafic en provenance du CERN et desti-
né à l'extérieur passe d'abord par le réseau interne. De même, le trafic en provenance de 
l'extérieur à destination du CERN termine son trajet sur le réseau interne. Voyons com-
ment cela se passe. 
Après être passé via des routeurs, le trafic transitant sur les lignes externes aboutit au 
CERN sur un réseau Ethernet interne. Dorénavant, nous appellerons ce réseau Ethernet 
"dorsale du trafic externe". Cette dorsale regroupe tous les routeurs qui envoient ou reçoi-
vent du trafic de l'extérieur. 
La figure n°1.6 nous présente le lien qui existe entre le réseau externe et le réseau in-
terne. Nous n'avons représenté ici que les routeurs DECnet, ceci dans un but de clarté. 
Espagne 
c:::J Passerelle X.25 
i=-···=·=·=·=· I Routeur 
Etats-Unis 
Disponible 
DESY (Allemagne) 
-- INFN (Italie) 
---Angleterre 
==,;;;;;== 
Suisse 
Dorsale du trafic externe 
Figure n°1.6 : Lien entre le réseau externe et le réseau interne du CERN 
Lyon 
Saclay 
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1.2. Le projet 
Le contexte étant posé, nous pouvons à présent présenter le projet auquel nous avons 
participé. Dans un premier temps, nous exposerons l'objectif du projet et la place de notre 
travail au sein de ce projet. Nous verrons ensuite les principes que nous avons décidé de 
suivre au moment de la réalisation de notre travail. 
1.2.1. L'objectif du projet 
L'objectif du projet auquel nous avons participé est d'écouter les lignes DECnet qui 
entrent et qui sortent du CERN afin de repérer les connexions douteuses. Une connexion 
est un lien créé temporairement par une application pour un utilisateur afin que ce dernier 
puisse accéder à une machine sur laquelle il désire travailler. Lorsque son travail est termi-
né, l'utilisateur se déconnecte de la machine ; le lien est alors détruit par l'application. Nous 
appellerons connexions douteuses les connexions qui ont peut-être été initialisées par des 
personnes qui essaient de se connecter sur des machines du CERN sans en avoir l'autorisa-
tion ou des personnes qui, à partir d'une machine du CERN, se connectent illégalement sur 
une ou plusieurs machines extérieures. Ce projet est donc motivé par une volonté de détec-
tion des intrusions. Comme nous le verrons ultérieurement, les intrus peuvent représenter 
une menace pour le CERN. 
DECnet Phase IV 
Le projet est destiné à être utilisé uniquement avec DECnet Phase IV. Plusieurs argu-
ments motivent ce choix. D'une part, un projet similaire existe déjà pour TCP/IP ; d'autre 
part, au moment de notre stage, le CERN n'était pas encore passé à DECnet Phase V ; en-
fin, le temps nous était limité. 
Le programme et le projet 
Le programme réalisé présente à l'utilisateur les informations concernant les 
connexions douteuses. Il n'est cependant pas certain que toutes ces connexions soient des 
intrusions ; c'est à l'utilisateur, en l'occurrence le responsable de la sécurité, de décider, 
après avoir pris connaissance des données fournies par le programme, s'il y a lieu de s'in-
quiéter au sujet d'une connexion. 
Si le responsable de la sécurité considère qu'il y a une intrusion, il place un analyseur 
de réseau afin de surveiller de plus près la connexion et les activités qui ont lieu sur le ré-
seau et d'évaluer la taille des dégâts. 
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Après avoir vu ce qui se passe exactement, s'il juge encore que la connexion est une 
intrusion, le responsable de la sécurité peut prendre les mesures de protection qu'il juge né-
cessaires. Ainsi, selon les circonstances, il peut notamment prendre des mesures permettant 
d'augmenter la sécurité des systèmes attaqués. 11 peut aussi décider de fermer le compte sur 
lequel l'intrus s'est introduit. Il peut également, si l'intrusion a eu de graves conséquences, 
entamer une poursuite judiciaire. 
1.2.2. Principe d'une solution 
Nous avons déjà pu constater l'hétérogénéité des réseaux du CERN : différents types 
de machines, différents systèmes d'exploitation, ... Nous essaierons donc de rester les plus 
indépendants possible de l'environnement dans lequel nous travaillerons. Ainsi, le retrait 
ou l'ajout d'une machine n'aura pas d'influence sur le programme et le programme ne dé-
pendra pas du type des machines interconnectées par le réseau. Enfin, les machines ne se 
rendront pas compte de l'existence du programme. 
L'écoute du trafic externe 
Nous écouterons le trafic qui passe sur la dorsale du trafic externe du CERN et ne re-
tiendrons que les paquets transmis en utilisant le protocole DECnet phase IV. Le trafic ar-
rivant de l'extérieur aboutit sur ce réseau et le trafic en provenance du CERN destiné à 
l'extérieur passe aussi sur ce réseau. Nous sommes donc sûrs d'observer tout le trafic 
échangé entre le CERN et l'extérieur. Toutefois, étant donné le volume des informations 
traversant le réseau, ce choix peut nous amener à recueillir des informations moins 
précises. 
Une détection et non une prévention 
Le programme n'offrira qu'une détection des violations de sécurité et non leur préven-
tion. Pour ce faire, il rassemblera un certain nombre d'informations pertinentes relatives 
aux différentes connexions DECnet en provenance ou à destination du CERN. Les infor-
mations à retenir seront définies au moment de la conception. Ces informations seront en-
suite analysées dans le but de découvrir les connexions douteuses. 
Les mots clés 
Cette analyse sera basée sur la présence de mots clés dans les commandes envoyées 
par l'utilisateur à un système ou dans les réponses du système. Par exemple, on peut consi-
dérer que des connexions sur lesquelles passe un grand nombre de fois le groupe de mots 
"user authorization failure" sont douteuses. La chasse aux connexions douteuses reposera 
donc uniquement sur une analyse des commandes envoyées par un utilisateur et des répon-
ses envoyées par le système. 
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Cette méthode nous permettra d'apprendre des choses sur les méthodes de travail des 
intrus, puisque nous conserverons une partie des informations concernant les connexions 
initialisées par ceux-ci . Pour la même raison, cette méthode d'écoute du réseau pourra éga-
lement fournir des preuves qui permettront d'établir la culpabilité ou l'innocence d'indivi-
dus suspects. 
1.3. Evaluation des intérêts du projet 
Afin de répondre aux éventuelles questions concernant l'utilité du projet, nous allons 
montrer qu'il est possible d'attaquer un système informatique. Nous verrons les menaces 
que présentent ces intrusions. Nous terminerons en montrant que le risque est réel et qu'il 
est nécessaire de prendre des mesures de protection contre les violations de sécurité. 
1.3.1. Comment attaquer une machine ? 
De nombreuses stratégies peuvent être utilisées par les personnes qui désirent se 
connecter sur une machine sans en avoir l 'autorisation. Nous allons en signaler quelques-
unes, tout en étant conscients du fait qu'il en existe beaucoup d'autres. Nous mentionnerons 
celles auxquelles nous avons pensé. Signalons toutefoi que, d 'une part, tous les scénarios 
d'attaques ne sont pas connus et d'autre part, pour des raisons de sécurité évidentes, les mé-
thodes utilisées par un intrus ne sont pas dévoilées au grand jour, ceci afin de ne pas don-
ner aux gens intéressés les moyens de s'introduire illégalement dans un système. 
L'utilisation d'un compte connu 
Pour s'introduire illégalement sur une machine, il est possible d 'utiliser un compte 
connu dont on a découvert le nom d'utilisateur et le mot de passe. Ceci est réalisable en fai-
sant plusieurs essais. C'est dans le but de rendre ce genre d'attaques plus compliqué qu'il 
est recommandé d 'avoir un mot de passe différent de son nom d'utilisateur et de ne pas 
avoir de mot de passe trop simple. Remarquons que, dans ce cas , le système enverra une 
réponse du genre "Login incorrect" chaque fois qu'une tentative de connexion se solde par 
un échec. Donc, si nous considérons notre solution, à condition que les mots clés à recher-
cher aient bien été choisis, il est probable que l'intrusion soit détectée. 
L'utilisation d'une lacune du système 
Il est également possible d 'utiliser une lacune d système pour s'introduire sur une 
machine. La détection de ce genre d'intrusion , en se basant sur notre solution, est moins 
probable, excepté si l'intrus envoie des commandes q i pourraient le trahir en étant repé-
rées par le programme. 
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L'octroi de privilèges 
Après s'être introduit sur une machine, l'i ntrus peut essayer de se donner des privilè-
ges supplémentaires ou de lire des fichiers auxquels il n'a pas le droit d'accéder. De nou-
veau, en supposant que les mots clés aient été bien choisis, notre solution pourrait détecter 
ce genre d'attaques. 
L'abus par des personnes internes à l'organisation 
Enfin, il est possible que des personnes internes à l'organisation abusent des droits qui 
leur sont donnés. Une nouvelle fois, avec des mots clés appropriés, notre solution pourrait 
permettre de détecter ce genre d'abus. Toutefois, notre travail n'a pas pour objectif de dé-
tecter ces intrusions par les personnes internes à l'organisation. 
1.3.2. Menaces et évaluation de ces menaces 
Nous venons de voir quelques manières de s'introduire illégalement dans un système 
informatique. Voyons maintenant quelles sont les menaces que présentent ces intrusions 
pour le système attaqué. 
La menace pour la confidentialité 
Un certain nombre d'informations sont réservées à certaines personnes. Pourtant, en 
cas d'intrusion, certaines informations confidentielles pourraient être lues sans autorisation. 
C'est notamment ce qui se passe dans le cas de l'espionnage industriel. 
En ce qui concerne le CERN, cette menace n'est pas cruciale. En effet, le CERN est 
transparent en ce sens que tous les résultats des expériences sont publiés et accessibles aux 
chercheurs du monde entier. De même, les innovations technologiques que le CERN peut 
mettre au point pour la construction d'une de ses machines sont également du domaine pu-
blic: ces technologies ne sont pas brevetées et chacun peut s'en servir librement. 
Remarquons cependant qu'une lecture non autorisée du courrier électronique d'autrui 
est une atteinte à la vie privée. 
La menace pour l'intégrité du système 
La menace pour l'intégrité du système concerne le changement et le retrait non autori-
sé d'informations. Le système n'est plus alors dans son état initial, supposé correct. Les 
données modifiées peuvent être totalement inutilisables et des modifications plus subtiles 
peuvent produire une chaîne d'erreurs dans tous les travaux basés sur ces données. 
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Puisque l'on ne peut pas identifier avec certitude les données affectées, une consé-
quence importante de la violation d'intégrité est une perte de confiance dans toutes les don-
nées du système. Cette attaque provoque également une perte de temps due à la nécessité 
de reconstruire le travail effectué depuis la dernière copie de sauvegarde intègre. 
La menace pour la disponibilité du système 
La disponibilité du système peut également être menacée, notamment par l'utilisation 
illégitime des ressources et le dérangement dans les services que le système devrait offrir. 
Un intrus peut rendre un service indisponible en surchargeant le système, en détruisant des 
données cruciales ou encore en introduisant un virus, un cheval de Troie, une bombe logi-
que, ... dans le système. 
Dans le cas du CERN, nous pouvons particulièrement mentionner l'utilisation illégiti-
me de ses ressources réseaux. En effet, il n'est pas rare de constater que des personnes se 
connectent au CERN afin d'initialiser une nouvelle connexion vers l'extérieur. Il se pour-
rait donc qu'elles fassent un mauvais usage des ressources. Ces personnes devraient plutôt 
se connecter directement vers leur destination depuis leur institution d'origine. 
La menace pour la crédibilité du CERN au niveau de la sécurité informatique 
La menace contre la crédibilité du CERN au niveau de la sécurité informatique est 
plus particulièrement représentée par les personnes qui, depuis une machine du CERN, se 
connectent illégalement sur une ou plusieurs machines externes. 
Si le CERN est utilisé comme tête de pont pour attaquer d'autres sites, cela peut lui 
donner une mauvaise réputation en ce qui concerne les mesures de sécurité qu'il met en 
oeuvre. Vu la situation du CERN, ce point est assez important. 
La menace pour la sécurité du personnel 
L'altération des systèmes contrôlant des machines peut mettre des vies humaines en 
danger. Pour ce qui est du CERN, les accélérateurs sont contrôlés par des systèmes infor-
matiques. Des attaques contre ces systèmes mettraient donc en danger la vie des personnes 
en relation avec ces accélérateurs. 
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1.3.3. Evaluation de la démarche et des intérêts du projet 
Nous venons de voir qu'il existe plusieurs façons de s'introduire sur une machine et 
que ces intrusions peuvent provoquer des dommages pour la victime de l'intrusion. Toute-
fois, nous pouvons nous demander si ces intrusions représentent des menaces réelles et s'il 
est vraiment nécessaire de se protéger contre ce genre d'attaques. Nous allons aborder ce 
problème dans les quelques lignes qui suivent. 
Les menaces 
Le nombre croissant d'incidents se rapportant à des violations de sécurité et relatés 
dans la presse témoigne de la vulnérabilité des systèmes informatiques face aux intrusions 
perpétrées par des personnes extérieures et aux abus commis par des personnes autorisées à 
accéder à ces systèmes. En voici un exemple1 : 
En septembre 1993, la succursale belge de la Banque Nationale de Paris a déclaré 
avoir été victime d'une importante fraude informatique en juin de la même année. Selon la 
presse, une somme de 245 millions de francs belges aurait été détournée. Les deux frau-
deurs utilisaient leur accès direct aux ordinateurs pour demander le débit des comptes de la 
BNP et le transfert des bénéfices vers leurs propres comptes ouverts dans d'autres banques. 
Selon les sources de la BNP, les commissaires aux comptes ont découvert la fraude lors de 
vérifications de routine sur les transactions interbancaires. 
Dès que la fraude a été découverte, les autres banques ont été contactées et l'argent a été 
récupéré. Par suite de la fraude, la BNP s'interroge sur la façon dont les fraudes se sont 
produites et sur les éventuels renforcements possibles de ses systèmes de sécurité, ceci 
dans le but d'éviter une récidive. 
De plus en plus de personnes prennent donc conscience de la nécessité d'instaurer des 
mesures de protection. Mais quel type de mesures prendre ? 
Les mesures formelles 
On peut penser aux mesures formelles et à la restriction d'accès aux systèmes informa-
tiques ainsi qu'aux fichiers qu'ils contiennent. Cependant, plusieurs facteurs limitent l'effi-
cacité de ces mesures. 
Le premier est de nature humaine : les utilisateurs considèrent souvent les procédures 
de sécurité comme des obstacles diminuant l'efficacité de leur travail et donc ne les appli-
quent pas. 
Brussels Branch Of BNP Hit By Computer Fraud, dans Software Engineering Notes, Vol. 19, N°1, Jan-
vier 1994, pages 6-7. 
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Deuxièmement, les responsables de systèmes doivent réaliser un compromis entre des 
intérêts conflictuels ; tandis que la sécurité pourrait requérir la centralisation des ressour-
ces, les utilisateurs demandent souvent l'accès aux ressources distribuées. 
Remarquons toutefois que la décentralisation ne s'oppose pas nécessairement à la sé-
curité des systèmes. En effet, lorsque les ressources sont centralisées, un intrus qui s'intro-
duit dans un système obtient plus facilement l'accès aux autres ressources du système 
puisque les ressources sont regroupées à un seul endroit. Si les ressources sont décentrali-
sées, l'accès à l'une d'elles ne facilite pas l'accès aux autres. 
D'une part, la centralisation réduit le nombre de points de contrôle sous la surveillance 
du responsable de la sécurité et d'autre part, la décentralisation empêche l'accès simultané à 
toutes les ressources en cas d'intrusion. Il faut donc trouver un équilibre entre centralisa-
tion et décentralisation. 
Troisièmement, les systèmes contiennent souvent des points faibles qui ne sont pas 
connus. 
Enfin, il est toujours possible que les personnes internes à l'organisation abusent des 
privilèges qui leur sont accordés. 
L'audit 
De ces limitations est née l'idée des méthodes de détection d'intrusions basées sur l'au-
dit. L'audit permet de garder une trace de tous les événements qui se produisent sur un sys-
tème. Ces informations sont rassemblées dans le fichier d'audit. Il est alors possible 
d'analyser ce fichier afin de découvrir les éventuelles intrusions. Nous allons présenter plus 
longuement l'audit de sécurité dans la chapitre suivant. 
Chapitre 2 
L'audit de sécurité 
Un programme d'audit de sécurité écoute l'activité d'un système informatique et enre-
gistre certains événements qui permettent de retracer l'activité de ce système et de décou-
vrir d'éventuels problèmes liés à la sécurité. Toutes ces informations sont placées dans un 
ou plusieurs fichiers d'audit. Les fichiers d'audit sont ensuite analysés par une personne, 
généralement le responsable de la sécurité, ou par un programme, comme nous le verrons 
ultérieurement, afin de détecter, comprendre et/ou contrer les éventuelles attaques. 
Dans ce chapitre, nous nous centrerons sur l'utilisation de l'audit pour la détection des 
intrusions. Nous verrons ce qui motive le développement de systèmes de détection d'intru-
sions basés sur l'audit de sécurité. Nous envisagerons ensuite successivement la réalisation 
de l'audit, l'analyse des fichiers d'audit, les qualités des outils d'analyse de fichiers d'audit 
et les problèmes suscités par l'audit. Nous présenterons ensuite un modèle de détection 
d'intrusions et le rôle que peut jouer l'expertise dans la détection des intrusions. Nous ter-
minerons en présentant quelques outils d'analyse de fichiers d'audit. 
2.1. Motivations 
Comme le soulignent [LUNT, 93] 1 et [DENNING, 87]2, le développement de systè-
mes de détection d'intrusions basés sur l'audit est motivé par plusieurs facteurs : 
2 
La plupart des systèmes ont des points faibles au niveau de la sécurité, ce qui les 
rend vulnérables face aux intrusions et à d'autres formes d'abus. La détection et la 
correction de tous ces points faibles ne sont pas possibles pour des raisons 
techniques et économiques. 
Teresa F. LUNT, A survey of intrusion detection techniques, Computers & Security, Vol. 12, n°4, 
1993, pages 405-418. 
Dorothy E. DENNING, An Intrusion-Detection Mode/, IEEE Transactions on Software Engineering, 
Vol. 13, n°2, Février 1987, pages 222-232. 
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Les systèmes existants qui ont des points faibles connus ne peuvent pas facilement 
être remplacé par des systèmes plus sûrs, principalement pour deux raisons : 
d'abord, les systèmes existants ont souvent des caractéristiques attrayantes qui 
manquent aux systèmes plus sûrs ; ensuite, ces remplacements peuvent être 
impossibles pour des raisons économiques. 
Développer des systèmes absolument sûrs est extrêmement difficile, s1 pas 
généralement impossible. 
Même les systèmes les plus sûrs sont vulnérables face aux abus commis par les 
personnes de l'organisation qui emploient à tort leurs privilèges. L'audit est 
peut-être le seul moyen de détecter ce genre d'abus. 
Puisqu'ils gardent une trace des activités des utilisateurs, les fichiers d'audit 
peuvent fournir des preuves qui permettent d'établir la culpabilité ou l'innocence 
d'un suspect. 
L'audit n'entrave pas le travail des personnes autorisées à accéder au système qui 
n'abusent pas des droits qui leur sont octroyés. 
L'audit représente donc une solution attrayante pour la détection des intrusions. Mais 
comment réaliser cet audit ? 
2.2. La réalisation de l'audit 
Les deux sections qui suivent sont inspirées de [LUNT, 93] 1, [MARSHALL, 91] 2 et 
[HABRA, 92]3. 
Nombre d'applications, notamment le système d'exploitation, créent leur propre fi-
chier d'audit. Toutefois, les informations contenues dans ces fichiers sont principalement 
destinées à des mesures de performances, à des statistiques ou à des tests. Il en résulte que 
seule une infime partie de ces informations peut être utile pour la détection des intrusions. 
De plus, le volume des informations à considérer rend toute analyse compliquée. Le res-
ponsable ne peut généralement analyser qu'une toute petite partie des données, manquant 
peut-être les menaces les plus importantes. 
2 
Teresa F. LUNT, op cit., pages 405-406. 
Victor H. MARSHALL, Intrusion Detection in Computers, Summary of the Trusted Information Sys-
tems (TIS) Report on Intrusion Detection Systems, Janvier 1991. 
N. HABRA, B. LE CHARLIER, I. MATHIEU et A. MOUNJI, ASAX : Software Architecture and 
Rule-Based Language for Uni versai Audit Trail Analysis, Proceedings of Ùle Second European Sympo-
sium on Research in Computer Security (ESORICS), Toulouse, France, Novembre 1992, 
pages 435-450. 
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Les informations pertinentes 
Plusieurs solutions sont envisageables afin de réduire le volume d'informations 
inutiles : 
Soit le responsable de la sécurité opère une sélection parmi toutes les informations 
d'audit fournies, par exemple, par le système d'exploitation. Il analyse alors 
uniquement les informations qu'il considère pertinentes. Remarquons qu'il est 
indispensable que la sélection soit adéquate. Faute de cela, l'audit de sécurité peut 
se révéler tout à fait inutile. 
Soit le responsable dispose d'un outil d'audit propre à la sécurité qui rassemble des 
informations pertinentes pour la détection des intrusions. Il est alors nécessaire de 
se demander quels sont les événements pertinents que l'on désire enregistrer. 
Soit le responsable d'audit modifie les utilitaires offerts par le système 
d'exploitation afin d'adapter l'audit au besoin de la sécurité. C'est notamment ce 
qui a été réalisé à l'université de Stanford dans le cadre du programme Swatch 
(Simple W ATCHer) [HANSEN, 92]1. Pour réaliser cela, il faut toutefois disposer 
du code source du système d'exploitation. 
La protection des fichiers d'audit 
Dès que les fichiers d'audit sont constitués, il est crucial qu'ils soient protégés contre 
toute corruption ou tout accès non autorisé. En effet, il n'est pas question que des intrus 
très habiles soient capables d'altérer ces fichiers afin de faire disparaître toute trace de leur 
intrusion. 
Ces fichiers doivent donc se trouver sur un espace du système particulièrement sûr 
disposant d'un contrôle d'accès sévère. Seules quelques personnes ont l'autorisation d'accé-
der à ces fichiers. Ainsi, il est peut-être préférable de transférer les fichiers d 'audit sur un 
système d~fférent du système surveillé afin qu'on ne puisse pas y accéder en utilisant une 
des lacunes du système surveillé. 
De plus, si l'analyse des fichiers d'audit se fait sur une machine différente de celle sur 
laquelle les informations ont été rassemblées, la ligne sur laquelle sont transmis les fichiers 
doit être protégée contre toute attaque. 
S. E. HANSEN et E. Todd ATKINS, Centralized System Monitoring With Swatch, Stanford University, 
Juillet 1992. 
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2.3. L'analyse des fichiers d'audit 
Nous avons déjà mentionné que la quantité d'informations rassemblées lors de l'audit 
est importante. Même après une sélection adéquate, les informations pertinentes sont nom-
breuses. De plus, l'analyse de ces informations est difficile. Il est en effet nécessaire d'iden-
tifier ce que constitue un comportement suspect et de rechercher, parmi toutes les données 
d'audit, des indices qui pourraient révéler un tel comportement. Ceci est encore plus vrai 
lorsqu'il faut considérer des fichiers d'audit en provenance de plusieurs systèmes. Il est 
donc intéressant de disposer d'outils automatisés qui analysent les données d'audit et assis-
tent la détection des événements suspects. 
Les outils automatisés 
Nous pouvons distinguer deux types d'outils automatisés d'analyse de fichiers d'audit. 
D'un côté, les outils, que nous appellerons "passifs", réduisent la quantité d'informa-
tions que doit considérer le responsable de la sécurité. Ces outils ne détectent aucune tenta-
tive d'intrusion, mais ils allègent la tâche du responsable. 
De l'autre côté, les outils, que nous appellerons "intelligents", essayent de repérer les 
tentatives d'intrusion en effectuant une analyse plus ou moins complexe des données d'au-
dit. Deux types d'analyses sont possibles : 
une analyse a posteriori des données afin de détecter les intrusions ; 
une analyse en temps réel des données afin de détecter les intrusions et les 
tentatives d'intrusion. 
Souvent, dans leur phase expérimentale, les outils offrent une analyse a posteriori des 
fichiers d'audit. Certains évoluent ensuite vers une analyse en temps réel. Cette évolution 
dépend du type de problème que doit résoudre l'outil ; tous les problèmes ne nécessitent 
pas une réponse en temps réel. 
Les outils intelligents 
Les outils intelligents profitent de la capacité et de la vitesse de traitement des ordina-
teurs. En effet, les ordinateurs modernes sont capables d'analyser rapidement un grand 
nombre de données. Lorsque le responsable est averti que des activités suspectes sont en 
train de se dérouler, il peut prendre les mesures qui s'imposent. Par ailleurs, un système 
peut être programmé afin de prendre lui-même des mesures défensives, par exemple inter-
rompre la session d'un intrus. Ces outils sont donc de véritables assistants à la détection des 
intrusions. 
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Actuellement, plusieurs outils intelligents existent. Ces outils reposent sur des modè-
les et de l'expertise. Nous y reviendrons dans un instant. Auparavant, nous allons voir les 
qualités requises pour de tels outils et les réactions que leur utilisation ont pu susciter chez 
certaines personnes. 
2.4. Les qualités des outils automatisés d'analyse 
Tous les outils automatisés d'analyse de fichiers d'audit doivent présenter certaines 
qualités : d'une part, au niveau de leur conception et de leur interface, d'autre part, au ni-
veau des résultats qu'ils fournissent. 
La conception 
Une des qualités principales d'un logiciel est sa capacité à être utilisé dans un environ-
nement différent de celui dans lequel il a été conçu avec un minimum d'adaptation. Ceci 
vaut également pour les outils d'analyse de fichiers d'audit [HABRA, 92] 1• 
Ainsi, un tel outil devrait être utilisable dans différents environnements avec un mini-
mum d'adaptation. Par exemple, un outil prévu pour surveiller une machine ayant un systè-
me d'exploitation UNIX devrait également pouvoir surveiller une machine possédant un 
système d'exploitation de type VMS. Il est également possible qu'un outil soit amené à 
analyser des fichiers d'audit en provenance de plusieurs systèmes qui se trouvent sur un ré-
seau hétérogène. Il est donc nécessaire que l'outil puisse traiter sans problème ces diffé-
rents fichiers. 
L'interface 
L'interface d'un logiciel est aussi très importante. C'est à travers l'interface que l'utili-
sateur dialogue avec le système. Cette interface doit être conviviale. Elle conditionne la fa-
cilité et l'efficacité d'utilisation du système ainsi que la facilité d'apprentissage du logiciel 
[MEINADIER, 91] 2• 
L'interface d'un outil d'analyse de fichiers d 'audit est tout au ssi importante. Elle doit 
permettre à l'utilisateur, en l'occurrence le responsable de la sécurité, de converser facile-
ment avec le système et d'utiliser toutes ses fonctionnalités. Elle doit également permettre 
un apprentissage rapide du logiciel. 
N. HABRA, B. LE CHARLIER, I. MATHIEU el A. MOUNJI, op cit., page 438. 
J.P. MEINADIER, L'interface utilisateur - Pour une informatique plus conviviale , DUNOD, 1991. 
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Les résultats 
Enfin, un outil intelligent d'analyse de fichiers d'audit doit fournir de bons résultats. 
Ainsi, il doit déclencher peu de fausses alarmes tout en laissant un minimum d'intrusions 
non détectées. 
Si l'outil déclenche souvent des alarmes injustifiées, le responsable pourrait se retrou-
ver surchargé et relâcher une partie de sa surveillance, laissant ainsi la porte ouverte aux 
abus. Le danger des intrusions non détectées est évident. 
Toutefois, il est plus facile pour le responsable de vérifier l'occurrence des fausses 
alarmes que les intrusions non détectées. 
En conclusion 
Il est donc important de disposer d'outils paramètrables pour permettre, au moins 
théoriquement, au responsable de la sécurité de construire un système aussi adapté que 
possible à son environnement. 
2.5. Et le respect de la vie privée ? 
Cette section est inspirée de [LUNT, 93] 1• 
L'utilisation de l'audit et des systèmes de détection d'intrusions a suscité, chez certai-
nes personnes, des inquiétudes concernant le respect de la vie privée. En effet, les systèmes 
de détection d'intrusions en temps réel permettent de surveiller les employés et leur rythme 
de travail. Il est donc nécessaire d'utiliser ces systèmes de façon adéquate. 
Il n'existe pas, à l'heure actuelle, de règle ou de législation concernant l'usage de l'au-
dit. Cependant, certaines personnes pensent qu'il faudrait que les employés soient avertis 
que leurs activités sont surveillées et qu 'ils soient informés des informations qui sont ras-
semblées ainsi que de l'utilisation qui en sera faite. Par exemple, lorsque l'on se connecte 
sur certains serveurs Internet aux Etats-Unis, un message nous avertit que toutes nos opéra-
tions seront enregistrées dans un fichier. Si nous n'acceptons pas ce principe, nous pouvons 
nous déconnecter. 
A l'opposé, d'autres personnes considèrent que le simple fait d'avoir connaissance de 
l'existence d'un système de détection d'intrusions pourrait représenter une aide à un intrus 
potentiel. 
Teresa F. LUNT, op cit., pages 416-417. 
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De plus, le respect de la vie privée des utilisateurs devrait inciter les responsables de 
systèmes de détection d'intrusions à veiller à la protection des fichiers d'audit et des résul-
tats de la surveillance. Les responsables devraient également assurer que les données et les 
résultats seront uniquement utilisés par la sécurité. 
2.6. Un modèle de détection d'intrusions 
Les modèles permettent une approche systématique de la détection des intrusions. 
Nous allons présenter le modèle IDES (Jntrusion-Detection expert System) développé au 
SRI International. Ce modèle a donné lieu à de nombreuses recherches dans le domaine de 
la détection des intrusions et forme la base conceptuelle de bon nombre d'outils. C'est 
pourquoi nous avons décidé de le présenter. 
2.6.1. Le modèle 
Cette description est basée sur [DENNING, 87] 1• 
Le modèle IDES est basé sur l'hypothèse que les intrusions impliquent une utilisation 
anormale du système. Par conséquent, les violations de sécurité peuvent être détectées en 
recherchant les comportements inhabituels lors de l'utilisation du système. Par exemple, 
une personne qui se connecte sur un système par l'intermédiaire d'un compte auquel elle ne 
peut normalement pas accéder pourrait se connecter à des heures différentes et depuis des 
endroits différents de ceux de l'utilisateur légitime de ce compte. De plus, le comportement 
de l'intrus peut être assez différent de celui de l'utilisateur légitime. Ainsi, l'intrus pourrait 
passer beaucoup de temps à parcourir les différents répertoires et à copier des fichiers alors 
que l'activité principale de l'utilisateur légitime est d'éditer ou de compiler des 
programmes. 
Ce modèle est indépendant de tout système particulier, ainsi que de tout environne-
ment d'applications, des points faibles du système ou des types d'intrusions. Il permet donc 
de décrire un système de détection d'intrusions de façon générale. En fait, il est presque de-
venu un standard de facto dans le domaine car il fournit une ossature générale qui permet 
de décrire d'autres outils d'analyse de façon générale et abstraite. 
Dorothy E. DENNING, op cit., pages 222-232. 
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Les composants 
Le modèle comprend six composants : 
les sujets (Subjects) exécutent des actions sur le système surveillé ; généralement, 
il s'agit de l'utilisateur ; 
les objets (Objects) sont les ressources gérées par le système ; ce sont les fichiers, 
les commandes, ... Les sujets réalisent des actions sur les objets ; 
les enregistrements d'audit (Audit Records) sont générés par le système surveillé 
en réponse aux actions exécutées ou tentées par des sujets sur des objets ; 
les profils (Profiles) caractérisent le comportement normal des sujets vis-à-vis des 
objets. Un comportement observé est exprimé par une mesure et un modèle 
statistique ; 
les enregistrements d'anomalie (Anomaly Records) sont générés lorsqu'une activité 
suspecte est détectée ; 
les règles d'activités (Activity Ru/es) spécifient les actions à entreprendre lorsque 
certaines conditions sont vérifiées. Ces règles mettent à jour les profils, détectent 
les comportements anormaux et produisent les rapports. 
Le principe 
Le système surveillé rassemble lui-même les données d'audit. Il doit également trans-
mettre les enregistrements d'audit vers le système de détection d'intrusions où ils sont 
analysés. 
Quand un enregistrement d'audit est reçu, il est comparé aux profils. Les observations 
obtenues à partir des données d'audit sont utilisées avec le modèle statistique déterminé par 
le profil afin de déterminer si la nouvelle observation est anormale. En même temps, les 
profils sont mis à jour. Si un comportement anormal est détecté, un enregistrement d'ano-
malie est généré. 
Il est important de bien choisir les activités que l'on désire enregistrer ainsi que les 
modèles statistiques que l'on veut utiliser afin de détecter le plus d'intrusions possible et 
d'éviter les fausses alarmes. 
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2.6.2. Une évaluation 
Ce modèle n'a aucune connaissance concernant les mécanismes de sécurité ou les 
points faibles du système surveillé. Si le modèle était basé sur des connaissances concer-
nant les points faibles du système, il ne pourrait pas détecter les intrusions dues à des défi-
ciences qui ne sont pas connues. Ici, il est possible que la détection des intrusions permette 
au responsable de la sécurité de localiser certains points faibles du système. 
Cependant, il est possible qu'une personne échappe à la détection en modifiant pro-
gressivement son comportement jusqu'à ce qu'un nouveau modèle de son comportement 
normal ait été établi, ce modèle permettant d'attaquer en toute sécurité le système. Cette at-
taque est donc compliquée pour l'intrus, mais il se peut que cela se produise. 
De plus, certains utilisateurs peuvent avoir un comportement bien établi, se connec-
tant toujours aux mêmes heures et à partir des mêmes endroits, réalisant toujours le même 
type d'activités, ... Cependant, d'autres utilisateurs peuvent avoir un comportement beau-
coup plus variable au fil des jours ; ils se connectent toujours à des heures différentes et 
depuis des endroits différents, chaque jour ils changent totalement leurs activités, .. . Pour 
ces derniers, pratiquement tous les comportements peuvent être considérés comme nor-
maux et un intrus qui utiliserait le compte d'un tel utilisateur pourrait passer inaperçu. 
Ce modèle représente donc une bonne base pour un système de détection d'intrusions. 
Mais, comme nous l'avons vu, il est possible que certaines intrusions ne soient pas 
détectées. 
2. 7. Les systèmes experts 
Les systèmes experts peuvent également être utiles pour la détection des intrusions. 
Les règles représentent un ensemble de faits qui sont directement utiles pour la détection 
des intrusions. Ainsi, des informations concernant les vulnérabilités connues du système 
surveillé, les scénarios d'attaques connus mais aussi les intuitions concernant les comporte-
ments suspects sont encodées sous la forme de règles dans le système expert. Ces règles 
sont ensuite utili sées pour analyser les données d'audit à la recherche d'activités suspectes. 
Les systèmes experts présentent toutefois un désavantage. En effet, ils ne s'intéressent 
qu'aux vulnérabilités et aux attaques qui sont connues. Un scénario d'intrusion qui ne dé-
clenche aucune règle ne sera pas détecté. Or, il est possible que la plus grande menace pro-
vienne des vulnérabilités qui ne sont pas encore connues et des attaques qui n'ont pas 
encore été essayées. 
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2.8. Les outils 
Plusieurs outils ont été conçus afin d'implémenter efficacement ces modèles et cette 
expertise. Nous allons en présenter quelques-uns. Nous commencerons par décrire le pro-
totype IDES. Nous mentionnerons ensuite l'existence du projet Minos. Nous terminerons 
par une présentation des systèmes NADIR et ASAX. 
2.8.1. Le prototype IDES 
Cette description est basée sur l'article [LUNT, 88] 1• 
Le prototype IDES a été développé au SRI International sur base du modèle IDES. Ce 
prototype surveille les utilisateurs sur un système éloig é à travers les données d'audit gé-
nérées par ce système et détecte les comportements anormaux. 
Pour ce faire, IDES enregistre, pour chaque utilisateur du système, différentes mesu-
res. Chaque mesure représente un aspect du comportement d'un utilisateur. Ainsi, IDES 
enregistre des informations telles que le moment où l'utilisateur se connecte, l'endroit de-
puis lequel il se connecte, la durée de sa session, ... Pour chacune de ces mesures, le proto-
type conserve un profil. Le profil est une description du comportement normal de 
l'utilisateur pour une certaine mesure. 
Les données d'audit sont générées par le système d'exploitation du système surveillé. 
Après leur génération, les données sont mises dans le format IDES, indépendant du 
système ; elles sont chiffrées et transmises au système IDES selon un protocole de trans-
mission défini dans le cadre du projet. Aucune donnée d'audit ne circule en clair. 
Lorsqu'il reçoit les données d'audit, IDES regarde si l'activité décrite par ces données 
est anormale par rapport au profil de l'utilisateur et les profils sont mis à jour sur base de 
l'activité observée. Quand un comportement anormal est détecté, un enregistrement d'ano-
malie est généré et placé dans une base de données. 
La détection se fait en temps réel. 
IDES offre également une interface graphique, permettant au responsable de la sécuri-
té de visualiser graphiquement l'activité du système s rveillé et les comportements anor-
maux détectés. 
Teresa F. LUNT et R. JAGANNATHAN, A Prototype Real-Time Intrusion-Detection Expert System, 
Proceedings of 1988 IEEE Symposium on Security and Privacy, 1988, pages 59-66. 
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IDES est implémenté sur une machine différente de la machine surveillée. Cela a plu-
sieurs avantages : 
au niveau des performances, IDES ne dégrade pas le temps de réponse du système 
surveillé; 
au niveau de la sécurité, les points faibles du ystème surveillé ne mettent pas la 
sécurité de l'IDES en danger ; 
au niveau de l'intégration, IDES peut être adapté à différents environnements et 
peut être intégré avec différents systèmes d'exploitation dans les systèmes 
surveillés. 
La version la plus récente de l'IDES intègre également des informations concernant 
les points faibles connus du système, les scénarios d'attaques connus et les intuitions au su-
jet des comportements suspects. Des règles sont fixées ; elles ne dépendent pas du passé de 
l'utilisateur. 
L'expertise combinée au modèle IDES pourrait offrir une meilleure détection 
puisqu'elle réunit les points forts de ses deux composants. 
2.8.2. Minos 
Des travaux d 'un autre style ont été entrepris en A stralie, avec le projet Minos. Cette 
présentation est inspirée de [NE WB ERR Y, 90] 1• 
Tout comme IDES, Minos utilise des informations sur la façon dont l'utilisateur se 
comporte avec l'ordinateur afin d'identifier les intrusions. Les intrus sont identifiés sur base 
de leurs déviations par rapport au comportement de l'utilisateur normal. 
Minos examine toutes les commandes tapées par l'utilisateur et recherche les compor-
tements non caractéristiques qui pourraient révéler un intrus. L'originalité réside dans les 
mesures que Minos utilise pour identifier les différents utilisateurs. Ces mesures sont les 
suivantes: 
le choix des commandes de l'utilisateur. Les utilisateurs se servent toujours du 
même ensemble de commandes ; cela est employé pour distinguer les utilisateurs 
légitimes des intrus ; 
l'ordre dans lequel les commandes sont utilisées ; 
le positionnement de l'utilisateur dans l'ordinateur à savoir, dans quel répertoire se 
trouve l 'utilisateur, à quel fichier accède-t-il , .. . ? Si un utilisateur accède souvent à 
des sections auxquelles il n'avait pas l'habitude d'accéder, cela peut révéler un 
intrus; 
Michael NEWBERRY, Minos: Extended User Authentiçation, Proceedings of Advances in Cryptology 
(Auscrypt), 1990, pages 410-423. 
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le style de frappe de l'utilisateur. Celui-ci est mesuré par l'intervalle de temps qui 
sépare deux frappes consécutives de l'utilisateur. 
En 1990, au moment de la parution de l'article, seule la première des mesures men-
tionnées ci-dessus était implémentée. Toutefois, la fin de l'implémentation était prévue 
pour le mois de décembre de la même année. 
2.8.3. Le système NADIR 
Cette présentation est basée sur [HOCHBERG, 93]1. 
Le système expert NADIR (Network Anomaly Detection and Intrusion Reporter) a été 
développé pour détecter les abus sur le réseau du Laboratoire National de Los Alamos, aux 
Etats-Unis. 
NADIR reçoit des données d'audit en provenance d'un noeud particulier du réseau. 
Ces données reflètent l'activité du réseau. Chaque semaine, NADIR synthétise les différen-
tes données d'audit qu'il a reçues sous la forme de profils. Les règles du système sont ap-
pliquées à ces profils. 
Laformulation des règles 
Les règles du système codifient des scénarios de violation de la politique de sécurité 
mais également des informations concernant les activités suspectes ou inhabituelles. 
Afin de formuler ces règles , les concepteurs du système se sont entretenus avec des 
experts, à savoir le personnel responsable de la sécurité. De même, les personnes responsa-
bles de l'établissement et de l'application de la politique de sécurité ont été interrogées. De 
plus, les connaissances au sujet des abus et des intrusions passées ainsi que l'intuition des 
responsables de la sécurité ont permis de formuler des règles. 
Un premier ensemble de règles a donc été implémenté puis testé. Ces tests ont permis 
de découvrir de nouveaux scénarios d'attaques et des vulnérabilités inconnues du système. 
Ces découvertes ont permis à leur tour de compléter l'ensemble de règles. Ces règles conti-
nuent à être complétées au fur et à mesure que de nouvelles découvertes ont lieu. Malheu-
reusement, nous ne disposons pas d'exemple de règles utilisées par NADIR. 
Actuellement, NADIR effectue une analyse a posteriori des données. Toutefois, les 
concepteurs espèrent atteindre prochainement une détection en temps réel. 
J. HOCHBERG, K. JACKSON, C. STALLINGS, J.F. McCLARY, D. DUBOIS et J. FORD, NADIR : 
An Automated System for Detecting Network Intrusion and Misuse , Computers & Security, Vol. 12, 
n°3, 1993, pages 235-248. 
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2.8.4. Le système ASAX 
Cette description est basée sur [HABRA, 92] 1 et [HABRA, 94]2. 
Le projet ASAX (Advanced Security Audit-trail Analysis on uniX), entrepris conjoin-
tement par les Facultés de Namur et la société Siemens Nixdorf Software, vise le dévelop-
pement d'un outil d'analyse de données d'audit universel, efficace et puissant. 
ASAX n'est basé sur aucun modèle particulier ni sur aucune expertise. Il est utilisable 
avec tout modèle ou toute expertise. 
Un outil universel 
ASAX est capable d'analyser n'importe quel fichier d'audit. Pour ce faire, tout fichier 
doit être traduit, avant l'analyse, dans un format approprié que l'outil comprend. Ce format, 
défini dans le cadre du projet, est suffisamment flexible pour que tout fichier d'audit puisse 
être traduit assez facilement dans ce format. Des adaptateurs automatiques de format pour-
raient même être fournis pour traduire chaque fichier d'audit dans le format normalisé. Ac-
tuellement, il existe de tels adaptateurs, mais ils ne sont pas génériques. 
Les fichiers d'audit générés par les systèmes d'exploitation des différents systèmes 
surveillés sont donc mis dans le format normalisé. L'analyse est ensuite effectuée sur ces 
fichiers en format normalisé. Ceci assure le caractère universel de l'outil. 
Un outil efficace et puissant 
Afin d'obtenir un outil puissant, un langage particulier a été mis au point. Ce langage, 
RUSSEL (RUle-baSed Sequence Evaluation Language), est spécialement conçu pour 
l'analyse efficace de grands fichiers séquentiels, tels que les fichiers d'audit. Ainsi, la re-
cherche d'une séquence d'enregistrements dans un fichier séquentiel se fait en une seule 
passe. Etant donné la taille des fichiers à considérer, cette possibilité est très précieuse et 
rend l'outil très puissant. 
Les règles que le responsable de la sécurité désire appliquer au moment de l'analyse 
des fichiers d'audit sont exprimées dans ce langage. Le responsable doit donc apprendre ce 
langage. 
2 
N. HABRA, B. LE CHARLIER, I. MATHIEU et A. MOUNJI, op cit. , pages 435-450. 
N. HABRA, B. LE CHARLIER, A. MOUNJI et D. ZAMPUNIERIS, Proto type Distributed System for 
On-line Network Security Monitoring, Juillet 1994. 
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Un outil distribué 
Les dernières recherches sur le projet sont orientées vers le développement d'un systè-
me distribué pour la surveillance de la sécurité des réseaux en temps réel. En effet, une 
analyse globale des événements qui surviennent sur l'ensemble des systèmes peut révéler 
des activités suspectes alors que ces mêmes événements considérés séparément ne témoi-
gnent d'aucun danger. Ainsi, une tentative de connexion qui échoue sur un système ne re-
présente aucun danger. Par contre, si plusieurs systèmes sont témoins d'un tel échec en un 
laps de temps assez court, cela peut indiquer une tentative d'intrusion. 
Au niveau de chaque système surveillé, une première sélection est opérée sur les don-
nées d'audit générées par le système d'exploitation. Ainsi, les données d'audit sont conver-
ties dans le format normalisé et analysées. Les données retenues sont ensuite envoyées vers 
un système central qui réalise une analyse globale des données. Cette analyse peut produire 
une alarme, des statistiques ou encore un rapport sur le niveau de sécurité du réseau. 
Un exemple 
Supposons, par exemple, que l'on désire surveiller le nombre de tentatives de 
connexion qui échouent sur l'ensemble des systèmes d'un réseau. Au niveau local, le systè-
me analyse les données d'audit et n'envoie au système central que les données indiquant un 
tel échec. Le système central analyse alors l'ensemble des données qu'il reçoit des diffé-
rents systèmes afin de découvrir des séquences de tentatives de connexion qui ont échoué. 
La figure n°2.1 présente u exemple de règle. Cette règle recherche l'occurrence d'un 
échec de connexion et, après en avoir trouvé un, déclenche une règle qui vérifie qu'il n'y a 
pas plus de "max" occurrences d'un tel échec en "durée" secondes. Si cette deuxième règle 
est enfreinte, une alarme sera envoyée au responsable de la sécurité. 
rule Failed login (max, durée : integer) 
#Cette règle détecte un premier é chec de connexion et 
#déclenche une règle de comptage avec un temps d'expiration 
begin 
if evt = 'login' and res = 'failure' and 
is unsecure(terminal) 
~>Trigger off for next Count rul el (max-1, temps+durée) 
fi 
Trigger off for next Failed_login (max, durée) 
end 
Figure n°2.l : Exemple de règle 
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2.9. Conclusions 
L'audit semble être une technique intéressante pour la détection des intrusions, parti-
culièrement si le responsable dispose d'un outil automatisé qui lui permet de réaliser une 
analyse des données assez complexe. 
Plusieurs techniques de détection existent, chacune présentant des points forts et des 
points faibles. Un système de détection d'intrusions devrait combiner plusieurs de ces tech-
niques afin de réunir les points forts et d'éliminer les points faibles de chacune. Ainsi, un 
système combinant l'expertise et le modèle IDES, tel que la version la plus récente du pro-
totype IDES, pourrait permettre de détecter une intrusion qui ne s'était encore jamais pro-
duite. En effet, bien que le comportement ne déclenche aucune règle du système expert, il 
pourrait être détecté sur base de son caractère anormal. D'autre part, un comportement 
pourrait déclencher une règle du système expert indépendamment de toute considération 
relative au caractère normal ou non du comportement. 
Chapitre 3 
Une présentation de DECnet 
Nous avons présenté l'audit de sécurité et quelques solutions qui ont déjà été propo-
sées pour la détection des intrusions. Nous pouvons à présent aborder la solution qui a été 
retenue au CERN pour essayer de détecter les connexions DECnet douteuses. Nous com-
mencerons par présenter, dans ce chapitre, notre environnement de travail, à savoir 
DECnet. 
DECnet est une implémentation de l'architecture de réseaux de Digital Equipment 
Corporation. Etant donné que notre projet est motivé par une volonté de détection des 
connexions douteuses qui utilisent cette implémentation, nous allons consacrer un chapitre 
à la présentation de DECnet. 
Nous aborderons d'abord la notion d'architecture de réseaux. Nous retracerons ensuite 
rapidement l'évolution de DECnet. Après cela, nous présenterons les objectifs de l'architec-
ture de réseaux de Digital. Notre programme étant destiné à analyser les connexions initia-
lisées avec DECnet Phase IV, nous présenterons cette phase. Puis, nous donnerons les 
raisons qui motivent l'apparition de DECnet Phase V, la dernière version de DECnet, et 
nous exposerons les principes de cette version. 
Nous sommes conscients que cette description n'est pas complète. Cependant, le but 
de notre travail n'est pas une étude détaillée de DECnet. Cette description est motivée par 
le rapport direct qui existe entre DECnet Phase IV et notre travail. 
3.1. Architecture de réseaux 
Qu'est-ce qu'une architecture de réseaux ? Quels sont les avantages et les inconvé-
nients d'une architecture en couches ? Telles sont les questions auxquelles nous essaierons 
de répondre au cours de cette section. Nous terminerons en présentant l'architecture de ré-
seaux de Digital. 
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3.1.1. Définition 
Une architecture de réseaux définit les mécanismes de communication et les interfaces 
que des systèmes informatiques de différents types doivent adopter afin de pouvoir 
s'échanger des données. 
Nécessité d'une architecture de réseaux 
Selon Digital 1, une architecture de réseaux est indispensable pour plusieurs raisons : 
il existe une grande variété d'équipements informatiques, de moyens de 
communication et de systèmes d'exploitation. Ceux-ci sont mis au point par des 
personnes différentes. Aussi, la communication entre ces différents équipements 
n'est possible que si les constructeurs utilisent un ensemble de spécifications 
communes; 
l'architecture de réseaux définit, d'une part, comment utiliser, dans le réseau, des 
standards tels qu'OSI (Open System Interconnection) et d'autre part, comment y 
intégrer des standards individuels ; 
les technologies de communication sont en constante évolution et les réseaux 
doivent être capables d·évoluer pour inclure ces nouvelles technologies. Dans une 
architecture modulaire, les changements dans un domaine n'ont pas d'influence sur 
les autres domaines. Cette évolution est donc possible ; 
la structure modulaire permet d'implémenter certaines fonctions hautement 
performantes au niveau du matériel, cette implémentation étant indépendante du 
système. Ainsi, les protocoles de liaison de données des réseaux locaux sont 
implémentés sous la forme d'adaptateurs pour ces réseaux. 
3.1.2. Principes et avantages d'une architecture en couches 
Attardons nous quelques instants sur un type particulier d'architecture de réseaux, l'ar-
chitecture en couches. 
Dans une architecture en couches, les différents services offerts pour permettre la 
communication sont divisés en groupes logiquement cohérents appelés couches. Les cou-
ches sont construites les unes au-dessus des autres et chaque couche utilise les services 
fournis par la couche inférieure. Chaque système du réseau contient son propre élément de 
la couche, appelé entité. 
DEC net DIGITAL Network Architecture (Phase V) - General Description , Digital Equipment Corpora-
tion, Maynard Massachusetts, Septembre 1987. 
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Deux types de relations 
L'architecture spécifie deux types de relations entre les entités : 
les interfaces, c'est-à-dire les relations entre en ités qui se trouvent généralement 
dans le même système. Typiquement, une entité d'une couche fournit un service à 
une entité de la couche supérieure en demandant un service à une entité de la 
couche inférieure. L'architecture spécifie les services offerts comme des appels de 
procédures, mais ces spécifications sont f nctionnelles et ne doivent pas 
nécessairement être implémentées sous la forme d'appels de procédures ; 
les protocoles, c'est-à-dire les relations entre entités équivalentes qui se trouvent 
généralement dans des systèmes différents. Ces protocoles définissent très 
précisément le format des messages à échanger au moment de la communication et 
les règles à suivre lors de l'échange de ces messages. 
La figure n°3.1 illustre le principe d'une architecture en couches. 
entité(n) protocoles entité(n) couche(n) 
interfaces interfaces 
entité(n-1) protocoles entité(n-1) couche(n-1) 
Figure n°3.1 : Principe d'une architecture en couches 
Indépendance des couches 
Les protocoles et les mécanismes particuliers mis en oeuvre par une couche sont ca-
chés aux autres couches. Une couche ne connaît donc que les services offerts par la couche 
inférieure. Cela conduit à l'indépendance des couches. En effet, les mécanismes utilisés 
dans une couche ne sont pas connus des autres couches. Des changements très importants 
peuvent donc être réalisés dans une couche sans affecter les autres couches. 
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3.1.3. DNA, l'architecture de réseaux de Digital 
L'architecture de réseaux de Digital (DNA - Digital Network Architecture) définit les 
moyens par lesquels les systèmes informatiques de Digital peuvent communiquer avec 
d'autres systèmes informatiques fournis par Digital ou par d'autres vendeurs afin de former 
un système distribué. C'est une architecture en couches ; nous y reviendrons lorsque nous 
aborderons les objectifs de DNA. 
Cette architecture spécifie : 
les protocoles de communication qui permettent aux systèmes d'échanger de 
l'information ; elle précise donc les règles de construction et d'interprétation des 
messages; 
les interfaces internes qui permettent de décrire un protocole en termes de services 
fournis par la couche inférieure ; 
les mécanismes par lesquels les systèmes s'adaptent aux variations de charge et de 
configuration, ceci afin de permettre le meilleur usage des ressources disponibles ; 
les moyens de gérer un réseau distribué à la fois localement et à distance. 
DNA semble être une architecture sans limite fixe . Ainsi, des phases ultérieures de 
DNA pourraient ajouter des couches, des entités dans une couche existante ou des modèles 
alternatifs pour certaines couches. 
DECnet est un ensemble spécifique de produits qui implémente cette architecture. Il 
conviendrait donc de parler de l'implémentation DECnet de la Phase 1 de DNA. Toutefois, 
pour plus de concision, nous désignerons cela par DECnet Phase 1. 
3.2. Historique de DECnet 
Le développement de DECnet s'est déroulé par phases. Chacune de ces phases repré-
sente un pas important dans l'évolution des produits DECnet. Le bref historique qui va sui-
vre est inspiré de [HARPER, 1993] 1• 
Phase 1 
En 1974, Digital a lancé son premier produit pour l'informatique distribuée, DECnet. 
Avant cela, les produits permettant la communication à travers un réseau étaient souvent 
destinés à résoudre des problèmes spécifiques et étroitement liés à une application 
John HARPER, Overview of Digital's Open Networkin g, Digital Technical Journal , Vol. 5, N°1, 
Hiver 1993, pages 12-20. 
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particulière. DECnet, quant à lui, permettait à une application de partager des données 
avec n'importe quelle autre application. 
Ce produit initial, plus tard appelé Phase 1, a révélé quelques problèmes inattendus. 
En effet, la communication et la collaboration entre plusieurs systèmes, ainsi que l'élabora-
tion des produits que ces derniers utilisaient, n'étaient pas une chose aisée. 
Un groupe a donc été chargé de produire des spécifications détaillées des protocoles et 
interfaces à utiliser. Toutefois, les constructeurs ne devaient pas être contraints à implé-
menter ces spécifications d'une façon particulière. 
Phase II 
La Phase II de DECnet, introduite en 1978, offrait, grâce à l'adhésion à une architec-
ture rigoureusement spécifiée, une interopérabilité complète entre les différentes 
implémentations. 
Toutefois, les systèmes devaient encore être directement connectés pour communi-
quer, le routage n'existait pas. 
Phase III 
Avec la Phase Ill, lancée en 1981, est apparue la capacité de router des messages à 
travers un certain nombre de systèmes intermédiaires pour atteindre une destination. La 
Phase III permettait également la gestion des réseaux à distance et l'utilisation des réseaux 
X.25 pour connecter des systèmes. Ceci reflétait l'émergence graduelle de standards pour 
les télécommunications. 
La taille maximale d'un réseau utilisant DECnet Phase III était de 255 noeuds. 
Phase IV 
L'apparition des réseaux locaux, en particulier Ethernet, a eu un grand impact sur les 
télécommunications. Pour la première fois, on pouvait connecter un système à un réseau 
simplement et à bas prix. DECnet Phase IV, apparu en 1984, supporte Ethernet. 
Un réseau utilisant DECnet Phase IV peut relier au maximum 65536 noeuds. 
Phase V 
Lorsque DECnet est apparu en 1974, tous ses protocoles étaient propriétaires ; ils 
étaient développés par Digital et restaient sous le contrôle de Digital. A ce moment, les 
standards et les protocoles définis publiquement n'existaient pas encore. C'est en 1978 
qu'est apparue l'idée d'interconnexion des systèmes ouverts (OS/ - Open Systems Inter-
connection). Ce projet a été entrepris par l'organisation internationale pour la standardisa-
tion (ISO - International Organization for Standardization). Il visait le développement 
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d'un ensemble complet de protocoles standards qui permettraient aux ordinateurs, non seu-
lement d'échanger des données, mais également d'utiliser ces données de façon significati-
ve dans leurs applications. 
Lorsque DECnet Phase IV est devenu disponible en 1984, les travaux sur OSI avaient 
fait d'importants progrès. Le modèle d'architecture avait été publié comme standard inter-
national et la standardisation de nombreux protocoles était bien avancée. Il était également 
clairement apparu que les communications entre des systèmes provenant de divers fournis-
seurs joueraient un rôle important dans l'avenir des réseaux informatiques. 
Une analyse détaillée des protocoles d'OSI montra qu'ils formaient une base convena-
ble pour l'évolution de DECnet. La décision a donc été prise d'utiliser autant que possible 
les standards OSI dans la prochaine phase de DECnet, DECnet Phase V. Les protocoles 
propriétaires existants ont été maintenus uniquement dans le but de permettre la compatibi-
lité avec les phases antérieures. 
Etant donné que notre programme est destiné à être utilisé avec DECnet Phase IV, 
nous allons nous intéresser de plus près à cette phase. Cependant, pour tenir compte de 
l'état de l'art en la matière, nous présenterons également la dernière version de DECnet, 
DECnet Phase V. Mais avant de considérer ces implémentations, penchons nous sur les 
buts de l'architecture de réseaux de Digital. 
3.3. Les objectifs de DNA 
L'ensemble des buts que s'était fixés Digital pour DNA a évolué dans le temps pour 
inclure aujourd'hui les objectifs suivants' : 
la transparence des opérations du réseau : les opérations internes d'un grand réseau 
sont inévitablement complexes. Ces opérations doivent être cachées à l'utilisateur ; 
le support d'une large gamme d'applications ; 
le support d'une grande variété de moyens de communication : les technologies de 
communication sont en constante évolution ; les vitesses augmentent et la nature 
des services change. La structure de DNA permet d'intégrer ces nouvelles 
technologies sans apporter de changements majeurs au reste de l'architecture ; 
le support d'un grand éventail de topologies de réseaux ; 
l'utilisation des standards chaque fois que c'est possible. Si l'élaboration de certains 
standards n'est pas entièrement terminée, il faut s'assurer que la transition future 
vers ces standards sera la plus douce possible; 
un minimum de gestion : quand c'est faisable, DNA permet à un réseau de 
fonctionner sans l'intervention d'un opérateur. Ceci est particulièrement important 
DECnet DIGITAL Network Architecture (Phase V) - General Description , op cit. , pages 2-3. 
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pour les systèmes orientés vers les utili sateurs tels que les stations de travail 
personnelles ; 
la facilité de gestion : toutes les fonctions de gestion ne peuvent pas être 
automatisées. Par exemple, certaines de ces fonctions dépendent de la politique 
organisationnelle de l'utilisateur. Dans de tels cas, la gestion devrait être aussi 
simple que possible et l'architecture ne devrait pas imposer un style particulier de 
gestion; 
une possibilité de croissance sans perturbation ou reconfiguration importante : 
ainsi, un réseau reliant deux systèmes peut faci lement évoluer vers un réseau 
contenant des centaines de systèmes ; pour les deux systèmes initiaux, cette 
évolution est transparente ; 
la possibilité de transition entre les différentes versions : chaque phase de DECnet 
est compatible avec la phase précédente. En conséquence, les systèmes dans un 
réseau peuvent être mis à jour sur une longue période. Il serait en effet gênant de 
devoir mettre à jour des milliers de systèmes en une nuit ; 
la possibilité d'extension à de nouveaux développements technologiques ; 
la grande disponibilité face aux pannes des systèmes et des lignes ou même, dans 
la mesure du possible, face aux erreurs des opérateurs; 
la distribution : les principales fonctions de DNA, telles que le routage et la 
gestion de réseau, ne sont pas centralisées dans un seul système du réseau, ce qui 
augmente aussi la disponibilité de ce dernier; 
la mise à disposition de procédures de sécurité telles que l'authentification des 
utilisateurs à distance et le contrôle d'accès ; 
la segmentation : tous les systèmes ne doivent pas nécessairement implémenter 
toutes les fonctions proposées par l'architecture. Il est possible de communiquer 
avec d'autres systèmes grâce à un ensemble minimal de fonctions . 
Architecture en couches 
Afin de répondre aux objectifs de DNA, particulièrement ceux relatifs à la flexibilité, 
une architecture en couches est essentielle. La propriété d'indépendance des couches offer-
te par cette architecture a été largement exploitée au cours du développement de DECnet, 
permettant la modification ou le remplacement relativement aisé de protocoles. 
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3.4. DECnet Phase IV 
Intéressons-nous d'abord à la Phase IV de l'architecture de réseaux de Digital. Au 
cours de cette section, nous présenterons le principe et les couches de cette phase. Puis, 
nous comparerons cette architecture au modèle OSI. Ensuite, nous examinerons de plus 
près les différentes couches définies par DNA. Nous terminerons en analysant un type par-
ticulier de message DECnet. Cette section est principalement basée sur [DIGITAL, 82] 1• 
3.4.1. Présentation 
DNA Phase IV définit les couches suivantes : 
la couche utilisateur (User Layer) regroupe principalement des programmes écrits 
par les utilisateurs. Elle contient également le programme de contrôle du réseau 
qui permet aux gestionnaires des systèmes d'accéder, via un terminal, aux couches 
inférieures ; 
la couche de gestion de réseaux (Network Management Layer) permet aux 
utilisateurs de contrôler et de surveiller les activités du réseau. La gestion de 
réseau donne également des informations utiles pour la planification de l'évolution 
du réseau et la résolution des problèmes du réseau. Cette couche est la seule qui 
peut accéder directeme t à chacune des couches inférieures. 
Etant donné que notre programme ne s'intéresse pas aux activités de cette couche, 
nous ne développerons pas plus en détail les fonctions de celle-ci ; 
la couche application réseau (Network Application Layer) fournit des services 
génériques à la couche utilisateur. Ces services concernent notamment l'accès à 
des fichiers qui se trouvent sur d'autres machines, le transfert de ces fichiers, 
l'accès interactif, via un terminal, à un système éloigné, ... Cette couche contient à 
la fois des modules fournis par Digital et des modules écrits par l'utilisateur. 
Puisque notre programme nous a conduits à examiner plus en détail le protocole 
CTERM, nous nous intéresserons uniquement à ce dernier. CTERM permet à un 
terminal d 'accéder à un système hôte éloigné en vue d'y lancer des commandes 
interactives et d'y exécuter des programmes d'application ; 
la couche de contrôle de session (Session Contrai Layer) définit la communication 
entre programmes via une liaison logique tout en intégrant le système utilisé. Elle 
s'occupe de la conversion des noms des noeuds en adresses, de l'adressage et 
parfois du contrôle d'accès. Cette couche utilise le protocole de contrôle de session 
(Session Contrai Protocol) ; 
DECnet DIGITAL Network Architecture (Phase IV) - Genera/ Description, Digital Equipment Corpo-
ration, Maynard Massachusetts, Mai 1982. 
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la couche de communication de bout en bout (End Communication Layer) est 
responsable de la création et de la gestion des liaisons logiques indépendamment 
du système utilisé. Elle s'occupe du contrôle de flux, de la gestion des erreurs en 
bout à bout ainsi que de la segmentation et la reconstitution des messages. Cette 
couche utilise le protocole de services de réseau (Network Services Protocol) ; 
la couche de routage (Routing Layer) transmet les données de l'utilisateur vers 
leur destination. Cette couche utilise le protocole de routage (Routing Protocol) ; 
la couche de liaison de données (Data Link Layer) crée un chemin de 
communication entre deux noeuds adjacents et assure l'intégrité des données 
transmises sur ce chemin. Plusieurs protocoles sont utilisés simultanément et 
indépendamment les uns des autres à ce niveau : le protocole de messages de 
communication des données de Digital (DDCMP - Digital Data Communications 
Message Protocol), les niveaux 2 et 3 de X.25 et Ethernet ; 
la couche de liaison physique (Physical Link Layer) s'occupe de la transmission 
physique des données sur une liaison physique. Elle est notamment chargée de 
surveiller les signaux sur cette ligne, de gérer les interruptions provenant du 
matériel et d'avertir la couche de liaison de données quand une transmission est 
terminée. Cette couche n'est pas définie par DNA mais par un ensemble de 
standards issus de l'industrie tels que EIA RS-232C ou la couche physique 
d'Ethernet. Nous ne nous y arrêterons pas. 
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Relations entre les couches 
Chaque couche utilise les services de la couche qui lui est inférieure. La couche utili-
sateur utilise également les services de la couche application réseau. Les trois couches su-
périeures peuvent aussi directement faire appel aux services de la couche de contrôle de 
session. Par ailleurs, la couche de gestion de réseau utilise les services de la couche de liai-
son de données pour les fonctions qui ne nécessitent pas la création d'une liaison logique. 
La figure n°3.2 montre les relations entre les différentes couches définies par DNA. 
Couche utilisateur 
Couche de contrôle de session 
Couche de communication bout en bout 
Couche de routage 
Couche de liaison de données 
Couche de liaison physique 
Figure n°3.2 : DNA Phase IV 
Flux des données 
-+ Gestion de réseaux 
__. Client 
Les données que l'utilisateur désire envoyer traversent ces différentes couches avant 
d'être transmises sur la liaison physique. Chaque couche ajoute aux données qu'elle reçoit 
de la couche supérieure, des informations de contrôle qui lui permettent de réaliser les tâ-
ches qui lui sont assignées. Ce sont les données de l'utilisateur et les informations de 
contrôle qui sont transmises sur la ligne. 
Lorsque les données arrivent au noeud de destination, les informations de contrôle 
sont enlevées au fur et à mesure que le message traverse les différentes couches le condui-
sant au processus destinataire. 
La figure n°3.3 illustre ce processus. Dans cet exemple, la couche de gestion de réseau 
n'intervient pas. Les données utilisateur sont les données que le processus source désire en-
voyer à un processus destinataire. Les informations qu'une couche reçoit de la couche su-
périeure sont représentées par des carrés vides alors que les informations de contrôle 
qu'elle ajoute sont symbolisées par un carré intitulé "Info Contrôle". 
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Couche uti lisateur Donnée~ 
uùlisa-
teur 
1 
w 
Couche application réseau 
Info 
Contrôk 
1 1 
w w 
Couche de contrôle de session Info 
Contrôle 
1 1 1 
... ... ... 
Couche de communication Info 
bout en bout Contrôle 
1 1 1 1 
y ... ... ... 
Couche de routage Info 
Contrôle 
1 1 1 1 1 
... ... w ... ... 
Couche de Info Info 
liaison de Contrôle Contrôle 
données .__ _.,.. 
y 
Message transmis sur la ligne 
Figure n°3.3 : Flux des données au travers des couches 
3.4.2. Comparaison avec OSI 
L'architecture de DNA comprend plusieurs similitudes avec le modèle OSI. La couche 
utilisateur de DNA reprend un ensemble de fonctions qui appartiennent à la couche appli-
cation d'OSI. La couche application réseau de DNA rassemble des fonctions qui appartien-
nent à la couche application e t des fonctions qui relèvent de la couche présentation du 
modèle OSI. La couche de contrôle de session correspond à la couche session du modèle 
OSI et la couche de communication de bout en bout a les mêmes fonctions que la couche 
transport d'OSI. La couche de routage correspond à la couche réseau d'OSI. Les couches 
de liaison de données et physique ont toutes deux leur équivalent en OSI. 
La couche de gestion de :-éseau, quant à elle, n'intervient pas explicitement dans le 
modèle OSI. 
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La figure n°3.4 présente les couches de DNA Phase IV par rapport à celles d'OSI. 
OSI DNA 
Application Utilisateur 
Présentation Application réseau 
Session Contrôle de session 
Gestion 
Transport Communication bout en bout de 
Réseau Routage réseaux 
Liaison de données Liaison de données 
Physique Liaison physique 
Figure n°3.4 : Comparaison entre DNA Phase IV et OSI 
3.4.3. La couche de liaison de données 
Nous l'avons déjà dit, la couche de liaison de données est responsable de la création 
d'un chemin de communication entre deux noeuds adjacents. 
Les fonctions de cette couche sont les suivantes : 
assembler les bits reçus de la couche physique afin de former les messages ; 
détecter le début et la fin des messages reçus de la couche physique ; 
découper les messages reçus de la couche cliente afin de les envoyer sur la liaison 
physique reliant les deux noeuds qui communiquent ; 
vérifier l'intégrité des messages reçus de la couche physique ; 
gérer l'utilisation des ressources de la liaison physique; 
éventuellement, garantir que les données transmises ne soient pas erronées et 
arrivent dans l'ordre où elles ont été envoyées. 
Plusieurs protocoles résident dans la couche de liaison de données de DNA : Ethernet, 
DDCMP et les niveaux 2 et 3 de X.25 ; nous l'avons déjà mentionné. Nous allons donner 
les grandes caractéristiques de ces protocoles. Notons que les messages DECnet sont inter-
ceptés par notre programme sur un réseau Ethernet. 
Une présentation de DECnet ■ 46 
1. Le protocole DDCMP 
DDCMP est un protocole de Digital spécialement conçu pour DNA en 1974. Ce pro-
tocole assure que les données transmises arriveront dans l'ordre dans lequel elles ont été 
envoyées et qu'elles seront correctes. Il garantit également la transparence des données ; 
n'importe quelle suite de bits peut être envoyée par le client de la liaison de données. 
Puisqu'elle n'a pas de signification pour la couche de liaison de données, cette suite ne sera 
pas mal interprétée par cette couche. 
Respect de la séquence 
Afin de respecter l'ordre dans lequel les données ont été transmises, la couche de liai-
son de données attribue aux différents messages à envoyer un numéro de séquence. Ce nu-
méro est augmenté de un pour chaque nouveau message. 
Contrôle d'erreurs 
Dans le but d'assurer l'intégrité des données, la couche de liaison de données ajoute à 
chaque message transmis deux codes de détection d'erreurs de 16 bits ; le premier porte sur 
l'en-tête du message et la valeur du second est calculée à partir des données présentes dans 
le message. Lorsque le destinataire reçoit un message, il recalcule la valeur des codes et 
compare ces valeurs à celles qui sont présentes dans le message ; si les valeurs sont identi-
ques, il en déduit que les données ne contiennent pas d'erreur, les transmet à la couche de 
routage et envoie un accusé de réception positif à l'émetteur. Cet accusé de réception 
contient le numéro de séquence du message qui a bien été reçu. Si les valeurs sont diffé-
rentes, le récepteur demande la retransmission du message. Cela peut se passer de la façon 
suivante: 
Chaque fois que l'émetteur envoie un message, il enclenche un chronomètre. Si, après 
un certain laps de temps, l'émetteur n'a pas reçu d'accusé de réception, il envoie au récep-
teur un message qui le force à envoyer un accusé de réception. Si ce dernier est négatif, 
l'émetteur envoie de nouveau le message, sinon, il envoie le message suivant. 
Amélioration des performances 
Plusieurs techniques peuvent être utilisées dans le but d'améliorer les performances 
lors de l'échange de messages. 
D'une part, le récepteur peut envoyer un accusé de réception en même temps qu'un 
message de données destiné à l'émetteur; c'est la méthode du piggybacking. Un champ du 
message de données contient alors le numéro de séquence du message dont on accuse 
réception. 
Une présentation de DECnet ■ 47 
D'autre part, l'émetteur peut envoyer plusieurs messages avant de recevoir un accusé 
de réception ; le récepteur ne doit pas nécessairement accuser réception de tous les messa-
ges. Lorsque l'émetteur reçoit un accusé de réception positif, cela signifie que tous les mes-
sages, jusques et y compris celui dont le numéro se trouve dans cet accusé, ont été bien 
reçus. Un accusé de réception négatif signifie que tous les messages, dont le numéro de sé-
quence est inférieur à celui mentionné dans l'accusé de réception, ont été bien reçus. Seuls 
les messages dont le numéro de séquence est supérieur ou égal à celui présent dans l'accusé 
de réception doivent être retransmis. 
Ce protocole fonctionne aussi bien avec des lignes synchrones qu'asynchrones. 
2. Le protocole X.25 
La recommandation X.25 du Comité Consultatif International de Télégraphie et Télé-
phonie (CC/TT - Consutative Committee for International Telegraph and Telephone) défi-
nit une interface standard entre un système informatique et un point d'accès à un réseau 
public à commutation par paquets. 
Ces réseaux publics sont disponibles dans beaucoup de pays et représentent, pour les 
organisations qui désirent disposer d'un réseau, une solution plus économique que les li-
gnes louées. 
Trois niveaux 
La recommandation du CCITT structure X.25 selon trois niveaux : 
le niveau physique (Physical Level) définit les caractéristiques mécaniques, 
électriques, fonctionnelles et procédurales de la liaison physique reliant le système 
au point d'entrée du réseau ; 
le niveau des trames (Frame Level) définit le protocole de liaison de données entre 
le système et le point d'entrée du réseau ; 
le niveau des paquets (Packet Level) définit le format des paquets et les procédures 
de contrôle pour l'échange des paquets de contrôle et de données entre le système 
et le point d'entrée du réseau. 
Dans le cas de DNA, le niveau physique réside dans la couche physique et les deux 
couches supérieures se retrouvent dans la couche de liaison de données. 
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Service de circuit virtuel 
Ce protocole offre un service de circuit virtuel entre deux systèmes. Ce service a les 
propriétés suivantes : 
le transfert des données est full-duplex, c'est-à-dire que des messages peuvent être 
transmis simultanément dans les deux directions ; 
les messages arriveront dans l'ordre dans lequel ils ont été transmis ; 
ce service est fiable : les messages reçus ne contiennent pas d'erreur et aucun 
message n'arrive en double. 
Avant tout échange de données, il est nécessaire d'établir un circuit virtuel. Plusieurs 
circuits virtuels peuvent être établis sur une même liaison physique ; c'est le multiplexage. 
Contrôle de flux 
Ce protocole assure également un contrôle de flux grâce à la technique assez courante 
de la fenêtre. La fenêtre détermine le nombre de messages que l'émetteur peut envoyer 
sans avoir reçu d'accusé de réception. Elle spécifie les numéros des messages que l'on peut 
émettre ; la fenêtre se déplace au fur et à mesure que l'émetteur reçoit des accusés de ré-
ception pour les messages qu'il a envoyés. Le déplacement de la fenêtre est donc contrôlé 
par le récepteur. Ce contrôle de flux se fait indépendamment pour chaque direction de 
transmission sur chaque circuit virtuel. 
3. Le protocole Ethernet 
Le protocole Ethernet trouve ses origines au Centre de Recherche Palo Alto de Xerox. 
Il a ensuite été standardisé par la norme de réseaux locaux 802.3 de l'IEEE. 
Ce protocole définit une couche physique et une couche de liaison de données. Ces 
deux couches se retrouvent dans la Phase IV de DNA. 
Les messages sont interceptés par notre programme sur la dorsale du trafic interne du 
CERN. Cette dorsale implémente le protocole EtherneL 
Carrier-Sense Multiple-Access with Collision-Detection 
La configuration de base de tout Ethernet est un bus partagé, généralement un câble 
coaxial. Toutefois, la paire torsadée et la fibre optique sont de plus en plus utilisées. La 
méthode d'accès au bus est basée sur l'écoute du bus et la détection des collisions 
(CSMAICD - Carrier-Sense Multiple-Access with Collision-Detection). 
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Lorsqu'un système désire en oyer des données sur le bus, il écoute si ce dernier est li-
bre. Si un autre noeud est en trai d'émettre, le système attend. Sinon , le système commen-
ce à envoyer ses données. Cependant, il est possible que deux noeuds aient écouté le 
support au même moment. Aya t tous deux observé que celui-ci était libre, ils commen-
cent à émettre simultanément. Il en résulte une collision, semblable à ce qui se passe lors-
que plusieurs personnes parlent en même temps. Lorsque les deux noeuds détectent la 
collision, ils arrêtent d'émettre. Ils attendent alors un temps aléatoire avant d'écouter de 
nouveau le support. Lorsque la liaison de données a pu envoyer les données sans collision, 
elle en avertit la couche supérieu e. 
Afin de détecter les éventuelles collisions, il est nécessaire que les messages envoyés 
restent suffisamment longtemps sur le support. C'est pour cette raison que la longueur mi-
nimale d'un message Ethernet est de 64 bytes. Si nous enlevons les quelques 18 bytes d'in-
formations de contrôle, nous obtenons des messages contenant au minimum 46 bytes de 
données. 
Afin de donner l'occasion à tous les noeuds d'envoyer des données, le protocole s'as-
sure qu'un noeud ne garde pas la main pendant une période trop longue. C'est pour cette 
raison que les messages Ethernet ont une longueur maximale ; ils ne peuvent pas contenir 
plus de 1500 bytes de données. 
Service à datagramme 
Ce protocole offre un serv· e à datagramme ; il est possible que des messages, aussi 
appelés trames, se perdent. Le contrôle des erreurs sera assuré par une couche supérieure. 
Cela se justifie par le faible taux d'erreurs des liaisons Ethernet. 
Chaque message transmis contient l'adresse du système qui l'a envoyé ainsi que 
l'adresse du système à qui il est destiné. 
La liaison de données traite les données de façon transparente ; les données peuvent 
contenir n'importe quelle séque ce de bits. 
3.4.4. La couche de routage 
Nous l'avons déjà mentionné, la couche de routage achemine les messages vers leur 
destination. Avant d'atteindre leur destination, les messages, aussi appelés paquets à ce ni-
veau, peuvent transiter par un c rtain nombre de noeuds intermédiaires. La couche de rou-
tage choisit le chemin que doivent suivre les paquets po r atteindre leur destination. 
Le routage implémente un service à datagramme ; ·1 est donc possible que certains pa-
quets se perdent, arrivent en double ou encore que l'ordre dans lequel les paquets arrivent 
ne corresponde pas à l'ordre da s lequel ils ont été envoyés. 
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Fonctions 
Les fonctions de la couche de routage sont les suivantes : 
déterminer le chemin que doivent suivre les paquets entre leur noeud source et leur 
noeud de destination. Un chemin est une séquence de liaisons de données et de 
noeuds. Pour choisir le meilleur chemin, la couche de routage se base sur les coûts 
que les responsables des réseaux attribuent aux différents circuits. Ainsi , s'il existe 
plus d'un chemin entre deux noeuds, la couche de routage choisit celui dont le coût 
est minimum ; 
faire suivre les paquets. Si le paquet qui arrive à un noeud est destiné à ce noeud, 
la couche de routage transmet ce paquet à la couche supérieure ; si le paquet est 
destiné à un autre noeud, la couche de routage l'envoie vers le noeud suivant du 
chemin; 
s'adapter à la topologie du réseau. Si un noeud ou une ligne tombe en panne, la 
couche de routage trouve un autre chemin par lequel envoyer un paquet, si un tel 
chemin existe ; 
s'adapter aux différents types de liaisons de données. La couche de routage 
supporte des chemins constitués de liaisons de données de différents types ; 
informer les autres entités de routage des changements observés dans la topologie 
du réseau; 
renvoyer à l 'émetteur les paquets adressés à des noeuds inaccessibles ; 
limiter le nombre de noeuds qu'un paquet peut visiter et empêcher ainsi que des 
paquets bouclent indéfiniment dans le réseau. 
Il est possible que certains noeuds n'implémentent qu'une partie des fonctionnalités of-
fertes par la couche de routage. Ces noeuds sont capables d'envoyer et de recevoir des 
messages mais ils ne sont pas aptes à router les messages de leur source vers leur destina-
tion. A l'opposé, les routeurs implémentent toutes les fonctions de la couche de routage et 
sont donc capables d 'acheminer les messages vers leur noeud de destination. 
Adaptation à la topologie du réseau 
La façon dont la couche de routage prend connaissance de la topologie du réseau et 
s'adapte aux changements de topologie dépend du type de la liaison de données. Voyons 
comment cela se passe sur un réseau Ethernet. 
Régulièrement, les routeurs envoient un message (Ethernet Router Hello Message) à 
tous les autres noeuds, routeurs ou non. Ce message contient la liste de tous les routeurs 
sur le réseau Ethernet qui ont récemment envoyé un message au noeud envoyant le présent 
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message. En s'échangeant de tels messages, les routeurs restent informés du statut des au-
tres routeurs sur le réseau. 
Les noeuds finaux (End Nades) envoient régulièrement des messages (Ethernet End-
node Hello Message) à tous les routeurs. Ces messages permettent aux routeurs de connaî-
tre le statut des noeuds finaux sur l'Ethernet. 
Grâce aux messages reçus, les routeurs établissent une base de données indiquant le 
meilleur chemin à suivre pour atteindre chaque noeud. Cette base de données est mise à 
jour au fur et à mesure que de nouveaux messages arrivent. Lorsqu'un noeud reçoit un pa-
quet, il consulte sa base de données pour déterminer le noeud vers lequel il doit envoyer ce 
paquet. 
De plus, la couche de routage choisit un routeur parmi tous les routeurs du réseau. Ce 
routeur est appelé le routeur désigné (Designated Router). Il reçoit les messages envoyés 
par les noeuds du réseau, en particulier les demandes de connexion, et les envoie vers leur 
destination. Lorsque ce routeur reçoit d'un noeud un message de demande de connexion 
adressé à un autre noeud qui se trouve sur le même Ethernet, le routeur désigné signale au 
noeud destinataire qu'il se trouve sur le même réseau que le noeud émetteur. Suite à cela, 
la communication entre les deux noeuds se fait directement. 
3.4.5. La couche de communication de bout en bout 
La couche de communication de bout en bout permet à deux processus de s'échanger 
des données de façon fiable indépendamment de leur localisation dans le réseau. Nous 
l'avons déjà dit, cette couche implémente le protocole de service réseau (NSP - Network 
Service Protocol). 
Liaison logique 
La communication entre deux processus nécessite la création d'une connexion. Cette 
connexion entre processus est appelée liaison logique. Une liaison logique permet à un 
processus situé à un bout de la liaison d'envoyer des données au processus situé à l'autre 
bout de la liaison. La couche de communication de bout en bout crée, maintient et détruit 
les liaisons logiques à la demande de la couche de contrôle de session décrite dans la sec-
tion suivante. 
Respect de la séquence et contrôle d'erreurs 
Le protocole NSP garantit que les messages arriveront chez le destinataire dans le 
même ordre que celui dans lequel ils ont été émis. Il utilise pour cela un mécanisme de 
contrôle d'erreurs. Les messages se voient attribuer un numéro de séquence et chacun des 
processus communiquant via la liaison logique envoie un accusé de réception pour les 
messages qu'il a bien reçus. Si l'accusé de réception est négatif, l'émetteur retransmet la 
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donnée. De même, si l'émetteur a envoyé un message et n'a pas reçu d'accusé de réception 
après un certain laps de temps, il retransmet la donnée. Les accusés de réception peuvent 
être combinés avec des messages de données destinés à l'émetteur, c'est la méthode du pig-
gybacking dont nous avons déjà parlé. 
Segmentation des données 
La longueur des messages que la couche de communication de bout en bout peut 
transmettre à la couche de routage est limitée. Les spécifications ne précisent pas la lon-
gueur maximale d'un message. Pourtant, les messages que la couche de contrôle de session 
donne à la couche de communication de bout en bout peuvent être très longs. NSP découpe 
donc, en segments, les messages reçus de la couche de contrôle de session. Pour chaque 
segment, on indique sa place dans le message, à savoir, début, milieu ou fin. Chaque seg-
ment est numéroté et envoyé à l'entité NSP réceptrice. Celle-ci utilise les numéros de sé-
quence et les indications sur la place du segment dans le message pour reconstituer le 
message à partir des différents segments reçus. 
Contrôle de flux 
L'entité NSP réceptrice s'occupe également du contrôle de flux. Il existe trois types de 
contrôle de flux : 
aucun; 
le récepteur indique à l'émetteur le nombre de segments qu'il peut recevoir ; 
le récepteur indique à l'émetteur le nombre de messages qu'il peut recevoir en 
provenance de la couche de contrôle de session. Selon Digital1, cette méthode est 
obsolète et tend à être abandonnée. 
En plus de cela, le récepteur peut toujours interrompre ou reprendre la transmission à 
tout moment. 
Notons que les mécanismes d'établissement de la liaison logique, de contrôle d'erreurs 
et de contrôle de flux mis en oeuvre par le protocole NSP sont transparents aux processus 
utilisateurs de la liaison logique. 
3.4.6. La couche de contrôle de session 
La couche de contrôle de session permet aux applications, qui s'exécutent avec un cer-
tain système d'exploitation, d'utiliser les services de la couche de communication de bout 
en bout. Elle fournit également aux processus utilisateurs une interface unique pour en-
voyer ou recevoir des données ainsi qu'établir ou détruire une liaison logique. Nous l'avons 
DECnet DIGITAL Network Architecture (Phase IV) - General Description, op cit. page 4.7. 
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déjà mentionné, cette couche implémente le protocole de contrôle de session (SCP - Ses-
sion Contrai Protocol). 
Réception d'une demande de connexion d'un processus utilisateur 
La couche de contrôle de session demande la création de liaisons logiques chaque fois 
que des processus utilisateurs le désirent. Lorsqu'elle reçoit une demande de connexion 
d'un processus utilisateur, la couche de contrôle de session accomplit les opérations 
suivantes: 
elle établit la correspondance entre le nom du noeud de destination, fourni par le 
processus dans sa demande de connexion, et l'adresse de ce noeud. L'entité de 
contrôle de session dispose, à cet effet, d'une table mettant en relation les noms des 
noeuds et leur adresse. Elle peut alors donner à la couche de communication de 
bout en bout l'adresse du noeud de destination ; 
la couche de contrôle de session met la demande de connexion dans le format 
adéquat pour la couche de communication de bout en bout ; 
elle transmet ensuite la demande de connexion à la couche de communication de 
bout en bout ; 
éventuellement, la couche de contrôle de session lance un chronomètre au moment 
où elle transmet la demande à la couche inférieure. Si, après un certain laps de 
temps, la demande de connexion n'a toujours pas été acceptée ou rejetée par le 
destinataire, la couche de contrôle de session annonce au processus source une 
déconnexion. 
Réception d'une demande de connexion de la couche de communication de bout en bout 
Lorsque la couche de communication de bout en bout transmet à la couche de contrôle 
de session une demande de connexion provenant d'un autre noeud, la couche de contrôle 
de session exécute les opérations suivantes : 
elle analyse la demande de connexion reçue afin de dégager des informations 
telles que les noms des processus utilisateurs à la source et à la destination ainsi 
que des informations de contrôle d'accès ; 
elle valide toutes les informations de contrôle d'accès ; 
elle identifie, crée ou active le processus utilisateur à la destination ; 
elle remplace l'adresse du noeud source par le nom de ce noeud. Elle utilise à cet 
effet sa table de correspondance ; 
elle transmet ensuite, au processus utilisateur à la destination, la demande de 
connexion qu 'elle vient de recevoir; 
Une présentation de DECnet ■ 54 
éventuellement, au moment où elle transmet la demande de connexion au 
processus utilisateur, la couche de contrôle de session démarre un chronomètre. Si, 
après un certain laps de temps, le processus n'a pas accepté la connexion, la 
session envoie une demande de déconnexion à la couche de communication de 
bout en bout. 
Envoi des données 
La couche de contrôle de session est également chargée d'envoyer et de recevoir des 
données. Ces données sont passées directement à la couche de communication de bout en 
bout. 
Demande de déconnexion 
De plus, la couche de contrôle de session, d'une part, transmet les demandes de décon-
nexion reçues des processus utilisateurs à la couche de communication de bout en bout et, 
d'autre part, indique aux processus utilisateurs que le processus, avec lequel ils communi-
quent, a demandé une déconnexion. 
Surveillance de la liaison logique 
Enfin, la couche de contrôle de session peut éventuellement surveiller la liaison logi-
que dans le but de : 
détecter les déconnexions qui peuvent survenir au niveau réseau, interrompant la 
communication entre les processus reliés par la liaison logique ; 
détecter les inaptitudes de la couche de communication de bout en bout à passer 
les données transmises de manière opportune. 
Si un tel événement se produit, la couche de contrôle de session met fin à la liaison 
logique. 
3.4.7. La couche application réseau 
Comme nous l'avons déjà mentionné, la couche application réseau offre aux utilisa-
teurs des services génériques d'accès aux données et de communication. Puisque notre tra-
vail nous a amenés à mieux connaître le protocole CTERM, nous allons exclusivement 
décrire ce dernier. Ce protocole permet à un terminal de se connecter sur un système éloi-
gné (Remote System ) afin d'y lancer des commandes interactives et d'y exécuter des pro-
grammes. Le système éloigné traite tous les terminaux de la même façon, que ces 
terminaux soient directement reliés au système ou qu'ils soient connectés au système par 
l'intermédiaire d'un réseau. 
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Le terme CTERM est une abréviation pour Command Terminal Module, un des com-
posants du protocole. 
On distingue deux sous-couches : 
la couche de fondation (Foundation Layer) est la couche inférieure. Elle est 
responsable de la création, du maintien et de la destruction des connexions entre 
les applications et les terminaux. Une telle connexion est appelée lien (Binding). 
Cette couche permet également à un terminal d'envoyer et de recevoir des données 
du système éloigné ; 
le module du terminal de commandes (Command Terminal Module) fournit des 
fonctions qui permettent aux terminaux de communiquer avec l'interpréteur de 
commandes et les programmes d'applications du système éloigné. Il fournit par 
exemple les fonctions qui permettent de lire une ligne en entrée, d'écrire une ligne 
de résultat, ... 
3.4.8. Analyse d'un type particulier de message 
Nous allons à présent analyser la structure d'un message de données envoyé en utili-
sant le protocole CTERM. Les informations qui nous ont permis d'écrire cette section sont 
notamment issues d'un analyseur de réseaux que nous avons eu l'occasion d'utiliser lors de 
notre stage. 
Nous indiquerons la signification de la plupart des bytes de ce message, montrant ain-
si le type d'analyse que notre programme est amené à réaliser sur les différents messages 
afin de dégager les informations qui lui sont utiles. 
a) Vision globale du message 
La figure n°3.5 donne une vision globale de la structure du message passant au niveau 
physique. Nous trouvons d'abord les informations de contrôle des différentes couches sui-
vies des données de l'utilisateur qui se trouvent dans le message CTERM. Le message se 
termine par des informations de contrôle ajoutées par la couche Ethernet. 
En-tête En-tête En-tête En-tête En-tête Message Terminaison 
Ethernet Routage Communication Session Fondation CTERM Ethernet bout en bout 
Figure n°3 .5 : Vision globale du message passant au niveau physique 
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Nous allons maintenant examiner ces informations en considérant tour à tour les diffé-
rentes couches. Toutes les valeurs de bytes mentionnées lors de l'analyse du message sont 
exprimées en hexadécimal. 
b) Au niveau de l'en-tête et de la terminaison Ethernet 
La figure n°3.6 présente le format de l'en-tête et de la terminaison de la trame Ether-
net. 
En-tête En-tête En-tête En-tête En-tête Message Terminaison 
Ethernet Routage Communication Session Fondation CTERM Ethernet bout en bout 
destination source type 
6 bytes 6 bytes 2 bytes 
Figure n°3.6 : Format de l'en-tête et de la terminaison de la trame Ethernet 
Dans l'en-tête de la trame, nous trouvons les informations suivantes : 
code 
4 bytes 
"destination" et "source" indiquent respectivement les adresses du noeud de 
destination et du noeud source de la liaison de données ; 
"type" permet d'identifier le protocole de niveau supérieur associé à la trame. Cela 
permet à plusieurs protocoles du niveau de la couche de routage de coexister sur le 
même Ethernet. La valeur 6003 correspond au protocole de routage de DECnet 
Phase IV. 
Dans la terminaison de la trame, nous trouvons l'information suivante : 
"code" permet de détecter les erreurs de transmission. 
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c) Au niveau de l'en-tête de la couche de routage 
La figure n°3.7 présente le fonnat de l'en-tête du paquet. Dorénavant, nous désigne-
rons un byte par B. 
En-tête En-tête En-tête En-tête En-tête Message Terminaison 
Ethernet Routage Communication Session Fondation CTERM Ethernet bout en bout 
-
- -
longueur pad type destination-connexion source-connexion contrôle 
2B lB 1B 8B 8B 4B 
Figure n°3.7 : Format de l'en-tête d paquet 
On y trouve les informations suivantes : 
"longueur" indique la longueur de la suite du paquet ; 
"pad" est un byte de remplissage, il n'est pas toujours présent. Si ce byte est 
présent, sa valeur est 81 ; 
"type" indique le type et le format du message; 
"destination-connexion" et "source-connexion" sont respectivement les adresses du 
noeud de destination et du noeud source de la connexion ; 
"contrôle" regroupe un ensemble d'autres informations de contrôle, notamment un 
compteur du nombre de noeuds visités par un paquet. Ce compteur permet de jeter 
les paquets qui ont visité trop de noeuds. Ces informations ne sont pas utiles pour 
notre programme. 
Une présentation de DECnet ■ 58 
d) Au niveau de l'en-tête de la couche de communication de bout en bout 
La figure n°3.8 présente l'en-tête du message au niveau de la couche de communica-
tion de bout en bout. 
En-tête En-tête En-tête En-tête En-tête Message Terminaison 
Ethernet Routage Communication Session Fondation CTERM Ethernet bout en bout 
-
-
type destination-liaison source-liaison réception numéro 
1 B 2B 2B 2B 2B 
Figure n°3.8 : Format de l'en-tête du message au niveau de la couche de communication de bout en bout 
On y trouve les informations suivantes : 
"type" indique le type de message. Voici quelques exemples : la valeur 18 indique 
une demande de connexion, la valeur 28 indique une confirmation de connexion, 
la valeur 60 indique un message de données, la valeur 38 indique une demande de 
déconnexion, ... ; 
"destination-liaison" et "source-liaison" représentent respectivement les adresses 
source et destination de la liaison logique créée entre les processus qui 
communiquent ; 
"réception" est un champ facultatif. Il contient le numéro du message dont on 
accuse réception. Si ce champ est présent, le bit le plus significatif du champ est 
mis à 1 ; dans la cas contraire, il est mis à O; 
"numéro" contient le numéro de séquence du message. 
e) Au niveau de l'en-tête de la couche de contrôle de session 
Aucune information de contrôle n'est ajoutée au niveau de la couche de contrôle de 
session pour un tel message. Cette couche ajoute des informations uniquement pour les 
messages de demande et de confirmation de connexion ainsi que les messages de demande 
de déconnexion. 
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f) Au niveau de l'en-tête de la couche de fondation et du message CTERM 
La figure n°3.9 présente le format du message au niveau de la couche application ré-
seau. Nous trouvons les informations ajoutées par la couche de fondation suivies du messa-
ge CTERM. 
En-tête En-tête En-tête En-tête En-tête Message Terminaison 
Ethernet Routage Communication Session Fondation CTERM Ethernet bout en bout 
type long ctype informations données utilisateur 
2B 2B 2B nB nB 
Figure n°3 .9 : Format du message au niveau de la couche application réseau 
Dans l'en-tête ajouté par la couche de fondation, nous trouvons les informations sui-
vantes: 
"type" indique le type de message. La valeur 09 indique un message de données; 
"long" donne la longueur du message CTERM qui se trouve immédiatement après 
cet en-tête. Plusieurs messages CTERM peuvent se trouver dans le même 
message. Après le premier message, on retrouve alors un nouveau champ ajouté 
par la couche de fondation qui donne la longueur du message CTERM suivant ; 
Dans le message CTERM, nous trouvons les informations suivantes : 
"ctype" indique le type de message CTERM. La valeur 03 indique qu'il s'agit d'un 
message envoyé du terminal vers le système éloigné ; ce message contient donc 
une commande lancée par l'utilisateur depuis le terminal. La valeur 07 indique 
qu'il s'agit d 'un message contenant une réponse envoyée par le système éloigné 
vers le terminal ; 
"informations" reprend un ensemble d'informations échangées entre le système 
éloigné et le terminal. La longueur et le contenu de cet ensemble d'informations 
dépendent du type du message CTERM. On y trouve des informations telles que le 
nombre de caractères présents dans les données, ... 
Notre programme s'intéresse principalement à la longueur de ce champ afin de 
localiser le début des données de l'utilisateur. Cette longueur peut être déduite du 
type du message CTERM ; 
"données utilisateur" contient les données qui ont été envoyées par l'utilisateur ou 
le système éloigné. 
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3.5. Pourquoi une nouvelle architecture ? 
DECnet Phase IV a été conçu au début des années 80. Il s'est donc avéré intéressant, 
après quelques années, de repenser ses idées. En effet, plusieurs évolutions ont eu lieu. 
Intégration des standards 
D'une part, les standards OSI, dont le but est de permettre l'interconnexion de systè-
mes provenant de différents vendeurs, ont fait d'importants progrès. Fin des années 80, les 
standards concernant les couches inférieures sont assez complets. Digital décide donc d'in-
tégrer autant que possible ces standards dans DECnet afin de permettre la communication 
entre des systèmes de Digital et d'autres systèmes. 
Taille des réseaux 
D'autre part, les réseaux sont de plus en plus grands ; il n'est pas rare d'avoir un réseau 
qui relie plus de 100.000 systèmes. DECnet Phase IV ne convient pas pour les grands ré-
seaux ; la taille maximale d'un réseau qui implémente DECnet Phase IV est en effet de 
65536 noeuds. Il est donc nécessaire d'étendre l'espace d'adressage afin de supporter ces 
réseaux de plus en plus importants. 
Etant donné cette volonté d'étendre l'espace d'adressage et d'intégrer les standards, une 
nouvelle architecture est nécessaire. 
Avantage d'une architecture en couches 
L'architecture en couches de DECnet a permis de localiser les changements à réaliser. 
En effet, dans ce type d'architecture, les différentes couches subissent des modifications 
qui n'affectent ni les autres couches ni les applications qui utilisent DECnet. 
Remarquons toutefois que Digital a sous-estimé le travail à faire. Bien que les premiè-
res spécifications de DECnet Phase V datent de 1987, les premiers logiciels ne sont appa-
rus qu'en 1992. 
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3.6. DECnet Phase V 
Nous allons maintenant présenter les grandes lignes de DECnet Phase V. Nous nous 
attarderons plus particulièrement sur les éléments qui distinguent DECnet Phase IV de 
DECnet Phase V ainsi que la compatibilité entre les systèmes qui implémentent DECnet 
Phase IV et DECnet Phase V. Nous terminerons en indiquant le lien qui existe entre DEC-
net Phase V et OSI. 
3.6.1. Présentation 
DNA Phase V définit les couches suivantes: 
la couche physique (Physical Layer) s'occupe principalement des aspects 
électriques de la communication. Les opérations réalisées par cette couche sont 
détaillées dans des standards tels que EIA RS-232-D, CCITT V.24 et X.21 ou ISO 
8802-3. Le standard utilisé dépend du type de la communication ; ainsi, ISO 
8802-3 s'applique aux réseaux locaux. DNA ne s'occupe donc que de la gestion de 
ces composants et leur · nterface avec les autres éléments de l'architecture ; 
la couche de liaison de données (Data Link Layer) fournit, comme nous l'avons 
mentionné précédemment, un chemin de communication fiable entre deux 
systèmes directement connectés. DECnet Phase V supporte plusieurs protocoles de 
liaison de données ; mentionnons DDCMP, le protocole de Digital dont nous 
avons déjà parlé, X.25, HDLC (High-level Data Link Contrai) qui est un protocole 
international et les protocoles de réseaux locaux de type CSMA/CD ; 
la couche réseau (Nerv.,·ork Layer), nous l'avons déjà dit, permet de transmettre des 
données entre deux noeuds quelconques d'un réseau. Cette couche utilise les 
protocoles de réseaux et de routage OSI, offrant ainsi un service non connecté ; 
nous y reviendrons ultérieurement. Signalons q e DNA offre également un service 
orienté connexion dans des systèmes reliés à des réseaux tels que X.25 ; 
la couche transport (Transport Layer) offre un service fiable de bout en bout entre 
deux systèmes qui communiquent, comme nous l'avons vu précédemment. 
Contrairement aux couches inférieures, cette couche et les couches supérieures ne 
sont présentes que dans les systèmes finaux (End Nades). DECnet Phase V 
supporte deux protocoles au niveau de la couche transport : NSP, défini pour les 
phases précédentes de DECnet, le protocole de transport OSI. 
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Couches supérieures 
Deux types d'accès à la couche transport sont possibles : 
D'une part, la couche de contrôle de session (Session Contrai Layer) de DNA, que 
nous avons présentée au début de ce chapitre, est utilisée par les applications de DNA pour 
accéder aux services offerts par la couche transport. 
D'autre part, OSI définit trois couches au-dessus de la couche transport. Ces trois cou-
ches sont présentes dans DECnet Phase V et sont utilisées par les applications OSI afin 
d'accéder aux services offerts par la couche transport. 
La couche session (Session Layer) organise la structure des échanges de 
messages; 
La couche présentation (Presentation layer) gère l'existence de plusieurs 
représentations des données dans différents systèmes. Ainsi, elle permet aux 
différents systèmes impliqués dans la communication de choisir une syntaxe 
commune de transfert que chacun comprend ; 
La couche application (Application Layer) est divisée en un certain nombre 
d'éléments de service (Application Service Elements) , chacun offrant un ensemble 
spécifique de fonctions aux applications. 
DNA Phase IV, qui est également supporté par DNA Phase V, ne possède pas cette 
structure. Si cela s'avère nécessaire, certaines fonctions de la couche session OSI et les 
fonctions de la couche présentation OSI sont intégrées dans les applications de DNA. 
Au-dessus de ces couches, on trouve les applications de Digital, qui reposent sur des 
protocoles tels que CTERM, et les applications OSI, telles que FT AM et VTP. L'utilisateur 
peut également développer ses propres applications. 
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Relations entre les couches 
La figure n°3.10 ci-dessous présente les différentes couches de DNA Phase V. 
Applications OSI 
Couche application OSI Applications DNA 
Couche présentation OSI 
Couche session 
Couche transport 
Couche réseau 
Couche liaison de données 
Couche physique 
Figure n°3.10: DNA Phase V 
3.6.2. Les changements clés par rapport à DECnet Phase IV 
Plusieurs changements distinguent DECnet Phase IV de DECnet Phase V. Nous allons 
mentionner les principaux. 
Signalons immédiatement que le modèle de gestion de réseaux a changé. En effet, le 
modèle de gestion de réseaux de DECnet Phase V est basé sur les spécifications du modèle 
d'OSI, à savoir CMIP (Common Management Information Protocol). De plus, DECnet 
Phase V supporte également SNMP (Simple Network Management Protocol), le protocole 
de gestion de réseaux de TCP/IP. Nous ne reviendrons plus sur ce point. 
1. La terminologie 
Notons d'abord que le nom de certaines couches a changé, ceci dans le but de s'aligner 
sur les noms d'OSI. 
Ainsi, la couche réseau (Network Layer) était auparavant appelée couche de routage 
(Routing Layer). De même, la couche transport (Transport Layer) portait le nom de cou-
che de communication de bout en bout (End Communication Layer) . Enfin, la couche phy-
sique (Physical Layer) était appelée couche de liaison physique (Physical Link Layer) . 
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Notons également que les couches uti lisateur (User Layer) et d'application réseau 
(Network Application Layer) de DECnet Phase IV se retrouvent regroupées, dans DECnet 
Phase V, au niveau des applications. 
2. La couche de liaison de données 
Au niveau de la couche de liaison de données, DNA Phase V supporte HDLC en plus 
de DDCMP, X.25 et des protocoles de réseaux locaux. HDLC est défini dans plusieurs 
standards ISO : 
ISO 3309 - HDLC frame structure 
ISO 4335 - HDLC elements of procedure 
ISO 7809 - HDLC classes of procedure 
ISO 8471 - HDLC data link address resolution 
ISO 8885 - HDLC general purpose XID information field content and format 
Ce protocole de liaison de données offre un service fiable assurant, entre autres, le 
respect de la séquence et la détection des erreurs, le tout étant transparent pour l'utilisateur. 
3. La couche réseau 
Deux changements impo ants apparaissent au niveau de la couche réseau l'un 
concerne les adresses, l'autre, le protocoles de routage. 
Les adresses 
Premièrement, la structure et la taille des adresses sont modifiées. Pour la structure 
des adresses, DNA a adopté le standard ISO 8348 Addendum. Le format des adresses est 
maintenant hiérarchique. 
De plus, alors que les adresses de DECnet Phase IV ont une taille fixe de 16 bits, la 
taille des adresses de DECnet Phase V est variable. La taille maximale d'une adresse de 
DECnet Phase V est de 20 bytes, autorisant ainsi la présence d'un nombre beaucoup plus 
important de machines sur le réseau. 
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les protocoles de routage 
Secondement, les protocoles de routage utilisés dans la Phase V sont des standards in-
ternationaux, en particulier les standards End System to lntermediate System Routing Pro-
tocol - ISO 9542 - et Intermediate System to Intermediate System Protocol. L'algorithme 
utilisé pour la détermination du chemin le plus court est celui de Dijkstra. 
Avant de présenter la technique utilisée pour le routage, nous allons définir quelques 
concepts essentiels pour le routage de DECnet Phase V. Un ensemble de systèmes gérés 
par une même organisation est appelé un domaine administratif (Administrative Domain). 
Un domaine administratif peut être divisé en un certain nombre de domaines de routage 
(Routing Domains). Un domaine de routage est un ensemble de systèmes qui utilisent tous 
les mêmes procédures de routage. Un domaine de routage peut lui-même être partitionné 
en plusieurs régions (Areas). Chaque système appartient à une seule région. Le routage au 
sein d'une région est appelé routage de niveau 1 (Level 1 Routing ). Les routeurs responsa-
bles du routage de niveau 1 sont les routeurs de niveau 1 (Level 1 Router). Le routage en-
tre régions est appelé routage de niveau 2 (Level 2 Routing). Les routeurs responsables du 
routage de niveau 2 sont les routeurs de niveau 2 (Level 2 Router). 
Le routage entre les domaines de routage est statique ; le responsable du réseau doit 
lui-même communiquer les informations de routage aux différents systèmes. Ces informa-
tions sont rassemblées dans des tables maintenues par le responsable de chaque domaine. 
Pour le routage au sein d'un domaine de routage, les routeurs s'échangent des informa-
tions de routage. 
Régulièrement, les routeurs s'envoient des messages (link State Packets) contenant 
des informations relatives à l'état de leurs liaisons et aux coûts de ces liaisons. Recevant 
des messages en provenance de tous les autres systèmes, chaque système est en possession 
des informations concernant les liaisons de tous les autres systèmes. Cette information est 
utilisée par les systèmes pour déterminer la topologie du réseau et calculer le meilleur che-
min que doit suivre un paquet pour atteindre une certaine destination. Contrairement à ce 
qui se passe dans DECnet Phase IV, chaque routeur garde une trace de l'état global du ré-
seau et chaque fois qu'un paquet arrive, il calcule le meilleur chemin à suivre. 
Si un paquet est destiné à un noeud d'une autre région, le routeur de niveau 1 qui a 
reçu le paquet l'envoie au routeur de niveau 2 le plus proche, sans tenir compte de la desti-
nation du paquet. Le paquet est ensuite transmis vers sa région de destination, en passant 
éventuellement par plusieurs routeurs de niveau 2. Lorsqu'il arrive au routeur de niveau 2 
de sa région de destination, le paquet est de nouveau véhiculé via le routage de niveau 1 
jusqu'au système de destination. 
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La figure n°3.11 illustre ce processus. Dans ce dessin, A désire envoyer un 
message à B. 
Domaine de routage 
Figure n°3. l 1 : Routage entre régions 
4. La couche transport 
ll:\\:\::l :j Routeur de niveau 2 
D Routeur de niveau 1 
Nous avons déjà vu que plusieurs protocoles, à savoir OSI et NSP, coexistent au ni-
veau de la couche transport. Attardons-nous quelque peu sur les services offerts par le pro-
tocole OSI. 
Le standard OSI, spécifié par le standard ISO 8073, définit 5 classes de protocoles, 
numérotées de O à 4. DNA offre les classes 4, 2 et 0, la classe 4 étant celle qui offre le plus 
de services. 
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La présence de ce protocole OSI permet non seulement la communication entre des 
systèmes DNA Phase V mais aussi la communication entre des systèmes DNA Phase V et 
des systèmes non DNA qui implémentent ce protocole. 
Le choix du protocole à utiliser lors d'une communication particulière - NSP, OSI 
classe 0, 2 ou 4 - se fait lors de l'établissement de la connexion. Une interface unique est 
proposée aux utilisateurs de la couche transport. 
5. Le répertoire distribué 
Les protocoles des couches inférieures travaillent avec des adresses. Le format de ces 
adresses est imposé par les protocoles et leur valeur est imposée par la topologie du réseau 
ou par le matériel. Ces adresses ne peuvent donc pas être facilement mémorisées par les 
utilisateurs du réseau. Heureusement, ces derniers peuvent accéder aux objets du réseau 
sans savoir où ils se trouvent, en les désignant par leur nom. Par conséquent, les ordina-
teurs dans le réseau doivent être capables, étant donné un nom, de déterminer l'adresse qui 
lui est associée et inversement. 
La solution proposée par DECnet Phase IV est très simple : chaque système conserve 
la totalité de la table qui établit la correspondance entre les noms et les adresses. Les ré-
seaux qui implémentent DECnet Phase IV étant de taille relativement petite, cette solution 
est possible. Cependant, DECnet Phase V est destiné à être utilisé avec des réseaux de tail-
le beaucoup plus grande. La solution adoptée par la Phase IV n'est donc plus envisageable. 
Digital a donc entrepris des travaux pour un service de répertoire distribué. Ce service 
a reçu le nom de DECdns (Digital Distributed Name Service). 
Ce service fournit : 
la distribution : toutes les informations concernant la correspondance entre les 
noms et les adresses ne doivent pas être regroupées à un seul endroit du système ; 
la réplication : une information peut se retrouver à plusieurs endroits. Ceci permet 
une plus grande disponibilité de l'information face aux pannes ; 
une mise à jour dynamique : une information peut être changée à tout moment ; 
une mise à jour automatique : les changements et les nouvelles informations sont 
automatiquement propagés dans le réseau ; 
la possibilité d'avoir des noms hiérarchiques : un nom peut avoir plusieurs 
composants afin de refléter la structure d'une organisation ou d'une administration. 
DECnet supporte également le service de noms d'OSI, X.500. 
Ce service est particulièrement utilisé par la couche de contrôle de session afin de tra-
duire les noms en adresses, mais ces fonctions sont également directement disponibles aux 
applications. 
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3.6.3. La compatibilité avec DECnet Phase IV 
Conformément aux objectifs de DNA, un système qui implémente DNA Phase V est 
entièrement capable de communiquer avec un système qui implémente DNA Phase IV. 
Un réseau Phase IV peut donc migrer graduellement vers un réseau Phase V. Il n'est 
pas nécessaire d'organiser la transition d'un grand nombre de systèmes simultanément. 
Pour l'utilisateur d'un réseau DECnet, la transition de la Phase IV à la Phase V se fait de 
façon transparente. La seule différence perceptible pour ce dernier est la disponibilité de 
nouvelles fonctions. 
Remarquons une nouvelle fois que pour des protocoles tels que CTERM, rien ne 
change. Toutes les applications qui tournaient avec DECnet Phase IV continuent à tourner 
avec DECnet Phase V. 
3.6.4. La relation avec OSI 
Nous avons pu remarquer que les couches du modèle de DNA Phase V correspondent 
relativement bien aux sept couches du modèle OSI. Ceci est encore visible sur la figure 
n°3.12. Selon Digital1, cette correspondance reflète, d'une part, l'origine d'OSI qui s'inspire 
des architectures de réseaux existantes y compris DNA et, d'autre part, la volonté de DNA 
de s'aligner sur les standards internationaux. 
Applications OSI 
Couche application OSI Applications DNA 
Couche présentation OSI 
Session OSI Session DNA 
Transport OSI 1 NSP 
Services de réseau OSI 
Liaison de données 
Physique 
Figure n°3.12: Relation enire DNA Phase V et OSI 
DECnet DIGITAL Network Architecture (Phase V) - General Description, op cit., page 11. 
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Tous les protocoles utilisés jusqu'à la couche transport sont des protocoles OSI, les 
protocoles propriétaires étant maintenus pour des raisons de compatibilité. 
Au-dessus de la couche transport, les protocoles OSI peuvent être utilisés. Toutefois, 
ils ne sont pas utilisés par toutes les applications. Digital1 explique ce phénomène par plu-
sieurs éléments : 
seules quelques-unes des applications proposées par DNA sont étudiées dans le but 
d'une standardisation OSI ; 
au moment de la conception de DECnet Phase V, le seul standard de couche 
supérieure qui avait été approuvé comme standard international était celui de la 
couche session. Les autres standards étaient sujets à des modifications avant 
l'approbation finale ; 
la communication avec des implémentations précédentes de DNA est 
fondamentale. Or, cela ne peut se faire qu'avec les protocoles propriétaires. 
Cependant, les nouveaux standards internationaux sont intégrés dans la Phase V de 
DNA aussitôt qu'ils deviennent disponibles. 
DECnet DIGITAL Network Architecture (Phase V) - General Description, op cit., page 12. 
Chapitre 4 
Le travail au CERN 
Le problème et l'environnement de travail étant posés, nous pouvons exposer la solu-
tion qui a été implémentée au CERN. Nous expliquerons le principe des deux programmes 
réalisés. 
4.1. Introduction 
Le but du travail qu'on nous a demandé de réaliser au CERN est de repérer les 
connexions douteuses. Pour rappel, une connexion est un lien créé temporairement ·par une 
application pour un utilisateur afin que ce dernier puisse accéder à une machine sur laquel-
le il désire travailler. Lorsque son travail est terminé, l'utilisateur se déconnecte de la ma-
chine ; ce lien est alors détruit par l'application. Nous appellerons connexions douteuses les 
connexions qui ont peut-être été initialisées par des personnes qui essaient de se connecter 
sur des machines du CERN sans en avoir l'autorisation ou des personnes qui, à partir d'une 
machine du CERN, se connectent illégalement sur une ou plusieurs machines extérieures. 
Comme nous l'avons mentionné précédemment, les personnes qui se connectent sur des 
machines du CERN sans en avoir l'autorisation peuvent provoquer des dégâts considéra-
bles à l'intérieur du CERN alors que celles qui se connectent illégalement depuis une ma-
chine du CERN sur une machine extérieure peuvent nuire à la réputation de ce dernier. 
Ce travail a comporté deux parties. 
Dans un premier temps, il a été question de concevoir le programme de monitoring 
qui rassemble les informations pertinentes concernant les connexions observées sur les li-
gnes DECnet. 
Ensuite, s'est posé le problème du traitement des informations réunies par ce premier 
programme. En effet, ces dernières représentent en effet une importante quantité de don-
nées et traiter toutes ces informations constitue un travail considérable. Afin d'alléger la tâ-
che du responsable de la sécurité, nous avons donc décidé de reporter une partie de ce 
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travail sur un programme de traitement. Ce programme analyse les données et n'en présen-
te qu'une partie à l'utilisateur: celles qui pourraient indiquer une intrusion. 
La figure n°4. l montre l'enchaînement des programmes. 
Monitoring lnfonnations Traitement 1----+Alarme 
Figure n°4.l : Enchaînement des programmes 
Dans ce chapitre, nous allons présenter ces deux programmes. 
4.2. Le programme de monitoring 
Dans cette partie, nous allons étudier de plus près le programme de monitoring. Nous 
exposerons d'abord les spécifications du programme ; nous verrons ensuite comment le 
programme réalise ce qui lui est demandé. Dans un troisième temps, nous situerons plus 
précisément, sur le réseau du CERN, l'endroit où tourne le programme. Après avoir déve-
loppé la méthode de travail qui a été suivie, nous présenterons une évaluation du program-
me au niveau des performances et une évaluation par l'utilisateur. 
4.2.1. Spécifications : ce que fait le programme 
Comme nous l'avons mentionné précédemment, le but du programme est de rassem-
bler des informations au sujet de toutes les connexions en provenance ou à destination du 
CERN afin de permettre, ultérieurement, l'identification de connexions douteuses. Pour ce 
faire, le programme intercepte certains messages DECnet qui passent sur les lignes qui en-
trent et qui sortent du CERN. Les messages qui nous intéressent sont ceux d'ouverture de 
connexion, de confirmation d'ouverture de connexion, de données et de demande de dé-
connexion. En effet, c'est dans ces messages que nous pourrons trouver les informations 
intéressantes, c'est-à-dire celles qui nous seront utiles au moment de la recherche des 
connexions douteuses. 
Sur base de ces messages, le programme enregistre certaines informations concernant 
les connexions surveillées, telles que l'adresse du noeud source et l'adresse du noeud de 
destination. De plus, il reconstitue, d'une part, les lignes de commande tapées par les utili-
sateurs qui se sont connectés à un système du CERN en utilisant le protocole CTERM, et, 
d'autre part, les réponses renvoyées par le système à ces utilisateurs. Il est nécessaire de re-
constituer ces lignes de commande et ces réponses puisqu'il est possible qu'une ligne soit 
décomposée et transmise sur le réseau en plusieurs messages. Il convient donc de rassem-
bler toutes les informations qui constituent une ligne avant l'analyse. 
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La recherche de mots clés 
La chasse aux connexions douteuses est basée sur la recherche de mots clés dans les 
messages interceptés ou dans les lignes de commande reconstituées. Le programme de mo-
nitoring s'intéresse donc à la présence de cenains mots dans les messages et les lignes de 
commande reconstituées. Des mots tels que "password" ou "user authorization failure" sont 
recherchés dans les messages et on enregistre le nombre d'occurrences de ces mots clés ob-
servées par connexion. 
Les informations enregistrées 
Pour chaque connexion, le programme enregistre, dans un fichier que nous appelle-
rons "fichier des informations", les informations suivantes : 
l'adresse du noeud source, c'est-à-dire l'adresse du noeud qm a initialisé la 
connexion, 
l'adresse du noeud de destination, c'est-à-dire l'adresse du noeud qui reçoit la 
connexion, 
le sens de la connexion qui indique, si on le connaît, quel est le noeud qui a 
effectivement initialisé la connexion. 
Comme nous le verrons plus tard, le programme perd des messages ; il est donc 
possible qu'il n'intercepte pas le message d'ouverture d'une connexion. Dans ce 
cas, il est impossible de savoir lequel des deux noeuds a réellement initialisé la 
connexion ; l'adresse enregistrée comme étant celle du noeud source est alors 
l'adresse du noeud qui a envoyé le premier message intercepté, tandis que l'adresse 
enregistrée comme étant celle du noeud de destination est l'adresse du noeud qui a 
reçu ce message. 
un identifiant de la connexion au sein de la machine d'origine, 
un identifiant de la connexion au sein de la machine de destination. 
Ces deux identifiants nous permettent de distinguer deux connexions différentes 
entre deux mêmes machines. 
le nom des processus utilisateurs à la source et à la destination, 
le nombre de messages observés sur la connexion, 
la valeur des compteurs d'occurrences pour les différents mots clés, 
la raison de la déconnexion, 
l'heure de création de la connexion, ou, si le message de demande de connexion 
n'a pas été intercepté, l'heure à laquelle est passé le premier message observé sur la 
connexion, 
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l'heure de déconnexion ou, si le message de demande de déconnexion n'a pas été 
intercepté, l'heure à laquelle est passé le dernier message observé sur la connexion, 
un identifiant de la connexion donné par le programme afin de distinguer une 
connexion de toutes les autres connexions. 
Les lignes de commande suspectes observées sur une connexion, c'est-à-dire celles qui 
contiennent un des mots clés, sont enregistrées dans un autre fichier, le "fichier de com-
mandes", avec l'identifiant de la connexion attribué par le programme. 
Les fichiers 
Les fichiers créés sont des fichiers binaires. En effet, étant donné le volume des infor-
mations à enregistrer, le choix s'est porté sur le type de fichiers qui occupait le moins d'es-
pace disque possible. 
Afin de permettre une plus grande flexibilité du programme, les mots clés à recher-
cher dans les messages et les lignes de commande reconstituées sont lus dans un fichier 
écrit par l'utilisateur. Ceci permet non seulement de combler des oublis dans le choix des 
mots à rechercher mais encore d'orienter la recherche en fonction de nouvelles découvertes 
d'activités suspectes et ce, sans modifier le code. Ainsi, si nous décidons de rechercher 
principalement les personnes qui utilisent abusivement "TELNET" ou "FfP" à partir du 
CERN, nous pouvons ajouter ces mots dans le fichier afin d'en tenir compte lors de lare-
cherche. Cette modification peut facilement être réalisée par l'utilisateur. 
Les options offertes 
Il est possible d'ignorer les messages qui entrent via un routeur bien défini et ressor-
tent immédiatement via un autre routeur bien défini. En effet, ces messages ne sont pas uti-
les pour notre travail, vu qu'ils transitent de façon transparente par le site. De nouveau, afin 
de permettre une plus grande flexibilité, les adresses de ces routeurs sont lues à partir d'un 
fichier écrit par l'utilisateur. Ceci permet d'ajouter des routeurs ou de modifier les adresses 
des routeurs sans changer le code. 
Il est également possible de demander une recherche faisant la distinction entre majus-
cules et minuscules. 
Enfin, il est possible d'ignorer, lors de la reconstitution des lignes de commande et de 
la recherche des mots clés, les connexions dont l'adresse source se situe à l'intérieur du site. 
Ceci permet de diminuer la quantité de messages à analyser. Cette option est utile puisque 
nous pouvons présumer que la plus grande menace vient des personnes extérieures qui es-
saient de se connecter sur des machines du CERN. Les personnes qui, depuis le CERN, se 
connectent ailleurs, mettent moins en péril la sécurité du site. 
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4.2.2. Comment travaille le programme? 
Nous étudierons ici les fichiers qui sont nécessaires à l'exécution du programme, de 
même que les fichiers créés par le programme lors de son exécution. Nous présenterons 
ensuite la structure globale du programme, avant d'analyser plus en profondeur certains 
principes de conception. 
1. Les fichiers de données 
Deux fichiers peuvent être donnés en entrée lors de l'exécution du programme. L'un 
d'entre eux, le fichier de mots clés, doit obligatoirement être fourni ; la présence obligatoi-
re de l'autre dépend du choix des options : il s'agit du fichier contenant les adresses des 
routeurs. 
a) Le fichier de mots clés 
Le fichier de mots clés contient les mots clés à rechercher dans les messages et les li-
gnes de commande reconstituées. Ce fichier est écrit par l'utilisateur avant de lancer l'exé-
cution du programme de monitoring. Le choix des mots clés placés dans le fichier est fait 
par l'utilisateur, en fonction de ses besoins et de ses connaissances sur les activités des in-
trus. Ainsi, s'il recherche notamment les personnes qui essaient de modifier des fichiers 
auxquels elles n'ont pas le droit d'accéder, l'utilisateur peut faire figurer le mot "Insuffi-
cient privilege" dans le fichier. 
Les contraintes 
Nous avons formulé certaines contraintes au sujet du contenu de ce fichier afin d'en 
permettre l'utilisation par le programme de monitoring. Celles-ci ne devraient pas entraver 
la façon dont l'utilisateur veut travailler. Voici ces contraintes : 
Ce fichier ne peut contenir plus d'un certain nombre de mots, ce nombre étant 
défini comme une constante. Si le nombre de mots dans le fichier excède le 
nombre prévu, les mots excédentaires sont ignorés lors de la recherche. La 
constante a été définie de façon à tenir compte des besoins actuels et il serait assez 
simple de la changer au cas où cela s'avérerait nécessaire. 
Il y a un seul mot par ligne et les mots ont une longueur maximum, également 
définie comme une constante. Les mots trop longs sont tronqués. La longueur 
maximale est actuellement égale au nombre de caractères qu'il est possible d'écrire 
sur une ligne, soit quatre-vingts. Cela paraît raisonnable. De plus, toute 
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modification peut se faire sans difficulté vu que cette longueur est définie comme 
une constante. 
Les caractères blancs figurant après un mot sont ignorés lors de la recherche ; il 
n'en est pas de même pour les caractères blancs situés avant un mot. En effet, les 
caractères blancs se trouvant avant un mot sont aperçus par l'utilisateur au moment 
où il écrit son fichier ; nous pouvons donc penser qu'il les a placés 
intentionnellement. Par contre, les caractères blancs introduits après un mot ne 
sont pas visibles par l'utilisateur ; nous pouvons donc nous dire que ce dernier les a 
introduits par erreur. Les lignes ne contenant que des caractères blancs sont 
ignorées. 
Il est possible d'insérer des c_ommentaires dans ce fichier. 
Les avertissements 
Les avertissements qui auraient pu survenir lors de la lecture de ce fichier, par exem-
ple l'indication que le fichier contient trop de mots, sont enregistrés dans un fichier rassem-
blant la totalité des mises en garde destinées à l'utilisateur, afin que ce dernier puisse en 
prendre connaissance et éventuellement y remédier. 
Le fichier de mots clés ne peut normalement pas être vide. Si tel est le cas, le pro-
gramme s'arrête en affichant un avertissement à l'écran. Le but de ce programme est en ef-
fet de détecter des connexions douteuses en se basant sur la recherche de mots clés. 
L'absence de mots clés rend donc le programme sans intérêt. 
Signalons encore qu'au moment de l'exécution du programme, le contenu de ce fichier 
sera mis en mémoire. Cela permet de diminuer le temps d'accès aux mots présents dans le 
fichier. Vu que le programme doit y accéder chaque fois qu'il recherche un des ces termes 
dans un message ou une ligne de commande reconstituée, cela améliore la vitesse 
d'exécution. 
Un exemple 
La figure n°4.2 donne un exemple de fichier contenant quelques mots clés. 
! Ce fichier contient la liste des mots clés à rechercher 
Password 
User authorization failure 
Insufficient privilege 
Login incorrect 
Telnet 
Ftp 
Figure n°4.2 : Exemple de fichier de mots clés 
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b) Le fichier d'adresses des routeurs 
Un autre fichier de données contient les adresses Ethernet des routeurs, celles-ci étant 
écrites en hexadécimal. Ce fichier est également créé par l'utilisateur avant de lancer l'exé-
cution du programme et permet au programme de monitoring d'ignorer, si l'utilisateur l'a 
demandé, les messages qui entrent via un routeur et ressortent immédiatement via un autre 
routeur. 
Les contraintes 
De nouveau, il existe certaines contraintes au sujet du contenu de ce fichier afin d'en 
permettre l'utilisation par le programme de monitoring. Celles-ci ne devraient pas entraver 
la façon dont l'utilisateur veut travailler. Voici ces contraintes : 
Il y a un nombre maximum d'adresses qui peuvent figurer dans le fichier. Ce 
nombre est défini comme une constante et peut facilement être modifié. Les 
adresses supplémentaires sont ignorées par le programme. 
Une adresse contient six bytes. Elle est donc représentée en hexadécimal par douze 
caractères compris entre O - 9 et a - f. Si une adresse contient plus de six bytes, les 
bytes excédentaires sont tronqués tandis que si une adresse contient moins de six 
bytes, l'adresse est complétée à droite avec des O. Cela permet une certaine 
vérification des adresses introduites par l'utilisateur puÎsqu'en cas d'erreur, une 
mise en garde apparaît dans le fichier d'avertissements. 
Les bytes peuvent être séparés par un tiret, ce qui peut rendre plus facile l'écriture 
des adresses. 
Les caractères blancs avant ou après une adresse sont ignorés. 
Les avertissements 
De nouveau, les avertissements qui auraient pu survenir au cours de la lecture du fi-
chier, par exemple la présence d'une adresse incomplète, sont rassemblés dans le fichier ré-
unissant l'ensemble des mises en garde destinées à l'utilisateur. En prenant connaissance de 
ce fichier, l'utilisateur peut corriger ses erreurs. 
Si le fichier d'adresses des routeurs est vide ou n'existe pas et que l'utilisateur a de-
mandé d'ignorer les messages qui entrent via un routeur et ressortent immédiatement via 
un autre, le programme s'arrête en affichant à l'écran un avertissement. Nous pouvons en 
effet présumer que l'utilisateur a oublié de créer ou de remplir le fichier. 
Au moment de l'exécution du programme, si l'utilisateur a demandé d'ignorer les mes-
sages transitant de façon transparente via le CERN, le contenu de ce fichier sera placé en 
mémoire. Cela permet de diminuer le temps d'accès aux adresses présentes dans le fichier. 
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Yu que le programme doit y accéder chaque fois que passe un message DECnet, cela amé-
liore la vitesse d'exécution. 
Un exemple 
La figure n°4.3 donne un exemple de fichier contenant des adresses de routeurs. 
! Ce fichier contient les adresses des routeurs 
aa-00-04-00-0b-Sa 
aa-00-04-00-0c-Sa 
aa-00-04-00-f4-5d 
Figure n°4.3 : Exemple de fichier d'adresses de routeurs 
2. Les fichiers résultats 
Trois fichiers résultats sont créés. Deux d'entre eux sont utilisés par le programme de 
traitement ; le troisième est destiné à l'utilisateur. 
a) Le fichier des informations et le fichier de commandes 
Le premier fichier créé contient les informations générales sur les connexions, le 
deuxième, les lignes de commande qui pourraient être suspectes. Comme nous l'avons déjà 
mentionné, ces fichiers sont des fichiers binaires. C'est le programme de traitement qui 
permet à l'utilisateur de visualiser le contenu de ces fichiers . 
Un exemple 
La figure n°4.4 donne un exemple de présentation des informations contenues dans les 
fichiers des informations et de commandes. La présentation utilisée est identique à celle du 
programme de traitement. 
Les informations présentées dans cet exemple sont les suivantes : 
l'adresse du noeud source : 22,44 ; 
l'adresse du noeud de destination : 22, 16 ; 
le sens de la connexion : ? indique que l'on ne connaît pas le noeud qui a 
effectivement initialisé la connexion ; 
le nom du processus utilisateur à la source : LP A ; 
le nom du processus utilisateur à la destination : CTERM ; 
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la valeur des compteurs d'occurrences des différents mots clés qui nous apprend 
que trois mots clés, parmi les quatre qui étaient recherchés, ont été découverts ; 
l'heure de création de la connexion : 12 heures 1 minute et 23 secondes; 
la durée de la connexion exprimée en secondes: 75 ; 
la raison de la déconnexion exprimée en hexadécimal 9, la connexion a été 
détruite à la demande de l'utilisateur; 
les trois lignes de commande suspectes observées sur cette connexion, précédées 
de l'heure à laquelle elles ont été observées et de l'origine de la ligne de 
commande. Deux lignes de commande proviennent d'une réponse envoyée par le 
système : elles sont précédées d'un 'S'. La troisième provient de l'utilisateur : elle 
est précédée d'un 'U'. 
22,44 22,16 
12:01:23 S 
12:01:30 S 
12:02:05 U 
? LPA CTERM 1 1 0 1 12:01:23 75 9 
Username: 
Password: 
Copy *.* 
Figure n°4.4 : Présentation des renseignements tirés des fichiers des informaùons et de commandes 
Chaque heure, de nouveaux fichiers sont créés. Ceci permet de limiter les pertes d'in-
formations dues aux éventuels problèmes en cours d'exécution. Grâce à cette technique, 
seules les données de la dernière heure sont alors perdues. 
Le nom des fichiers est construit par le programme lui-même. Le nom des fichiers est 
composé, entre autres, des date et heure de leur création. 
Chaque jour à minuit, toutes les informations qui concernent des connexions ouvertes 
au cours de la journée et ne se retrouvent dans aucun des fichiers déjà créés, sont enregis-
trées dans le dernier fichier de la journée. Cela permet de rassembler les informations 
concernant toutes les connexions de la journée dans les fichiers adéquats. 
b) Le fichier destiné à l'utilisateur 
Le troisième fichier créé rassemble les avertissements survenus lors de la lecture des 
fichiers de données, comme, par exemple, l'indication que le cinquième mot du fichier de 
mots clés a dû être tronqué parce qu'il était trop long. Ce fichier est un fichier texte qui 
peut directement être lu par l'utilisateur. 
Nous avons choisi de rassembler les avertissements dans un fichier plutôt que de les 
afficher à l'écran parce que le programme est destiné à être exécuté en tâche de fond. La 
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présence de l'utilisateur au moment de l'affichage d'éventuels avertissements n'est donc pas 
assurée. De plus, le programme pouvant s'exécuter malgré les problèmes qui peuvent sur-
venir, il n'est pas nécessaire de l'interrompre. 
Comme nous l'avons déjà signalé, les seuls cas dans lesquels nous avons décidé d'arrê-
ter l'exécution du programme sont l'absence de mots clés à rechercher et, en fonction des 
options choisies, l'absence des adresses des routeurs. En effet, comme dans de telles cir-
constances, le programme ne dispose pas de toutes les informations qui lui sont nécessaires 
en entrée, il est préférable de l'interrompre. 
3. Vue d'ensemble sur les fichiers 
La figure n°4.5 donne une vision globale des fichiers de données et des fichiers 
résultats. 
Mots clés 
Monitoring 
Figure n°4.5 : Vue globale des fichiers 
4. Structure du programme 
La figure n°4.6 donne une première présentation, simplifiée, de la structure du pro-
gramme. Toutes les options offertes par le programme sont ignorées ici. Nous supposerons 
que la recherche des mots clés fait la distinction entre les majuscules et les minuscules et 
que l'on traite tous les messages. La structure du programme ne mentionne donc pas la 
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mise en majuscules des lignes reconstituées et des messages, ni les tests sur les adresses 
source et destination des messages. Nous expliquerons les principes de conception plus en 
détail dans le point suivant. Le code du programme se trouve en annexe. 
Initialisation des mots clés 
Initialisation du nom des fichiers 
Capture d'un paquet 
Identification de la connexion à laquelle appartient le paquet 
avec éventuellement création d'une entrée dans la table des 
connexions ou enregistrement des informations dans le fichier 
des informations si c'est un paquet d'initialisation de déconnexion 
Changement du nom des fichiers si on entame une nouvelle 
heure 
non 
Reconstitution des lignes de commande 
Recherche de mots clés 
et écriture éventuelle dans le fichier des commandes 
Figure n°4.6 : Structure du programme de monitoring 
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5. Certains principes de conception 
Le programme de monitoring se compose d'un programme principal et de trois procé-
dures importantes. Chacune de ces procédures appelle à son tour d'autres procédures pour 
effectuer des tâches spécifiques. 
Le principe du programme 
Voyons d'abord le principe du programme. 
Le programme garde en mémoire une table des connexions en cours, ou, en tout cas, 
des connexions pour lesquelles il n'a pas vu le message de demande de déconnexion. Pour 
chacune de ces connexions, la table contient toutes les informations la concernant. Cette 
table peut gérer 30250 connexions. Bien que nous ne connaissions pas le nombre typique 
de connexions ouvertes à un moment donné, ce nombre nous paraît suffisamment élevé. 
Chaque fois que le programme intercepte un message appartenant à une connexion 
qu'il ne connaît pas encore, c'est-à-dire pour laquelle il n'a pas encore d'entrée dans sa ta-
ble, le programme crée une entrée. Les informations dans la table sont tenues à jour lors du 
passage d'un message et sont sauvées dans le fichier binaire contenant les informations au 
sujet des connexions au moment où passe le message de demande de déconnexion ou lors-
que la table est remplie. 
En effet, il est alors nécessaire de libérer une place dans la table pour la nouvelle 
connexion. Le choix de la connexion à retirer de la table, lorsque celle-ci est complète et 
qu'il est nécessaire de libérer une place, est fait de façon à minimiser la probabilité de reti-
rer de la table des informations concernant une connexion qui n'est pas encore terminée. 
Le programme enlève de la table les informations relatives à une connexion sur laquelle il 
n'a plus observé de messages depuis le temps le plus long, ce qui peut indiquer que la 
connexion est terminée bien qu'il n'ait pas intercepté le message d'initialisation de la 
déconnexion. 
Le programme, après avoir reconstitué une ligne de commande complète envoyée en 
utilisant le protocole CTERM, y cherche un des mots clés. Si un de ces mots y est présent, 
la ligne de commande est enregistrée dans le fichier de commandes ainsi que l'heure à la-
quelle cette ligne de commande a été interceptée sur le réseau. De même, si un message de 
données, envoyé par un protocole autre que CTERM, contient un mot clé, ce mot et l'heure 
de son passage sont enregistrés dans le fichier de commandes. 
Afin de permettre la mise en relation des lignes de commande et des informations 
concernant les connexions, le programme attribue à chaque connexion un identifiant qui 
est repris dans les informations concernant la connexion et avec chaque ligne de comman-
de observée sur cette connexion. 
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La table de hachage 
Signalons encore l'utilisation d'une table de hachage afin d'accéder aux connexions 
présentes dans la table en mémoire. Sur base de l'adresse du noeud source et l'adresse du 
noeud de destination de la connexion qui sont présentes dans tous les messages, nous cal-
culons un code de hachage correspondant à un indice dans la table de hachage. A cet en-
droit de la table de hachage, nous trouvons un pointeur vers une connexion dans la table 
des connexions. Toutes les connexions ayant le même code de hachage sont ensuite reliées 
entre elles. Ceci permet de retrouver une connexion sans devoir parcourir l'ensemble de la 
table des connexions. Nous ne devons parcourir que la liste de toutes les connexions ayant 
le même code de hachage, ce qui permet donc d'améliorer le temps d'accès à une 
connexion. 
La figure n°4.7 illustre ce principe. 
Code de hachage ~ 
.... 
-
-
~ 
Table de hachage Table des connexions 
Figure n°4.7 : Principe d'une table de hachage 
Voyons maintenant plus en détail le programme et les procédures. 
Le programme principal 
Le programme principal s'occupe de l'initialisation de la table de hachage de façon à 
ce qu'elle contienne des nombres qui ne correspondent pas à des indices de la table des 
connexions puisque cette dernière est encore vide. Il s'occupe également de l'initialisation 
de la structure en mémoire qui contient les mots clés et, éventuellement, de celle qui 
contient les adresses des routeurs ; il utilise pour cela les fichiers qui lui sont donnés. De 
plus, il initialise le nom des premiers fichiers qui seront créés et traite les arguments. Rap-
pelons que les options proposées à l'utilisateur sont les suivantes : faut-il ou non faire la 
distinction entre les majuscules et les minuscules lors de la recherche des mots clés, faut-il 
ou non ignorer les messages qui ne font que transiter via le CERN et faut-il ou non, lors de 
la reconstitution des lignes de commande et la recherche des mots clés, tenir compte des 
connexions dont la source se si tue à l'intérieur du site ? Si la recherche des mots clés ne 
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doit pas faire la distinction entre majuscules et minuscules, les mots clés sont convertis en 
majuscules dans la structure en mémoire. Lorsque cela est fait, la lecture et le traitement 
des messages peuvent commencer. 
La. sélection des messages 
Lorsqu'un message est intercepté, une procédure détermine s'il est intéressant pour le 
traitement. Cette procédure de sélection teste donc le type des messages et ne retient que 
les messages de type DECnet qui sont des messages d'initialisation de connexion, de 
confirmation de connexion, de données ou de demande de déconnexion. Si l'utilisateur l'a 
demandé, cette procédure rejette aussi les messages qui passent entre deux routeurs. 
Pour les messages retenus, la procédure de sélection appelle la procédure responsable 
de la gestion et de la mise à jour des informations dans la table des connexions en mémoi-
re. Elle appellera ensuite, uniquement pour les messages de données et en ignorant éven-
tuellement les messages passant sur une connexion dont l'adresse source se situe à 
l'intérieur du CERN, la procédure responsable de la reconstitution des lignes de commande 
et de la recherche des mots clés. Enfin, elle demandera la lecture d'un nouveau message. 
La gestion et la mise à jour de la table 
La procédure de gestion et de mise à jour de la table regarde si le message intercepté 
appartient à une connexion existante. Pour ce faire, elle fait appel à une procédure qui cal-
cule le code de hachage à partir des adresses présentes dans le message et consulte la table 
de hachage afin de savoir s'il existe au moins une connexion dans la table en mémoire 
ayant ce code. Si tel est le cas, c'est-à-dire si la table de hachage renvoie un indice de la ta-
ble des connexions, la procédure vérifie si les adresses de la connexion trouvée correspon-
dent aux adresses présentes dans le message. Si c'est le cas, elle contrôle encore que les 
identifiants de la connexion au sein des machines à la source et à la destination sont identi-
ques à ceux présents dans le message. Si les adresses ou les identifiants ne correspondent 
pas, la procédure examine la connexion suivante dans la chaîne et fait les mêmes tests. Si 
aucune connexion ne répond aux critères, la procédure informe la procédure de gestion et 
de mise à jour de la table que la connexion n'existe pas. 
Si la connexion existe, la procédure de gestion de la table met à jour les informations 
concernant cette connexion, à savoir le nombre de messages observés sur la connexion et 
l'heure à laquelle est passé le dernier message appartenant à la connexion. 
Si la connexion n'existe pas, la procédure crée, dans la table en mémoire, une entrée 
pour cette nouvelle connexion et initialise toutes les informations en fonction des données 
présentes dans le message ou de ce qu'elle peut en déduire. Ainsi, si le premier message 
observé contient un message d'initialisation de connexion, nous trouvons dans le message 
des renseignements tels que le nom des processus utilisateurs à la source et à la destination 
et nous pouvons également déterminer quel est le noeud qui a initialisé la connexion. Ce-
pendant, comme nous le verrons ultérieurement, le programme n'intercepte pas tous les 
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messages ; il lui arrive d'en rater. Il est donc possible que le premier message observé sur 
une connexion ne soit pas le message d'initialisation de la connexion. Si le premier messa-
ge observé sur la connexion contient un message de confim1ation de connexion, nous pou-
vons déterminer quel est le noeud qui a initialisé la connexion, mais nous ne connaissons 
pas les noms des processus uti lisateurs. Enfin, si le premier message observé sur la 
connexion contient un message de données, il n'est pas possible de connaître le nom des 
processus utilisateurs à la source ou à la destination ; il est également impossible de savoir 
lequel des deux noeuds a initialisé la connexion. 
Si le message intercepté contient un message de demande de déconnexion, les infor-
mations concernant la connexion sont sauvées sur le fichier des informations et une nou-
velle place devient libre dans la table en mémoire. Notons également que si le premier 
message intercepté sur une connexion contient un message de demande de déconnexion, la 
connexion est ignorée puisque nous ne pouvons en retirer aucun renseignement utile. 
Si la procédure doit créer une entrée dans la table en mémoire pour une nouvelle 
connexion, il est possible qu'elle doive faire appel à une autre procédure afin de libérer une 
place dans cette table. Cette procédure se base sur le moment où est passé le dernier messa-
ge sur une connexion pour choisir la connexion à retirer. Ainsi, c'est la connexion sur la-
quelle on n'a plus vu passer de message depuis le moment le plus long qui est enregistrée 
sur le fichier et retirée de la table. 
Remarquons que le retrait d'une connexion de la table en mémoire, que ce soit dû au 
passage du message de demande de déconnexion ou à la nécessité de libérer une place, 
peut modifier la table de hachage. En effet, il faut retirer la connexion de la chaîne des 
connexions ayant le même code de hachage et, éventuellement, supprimer le pointeur vers 
la chaîne si la connexion enlevée est la seule de la chaîne. De plus, la table des connexions 
est gérée de façon à ne jamais contenir d'espace libre entre deux connexions, ce qui permet 
de rassembler les places libres en fin de table. Il peut donc être nécessaire de déplacer des 
connexions au sein de la table. Etant donné cela, il est possible que des valeurs changent 
dans la table de hachage pour pointer vers d'autres endroits de la table des connexions. Des 
procédures gèrent ce problème. 
Le changement de nom des fichiers 
Chaque fois qu'elle crée une nouvelle entrée dans la table, la procédure appelle une 
procédure chargée de vérifier l'heure. Si la procédure constate que l'heure vient de changer, 
elle ferme les fichiers de l'heure précédente, change le nom des fichiers et ouvre les nou-
veaux fichiers. Si, en plus, il est minuit, avant de fermer le fichier des informations, cette 
procédure y enregistre toutes les données présentes dans la table des connexions. Cela per-
met de rassembler dans le fichier adéquat les informations concernant les connexions ou-
vertes au cours de la journée mais qui ne sont pas encore sauvées. Les données restent 
toutefois présentes dans la table des connexions afin de permettre la poursuite de leur trai-
tement. Nous avons constaté que la création d'une nouvelle entrée dans la table est un évé-
nement assez fréquent. En effet, il se produit plusieurs fois par seconde. Nous avons donc 
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choisi de consulter l'horloge chaque fois qu'une nouvelle connexion apparaît plutôt que 
d'utiliser un chronomètre qui demande régulièrement au programme de consulter l'horloge. 
Et l'expérience nous a montré que les fichiers sont correctement créés au début de chaque 
heure. 
La reconstitution des lignes et la recherche des mots clés 
La procédure responsable de la reconstitution des lignes de commande et de la recher-
che des mots clés calcule d'abord le numéro de séquence du message intercepté. Si le mes-
sage n'est pas un message retransmis, c'est-à-dire si le numéro de séquence est différent du 
numéro de séquence du message de données précédent, le message est analysé, sinon, il est 
rejeté. Si la recherche des mots clés ne fait pas la distinction entre les majuscules et les mi-
nuscules, le contenu du message est converti en majuscules. 
Les messages CTERM sont transmis à la procédure de décodage du protocole 
CTERM qui rassemble les informations contenues dans tous les messages qui constituent 
une ligne de commande afin de reconstituer cette ligne. 
Les lignes reconstituées et les messages qui n'utilisent pas le protocole CTERM sont 
fouillés pour y trouver un mot clé. Si un mot est découvert dans une ligne de commande, 
cette dernière est enregistrée dans le fichier de commandes avec l'heure de son passage et 
l'identifiant de la connexion sur laquelle elle a été observée. Si un mot clé est découvert 
dans un message, le mot clé, l'heure à laquelle il est passé et l'identifiant de la connexion à 
laquelle il appartient sont sauvés dans le fichier de commandes. 
4.2.3. Où tourne le programme ? 
Le programme écoute les lignes DECnet qui arrivent de l'extérieur du CERN et celles 
qui sortent du CERN. Les messages sont interceptés sur la dorsale du trafic externe. 
La figure n°1.6 du chapitre 1 nous présente cette dorsale ainsi que les réseaux externe 
et interne du CERN. Sur cette figure, la machine sur laquelle tourne le programme est dé-
nommée monitoring. Le programme se situe juste au-dessus de la couche Ethernet de cette 
machine. Chaque fois qu'elle reçoit une trame, la couche Ethernet la transmet au 
programme. 
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4.2.4. Méthode de travail 
Pour réaliser ce programme, nous avons suivi une approche par prototypage. 
En nous basant sur un programme écrit en FORTRAN qui intercepte les messages 
DECnet et les traite dans le but de recréer et suivre les sessions entre deux systèmes hôtes, 
c'est-à-dire écouter ce que fait un utilisateur, nous avons obtenu une première version du 
programme. Il a été nécessaire d'adapter cette version afi n de cerner correctement le pro-
blème qui nous intéressait. 
Au vu de cette première version qui se contentait de fouiller les messages sans recon-
stituer les lignes de commande, de nouvelles fonctionnalités ont été ajoutées, entre autres, 
la reconstitution des lignes de commande tapées par les utilisateurs connectés via le proto-
cole CTERM et la reconstruction des réponses renvoyées par le système aux utilisateurs, 
afin de pouvoir connaître plus précisément l'activité de ces utilisateurs. 
Les spécifications ont donc été modifiées au fur et à mesure que le programme se 
développait. 
Quelques difficultés rencontrées 
De plus, au cours du développement, il a été nécessaire de faire des retours en arrière. 
Il nous est ainsi arrivé de constater que le byte du message que nous regardions ne corres-
pondait pas à ce que nous croyions ; il était donc nécessaire de modifier le code et d'exami-
ner la valeur d'un autre byte. Mais, étant donné que nous n'avons trouvé, dans notre 
environnement de travail, aucune documentation complète décrivant bit par bit, ou byte 
par byte, le format des messages DECnet, nous n'étions pas surs que notre nouveau choix 
serait le bon. Ce n'était qu'au moment du test du programme que nous pouvions décider si 
la solution retenue était ou non correcte. 
Nous avons également utilisé un analyseur de messages qui, bien que ne décodant pas 
tous les bytes de tous les messages, pour le protocole CTERM notamment, nous a permis 
de mieux comprendre le format des messages. 
Le déchiffrement des messages a donc été la tâche la plus compliquée, particulière-
ment le décodage de ceux transmis en utilisant le protocole CTERM. 
L'approche par prototypage 
Remarquons que l'approche par prototypage est souvent utilisée. En effet, le client 
donne une première spécification, pas toujours très précise, de ce qu'il attend. Le dévelop-
peur réalise alors une première version du programme qu'il propose au client. Au vu de 
cette première version, le client demande certains changements. Le développeur modifie 
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alors le programme selon les désirs du client et cela continue jusqu'au moment où le client 
est satisfait de ce qui lui est proposé. 
4.2.5. Evaluation 
Dans un premier temps, nous allons évaluer les performances du programme. Nous 
expliquerons alors certaines modifications qui ont été apportées au programme dans le but 
d'en améliorer les performances. Dans un second temps, nous présenterons une évaluation 
du programme par l'utilisateur. 
1. Evaluation des performances 
Actuellement, le programme perd des messages, ce qui empêche une reconstitution 
instructive des lignes de commande et des réponses du système. Ceci est dû à un manque 
de puissance de la machine par rapport au trafic qui passe sur le réseau. 
Environ 600 messages passent par seconde sur la dorsale du trafic externe. Comme la 
configuration du réseau a récemment été changée, le trafic IP passe maintenant par un au-
tre segment. La situation est donc meilleure. En effet, auparavant, on observait 1200 mes-
sages par seconde sur la dorsale. 
Pourquoi perd-on des messages ? 
La machine sur laquelle tourne le programme lit les messages en mode promiscuous, 
c'est-à-dire qu'elle intercepte tous les messages qui passent sur le réseau. Les messages qui 
sont lus sont placés dans un tampon où le programme vient les chercher pour les analyser. 
Lorsque le tampon est plein, la machine ne lit plus de message. Ainsi, si le programme ne 
peut pas traiter les messages suffisamment vite, le tampon se remplit et on perd des messa-
ges. Il faut donc que les messages soient analysés à un rythme moyen plus élevé que celui 
de leur passage. 
Quelques améliorations proposées 
Plusieurs solutions ont été envisagées, d'une part, pour diminuer le nombre de messa-
ges que devait traiter le programme et, d'autre part, pour diminuer le temps de traitement 
d'un message. En conséquence, plusieurs options ont été ajoutées au programme. Ainsi, 
comme nous l'avons mentionné précédemment, l'utilisateur peut choisir d'ignorer, pour la 
reconstitution des lignes de commande et la recherche des mots clés, les messages apparte-
nant à des connexions initialisées à l'intérieur du CERN. Cela permet de diminuer le nom-
bre de messages qui demandent un traitement complet. L'utilisateur peut également décider 
de ne pas traiter les messages qui entrent via un routeur et ressortent immédiatement via un 
autre routeur. De plus, une recherche faisant la distinction entre les majuscules et les 
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minuscules a également été offerte. Cela évite de convertir tous les messages en majuscu-
les et diminue le temps de traitement d'un message. 
L'efficacité de la table de hachage a aussi été étudiée. Ainsi, plusieurs codes de hacha-
ge ont été testés et le plus efficace a été retenu. Un code de hachage est efficace si les lon-
gueurs des chaînes créées sont plus ou moins identiques et si les chaînes ne sont pas trop 
longues. Ainsi, le parcours des chaînes ne prend pas trop de temps et la connexion est re-
trouvée plus vite. Nous avons retenu un code de hachage basé sur les adresses du noeud 
source et du noeud de destination. Ce code peut prendre des valeurs comprises entre O et 
1023. 
L'arrivée d'une machine plus puissante est aussi prévue pour les mois qui suivent. 
2. Evaluation par l'utilisateur 
Voici l'avis de l'utilisateur du programme. 
Le programme de monitoring est utile, non seulement pour identifier les activités sus-
pectes, mais également pour découvrir les utilisateurs qui se connectent au CERN en utili-
sant les lignes DECnet et utilisent ensuite TELNET, le protocole de terminalisation 
TCP/IP, pour se rendre ailleurs. Il se pourrait que ces personnes fassent un mauvais usage 
des ressources du CERN ; elles devraient se connecter directement via TELNET depuis 
leur institution sur la machine de destination. 
Cependant, le problème d'identifier réellement les intrus subsiste toujours. Il arrive 
trop souvent que nous ne voyions pas les lignes de commande tapées par les utilisateurs. 
En effet, nous avons déjà signalé que le programme de monitoring perd des messages. 
Cela empêche souvent une reconstitution complète des lignes de commande tapées par 
l'utilisateur. Par conséquent, il est difficile de décider si une personne fait quelque chose 
qu'elle ne devrait pas. 
Jusqu'à présent, le programme a permis de découvrir l'existence d'activités suspectes. 
Cependant, les informations rassemblées sont insuffisantes pour permettre la détection des 
intrusions. De plus, plusieurs intrusions se produisent chaque semaine. Bien que la plupart 
de ces intrusions ne présentent aucun danger, la quantité d'informations à analyser est im-
portante. Il est donc difficile de traiter ces informations pendant le temps dont dispose le 
responsable de la sécurité. 
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4.3. Le programme de traitement 
Dans cette partie, nous allons examiner plus en détail le programme qui traite les don-
nées rassemblées par le programme de monitoring et ne présente à l'utilisateur que celles 
qui pourraient indiquer une intrusion. Nous commencerons en essayant de définir plus pré-
cisément ce qu'est une connexion douteuse: quels sont les éléments qui nous permettent 
d'affirmer qu'une connexion est douteuse ? Ensuite, nous présenterons les spécifications du 
programme : en fonction de ce qui a été dégagé précédemment, quelle solution a été rete-
nue ? Enfin, nous verrons comment travaille le programme pour réaliser l'objectif qui lui a 
été fixé. 
4.3.1. Qu'est-ce qu'une connexion douteuse ? 
Lorsque nous avons abordé le problème du traitement des données, il a été nécessaire 
de se demander ce qu'est une connexion douteuse. Nous avions déjà choisi de baser lare-
cherche de ces connexions sur la présence de mots clés, mais presque chaque connexion 
contient une fois au moins le mot "password" ; la plupart de ces connexions ne sont pour-
tant pas des intrusions. Il a donc été nécessaire de trouver des critères qui nous permettent 
de déduire, à partir des informations rassemblées, qu'une connexion est douteuse. 
En nous plongeant dans la littérature et dans la lecture de faits réels1, nous avons pu 
rassembler quelques renseignements. 
Les connexions contenant certains mots 
Une connexion sur laquelle l'utilisateur se voit de nombreuses fois refuser l'accès à la 
machine suite à son identification, peut indiquer qu'il s'agit d'un intrus qui tente de s'intro-
duire sur cette machine en essayant plusieurs noms d'uti lisateur et plusieurs mots de passe. 
Une connexion avec plusieurs violations de protection peut aussi être considérée com-
me douteuse. Il peut s'agir d'un intrus qui, après s'être introduit sur une machine, essaie de 
copier des fichiers auxquels il n'a pas le droit d'accéder ou essaie de modifier des fichiers 
dans le but de se donner des privilèges qui ne lui avaient pas été accordés. Une telle 
connexion peut aussi révéler un utilisateur légitime qui essaie de faire des choses auxquel-
les il n'est pas autorisé. 
Dorothy E. DENNING, Intrusion-Detection Madel, dans IEEE Transactions on Software Engineering, 
Vol. 13, n°2, Février 1987, pages 222-232. 
Alain BROSSARD, (brossard@sic.epfl.ch), Discussion d'une attaque , Usenet news, Forum 
epfl.silicon/1, 22 Octobre 1992. 
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Les connexions inhabituelles 
Les connexions inhabituelles sont aussi douteuses. Toutes les choses qui montrent un 
comportement étrange de l'utilisateur par rapport à son comportement habituel peuvent ré-
véler une tentative d'intrusion. Parmi toutes ces choses, nous pouvons citer, par exemple, 
des temps de connexion plus longs que d'habitude, des heures de connexion inhabituelles, 
des activités inhabituelles sur la connexion, ... 
Le moment qui s'écoule entre deux connexions ayant les mêmes noms d'utilisateur est 
également important. Si le temps écoulé depuis la dernière connexion est très long, il se 
pourrait que la personne qui s'est connectée soit un intrus utilisant un compte qui n'est plus 
utilisé. 
Une connexion entre deux noeuds qui n'avaient jamais été connectés auparavant peut 
aussi paraître douteuse. 
Plusieurs connexions ayant toutes la même adresse d'origine mais éventuellement 
avec des adresses de destination différentes situées dans le même site peuvent être considé-
rées comme douteuses, principalement si ces connexions sont de brève durée et si elles 
contiennent de nombreuses fois le mot "password". Elles pourraient révéler une tentative 
d'intrusion d'un individu qui, à partir d'une machine, essaie de s'introduire sur une machine 
ou un compte d'un autre endroit. Tant qu'il échoue, il essaie de s'introduire sur une autre 
machine ou un autre compte, mais toujours dans le même site. Donc, ces connexions sont 
de courte durée et échouent. Toutes ces connexions apparaissent dans un laps de temps as-
sez court. 
4.3.2. Spécifications 
d'implémenter 
ce que nous avons décidé 
Dans la solution retenue pour l'implémentation, l'utilisateur exprime lui-même les rè-
gles qu'il désire appliquer pour décider si une connexion est douteuse. Ainsi, dans le fi-
chier contenant les mots clés, l'utilisateur précise, en plus des mots clés à rechercher, les 
règles à appliquer lors de l'affichage des informations. Cela permet à l'utilisateur de choisir 
lui-même sa définition de connexion douteuse, cette défi nition pouvant varier en fonction 
des événements et de l'utilisateur. Ce choix n'est pas fixé une fois pour toutes par le 
programme. 
Les règles à appliquer 
Les règles permettent de préciser le nombre de fois qu'il faut avoir observé un mot clé 
sur une connexion pour la considérer comme douteuse et afficher les informations la 
concernant. Il est également possible de spécifier l'intervalle de temps maximum qui doit 
séparer les différentes occurrences du mot clé, mais cette information est optionnelle. 
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Ainsi, un utilisateur peut décider que, si le mot "password" est passé 3 fois sur une 
connexion en moins de 30 secondes, la connexion est considérée douteuse et qu'il désire 
prendre connaissance des informations relatives à cette connexion. 
Etant donné que les règles ortent sur le nombre d'occurrences des différents mots 
clés , nous avons décidé de placer les règles dans le même fichier que les mots clés. 
Le programme de traitement reprend donc le fichier des informations et le fichier de 
commandes créés par le programme de monitoring, ainsi que le fichier créé par l'utilisateur 
contenant les mots clés et les règles. Il décide, en fonction des règles, si les informations 
concernant une connexion doivent ou non être affichées à l'écran et, dans l'affirmative, af-
fiche ces informations ainsi que les lignes de commande observées sur cette connexion. 
Les options offertes 
Plusieurs options sont offertes par le programme. 
Il est possible que le programme affiche les informations concernant toutes les 
connexions présentes dans le fichier, indépendamment des règles exprimées par l'utilisa-
teur. De plus, si aucune règle n'est énoncée par l'utilisateur, le programme propose à l'écran 
les informations concernant toutes les connexions. Cela peut être utile pour diverses rai-
sons, notamment des raisons de statistique. 
Par défaut, le programme arrête l'affichage des informations après chaque écran ; l'uti-
lisateur doit alors presser une touche pour poursuivre la présentation des données. Il est ce-
pendant possible que le programme laisse défiler les informations sans interruption. C'est 
utile si l'utilisateur veut rediriger le résultat du programme vers un fichier. Il est donc pos-
sible de mettre l'ensemble des informations concernant les connexions dans un fichier texte 
si cela s'avère nécessaire. 
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4.3.3. Comment travaille le programme ? 
Nous étudierons ici les fichiers de données qui doivent être fournis au moment de 
l'exécution du programme. Nous présenterons ensuite la structure du programme, avant 
d'analyser plus en profondeur certains principes de conception. 
1. Les fichiers de données 
Le programme de traitement reprend en entrée les fichiers binaires créés par le pro-
gramme de monitoring, à savoir le fichier des informations et le fichier de commandes. 
Il doit également disposer du fichier contenant les mots clés et les règles. Les restric-
tions liées au contenu du fichier de mots clés et mentionnées dans le cadre du programme 
de monitoring restent valables ; nous allons maintenant nous pencher sur les contraintes re-
latives à la formulation des règles. 
Les contraintes relatives à laformulation des règles 
N'importe quelle ligne du fichier peut contenir une règle. Si une ligne contient une rè-
gle et non un mot clé, elle doit débuter par les caractères "R ". Il est en effet indispensable 
que le programme puisse faire la différence entre les mots clés et les règles. De plus, étant 
donné qu'il est possible qu'un mot commence par un "R", un espace doit être présent entre 
le "R" et le début de la règle. 
Chaque règle peut contenir un et un seul "AND" (et logique) ou un et un seul "OR" 
(ou non exclusif). Si une règle contient plusieurs "AND", plusieurs "OR" ou une combinai-
son de "AND" et de "OR", un avertissement apparaît à l'écran et le programme s'arrête 
après la lecture de cette règle. 
Les règles simples sont exprimées de la façon suivante : 
R mot-clé>= nombre-d'occurrences [(intervalle-de-temps)] 
Ceci signifie que si le nombre d'occurrences de "mot-clé" observées sur une 
connexion est plus grand que "nombre-d'occurrences" et que le laps de temps écoulé entre 
le passage de la première occurrence et le passage de l'occurrence numéro "nombre-d'oc-
currences" est plus petit que "intervalle-de-temps", les informations concernant la 
connexion seront affichées. Le paramètre "intervalle-de-temps" est exprimé en secondes. 
De plus, il est facultatif. S'il n'est pas mentionné, le programme ne tiendra compte que du 
nombre d'occurrences du mot clé. 
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Nous pouvons également avoir: 
R mot-clél >= nombre-d'occurrencesl [(intervalle-de-tempsl)] AND 
mot-clé2 >= nombre-d'occurrences2 [(intervalle-de-temps2)] 
R mot-clél >= nombre-d'occurrences! [(intervalle-de-tempsl)] OR 
mot-clé2 >= nombre-d'occurrences2 [(intervalle-de-temps2)] 
Si le nombre d'occurrences minimal signalé dans la règle est plus petit ou égal à zéro 
et/ou si l'intervalle de temps est plus petit que zéro, une erreur est signalée à l'utilisateur et 
le programme s'arrête après la lecture de cette règle. De même, si le signe ">=" n'est pas 
présent dans l'une des règles, le programme affiche un avertissement à l'écran et s'arrête 
après la lecture de cette règle. 
Un mot clé ne peut apparaître que dans une seule règle. Si ce n'est pas le cas, le pro-
gramme s'arrête dès qu'il a lu la règle violant la contrainte et indique une erreur à l'utilisa-
teur. D'une manière analogue, si un mot est orthographié différemment dans une règle que 
dans la liste des mots clés ou si un mot présent dans une règle ne figure pas dans la liste 
des mots clés, le programme s'arrête après avoir lu la règle et donne une indication à l'utili-
sateur. Toutefois, la correspondance n'est pas sensible au fait que les mots soient écrits en 
majuscules ou en minuscules. 
Si une règle est trop longue, c'est-à-dire si elle s'étend sur plus d'une ligne, le pro-
gramme s'arrête immédiatement en le mentionnant à l'utilisateur. Toutefois, la longueur 
maximale d'une règle, tout comme la longueur maximale d'un mot clé, est définie comme 
une constante. Il est donc assez aisé de modifier la valeur de cette constante et d'admettre 
des règles plus longues si cela s'avère utile. 
Les avertissements 
Lorsqu'une contrainte n'est pas respectée, nous avons choisi d'arrêter le programme 
immédiatement avec une indication sur le type d'erreur plutôt que de rassembler la totalité 
des avertissements dans un fichier. En effet, ce programme, contrairement au programme 
de monitoring, est destiné à être exécuté de façon interactive. L'utilisateur peut donc corri-
ger immédiatement les erreurs. Permettre à l'utilisateur de prendre tout de suite connais-
sance des problèmes et lui donner la possibilité de les corriger sans délai nous a paru être 
la meilleure solution. 
Si aucun mot clé n'est présent dans le fichier, le programme s'arrête. Cela se justifie 
par le fait que la chasse aux connexions douteuses se base sur la recherche de mots clés. 
Par contre, comme nous l'avons déjà signalé, si aucune règle n'est exprimée dans le fichier, 
le programme affiche les informations concernant toutes les connexions. 
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Un exemple 
La figure n°4.8 donne un exemple de contenu du fichier contenant les mots clés et les 
règles. 
Ce fichier contient la liste des mots clés à rechercher 
et des règles à appliquer au moment de l'affichage des 
informations 
Password 
R password >= 3 (30) 
Insufficient privilege 
Login incorrect 
R login incorrect>= 5 AND insuffic ient privilege >= 6 (50) 
User authorization failure 
Ftp 
R ftp >= 5 OR user authorization failure >=10 
Figure n°4.8 : Exemple de fichier contenant les mots clés et les règles 
Remarquons qu'il est important que le programme de traitement soit exécuté avec un 
fichier qui contient les mêmes mots clés que le fichier avec lequel le programme de moni-
toring a été exécuté et que ces mots apparaissent dans le même ordre. Si ce n'est pas le cas, 
les résultats risquent d'être faussés. Il est impossible pour le programme de traitement de 
tester l'identité des mots clés puisque le fichier des informations ne contient aucune trace 
des mots clés utilisés pour la recherche; il ne comprend que la valeur des compteurs d'oc-
currences pour les différents mots clés, dans le même ordre que celui dans lequel les mot 
clés figurent dans le fichier. Il n'est donc pas possible de comparer les mots clés utilisés par 
le programme de monotoring et les mots clés présents dans le fichier employé par le pro-
gramme de traitement. 
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Une vue d'ensemble 
La figure n°4.9 donne une vue d'ensemble des fich iers utilisés par le programme de 
traitement. 
Traitement 
Figure n°4.9 : Vue globale des fichiers 
Affichage à 
l'écran 
Remarquons que le programme de traitement affiche les données à l'écran ; aucun fi-
chier de résultats n'est donc créé. 
2. La structure du programme 
La figure n°4.10 présente une vision simplifiée de la structure du programme. Nous 
ignorons ici le traitement des paramètres et nous supposons que le programme affiche les 
informations en fonction des règles et qu'il ne se soucie pas de la présentation écran par 
écran. Nous expliquerons les principes de conception plus en détail dans le point suivant. 
Le code du programme se trouve en annexe. 
Lecture des règles 
oui 
Lecture des informations concernant 
une connexion 
oui 
Affichage des informations 
non 
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Arrêt du 
programme 
Figure n°4. l O : Structure du programme de traitement 
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3. Certains principes de conception 
Nous allons d'abord voir le principe du programme. Ensuite, nous étudierons plus en 
détail la représentation des règles en mémoire. C'est en effet cette représentation qui cons-
titue la partie la plus intéressante du programme. 
Le principe du programme 
Le programme de traitement lit les fichiers binaires créés par le programme de moni-
toring et affiche à l'écran les informations contenues dans ces fichiers tout en respectant les 
règles exprimées par l'utilisateur dans le fichier des mots clés. Pour réaliser cela, le pro-
gramme doit faire le lien entre les informations contenues dans les deux fichiers, à savoir 
le fichier des informations et le fichier de commandes. Ce lien est possible grâce à l'identi-
fiant des connexions qui se retrouve dans les deux fichiers. 
Pour chaque connexion considérée comme douteuse, en fonction des règles exprimées 
par l'utilisateur, le programme doit afficher les informations relatives à cette connexion 
ainsi que les lignes de commande et les réponses du système observées sur cette dernière. 
Cela se fait de la façon suivante : 
Après avoir pris connaissance des règles à appliquer, le programme lit les informa-
tions concernant une connexion, décide, en fonction des règles, s'il faut afficher ces infor-
mations et, dans l'affirmative, parcourt l'ensemble des lignes de commande du fichier de 
commandes afin de retrouver celles qui ont été observées sur cette connexion. Il affiche 
ensuite les informations et les lignes de commande de cette connexion puis lit les informa-
tions concernant la connexion suivante. Tant que le programme n'est pas arrivé à la fin du 
fichier des informations, il réitère ces opérations. 
Afin d'accélérer le parcours du fichier de commandes, le contenu de ce fichier est pla-
cé en mémoire centrale. Ce fichier est en effet parcouru entièrement chaque fois que l'on 
décide que les informations concernant une connexion doivent être affichées. 
Au moins un paramètre doit être donné au programme de traitement ; il s'agit du nom 
du fichier des informations que l'on veut traiter. A partir du nom de ce fichier, le program-
me construit lui-même le nom du fichier de commandes associé. 
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La représentation des règles en mémoire 
Voyons maintenant comment le programme prend connaissance des règles à appliquer 
et les représente en mémoire. 
Les règles sont représentées en mémoire sous la forme d'un tableau composé de trois 
colonnes. Chaque ligne du tableau correspond à un mot clé. Ainsi, la ligne d'indice i dans 
la structure contenant les règles se rapporte au mot clé qui occupe la case d'indice i dans la 
structure contenant les mots clés. Avant d'initialiser la structure contenant les règles, il est 
donc nécessaire d'initialiser la structure contenant les mots clés à partir du contenu du 
fichier. 
La première colonne du tableau contient le nombre minimum de fois que le mot clé 
doit être apparu sur la connexion, la deuxième colonne du tableau indique l'intervalle de 
temps maximal entre les occurrences et la dernière colonne indique si la règle relative à ce 
mot contient un "AND". Une règle contenant un "AND" ou un "OR" peut être décomposée 
en deux règles distinctes. En effet, une règle contenant un "AND" peut être exprimée com-
me deux règles qui doivent être satisfaites en même temps ; après avoir vérifié que la pre-
mière partie de la règle est vérifiée, il est nécessaire de s'assurer que la deuxième partie de 
la règle l'est également. En revanche, une règle contenant un "OR" peut être exprimée 
comme deux règles indépendantes ; dès que l'une est vérifiée, l'information peut être affi-
chée. La troisième colonne du tableau indique donc, dans le cas d'une règle contenant un 
"AND", l'indice de la ligne contenant l'autre partie de la règle ; cette deuxième partie de la 
règle doit également être vérifiée par le programme. Dans les autres cas, cette colonne 
contient une valeur ne correspondant pas à un indice valide de ligne. 
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La figure n°4.11 illustre la manière de représenter les règles en mémoire. 
Soit le fichier de mots clés et de règles suivant 
Password 
User authorization failure 
Insufficient privilege 
Login incorrect 
Telnet 
Ftp 
R password >= 3 (30) 
R ftp >= 5 OR user authorization failure >=10 
R login incorrect>= 5 AND insufficient privilege >= 6 (50) 
Ces règles sont représentées par: 
password 3 30 0 
user authorization failure 10 0 0 
insufficient privilege 6 50 4 
login incorrect 5 0 3 
telnet 0 0 0 
ftp 5 0 0 
Tables des mots clés Table des règles 
Figure n°4.11 : Représentation des règles en mémoire 
Cette structure est remplie au fur et à mesure que le programme lit le fichier. Comme 
les compteurs d'occurrences de mots clés se présentent dans le même ordre que les mots 
clés dans le fichier, il suffit de regarder quels compteurs ont une valeur différente de zéro 
pour déterminer les mots clés qui ont été observés sur une connexion et donc les indices 
des règles à vérifier. 
Chapitre 5 
Généralisations possibles 
Beaucoup de modifications peuvent être apportées à la solution présentée dans le cha-
pitre précédent afin de la généraliser. Nous allons en mentionner quelques-unes. Nous exa-
minerons d'abord les modifications qui permettraient de considérer des protocoles autres 
que DECnet Phase IV et des réseaux autres qu'Ethernet. Nous envisagerons ensuite le pro-
blème de la détection des intrusions et de l'alarme. 
5.1. Les protocoles et les réseaux 
Nous avons vu, dans le deuxième chapitre, qu'une des qualités d'un logiciel de détec-
tion d'intrusions est sa capacité à être utilisé dans un environnement différent de celui dans 
lequel il a été conçu, ce avec un minimum d'adaptation. La solution présentée n'offre pas 
cette qualité. En effet, comme nous l'avons vu, le programme qui rassemble les informa-
tions utiles à la détection des intrusions est destiné à analyser les messages échangés sur un 
réseau Ethernet via le protocole DECnet Phase IV. 
Il serait donc intéressant de généraliser ce programme de façon à ce qu 'il puisse être 
utilisé avec n'importe quel protocole sur n'importe quel réseau, cela sans imposer d'impor-
tantes modifications au code du programme. 
5.1.1. Les protocoles 
Afin de pouvoir considérer différents protocoles, le programme devrait connaître le 
format des différents messages échangés selon ce protocole. 
Le format de ces messages pourrait être décrit dans un fichier texte. Ce fichier com-
prendrait, pour chaque protocole examiné, une liste des messages utiles pour le programme 
ainsi qu'une description du format de ces messages. 
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Dans chaque message, un ou plusieurs bytes indiquent le protocole utilisé. Ainsi, pour 
DECnet Phase IV, le 13èmc byte d'une trame Ethernet a toujours la valeur hexadécimale 60 
et le 14ème byte, la valeur 03. Grâce à ces bytes, le programme pourrait identifier le proto-
cole qu'il doit considérer. En effet, il suffirait d'examiner le fichier de description de façon 
séquentielle jusqu'au moment où les valeurs des bytes identifiant le protocole correspon-
dent à celles présentes dans la trame. 
Connaissant le protocole, le programme pourrait déterminer, en consultant le fichier, 
le type du message qu'il vient d'intercepter. En examinant la description du format de ce 
message, le programme pourrait en extraire les informations utiles. 
Cette solution nécessiterait la mise au point d'une syntaxe permettant de décrire un 
protocole par un fichier texte. Il faudrait définir de façon très précise où se trouvent, dans 
les trames Ethernet, les informations utiles pour le programme. Plusieurs solutions sont 
possibles ; nous allons en proposer une à travers un exemple. 
La figure n°5. l donne un exemple d'une partie d'un fichier décrivant des protocoles. 
Cette partie du fichier décrit quelques-unes des informations nécessaires au traitement des 
messages transmis par DECnet Phase IV sur un réseau Ethernet. 
La première ligne indique que la description des messages de DECnet Phase IV com-
mence. Les deux lignes suivantes donnent la place des bytes qui permettent d'identifier le 
protocole qu'utilise le message ainsi que leur valeur. Dans les messages DECnet Phase IV, 
les 13ème et 14ème bytes ont respectivement les valeurs hexadécimales 60 et 03. La quatriè-
me ligne spécifie que le programme ne doit traiter que les trames Ethernet dont le 39ème 
byte a une des valeurs mentionnées. Ensuite, la réelle description des messages commence. 
Ainsi, l'adresse de destination se trouve dans les 25ème et 26ème bytes et l'adresse source, 
dans les 33ème et 34ème bytes. La dernière ligne indique que, s'il s'agit d'un message dont le 
24 ème byte a la valeur 38, l'information utile se trouve dans le 43ème byte. Il s'agit de la rai-
son de la déconnexion. 
[DECnet IV] 
13 = 60 
14 = 03 
OK-> 39 = 60,38,28,18,00,20,40 
25, 26 = dest 
33, 34 = src 
if 39 = 38 then 43 = disconnect reason 
Figure n°5.1 : Exemple d'un fichier de description de formats de messages 
Toutefois, il faut remarquer que le nombre de messages que doit traiter le programme 
est proportionnel au nombre de protocoles qu'il doit considérer. Nous avons déjà vu que 
notre programme, qui considère uniquement DECnet Phase IV, est incapable de traiter 
tous les messages. Si le nombre de protocoles à envisager est plus élevé, le risque de 
Généralisations possibles ■ 102 
manquer des messages est également plus élevé. Les informations rassemblées pourraient 
donc être moins précises. Il y a donc un compromis à trouver entre efficacité et généralité. 
5.1.2. Les réseaux 
Afin de pouvoir être utilisé sur différents réseaux, le programme doit connaître le for-
mat des différentes trames qui circulent sur les différents types de réseaux. 
Les trames ne contiennent pas de byte indiquant sur quel type de réseau elles circu-
lent. La solution proposée pour les protocoles n'est donc plus applicable. Il faudrait avertir 
le programme, au début de son exécution, du type de réseau qui est utilisé, ce type restant 
inchangé jusqu'au moment où le programme est arrêté. 
Cette solution ne présente pas d'inconvénient puisque le programme, une fois lancé, 
tourne toujours sur la même machine et écoute toujours le même réseau. Le type de réseau 
écouté ne change donc pas au cours d'une exécution. 
Il serait donc possible de décrire le format des trames en fonction du type de réseau 
dans un fichier. Un paramètre donné au programme lors de son lancement permettrait au 
programme de prendre connaissance, une fois pour toutes, du format des trames qu'il doit 
considérer. 
5.2. La détection des intrusions et l'alarme 
Dans la solution présentée, le responsable de la sécurité joue encore une rôle impor-
tant dans la détection des intrusions. En effet, le programme présente à l'écran les informa-
tions concernant les connexions douteuses. Le responsable de la sécurité doit alors décider 
si la connexion représente un danger et prendre les mesures qui s'imposent. Il serait inté-
ressant de perfectionner le programme de façon à diminuer l'intervention du responsable 
de la sécurité. 
5.2.1. La détection des intrusions 
Ayant pris connaissance de l'existence d'une connexion qu'il juge dangereuse, le res-
ponsable de la sécurité utilisera certainement un analyseur de réseau lui permettant d'ap-
prendre plus précisément ce qui se passe. 
On pourrait toutefois concevoir que le programme détecte lui-même qu'il y a un ris-
que d'intrusion et se transforme en analyseur de réseau. 
Le programme devrait à cet effet disposer de règles qui lui permettent de décider 
qu'une connexion présente un réel danger, tout comme le fait un système expert. Par exem-
ple, une règle pourrait préciser que toute connexion initialisée depuis un certain endroit et 
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sur laquelle on observe beaucoup de mots de passe erronés doit être surveillée plus attenti-
vement. Le programme se concentre alors particulièrement sur la connexion qui présente 
un risque, enregistrant par exemple toutes les opérations qui sont réalisées lors de cette ses-
sion. En fonction de cette surveillance plus rapprochée, il pourrait alors déterminer si la 
connexion est ou non une intrusion. 
5.2.2. L'alarme 
Ayant découvert une intrusion, le système pourrait réagir de différentes façons. 
D'une part, on pourrait imaginer que le système, lorsqu'il a détecté une intrusion, soit 
capable de réagir seul, par exemple en coupant la connexion. 
D'autre part, le système pourrait avertir le responsable de la sécurité qu'une intrusion 
vient d'avoir lieu, par exemple en lui envoyant un message via le courrier électronique. 
En conclusion, le programme que nous avons réalisé constitue un premier pas vers un 
véritable système de détection d'intrusions. Toutefois, de nombreuses améliorations peu-
vent y être apportées. 
Conclusions 
Les problèmes relatifs à la détection des intrusions ne sont pas simples. Nous avons 
vu que l'audit semble être une solution attrayante, surtout si le responsable de la sécurité 
dispose d'un outil automatisé qui lui permet de réaliser une analyse assez complexe des 
données d'audit. 
Il existe plusieurs techniques de détection d'intrusions basées sur l'audit. Chacune pré-
sente des points forts et des points faibles. Il est donc intéressant de disposer d 'un outil qui 
combine plusieurs de ces techniques, conservant ainsi les points forts de chacune et élimi-
nant leurs points faibles. 
La solution retenue au CERN implique deux programmes. 
Le premier programme réunit un ensemble de données considérées comme pertinentes 
pour la détection des intrusions. 
Le deuxième programme analyse les données recueillies par le premier. Il s'agit d'un 
système basé sur des règles dont le rôle est de diminuer la quantité d'informations que doit 
considérer le responsable de la sécurité. En effet, le responsable exprime les règles qui per-
mettent de déterminer, parmi toutes les informations rassemblées, celles qui doivent être 
affichées. 
Plusieurs améliorations pourraient être apportées au système. Ainsi, il serait intéres-
sant de le rendre utilisable sur plusieurs types de réseaux, avec plusieurs protocoles diffé-
rents. De même, le système pourrait détecter en temps réel les intrusions et en informer le 
responsable de la sécurité, par exemple via le courrier électronique. 
La solution que nous avons implémentée est donc un premier pas vers l'établissement 
d'un véritable système de détection d'intrusions. 
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Annexe 1 
Les programmes 
Le programme de monitoring 
, ...................... ......................................... .. ..... .. . 
• Th i !:i f il e ctml;IÎ n~ Lhf" d 11 til s tructu re , c o 11Ul dn l and type '!, dc f i1dt 1 o n s • 
• ui; r d iu t.nf" p r o grams monilo r .c ii nd t re at mc.- 11t.c . • 
.... .. .. .. . ....................................... .. ........ .. ........... , 
;dr f i ne M/\X CONNt•:cr l ONS !> 50 I • max 1mum n u mt)l' r of c onne cl j ons • I 
idcf i ne MAX J.J NKS 5 5 I • ma ,dmum riumbr.r of l j nk!> i n 
" 
connecti on . I 
idcf i ne MAXHASJI 1 074 I • number of e n t ri rs in the hash t.ab l e . / 
,dcf j ne MAX SJZE 8 2 / • n .. 1xi mum si ze of c he key word s 
1 inc lud i rtg , \ n ' and . \ ()' 1 . / 
ldc f i ne MAX KEY 7 0 / • ma>dmum riumber of k e yw or d s . / 
♦ dcf i nc MAXROU'fERS 10 / ' max i mum numbe r of r out c rs ' addres s es . / 
fdef ine MAXJNT 4 29496 ?29 5 ,. max i mu m uns i gned i nt • f 
Ide Une MAXPACK 24192000 ,. numher of packct..s s een on a conncct i o n 
dudng 2 week s, according that t.here 
are 20 packets a sec • I 
cnum bool ( f.a l se, truc): 
t.ypede f enum bool bool ; 
typedcf unsigned char add (6 ] ; J • contalns the address of a router • / 
/ • conta i n s the keywords Lo search , read f r o m a file • f 
typedef struc t. 
{ 
unsigned char val (MAXSIZE]: / • k.eyword • / 
inl lenqth; /• l ength o f the keyword • / 
key; 
/ • informa t ion about a l ogical link • / 
typedef struct 
1 
un.si gned i nt 
uns1gncd int 
unsigned int 
uns1gned int 
unsigned int 
unsign ed int 
time_ t 
int 
int 
int 
char 
char 
char 
char 
src link: 
d esî link; 
c paëkets; 
list pack.et; 
data: seg (2); 
id2; 
idl; 
count [.MAXKEY); 
last_host; 
last _ server: 
f • sou rce of the li nk • / 
/ • dest i nation of the l ink • f 
, ,. number of packcts of the l ink • f 
I ,. t imestamp • J 
J • dntn segment numbe r seen in the last pack e t , 
one for ea c h d irection " / 
f • second pa r t of the i dentifier of t he l i nk • / 
/ • it is increased by one for each new link • / 
~: f ~r!Î1la~~n~!1~~h~d:~;~:±~~ ~~u;h~fl~g~ • / 
proÏram, thus we can restart the proqram 
~fr tg~ dai8 be~~~s~0 ~h:tid:~~i fÎ! r;h:1 f f 1b! 
uni que ( even after the rest.art of the 
program ) • / 
J • contains the counter for the keywords, 
in the sarae order as in t he file • / 
/,. contains the f i rst place !ree to inser t 
the n ext c haracter in 'host' ,. , 
/ "' contains the first place free t o insert 
t.he nex t character in ' server' "'/ 
src unarne ( 1 6 ]; / ,. username of the source • / 
desî uname [ l6]; ,,. username of the dest i nat i on • J 
orde'F: / • c ontains the sens of the l i nk between the node 
• r ' - right , • i · - inversed ( the source node 
is in fact. the destination node and the 
d estination node is in !act the source node ) . 
''? ' • unkn own "' / 
d irect.ion; / • indi c ates wh e t.he r a link is going out from 
CERN ( • 'o' ) , is entering CE.RN ( • • i ' ) 
or we don' t kno w ( • ' ?' ) ,. / 
unsigned char disc_ reason ; / "' cont.ains the reason of the d i sconnecti o n : 
Ox99 i f we haven' t see t h e d i sconnect 
i nitiat.e packet, Ox98 i f t.he data have been 
save d because it i s midni ght, Ox9 7 i f the 
da t a have been saved because the timestamp 
beca.!T'e t.oo great, OxOO ( - no error ) , 
unsi gned char 
uns ign ed char 
unsi gned char 
time l 
time:t 
bool 
loQical_ link ; 
OxO( (• dest i nation e nd user does not 
exis:. ) or Ox 09 (• logi ca l l ink aborted by 
end u ser ) or Ox26 (• connect r e quest 
abo rt ed by en d user ) • J 
host(MAXSIZE J ; 
ser ver [MAX SI ZE ) ; 
old_ scrver lf-'.AXSIZ E }; 
/ • con ta ins a l i ne sent by the hos t • / 
/ ' contains a line typed by the user • J 
/ 11 cont.ains the prcvious line typed 
by the user ' / 
begin: 
end: 
i p ; 
J • time of the first packet ' / 
/ 11 time of the l ast pack.et ' / 
/ "' says if we have seen a n IP a ddress on the link 
and copi ed it i n the commands' file. 
lt concerns the IP pack.et encapsulated i n 
Decnet packet • / 
J • information about a c onnect i on • f 
typedef struct 
{ 
i nt 
i nt 
unsig:1ed char 
un.signed char 
dest node {2] ; 
src Fiode 12 ) ; 
-
c _ p ackets; ,. 
/ . add r ess of the destination no de '/ 
! • address of t h e source node • f 
number o f packets of the connection • ! unsign ed int 
logical_ link l inks ! MAX_ Ll ~KS J ; / • li nk s of che connectio:i . / 
connect ion: 
/• i n forma tio n abou t a l ogica l link which wi ll be saved i n a fil e "' / 
typedef st r uct 
1 
unsigned c har src node(2 ] ; 
uns i gned char des~ node ( 2 ] ; 
unsigned c ha r d is c:reason; 
/ ' address of the source node • / 
/ "' address of the destination node • J 
,,. contains the reason of the disconnec tion 
uns i gried nt 
unsigncd nt 
uns i gned nt 
uns i gned nt 
time_ t 
int 
char 
char 
char 
time t 
time:t 
call_rcco r d; 
s rc li 11k; 
des l: link; 
ia~~Ckets; 
idl; 
count I MAXKEY ) ; 
Ox 99 i 1 wt· h;i.v p n ' l ~ Pt• 1rw d \ s c: nnr\ P C'\ 
iniLL11. c pa c kr t. , Ox98 i 1 ltw dt:1 1. 11 h,1ve be cn 
~a ved iwcau s e 1 t is mi d n l ght , Ox9 1 il t h~ 
o at<1 h nvt> bcc n sa ved bccau :w t. he I i mr sli:l mp 
bec ame too greaL, OxOO ( -- n o t• rr ot ) , 
Ox 0 4 (-- dest i mi tion e nd u~e, dor s rm t 
cxist ) or 0x 09 ( .- J og iccd li rik abo rted by 
end use , ) o r Ox2C. ("" c onnec t rcqLw.st 
abort ed by eno user ) " / 
/"' source of the l ink "'/ 
/ • des t ination of the li nk · / 
/ "' number of packets o f the line • f 
f • se-cond part o! t. ne ide nt i fier of the ] ink • / 
f • i t is .increased by one for cach ncw l i nk •j 
f• !irst. pnrt of the identifier of the l ink "/ 
f• it wi l l contain the hour of start i ng of the 
program, thus we can restart the program 
during a day and concatanate all the files 
of the d ay because the identifiers will be 
uni q ue ( e ven a!ter the restart of the 
program ) • f 
/ • c ontains the counter for t h e keywords, 
in the same order as in the file "' / 
src unamel 16 ) ; f• username of the source • f 
dest uname [16]; /" username of the destination "/ 
orde?; / ... conta i ns the sens of the link bet ween t he node 
beqin; 
end; 
'r' • r ight , 'i ' • in versed ( the sou r ce node 
i s i n fact the d estination node and t.he 
destination node is in fact the source node ) , 
'?' • unknown " / 
/ • time of the fi r st packet • f 
, ... time of the last packet • f 
/" information about a command • f 
typedef struct 
{ 
unsigned int 
tirne t 
char 
id_ link2; 
id_linkl; 
origin ; 
/ "' contains the second part of the identifier of 
the link on which the command wa s seen • f 
/" contains the first part of the i d entifier of 
the link on which the command was seen "/ 
f• says who s ent the line : 's' - the server, 
• h' • the host 
'o' • line typ ed 
by the 
serv er 
whic h 
trig erred a 
suspicious 
answer of 
the h ost 
' ? ' • c ommand of 
a non CTERM 
connec-
tion 
• i • - IPaddresses 
contained 
in an 
encapsula -
ted 
packet • f 
unsigned char cmd(MAXSIZE]; /" c ontains the command •f 
time_t 
}command; 
moment ; / • co:)tains the hour at which the command was s een " / 
/" contains the rules to appl:y ;.•hi l e printing the information " / 
/ • the rule of index ' i ' appl1es to the 1o,•ord of index ' i ' in the structure"'/ 
/ • ' keyworlist' •/ 
typedef struct 
{ 
int count; 
int moment; 
int next; 
)condition; 
,. 
/" contains the number of times we must ha v e seen the word 
to pr~nt. the line • f 
/ " contains the period of t.ime during which the occurences 
o f the wo:-d must have been seen. 0 means t.hat there i s 
n o rest!:'ict.ion about the period of time "' / 
contain s the index of the word concerned by the second part 
of the rule if the r ule c ontains an "AND". - 1 me a ns that 
~~~~e t~:r ! :~le s:i~hd a~a;5R· ma y be ex pressed as t wo 
se parated rules • / 
, .... .. .... ..... ... .......... .... ......... .. .. ......... ..... .. ... .......... . 
• This t .i1e cont.ains a ll the r,ames a nd the rcs uh.•~ type ~ of i. he func tions • 
• usrd in th~ progr;1m monitor.c. • 
··· ·· ··· ·· ··· .. ·· ···· ······· ·· ·· ...... ........... ... ..... ....... ..... ...... , 
void .i rl.lt _ kPyword li st.l); 
vold i nit _ router(); 
vo i d uppercase ( unsi gned char 
vo j d en 1. asL(); 
voi d s;ive_data_o f _ t.hc_ day(); 
vo i d change_ file_na mc(); 
vold en_ a _ast (); 
void treatment_ o{_n_ packets(): 
inl, i nt ); 
void update_ connections ( int * , int • ) ; 
int find pa ir index ( unsigned cha r unsigned char • , int 
- -
void dopl ace connection(); 
-
voi d doplace link( int ); 
-
void remove link( int, int ); 
-
void tldy hash( int, lnt ); 
-
void save data( int, i nt ) ; 
-
void process_ frame ( i nt, int ) ; 
void keyword( int , int, int, int ); 
int find_word( unsigned char "', int, int, unsigned char 
void decode_ cterm( int, int, uns i gned int, uns i gned int ) : 
void analyse_server ( int, int ) ; 
void ana lyse_host ( int, int ) : 
void save_command ( i nt, i nt , char, unsigned char .. ) ; 
vo i d t.reatment_ip ( int., int, int ) : 
char "' l ; 
int l; 
, undc f m·:BVG / • on l y for debug ging purpose • / 
♦ dp fjne fl.S S~:RT ( p l i f ( ? ( p)) 1 p d ntf( .. ;;isscrtjon p f aiJ cd \n "' ); aborL(); J 
!ot-f .lne 11st, ( x ( uns.l gncd char • ) ( x / • t y pe c as t ing for t he stdng • / 
/ • mncro uscd to rcad ;iddrrnses written in hcxndec ima l • t 
♦ dcfine tran!> l t( x) ( x <.'A'? x ➔➔ - '0' 
+ l O : x ➔ ➔ - 'a' \ ➔ l 0 x < 'a' '! x ➔➔ - 'A' 
nnc l udc <file . h> 
finclude <st. ring.h > 
finclude <st.d i o.h> 
tinclude <time.h> 
f include <ctype. h> 
finclude "data st ruct. .h" 
-
finclude "monitor. h" 
/ • globa l va riables • / 
/ .. this va riabl es arc used or modified by a l l the functions • / 
int 
int 
int 
int 
int 
int 
int. 
int 
int 
int 
int 
int 
unsigned int 
unsigned int 
time_t 
char 
char 
ne - 0; 
maxnc - 0: 
maxnl - 0; 
/.,. number of connections in conn • t 
, .,. for statistics maximum number of 
connections during a day .,. / 
, .,. for statisU es : maximum number o! links 
during a day .,./ 
conn hash[MAXHI\SH]; /• hash table"/ 
stat: hash(MAXHASH]; / • ~~b;~e 0 ft~~~~;~~Îo~~o~Ït~h~h~a=~m;a~!:h: 
code ( the hash code is the index in the 
table) at a moment " / 
sta t (MAXHASH]; /• for 'the statistics about t.he hash table 
offset; 
num of key: 
nu."?\-orrouter: 
houF •-99; 
fd • -1: 
!dcmd - - 1 ; t • 
n packet.s .. 0; 
link_id2 • 0; 
link_idl; 
maximum number o! connect i ons wi th the 
same hash code ( the hash code is the 
index in the table ) since the program 
has been launched • / 
/ • number of keywords to search "/ 
/• number of routers' addresses • / 
/"" useà t.o see if it. is rnidni9ht " / 
/• descript.or of the call records' file • / 
descript.or of the file containing the suspicious 
commands • / 
/• total nurnber of analysed packets • / 
/* second part of the ident.ifier of the links : 
it is increased by one for each new link • f 
j: f ~r:l1l8 ~~n~!i~~h!dh~~~ f ~fr s~!r~~~g 1 ~fk~h; / 
~~~Î~~JU~ ~~~s a~d ~~~c~~=~=~; ;ÎÏ ih~9 fÎÎes 
of the day bec a use the identi fiers wil l be 
unique ( even after the restart of the 
prograna ) •f 
filename [ l28);/ ... name of the file containing the call records•/ 
filecommand [ l28); /• name of the f il e containing the suspicious 
commands • / 
unsigned char address 120); /.,. contains the Ethernet part of the packet • / 
/ • conta ins the packet • / unsigned char buffer!l500]; 
bool 
bool 
bool 
bool 
bool 
add 
connection 
key 
F ILE 
all fals e; / • by default 
routers • J 
we don' t consider the links between 
/,. by default. we 
CERN • / 
sensit.ive • false; 
out • false; only consider the links entering 
/ • by default the search is case 
unse nsi ti ve • / 
statistics • false; / .,. says if we have to print. the statistics cr 
t.est • false ; 
not - here we don ' t have to • / 
/• says if we are in a period of test -
here i t is not the case • / 
rout.er (HAXROUTERS ] • { i0 , 0,0,0,0 , 0) ); / • list of the routers' 
addresses • / 
conn [MAX_CONNECTIONS]; 
keywordlist [MAXKEY+l); 
/ • information about. the connections .. , 
/• list of the ke~ords to search ~ / 
f • MAXKEY-+ l because we must t.ake 
into account the case where there 
are more than MAXKEY keyword in 
the file ~1 
• flog; / • descript.or of the logfile, containing the warnings •/ 
extern int assign(), init read(). l ast_pkt_size(), SYSSHIBER(): 
extern vo i d en_a_ast ( ), en_t_ast(); 
main( argc, argv) 
1·,.···· ....... ......................... ~ .................................... ... .... ,... ·•~111~•·· 
• This program intercepts Decnet packet:s on the network. On basis of these • 
.. packets it. monitors the different links and tries t.o discover the suspici ous• 
• ones. This is èone by searching for some keywords in the packets and " 
• counti:ig the n.:.mber of occurrences of thesc keywords seen on a link. 
························ .. ···· .. ········ .......... .. ........... ..... .......... / 
int arg::; 
char •argv [ ] ; 
i nt i; 
char •usage - " Usage monitor [- a] [-o ] [- s)\n" ; 
link idl • time( O ): 
if ( st.!!:t.istics -• true 
f• init of the first part of the 
identifier of the links • / 
/"" if we made statistics • / 
fo1 
(or 
;-O ; i<MAXl!AS H; j ~+ 
i -0 : i <,..tAXll/\Stl ; i -H 
sto1t ha s h li l • O; / • ! o r thr s ;JLisL c-s abo ut 
t h e n;i5h t;ib J e 
~t.ill [ i J " 0 ; 
for ( i • O; i< r-'J\X IIAS!l: j ,~ ) co rm _ hash li } 
assi qn( ): 
/ • t.reatment of the pa ra met.ers • / 
-1; 
/ · f o r th(• st..it i st About 
t hl' h;i:.h 1 ab l l' 
/ ' j nit of 1 he hrtsh tiJbJI~ ' / 
/ • a s s iqnme nt of th e channcls • / 
for ( i --1 ; ( i <argc) && ( • a rqv lil •-- • -· > ); it-t 
s1,.:it.ch arqv li 11 l) 
case 'a' : a l] • true: 
break; 
/ " wc conside r the connecti ons between 
cout.ers • / 
case • o' out - true; 
break; 
/ • wc consider the links goi ng out of CERN • / 
case • s' sensit ive 
-
true; / . the search for keywords ls 
c11 se sensitive . /
break: 
default prlntfl usage ): ,. there is • mistakc in the synt.a x of the command ., 
exit(); 
t i! de f DE BUG 
printf( " MAX INT \u\n", MAXINT ); 
printf( .. all : Id out : \d sensitive \:d \n", all, out, sensitive); 
fend if 
ini t _ keywordl ist (); / • init of the structure containing the keywords " / 
if ( all •• false ) init_router (); /" if we ignore the connections 
bet.ween routers "'/ 
change_ fil e_ narne (); /"' init of the name of the call records' file • / 
i nit_ re-,d( e n_a _a st, buffer, address); /• reads a packet and treats it • / 
fi!def DEBUG 
printf( " end of init_rea d\n" l ; 
fendif 
SYS$HIBER 1): /"' wai tin.g to be woken up by an BSt 
void init_keywordlist () 
, ........................................................... .... . 
• This function initia.lizes the list of the keywords t.o search. "' 
" This list is in the !ile "keyword.txt"' . • 
............................................................ .... / 
FILE •fkey ; 
int idx, len; 
i nt i, j; 
f or i•O; i<t-'.AXKEY ; i++ ) / • init of the struct u re containing the keyw ords • f 
for I j -0: j<MAXSIZE : j++ 
keywordlist [il . va l(j] • 
keyword li st li l . length • 0: 
fkey • fopen( "keyword.txt-, .. .,. .. ) ; 
i dx - 0; 
while ( fqets( keywordlist {i dx } . val. MAXSIZE, fkey ) ) / • gets the word ., / 
l en • str l en( keywordl ist (idx ] .val ) ; 
if ( keywor dlist{idx).val(O) •• ' ! ' 
if ( keywordlist[idx ] .val {len-l} !• 
wh ile 1 ! qetc ( f key ) ! • '\n' ) ; 
continue; 
/ • gets t h e lenqth ( including 
'\n ' if present ) • / 
/ " it's a comment " / 
• \n' ) / • the linc has been eut • / 
/ • skips th e end of the line • f 
/ " sk i ps the comments • / 
if ( keywordlist(idx} .val{O} •• 'R ' U keywordlist(i dx) .val(l] •• ' ' ) 
f • it's a ru l e • f 
if ( keywordlist (idx ] . val(len-1) !• '\n' )/ • the line has been eut• / 
while ( fqetc( fkey ) !• '\n' ) ; / • sk i ps the end of the li ne • / 
co:-itinue; / • sk i ps the rules • / 
if I keywordlist (idx ] . va 1 { len-1] • \n' / " the word has been eut • / 
while ( fgetc( fkey ) !- '\n' ) : / • skips the e n d of the -..·ord • / 
}en--; /"' d i scards the last char from the length 
because MAXS !ZE includes a place for 
• \n ' and ' \n' is:,,' t present here • f 
if ( len > 0 U keywordlist(idx] . val (len-1) •• • • ) /"' if there are 
blanks a fter 
t. h c• word, 
s ki p s Lhem • / 
f o r ) .. j ('n- l ; krywo rd li:• · i ox ' .vn l!i}•., • ' 1.1. i> .. 0 ; i --); 
l e n i ~ 1 ; 
i f l en _ .. a COll l i n u e; / • sk i ps empt y li ries • / 
fl og • !open( "' l ogf il e. l oq " , " a "); 
fprintf(f l og, "the word numbcr \d i n thP kcyword f i le has bccn cut\n", 
i dx-tl l; / " s ignals t he error i n l ogf i le • / 
fcloa>e( flog ); 
e l se 
keywordlist(iàx] .val(len-)) • '\O' ; 
f • the word isn' L t.oo l ong • / 
f • replaces '\n' by '\O' •f 
len-- ; / · èiscards the '\0' from the length • ; 
if ( len > 0 && keywordlist(idx ] .val[len-1] •• ' ' ) t • if there are 
blanks after 
the words, 
for i•len- 1; keywordlist !i dx ] .valli]•-• ' && i>•O; 
ski ps them • f 
i -- ) ; 
len - i + 1; 
if ( len •• 0 ) continue; / • skips empt.y 1 ines • / 
if ( idx >• MAXKEY / • t.here are too much keywor d s in the file • / 
/ • put here beceuse we must first treal the 
comments ' lines, t.he rules' lines and the 
empt y lines • / 
!log• fopen( "logfile.log .. , "a" );/• signals the error in logfile •/ 
fpri ntf( !log, .. there are more than %d k.e ywords\n", MAXKEY ); 
fclose ( flog ) ; 
break: 
keywordli st ( idx ] . length - len; 
for ( i•len; i<MAXSIZE ; i++ 
keywordlist I idx ) . val I i) -
if ( sensitive -- false ) 
, .. stops reading ~·ords • f 
J • disc.ards garbbage from the end of 
the line •f 
/ • if t.he sea rch is case uns en si tive • / 
uppercase( keywordlist[idx] .val, 0, len - 1 ) ; 
id.x++; 
fclose ( fkey ) ; 
nurn_of_key • idx; 
if ( num_of_key -- O ) /• if the file is emp:.y we exit from the p rogram • f 
prir.tf ( "No keywor d t o search for. Verify the file keyword .txt. \n" ) ; 
exit(); 
fifdef DEBUG 
printf ( "num_of_key : lkd\n"', num_of_key l; 
for ( i.•0; i<num_of_key; i++ ) 
printf( "keyword : 1s length : td\n"', keywordlist[i) .val, 
keywordlist { i] . length ) ; 
fendif 
void init_router() 
1• ····· .. ···· .. ·············· .............................. .. ......... . 
• This !unction initializes the list of the routers' addresses. • 
• The lise. is in the file •·routers.t x t·· and the addresses are written • 
• in he xadecima l . • 
............................................ .......................... / 
FILE •!router; 
int. idx, i; 
unsig!".ed char rout_add {f-'..A.XS!ZE ] ; 
register short count; 
register short len; 
register unsigned char •des:i; 
register unsigned char "point; 
frouter • fopen( '"routers.txt"', "r"' ); 
idx • 0 ; 
whi l e ( fgets ( rout_add, fo'iAXSIZE, fro:Jter ) ) f • gets the ~ddress • / 
len • strlen ( rout_add ) ; 
if ( rout_add[len - 1] !• '\n' 
while ( fgetc ( frouter ) ! • ' \n' 
contin:Je : 
f • gets the lengt.h • f 
/ " the a ddress has been eut • f 
/ • skips the end of the address •/ 
/ " skips the comments • f if ( rout_add(O] -- '!' 
point - ( unsigned char ) strtok( rout_add, ·· \n") ; 
if ( point -- NULL ) continue; / • skips empty 1 ines ' / 
l rn .. !:trlcn( p oint ) : 
( i d x >• f-'lAXROUTE.HS 
/ ~ gt• l S l hl" J cnql h of L hP Lo kr1 1 • t 
/ • Lllen· o re Loo muc:h addresses in th<.-> f i l t · • t 
! log .. f open ( " l o g fi 1 c . J oq " • ·· n .. ) : 
fp ri ntf ( flog, " therc an-• mo n• thon \d routers' üddresses\n •·. 
MAXROUTERS ) ; 
f close ( fJog ) : 
break ; 
dcst i - router I i dx 1 ; 
!or count • O: count<6: count + + 
if ( ( len - •2 ) < 0 /" there aren ' t enough bytes in the address " / 
flog • fopen( ")ogfile . l og", ··il" ) ; 
fprintf ( flog, "the address \ d in t he file contains only \d bytes\n'', 
idx ➔ l, count l; 
fclose( !log ) ; 
break; 
/ " translate the address wr itt. en i. n hexadecimal • / 
" desti+-+ • unsigned char ) ( ( ( t.nmslt ( • point ) ) << .i1 ) 
1 ( translt ( • point ) ) l; 
if ( len > 
if { •point. •• •-• ) 
po int+-+; 
)en-- ; 
if len > 0 l 
/ • skip s the separator between the bytes • / 
/ • the address is too long " / 
flog • fopen( ··togfile.log"', "a"' l: 
fprintf ( flog, " the address Id has been eut \n", idx+l ) ; 
fclose { ! l og ) ; 
idx++; 
! c lose ( !router ) ; 
num_of_router • idx; 
if ( num_of_router •• /"' if there is no address in the file we exit • / 
printf { .. There is no router' s address in the file\n" ) ; 
exit.(); 
tifàef OEBUG 
printf ( "num_of_router : \d\n", num_of_router ) ; 
for ( i•O ; i<num_of_router; i++ 
printf ( "rout.er' s aàdress : %02xl02x\02xt:02x\02x\:02x\n"', 
router[i]{O), rout.er!i}ll] , router!i](2l, routerfi][3], 
router[i}[~J, router [i}[S} ); 
tendi f 
void uppercase ( word, be gin, end ) 
/ "' ...... .,. .......... ,. .,. ............. .,. .... ,. ...... ........... ... ... .,. . .,. . .,. .......... . 
• This function capitalizes all lowercase l et.ters of • word ' . • 
• 'beg i n' is t he index of the first let ter of the word and 'end• 
• is t:.he index of the l a st. one . 
................... .. .. ..... .. ............................... ...... / 
unsigned char 
int 
int i; 
fifdef OEBUG 
•word: 
begin, end; 
printf ( "" beginning of uppercase\n" ) ; 
fendi f 
for ( i •beg i n; i<• end; i++ ) 
if ( 'a' <• word [i} && word (i l <• 'z ' ) 
wocd [ i} • "ord [ i} + 'A' - 'a ' ; 
void en_t_ast () 
/ ".,." .. .,. .. .,. ..... .,. . .,. . .,. ""'" ......... .,. ........ .,.  .,.,. ... .,..,. ........ .,. ...... .,. ............. " 
• This function calls save data of the àay and change file name if it i s • 
• midniqht . - - - - - - • 
• This function changes the name of t.he files every hour but saves the 
• data 0nly at midnight . 
• "'" ••• ". " •• "'* •• ". ""' .,.,. • .,. ••• .,. • "'" .,. • .,. .,. •• .,. " •••• ""' ••• .,. ••••••• .,. "" ••• " ••• .,..,. ....... • 1 
tlmc t 
struêt trr 
t.im; 
• t1 .. m; 
l nt 
.l nl 
t i m • t i me ( 0 ) ; 
ttm • locél l time ( &tim ) ; 
lifdcf DEUUG 
pr i ntf( ~old hour 
iendif 
\d new hour \d fd %d\n", hour, ltm- >lm_ hour, fd ) ; 
/ • we create a new file every hour but save t he dat.a only at midnight • f 
if ( hour !• ttm->tm_hour && hour !• 99 && ttm- >tm_hour !- 0 
if ( fd !• -1 1 
res - close ( fd ) ; 
if ( res •• - 1 ) 
perror ( " c lose" ) ; 
exit() ; 
f • if there is a call records' file opened • / 
/" closes the old file • / 
/ ' if an error occurred while closing the file "/ 
fd - - 1; j • because t:here is no cal) records' file opened " / 
if ( fdcmd !• - 1 1 / • i f there is a comrnands ' file opened " / 
res • close ( fdcmd ) ; / .. closes it " / 
if ( res •- - 1 ) /• if an error occurred while closing the file • / 
perror ( ''.close" ) ; 
exit(); 
fdcmd - - 1; 
change_file_name(); 
tifdef OEBUG 
/" because there is no commands' file open .. / 
/" chz.nges the name of the files • j 
printf ( "the old file has been closed , the ne "' one will be open\n .. ) ; 
fendif 
fd • open{ filename, O_WRONLY I O_CREAT, 0644 ) ; /• opens the new files*/ 
if fd < 0 I 
perror ( "open" ) ; 
exit:(); 
/" if an errer occurred while opening the file '"/ 
fdcm.d • open( filecommand, O_WRONLY I O_CREAT , 064< ) ; 
if ( fdcmd < 0 ) 
perror( "open .. ) ; 
exit(); 
/ • if an errer occurred while opening the file • j 
if ( heur !• ttm->tm_hour && ttm- >tm_hour -• 0 ) 
/ • if it is midnight "/ 
save_data_of_the_day() ; 
if ( fd ! - - 1 1 
res • close ( fd ) ; 
if ( res •• -1 ) 
perror ( "c l ose" ) ; 
exit() ; 
fd • -1: 
/ • saves the data of the day in the file * / 
f • i f there is a call records' file opened " / 
/• closes it ~1 
/• if an e:rror occurred whil e closing the file "/ 
/ • there is no call records' file opened •f 
if ( fdcmd ! - -1 1 ;-. if there is a commands' file opened "/ 
res • close ( fdcmd J; / " closes the file "/ 
if ( res - • -1 ) / " if an error occurred •:hile closing th e file "'/ 
perror ( "close" ) ; 
exit Il; 
fdcmd • -1 ; /" there is no commands' file opened • f 
if ( statistics - - true ) / • if we' ve rr.ade statistics prints them "/ 
print.f ( "maximum number of connections : %d \n", maxnc ) ; 
printf ( "maximum number of links : \u\n", maxnl 1; 
maxnc • 0: 
maxnl • 0 ; 
printf ( •· st.at .1::1hou t. t.he hash tabl e : \n "' ); 
f or ( i--0 ; i< MAX HASH; i ~ •) p rint f(" td \ d\n " , i. st.at\j 1 ) ; 
ch;mge fi l r name (); / • c ha nge !:> t. h<~ namc of t.he fi l e :; • / 
t • o pens t.hc files o f t he ncx t.. d a y • f 
fd • open ( !il ename , O_ WRO NLY l O_ CREAT , 0644 ) : 
if fd < 0 I 
per ror( "'open" ); 
exi t (); 
/ ~ if a n e r re r eccu rr e d whil e opcnj ng t.he fi le • / 
( dcmd - open( f i lecommand , O_ WRONL Y I O_ CREAT , 0644 ); 
if ( fdcmd < 0 ) f• if an errer occurrcd while openi.ng the f il e • / 
perror ( ··open" ); 
exi t(); 
heu r 
-
ttm-> tm_ h e ur: , .. updates the heur- • / 
void s ave_da t a _ of_t he_day() 
, .............................................................. ....... . 
• Thi s fu nction is called at mi dnight to sa ve the data about the • 
• connections o f the day. 
• • • • • • • ... • • • • •"' • • • • •• • • •" • •"' • • •• .. . .. ... • • • .. •" • • • • • •• • • • • • • .. • • • • • • • • • • • • • I 
i nt i, j ; 
t i fdef DEBUG 
printf( "beginninq of save data of the day\n" ) ; 
fend i f 
for i-0; i<nc; i++ ) 
for ( j•O : j<connlil . nwn_link.s ; j++) 
conn [ i_ ] .links[j ) . d isc_reason • Ox98; 
/"' fo r each connect i o n " / 
/ • for each l i nk • / 
/ "' signa l s that the data hav e 
been saved because it i s 
midnight • ; 
save_data ( i, j 1; , .. saves che data about the link. " / 
v oid change_file_name () 
/ ••··-· "" ........ -.. ... -............. _. "" ......... ..................... -- .. -... " ... ··- ..... -............ . 
• This function is called at mic:inight to change the name of the files. " 
.. This na:ne is made of the word "cal l records" and the dat.e ( wi t h the hou r ) • 
• and the \<o0 ord '"command" and t he dat.e- ( with the heur ) . • 
fi• •- · •• ·- .. ····- · "'· .... ·-··· .... ... ............... "' ... -· •••• -···· .. ••••• .. ... ....... .. , 
t. i me t 
st.ruët tm 
i nt 
t. i m; 
•tt.m: 
day, month, year, h; 
tim • time( 0 ) ; J• get s t he heur • / 
t.tm • l oca l t i me ( ,tim ) ; 
dey • t t.m- >tm mday; 
mon th • ttm- >r-m mon + 1 : 
year • t t m->crn Year + 1900 ; 
h • tt.m->trr._ hoÜr ; 
sprint f ( f ile~a me, "c a 11 rec o:rc:is \: 0 2d - %02d - \02d-\02d. dat •·, 
day , month , yea"f, h ) ; - , .. name of the ca l l records' f ile • / 
sprintf ( filecommand, "'command \02à- %02d- 1 02d-\ 02d . dat", 
day, month, year, h )T / • name of the commands' f ile " / 
# ifdef DEBUG 
printf( "name of the call_records' file : \s \n", fi l ename); 
print.f ( "'name of t h e commands' f il e : \;s\n", filecommand ) ; 
♦ endi f 
void en_a_a s t () 
J • .............. . .... *. * .. . "."' •••••• " ............. ""' ••••••••••••• " •• " ...... " •• " " ••• • • 
• This f unc t ion picks up the Decnet packets wi th data packet. format Ox26 " 
and Ox2E and .,,;ith message type Ox6 0 ( data message : begin - end ) , Ox OO 
( àata mess a ge : midd l e ) , Ox2 0 ( data message : beg in ) , Ox4 0 ( dat.a 
message : end ) , Oxl8 { connect initiate ) , Ox2 8 ( connect conf i rm ) 
and Ox38 ( disconnect initiate ) , sets the offset a nd c a lls 
update connections a:,d for t he messege of t.y pe Ox60 , OxO O, Ox2 0 and Ox-4 0" 
calls Proc ess frame . • 
" ,.., .. " "" •• .. . •"••T• •• ••-•• •••••• ••• .. • .. . •• -•• .. •• •••- "" •• ... "" .. . -• ,.., .. •• • .. •-•• • • "/ 
u nsigned char cb: 
i nt 
i nt 
numcon , numlin k ; 
i , j ; 
uoo l r t: at ment ; 
• .i ! de f Dr~BUG 
if ((( address l0J•-- 0xtta U ado r es!'.llJ•--0 x00 U addrr.:>F;\;>J..-•0 x 04 ,, 
address!3 )••0 x 00 U aoares R-1 4 ]•---0 x~ 0 U addrc:is [ !> J••0 x ~B ) t 1 
addrei:.s[0] .. •0xa a && aodres!>ll]••0 x 00 U addtci;s\;>) - •0x0'l &, 
address{3 )••0x00 && adcrcss[4)• • 0x09 U address!!'>]-•Ox~c ) 11 
addre~s[O)-•Ox11a u aàdres~l l)••O xO O u address!2l••Ox01J t.& 
address(3 J-•0x00 &, aaorcssl4)••0x66 U aodrc55[!> )• .. 0 x!)9 ) ) 
" ( ( address 1 6 J •• Oxaa U a ac rcss l? l ••O x OO U aaàres:, 1 8 )•• Ox04 & & 
address l 9 J•• Ox00 U aodrennllO )••Ox!> O ,, adàre::1s(ll l •• Ox!>B ) 11 
address(6) -•0xaa U acidress !7 )••0x00 U address fB)••O xOII && 
address(9)••0x00 U aodress !l 0)•-0x09 && addressll} }••Ox!>c) 11 
address (6]••0xaa U aaoress!1J ••Ox00 U aàdress l 8 J- •Ox04 && 
address (9)••0x00 U aadress(l0)•-0x66 && address(ll)-•Ox!'> 9 ))) 
fendif 
tif def DEBUG 
printf( "beqinning of en_ a _ a~ t\n" ) : 
printf( "l:02x\02xl:02x\02x\02x\02x \n", 
address ( oi, address Il], addrcss (2 ]. address f 3). address (.Il]. 
address I S ) ; 
printf ( "\02xl02x\02xl:02x\02x\02x\n", 
address{61, address {7] , a ddre ss(B}. addressl9J. addressllO). 
addressl ll} ) ; 
printf( "\02x\02x\n", addrcss {l2}. address ( l3] ) ; 
!or I i-0: i<32; i+-t ) 
printfl "\02x", buffer(i ) ); 
printf( "\n .. ) : 
f endi f 
if (address(l2] •• Ox60) ,, (address(l3} •• Ox03) ) / ' Oecnet ' / 
offset • l ; /• By de!ault, the offset is set to 1 because 
C array subscript.s ha ve O as a lower bound, 
and we have to skip the 2 bytes containinq 
the data length .. / 
lifdef DEBUG 
printf ( "àeterm.ination of the offset : \n" ) ; 
printf ( "buf fer( l+offset] : \02.x\n" , bu!fer (!+offset) ) ; 
tendif 
if ( buffer! ]+offset] !• OxBl ) 
offset - offset - l; 
Hfdef DEBUG 
printf ( "offset : ld\n". o!fset. ) : 
/" there isn' t any padding ' / 
printf( "src_add : 102xl02x\n", buffer[l7+offset). buffer(lB+offset] ) ; 
print.f( "des't_ad d : \02xl-02x\n", buffer(9Toffset], buffer(lOtoffset) ) ; 
fendif 
cb • buffer(2+offset); 
1 if de f DE BUG 
printf( " OR? ? l:02x\n", cb ); 
tendif 
if 1 (cb •• 0x26) 11 icb •• 0x2E) ) 
cb • bu! fer l 23+of fset : ; 
/ ' format of the packet ' / 
fifdef OEBUC 
printf ( "NSP or SCP ? \02x\n", cb ) : 
tendif 
if lcb 
lcb 
0x60) 1 1 lcb 
0x00) 1 1 lcb 
0x3 8) 1 1 (cb 
0x20) 1 1 (cb 
0x28) 11 lcb •• 0xl8) 11 
0x40) l 
J • type of message ' / 
t.reat.rnent • true; / ' start of the comparison \<,: i th the routcrs' 
addresses, if asked. 
Put here for performance reasons '/ 
i f ( all •• false ) / • if we àon't consider all the connections '"/ 
for i•O: i<nur:-_of_routcr; it+ ) 
if ( memcmp( addre5s, &router (il, 6 ) 
for ( j • O; j<num_of_router ; j+i ) 
!• for all the routers' 
addresses ' / 
0 ) / ' compairs t.his 
address ...,i t.h 
the de5t 
address ' / 
/ • for all t.he rout.ers' 
addresses "/ 
if ( r..emcmp{ ,address (6}. , router[j). 6 ) •• 0) 
/ • co:-::pairs this address wit.h the src address • J 
:.~ea t ment • fa l se; /• if each address is equal to 
a rout.er' s address, 
we don't treat t.he packet ' / 
i' if def DEI-\UC> 
p r jntf( ··t.rcat.mt'lll \ d\n", trea t mcnt ); 
/ • if · lf•st . ... trur' wt · onl y consiàer thE"" Jin i...s g oj 11 g o u t or 
ent<·?r'Î ng VXCRNA • / 
if ( buffe r\17 ➔ off se t] -- Ox2f fd, bu!fer ll B ➔ off sct J •- Ox!:,8 ) 11 
( Uuffer [ q ➔ offsetJ --- Ox 2f && b uffet [10 -ooffset J --- Ox ~ 8 ) 11 
( Lest -- f al se ) ) 
if ( treatment. •• true ) 
treatment_ of _n_ pa c kcts(): / • t here is one mo rt! p acket 
ana l ysed • / 
l i (def DEBUG 
tcndif 
print f ( "call update_ conncctions\n'' ) ; 
update _connections ( &numcon, &numl ink ) ; 
/• we have to test t he type of message before the d irection of 
the link because if ' cb --- Ox3 8' it is possible that. 
'numcon' and 'numl i nk' didn't receive any value. l t is n ot 
a problem because in this case, the treatment of the packe t 
i s finished • / 
if (cb •- 0x60) 11 (cb •- 0x00) 1 1 (cb • • 0x20) 11 
(cb -• Ox40) ) / " for the data messages • / 
ASSERT( numcon<M.AX_CONNECTIONS ) : 
J\SSERT( nurnlink<MA.X_LINKS ) ; 
f • if we also consider the links going out of CERN or if we 
have a li nk ent.ering CERN or if we have a link which we 
don' t. k.now the direction • / 
if out •- t.rue 1 1 
conn {nurncon] . links lnumli nk } . directi on 
conn I nurncon] . links (numlink l . direction 
process_frame ( numcon, numlink ) ; 
'i' 11 
'?• ) 
1- closes the 'if' concerning VXCRNA • / 
f ifde f DEBUG 
print.f( .. call init_read\n" ) ; 
1- this close the first. if, included in a fifdef DEBUG • / 
f."endif 
init_read( en_a_ast, buffer, address ) ; f• reads another packet - / 
void t.reat.rnent_of_n_packets() 
/ ......................................... .................. ... .... ...... . 
- This function count.s the nu.-n.ber of analysed packet.s and updates it and • 
• the links' t.imestamp i f this nu-n.ber is t.o great. . • 
........................................ .................. ............... / 
int 
unsigned int 
i, j; 
min; 
if ( n_packet.s MAXINT /.,. if n_packet.s is t.oo great ' / 
min • MAXINT; f • searchs for the smal l er last._pa ck among the links • / 
for i•O; i<nc; i++ 
for ( j •O; j<conn [i] .nurt._links; j++ ) 
if ( conn(i ) . links [j] . l ast_packet. < min 
min - conn ( i] . link.s lj] . last_pack.et ; 
if ( min < MAXPACK 1 / ' if minis t.oo small ' / 
for ( i •nc-1: i >•O : i-- , .,. begins ,.: ith the end 
cecause of remove_link • / 
f o r ( j•conn{il .num links- 1: j>•O ; j -- ) 
if ( conn [ i] . links [ j] . la s t._p acket. < MAX?ACK ) J• f or all the links 
with last packet 
smaller tfian 
MAXPACK • ; 
conn [i} . links {j } . disc_reason • 0x97; / • signals t.h at the data 
hav e been saved because 
n packet s became t.oo 
g"rea t. "/ 
remove link ( ); / • r e moves the li nk • j 
mir. • MAXPACK: 
for i•O; i<nc; i++ ) / ... updates last_packet in the links • / 
for ( j •O; j<conn [ i l .nu.-r,_links; j++ ) 
conn [ i] .links ( j) .last._pack.et. • connlil .links!j] .last_packet - min+l; 
/.,._ we do +l because we do;1't. ~·ant any link with last_packet • 0 •/ 
n~ p ac "-e t.s .. fi p;tC" kC"ts - min ~ 1 : / • upd 11te.s n _ packets • / 
n p ac k~ts -t -t : J • thcrf' is one mort' p ac ke t nnR l ys e d • / 
; i f de f DEBUG 
pdnt. f ( " n p i!c ket.s 
•end i f 
u\ n " , n_ pa c ket.s ) ; 
voi d upàate_ con nec t. ions ( n con, nli nk ) 
J •. " . " ••• " • " • • •• " ••• " • • •••••••••••• • •• • ,. ••••••••• " .... .. ... . ... . . . .. .. " •• 
• This !unct.ion cheks to see if t.he current ~acket is !rom a • 
conversation which a l rcady exits or i f it l S a new conncct i on . 
l f it is a new connection, i t adds i t to c onnections · 1 i s t. . 
lt updates the hash table and the informa t ion about the connection, 
and returns the index of the connection and the li nk in • "ncon' and 
• '" n i nk ' . 
..................... .. .. .. ..... ......... ... ........ .. .. ............ .. , 
l nt 
i nt 
boo l 
boo l 
uns i gned 
uns i gned 
unsigned 
uns i gned 
unsigned 
int 
unsigned 
uns i gned 
char 
• ncon: 
• n link; 
new conn, 
no remove: 
-
new 
int. dlink , s li nk; 
int i , k, l: 
int 
~:;r code: int. 
int src, - dest; 
prev, ind, j ' 
char saddr (2 ) ; 
char daddr 12 J : 
ord; 
lifdef DEBUG 
li nk; 
printf( "beginning of update_connections \ n .. ) ; 
tendif 
ne\o: conn - false; 
new- link • false; 
no_Femove • false; 
~: ;~~~u7a~~~nb~e;h:r!oî~~:;s !à"~ / values • / 
d l ink • buffer[25+offset] << 
s l ink • buffer ( 27+offset) << 
fifôef DE.BUG 
pri.n'tf( .. loqical l i nk values : \n " ) ; 
buffer ( 2~ +offset.); 
bu!fer [26 +o!fset): 
print.f( "'buffe r [25+offset ) : \-02x\nbufferl2~+offset. ) 
buffer (25+offset. J , buffer (2~+offset) ) ; 
print f ( "buffer (21+of f set] : 102x\nbuf fer [ 26+of f set) 
buffer 127+offset) , buffer [26+offset) ) : 
pri ntf( "'dlink: \ u \ns l ink : \-u\n",dlink , slink ); 
print.f( .. àlink: \02x \ nslink: \02x\n",dlink, slink ) ; 
fendif 
\02x\n", 
\02x\n", 
saddr (0 ) • buffer {l ?+offset ) ; 
saôdr ( l ] • buffer(l8+o!fset ) ; 
daàdr ! OJ • buffer(9+offset. J ; 
daàdr [ll • buffer(lO+of f set ] : 
/., source address • J 
/ " destination address • / 
fifdef DEBUG 
pri n t f ( "call find_pair_index \n .. ) ; 
• e n d i f 
i nd • !ind_pa i r_index( saddr . da ddr, &prev , ,ord ) ; 
li!def DEBUG 
J • does the connect i o n 
exist ? • / 
prin't f( "entry of connection : ld\nprevious link 
prin:.f( "'ord: lc\n", ord ); 
llsd \ n", ind, prev ); 
fendi f 
if i nd !• - 1 ) 
conn [ ind ] .c_packets++; 
j - o, 
/ • t h e connection exists R/ 
/ • t.here i s one more packe : on t.he c onnect i on " / 
, .. does the l ink ex i st ? " / 
,,:h.:..le ( < conn I ind j . num_links 
if ( (dlink 
slink 
(d l ink 
slink 
connlind ) .links(j) .dest link ,H 
conn (ind J. links I j). src Tink ) 1 1 
conn(ind ) .linkslj j .src-link U 
conn(ind ] .links {j .des!"_link ) ) 
/w yes R / 
conn{ind) .l i nks[j] .c_packets+ ♦; 
break: 
/" there is one more pack.et 
on the link " / 
else j++; 
.l f c-onn i .l no l , num J hi k.s ) 
j - (l; 
...,h jJ c ( j < conn l ind J .11u m links 1 / • has the link bee n crcated 
viH a scr pac:k Pt ? • / 
i f ( d l ink ,.._ c o nn\ind J . links!)J .src l ink && 
co nn!i nd ] , Jjnks[j ] .dest. 11. nk - -- o )/• t.hc li nk hns becn c rrat ed 
- v ia a SCP p,1r.ket • / 
conn (i nd) . 1 inks I j J . c_packcts➔ ➔ : 
conn(ind } . l ink~[ j] .dest._li nk • slink: 
b r eak; 
/ • the1 c i s one mo re packc l 
on th e li nk " / 
/ • w c hnve Lo complet. c the 
dt)st. i n;i tion U nk • / 
else if ( slink -- conn!ind ] .links(~).src link && 
connlind ] .links jj] .desl_ll.nk .... -o) / • ~~:at!~kv~:s
3
b;~~ 
conn[ind).links!j] . c_packets+ ➔: 
packet • f 
/ .. there is one more pac ke t 
on t he link "' / 
conn I i nd ] . links ( j] . dest _ link • dli nk; / " ~~e hd~: t Î~a~Î~~) etc 
link • / 
b reak; 
e lse j++; 
if ( j • • conn[ind) . num_l inks) / • the link doesn' t exi.st " / 
/ " if the fi rst packet is the ~t 
/" disconnect init i. ate packet,"/ 
if ( buffer (23toffset] 
new_ link - t rue; 
else no_remove • t.rue; 
Ox38 
/ " we don' t ere ate the li nk • / 
/ • and we 1,,•on' t have t.o • f 
/ • remove any link " / 
1 if de f DE BUG 
printf ( " j 
fen d if 
\u\n", j ) ; 
else 
if ( buffer l23 4offset] !• 0 x 38 l 
/• the connection doesn' t. e xist ... / 
/ ... if the fi rst pac ket isn' t 
tifdef DEBUG 
print f ( "number o f connections 
fendif 
if ( ne > MAX_CONNECTIONS - 1 ) 
doplace_connection 1); 
the disconnect initiat.e pack et., 
f ~~a~h! ~~n~~~~lo~n .. /he table 
1-d \n", ne ) ; 
/ • the connect ions' table i s full " / 
/• calls find pair index because t he organization of the hash t.able 
has perhapS chafiged because of doplace_connec't.ion and · prev' ma.y 
have changed • / 
ind • find_pa ir_index ( saddr, daddr, &p r e v, &ord ) ; 
ne • ne + 1 ; 
ASSERT ( nc<•MAX CONNECTIONS ) ; 
if ( star. ist.i c s • • 'Cru e ) 
if ( n e > maxnc l maxnc - ne; 
f ifdef DE BUG 
printf ( "maxnc 
f endif 
\d \n", maxnc ) ; 
/ * the re i s one conneet ion more • / 
/ " if we ma de stat.isti cs " / 
/" to know the grea t est number of 
con nections in t.he t.able d uring 
t.he day " / 
i nd • n e - l; / • i ndex of the connect ion being creat.ed • / 
fi! de ! DE BUG 
printf( "' inde x of the connection bei ng creat.ed : \d \ n'', ind ) ; 
fendif 
/ .,_ i n it of t h e eonnection '" / 
conn (ind ] .dest node (0) • buffer {9 +o f fset ]: 
conn(ind] . dest.-node [ l] • buffer [l 0+offsct. ] ; 
conn (ind ) .src fiode(0J - buffer(l?+ o ffsetJ; 
conn(ind ] .src:node(l) • buffer !l 84o f fse t.J : 
; -. dest a dd re ss " / 
/ • src adàress .. / 
conn(in d ] . num_links • 0: 
conn lind ] .c_packets • l ; 
eonn [ind] . next • - 1; 
ASSERT( prcv !- nc - 1 ) ; 
f • the link isn' t created yet. • f 
/ " nu."nber of packets seen on the conn e etion • / 
/ • it i s no t foll owe d by a connect.ion 
having the same hash C()de • / 
/ " calculat.es the hash code by making an i nteger of t.he source and the 
àestination a dà resses, mu lt.i p l ying both areas and bath nod es, 
adding them and making the logiea l and wi't.h 1023 - according to 
st.atist ics, thi s h.esh code is bet ter • f 
dest • ( bu ffer !l04offset] << 8 ) 1 buff e r (9+offset] ; 
src • ( b uf fer( 18+offset ] << 
hash_code • i j !r~r\ {o}~2J 
1 huffer [ 17+offset] : 
( des t / 1024 ) ) + 
dest \ 1024 ) ) ) & 1023; 
j f , st. atlstics .... lru e ) / • i f wc ma et· s lat j s t i es • I 
s tal hdsh l h u!:i h _ codc l ♦ -t ; / "" stat..i s t.ics rtb oul the 
of tht~ n -'t sh t.i bJ r • / 
i f stat_ h;1shlhash_ codtd > staL{ ha s h codP J l 
stat ! ha sh_ c o de} • .'i l üt _ ha sh! hash_ codc j ; 
f • ent ry in t. he ha~h tab le • f 
jf ( pr c v -- - 1 
conn _h a sh l h ash_code] .. i nd: 
l lf de f DEBUG 
f • if it is t he fir sl c onncction 
wi th thal h;, sh cod e • / 
printf( "conn_ hash{\u ] : %d \ n", hash_codc, c onn_hash [hash_ code] ); 
t end i f 
else f• i f there is other connections wi th the samc hash code • / 
conn (prev} .next • ind; 
t i fdef DEBUG 
print.f ( "conn l Id) . next 
t endi f 
\d\n", prev, conn lprev ] .next ); 
ASSERT ( prev !- ind 1; 
new conn - true; 
new:link • true ; 
/ • we have a ne"'' connection • j 
f• we have a new link • f 
else no remove - true; /• if we only see the d i sconnect initiat.e packet, 
we haven' t creat.e the link and the connection, 
and we won' t have to remove any l ink or 
connection • f 
fifdef OEBUG 
pri nt ( ( "new conn : \d new link : \d no remove 
new:conn, new_lin°k:, no_remove T ; 
lendif 
\d \ n"', 
if new_link •• true ) 
en_t_ast (); 
/• the logica l link doesn't exist • f 
/• before creating a new link, we look at the heur 
and eventually change the name of the fi l es 11 I 
/• there are MAX_LINKS links for the c onnection • / 
if ( c onn[ind) .nurn_links > MA.X_LINKS - l ) doplace_link( ind l; 
conn[ind] . nurn_links ++; 
ASSERT( conn (ind) .nurn_links<• ,_...AX_LINKS ) ; 
if I statistics •• true ) 
/ • there is one more link • / 
!• if we made st.atistics • / 
if I conn {ind ) .num_links > maxnl 
maxnl - conn[ind) .num_links; f• to know the qreatest number of l i n ks 
for a connection during a d ay • / 
fifdef DEBUG 
printf ( "maxnl 
f endi f 
liu\n", rnaxnl l; 
• connl i nd ] .num_l inks - 1; f• index of the link be i ng created • f 
fifdef DEBUG 
printf ( "index of the link being created 
f endi f 
/ • init of the link •f 
conn ( ind) . linksl ⇒ ] .dest link • dlink: 
conn( i nd) .l i nkslJ ) .src_Tink - sl ink; 
\d\n ·· , j ) ; 
f• dest l ink • / 
f • src l ink • / 
conn[ind] . links(j) . c_packets • 1: /• number of packets seen on the link • t 
co:i..n [i nd ) . l inks(j ) .dar.a seg ( 0] • 0 ;/• data seqment number of the last 
conn [ ind ] . links ! j).data:seg (l] • 0 : packet seen- one for each direction • f 
conn(ind].links [ j).last hast• 0; 
conn l i nd]. l inks [ j) . l ast:server • 0 ; 
for ( i • O; i <M.AXSIZE; i++ ) 
conn ! ind ] . links [j ) . host (il • 
conn [ind] . links(j ] .server[i] • 
conn [i nd ] . l inks ( j] . olà_serve r fi) 
l ink_i d2+ + : /• this li nk wi ll rece i v e the nex t j de:"l:ifyjng number • / 
i f ( link_id2 > MAXINT link_id2 • 1: 
conn(ind] . links{j ] .id2 • link_id2; 
conn[ind).links [ j) . idl • link_ic!l; 
conn(ind] . links(j] .begin • time( ); 
conn(ind] .links[j] . disc_reason - 0x99; 
/ • records the heur of beg inni ng • f 
/• if we don' t see the disconnect 
init.iate packet, dise reason 
will be 0x99 else it Will 
contain the reason of the 
di!ic-Onnrc-t i cm in rwx a • / 
lc,r ( j ... Q; j<MAXK~: Y; i -++ ) 
conr1lind ] . lir1k s!jJ.c:ount!jJ • 0; 
/ ' i rdt tht> counl P?S Cl ! kryword~ • / 
conn lind} . Jin ks j j) .ip .. f;dse; f • sa ys t.hat Wl~ h<t vcn' t sccn any IP addn~s s 
011 thr- link • / 
f • del ermine s the SPflS o! Lhe Ji n k ' r ' me ans that the s e ns i s OK 
• j• mcans that t he sens has to be• j rwer sed • f 
if ( bu!f er l23 -+ o ffsel) -- 0 x 28 
if ( new_ conn -- lr u e 
f • th0 f i rst pnc kc t see n on the Jüik 
is a connccl conf.l rm p ac kr t • / 
/ ' il is a nc w conncct ion • / 
c onn I i nd 1 . li n ks l j 1 . or de r .. ' j ' ; 
e ls e 
1 i f { or d • - ' r ' ) 
/ • t. h e connecL i on a l rertdy exi sls • / 
conn(ind ) .links{j] .order • ' i ': 
else connlind).links(j ) .order • 'r'; 
e l se / fi t he ! i rst. pack.e t seen on the link i s 
not a conncc t con!irm packet • t 
if { buffer(23+offseL] -- 0xl8 f • the f irsL packet. seen on t.he link is 
a c onnecL initiat.e pack.e t fi/ 
i f ( new_conn -- true ) f• il is a new connection fi / 
conn ( ind) .links(j ) .o r de r - 'r': 
else conn I ind] . links ( j) . order - ord: 
else conn(ind) .links [j] .order • '?' · 
/ " the connection a lready 
exists • / 
/ fi finds if a link is entering CERN or going out from CERN by looking 
were the source address of the connection is l ocated • / 
if ( connlind ] .links!j] .order •- 'r' ) / • if the o ràer is OK we look at 
the source node •/ 
/'" calculates the area of the address • / 
temp • ( (connlind) .src_node ll) << 8) conn(ind] .src_n ode(0) ) / 1024; 
if t.emp -• 22 11 temp •• 23 ) / • 22 and 23 are the areas for CERN fi / 
conn { ind) . links ( j) . direction • 'o'; 
el.se conn I ind 1 . l inks [ j 1 . direction - ' i' ; 
f • the origin of the link. 
is in CERN •/ 
/ • the origin of the link 
is no t in CERN fi / 
else if ( conn {ind].links[j].order •• 'i' ) /• if 1:.he order is inversed we 
look at the destination 
address '"/ 
/ " calcula tes the area of the address '"/ 
temp - {{conn(ind).dest_node (l] << 8 ) lconn!ind).dest_node(0])/1024: 
if temp -• 22 1 1 temp •• 23 ) 
conn [ ind) . links { j] . direction • ' o ' ; 
else conn(ind] .links [j) . direction• · i'; 
else conn(ind] .links( j] . direction - '?' · 
/• the origin of the link 
is in CERN "'/ 
/• the origin of the link 
is not. in CERN • / 
/ fi we don' t know • / 
fi fdef DEBUG 
printf( "temp : %u\n", t.emp ) ; 
tendi f 
strcpy( conn ( ind ] .links[ ⇒ ] .src uname, "unknown" ): 
strepy( conn {ind).links( J) .des'f_uname, "unknm•>n '' ); 
if I buffer ( 23+offset] • • 0xlB ) / fi c onnect ini tiat.e message -
we can find the source a nd 
destination name in the 
pack.et. • t 
lifdef DEBUG 
f endi f 
print.f{ "buffer [ 32+offset.] 
printf { "buffer [ 33-+offset ] 
\02x\n", buff er [3 2 -+offset ] l; 
\ 02 x\n", buffer [33-+offset ] ) ; 
if ( buffer (32+offset) •- 0x00 ) 
if ( bu ffer{33+offset} -- 0x2a 
/ • no destination name " / 
f • de termines the prot ocol • f 
st.rcpy( conn [i nd].l i nks [j) .dest_uname, "CTERM .. ); 
else if ( buffer(33+offset ) •• 0xll ) 
strcpy( conn [i nd] links [jl .dcst_uname, "FAL File Ace" ); 
else if ( buffer 133+offset] •• 0xlb ) 
strcpy( conn {ind] .links (j] .dest_uname, "VMS Ma il " ) ; 
else if ( buffer[33+offset J - • 0x2c ) 
st.rcpy { conn I ind} . links [ j) . dest _ uname, 
''ONS Trans Agt" ) ; 
else if ( bufferf33+offset] •• 0xl3 ) 
strcpy ( ~~~~ { t~~bÊ f!n~~ 1 j} dest _ uname, 
else strcpy ( conn (ind ] . links I j J . dest une me, 
"unknown •· ) ; -
• i fdef mmu :; 
printf( .. buffer l )4to!fsct. J 
• cndi f 
\ 02 x \n ", bu f f c rlJ 4-. o ffsctJ) ; 
if buf fer ( 34 ➔ of !set } •· Ox07 ) 
- buffer l 4 0+offs et}; 
/ "· 1<> ith 1:1 suu 1ce • I 
/ " .l enqt.h of t. he src name ~ / 
p j fdef DEBUG 
#endi f 
print f ( " l ength of the source name : \n " ) ; 
printf( '' i l:u i : \02x\n ", i, i 1; 
prlntf( "buffer(40+offset) : \02x\n", buffer(40 ➔ offset. ] ) ; 
if I i > 15 1 i • 15: 
f or ( k•O; k<i; k++ ) /" gets the name " / 
connlind) . li nks (j} .src_ unamelk] • buffer[41-+offsetik]; 
conn(ind) .links!j) .src_ uname[k] • '\0'; / " to make a st ring ._ / 
e lse if buffer{32+offsec) • • OxOl 1 
i - buffer(34+offset ] ; 
/" with a destina tion name • / 
/• length of the des t name • / 
#ifdef DEBUG 
il endi f 
Hfde f DEBUG 
fendif 
t ifdef DEBUG 
f! e n di f 
print f( "length of the dest name : \n " ) ; 
printf( "i : \u i : \02x\n", i , i ); 
printf( '"buf!er [ 34 ➔ offset) : %02x\n .. , buf f er [ 3'l+offset] ) ; 
/ • we have to use the variable ' l ' because we have t.o keep a 
tr ack of the l ength of t he dest i nation name which is in the 
variabl e • i • • / 
i f ( i > 15 ) 1 • 1 S; else 1 • i; 
for ( k•O; k<l; ki+ ) /• gets the name ._ / 
conn I ind} . links { j) . dest_ uname { k] • buff er (3 S+off set+k]; 
conn(ind] . links [ j ] . dest_uname{k] • '\0' ; /"' to rnake a string "- / 
printf( .. buffer [ JS+offset+ i) : \02x\ n .. , buffer ( 35+offset+ i ] ) ; 
if buffer(35+offset+i] •- Ox02 ) 
- buffer[4 l +offset+i]; 
/• wi 't.h a source name • / 
/ " leng't.h of the src name '" / 
printf( " l engch o f the sol.lrce name : \ n"' ) ; 
printf( "l : \ u l : l:02x\n", 1, l ); 
printf ( "bu ffer [4 l+offset+i ] : l:02x\n \ n", 
buffer (4l+offsec+i ) ) : 
if l > 15 1 l • 15 : 
for k•O: k<l : k ++ 1 / • get s the name " / 
conn { ind } .1 i nks [ j ] . src_ uname I kJ - b uf fer l 42+of fset +i+k ] ; 
conn[.ind ] . l.1nks{j] .src_uname [k] - ' \0' ;/ " to make a string "- / 
if n::> remove • • false ) /« if no remo ve • • true, i .e. the lin k 
hasn ' :r been crea t ed, we don' t ha ve 
t o update thi s informati on • / 
conn ( ind] .links { j] .last _packet. • n_packets; /" timestamp • / 
conn!ind] .links (j) . end • time( 0 ); 
"-ncon • ind; 
/" recor ds the hour of the last • / 
!• packet seen on the li nk • / 
/ "- i ndex of the connection "- / 
•n link • j; / • index of the link " / 
ASSERT ( ind <MAX_CONNECTIONS ) : 
ASSERT( j<MAX_LINKS ) : 
#ifdef DEBUG 
pr i ntf( "inà : \d \ nconn[inci ] . next. : \d \nconn ( ind] . num li nks %u\n", 
ind , conn (ind] .next, conn lind] .num_links ) ; -
printf( "conn(ind ) . c_pack et.s : \u\n .. , c onn {ind ] .c_packets ); 
printf( "conn(ind) . src noèe : l: 02x\02x \n", 
conn(ind ] .src:node {O] . conn{ind ] .src_node( l] ) ; 
pr :.ntf( "conn[ind ) .dest n ode : %02xl: 02 x \n .. , 
conn {ind ) .àest:node(OJ, conn{ind) .dest_node [ l ) ) ; 
print.f( "ind: Id j : 1: d\n", ind, j ); 
p ri ntf ( "c onr> l ind l .li nk sljl . i d l \ u\ n", r.onn ll nd J . U nk s(j) .id l ); 
p ri ntf( .. c o nnli nd J . li nk slj} . l d ? \ u\n .. , co nn !ind J . li nks lj] . i d ? ): 
p ri nt. f ( "c: onn! i nd ) . n um lin ll !'i \u\n", r o nnjind } . num 1 i nho ) ; 
printf { "~~~!~( jnd j .)i~t:\ j J<_>~ ~~~k!t~\: \u\n .. , 
printf ( .. ~~~~ H ~~ l :ii~~=l ~l :!~~:}t~: ); \ u \n .. , 
printf ( "conn ( ind). li nk!..( j] .dcat Hnk \ u \n " , 
con n l i nd ) . li nk:- 1 j] . dcs t ~ Unk ) ; 
"src unamc : \s\ndcst 11nüme : \: 5\ n '", prinlf( 
conill ind] .links(j] .s? c _ una me, conn(ind) . links!j } . desl uname ) ; 
printl( "time of the first packet : \d\n", conn[ind).links[ j ].begin ); 
prinl! ( " time of the last pack.et : \d\n•·, conn(ind) .links{j ) . end ) ; 
pr intf ( " conn(i n d] .links{~) . l ast packet : \u\n", 
conn I ind 1 . links I J] . last: packet ) : 
printf( "order : \c\n'', conn(ind] .links!j] .order ) ; 
printf ( "d irec t ion 
fendif 
lifdef DEBUG 
\c\n", connlind) . l i nks{j) .direction); 
printf( "buffer(23+offset) : \02x\n", buffer-(23-+offset } ); 
f endif 
if ( buffer (23+offsct) •• Ox38 ) ,, ( no_remove - - false ) ) /?! we have to 
remove the 
link • / 
conn(ind} .links [j] .disc_reason - buffer(28-+offset ] ; J • reason of the 
disconnection • / 
remove_link ( ind, j ) ; 
if ( statistics • • true l 
/• if the disconnect initiate packet 
is not the first of the link, 
the link has been created and 
we can remove it when we see 
the disconnect initiate packet •J 
/• if we made statistics • / 
dest .. ( buffer!lO+offset] << 8) l buffer(9+offset]; 
src • ( buffer( 18-+-offset) << 1 buffer{l7+offset] ; 
hash code • ( ( ( src / 1024 ) • ( dest / 1024 ) ) + 
- 1 1 src \ 1024 ) dest \ 1024 ) ) ) • 1023: 
stat _ hash [ hash_ code)--; J• stat i stics about. the use of t.he 
hash table • / 
int find_pair_index ( saddr, daddr, previous, sens ) 
/ •••••••••••• " ........... . .................... .. . " ••••• ,. ••• ,. ••• • " ••••• *. * •••• 
• This functi on returns the entry index of the connection having • saddr' "' 
and 'daddr' as nories if found, else returns - 1. 
• • Previous ' i s the pointer to the index of the connection with 
• 'conn ( • prev ious J • next.' painting to this connect.ion . 
"' •sens' gi ves the sens of the connection . 
......................................................................... , 
unsiqned char saddr (2 ] ; 
unsiqned char daddr ( 2 ) : 
int 
char 
•previous; 
• sens; 
unsigned int iàx; 
unsigned int src, àest: 
int i: 
•previous • -1; 
•sens • 'x'; 
/ • calculates the hash code by making an integer of the source and the 
destination adàresses, multiplying bot.h areas and both nodes, 
addinq them anà making the l ogical and wi th 1023 • / 
src - ( saddr l ll << 8) l saddr(OJ; 
dest • 1 d•ddr I l] « 8 
idx • 1 1 1 src I 1024 
1 1 src \ l 02, ) 
Hfdef DEBUG 
daddr!0]; 
1 dest / 1024 
dest \ 1024 ) 
printf( "index founà in find_index : \n" ) ; 
printf ( "idx : 'ku i àx : 'k02x\n" , idx, i dx ) ; 
tendit 
if c onn_hash[idx ] •• - 1 ) 
l 023; 
return(-1): ! • no entry index for this connectio:1 10 / 
else 
i • conn_hash {idx]; 
while { i !• - 1 ) J• finds if there is an c n try index amonq conn.next ... , 
if 1 ( connli] . dest_node!0] •• dadd r!0J U 
co ·in \ J . des l no df" 1 l l - &, dadd r t 1 J U 
c:on n l J . !; r c n odr [ OJ •• saddr l OI ii 
con n ! } .sr c:11 odtdl ] • • ~rnddr ll] ) 1 1 
c orm [ ) .dcsl no de [ OJ _ .,. saddr [O J ii 
corrn 1 ] . dc s t ~ no de l l l - - saddr 11 l ii 
c onn l } . s t c nodt" { OJ -- dnddr 10] ii 
c o nn ! } .src: nodt> ll ] .. ... dDddr l !J)) 
i ( ( conn(j).dcs L node lOJ daddr ! O] & .~ 
conn[i]. dest. =nodelll .,._ dadd r [ ll) 
0 !'1ens - 'r': 
e l se • sens • ' i '; 
return (i); 
else 
•p revious • i; 
/ " deternd nes t. he • / 
/ " sens of the • / 
/ " connect.ion " / 
i • connli] . next; /• looks at the next connection 
with this code • / 
fifdef DEBUG 
printf ( .... previous \d\n" , • previous ) : 
pr intf( " i : \d\n", i ) ; 
fendi f 
ASSERTI !- •previous ); / • onl y for debugging purpose " / 
return ( - 1 ) ; /" no entry for this connect i on "/ 
void doplace_connection () 
f • . ......... """ ••• " .. " •••• " .. " ... '"" . ............... 1'; ....... " ......... " ... .,, .............. """ ........ .. 
• This function looks for the connect ion that may be removed from the table .. 
.. • conn ' and calls the function remove link to remove all the links of this • 
• connection and the connection itself~ The i ndex ,..iAX CONNECTIONS - 1 will be • 
.. free for a new connection. - .. 
• • fi .. . .... Yf •." .. ...... " .................. .. .... .... ......... " .. fi .. fi .. fi .... " .................. fi ......... • t 
unsigned i n t old, recent; 
int 
int 
ïifàef OEBUG 
i. j, i dx : 
x, y; 
printf( ""beginning of doplace_connection\n" ) ; 
i enèif 
old • MAXINT; 
for ( j-0; j<MAX_CONNECTIONS; j++ 
recent - 0; 
for ( i-0; i<connlj] .num_links; i++ ) 
/ .. only for debug gi ng purpose .. / 
/ .. for each connection • / 
if ( conn(j) .links [i) . la.st_packe t > recent 
recent - conn {j) .links(i) . last_packet; 
/ • considers each l ink • / 
/ .. takes the more 
recent one • t 
if / • among these links chooses the 
older one • / 
recent < old 
old - recent; 
idx • j; /• index of the connection to remove •f 
tifàef DEBUG 
p:dntf{ "list of connections :\n " ): 
for ( x-0; x<nc: x+-+ ) 
fo= ( y-0: y<connlxl .num_links; y+-+ ) 
printf( .. conn[là] .linksl\d) .last packet lu\n"', x, y, 
conn {x ) .linksfy) .last_pa"cke t ) ; 
print.f( "entry o f the connection being removeà \d\n•·, iàx): 
ï endi f 
for j•conn(idx ] .num_links-1; j>• O: j --
conn[idx] .links jj] .d isc_ree.son • Ox99 ; 
/• we must first remove the last 
link because of the ...,.ork of 
remove_link .. / 
remove _ link ( id x, j ) ; / • remov e s the links and the connection .. / 
void doplace_link ( ind ) 
/ ................................................................................................................ . 
• This function removes the older link of the c onnection 1,1it h index 'in d' . .. 
.. The index MAX LlN!<S -1 will be free fo -r a new link . 
. . ,. ,. .. ,. . ,. .. .. ................ " ........... " ... .. ........... ,. .... " " .,. ... ,.. ,.,. ,. .. ,. ............. ,. .... / 
int ind ; 
Ul ,!i .i gru' d i n t. max; 
i nt j , n l in k; 
• i foef DEBUG 
printf( "beginninq of dop]ace_ li nk •dth ind 
11 e n d i f 
d\n", ind ) ; 
ma x • MAXINT; 
!or j•O; j<conn( i nd] .num_links: j 1-+ ) /" for each Unk of t.he conncction " / 
if ( connlind) .links[j] .last_ packet < max 
max - conn(indl . linksljl . last_packet. ; 
n l ink • j ; 
/ fi t akes the o l der one fi / 
/ " index of the link to remove " / 
#ifdef DEBOG 
!or ( j•O; j<conn !i nd} .num_links; j +-t ) 
print.f( " conn(\:d).link5(\d].last packet: \;u\n"', 
ind, j , conn(ind] . link5Tj ] .last_packet ); 
print!( "' entry of the link being removed \:d\n " , n link ) ; 
f end i f 
conn!ind} .links!nlink ] .disc_reason - Ox99; 
remove_ link ( ind, nlink ) ; 
void remove_link ( nc on, nlink ) 
/ " removes the link "/ 
, ........................................................................... . 
" This func tion saves the data about the link with index 'nlink' of the " 
fi connection with index 'ncon' and then removes this l ink. . 
.. l f it is the last link of the connec tion , it also r emoves the connection. 
fi .. "," .. fi." .......... "." •••• """ ....... fi. flfl "fi . .. fi fi •• fi fi" "" fi fi. flfl . " ". " ,,.. "" *"" .. " """ "" .. / 
int ncon, nlink; 
iifdef DEBUG 
printf( "beginning of remove link with ncon 
fendi f 
l;d n link \:d\n", ncon, nlink ) ; 
save_data( ncon, n link ); f• saves the data about the link "'/ 
if ( nlink < conn(ncon) .num_links - 1 ) /" if the link is not the 
last of the table • / 
/" replaces the removed link wi th the last one in the table "/ 
memcpy ( &conn (ncon) . links(nlink] , 
&conn[ncon] .links[conn[ncon] .num lin.ks - 1], 
sizeof ( logical_link ) ) ; -
tifdef DEBUG 
printf ( "link moved\n" ) ; 
printf( "conn (ncon) . links(nlink ) .id2 : \:u\n"', 
conn(ncon) . links!nlink ) . id2 ) ; 
printf( .. conn fncon] . links[conn[ncon] .num links- 1) .id : \:u\n", 
conn[ncon) .l inks( conn [ncon} . num:links - 1) .id ); 
iendi f 
ASSERT( conn(ncon] .links {nlink ) .id2 --
conn ( ncon] . links I conn [ncon) . num_ l inks - 1 } . id2 ) ; 
co:-1 n[ncon) . nu.m_links--; /" there is one link less ... , 
if I conn(ncon}.num_links O )/ • if it is the last. l ink of the connection " / 
if ( ncon < ne - 1 ) /fi if the connection i s not the last in the table "/ 
fifàef DEBUG 
printf( "call of tidy_hash with new!-- 1\n '" ) : 
iendi f 
tidy_hash( ncon, nc - 1 ) ; /• reorganizes the hash table ... , 
/" replaces the removed connection with the last in the table · / 
memcpy( &conn(ncon], &conn [nc- 1}, sizeof( connect i o n ) ); 
fifàef OEBUG 
iend i f 
printf( ··conn[ncon) .àest node : \ 02x \i 02x ··. conn (ncon] .des':. nocie [O), 
conn[ncon).dest:node{l} ); -
printf( "conn{nc-l l . dest node : \:02x \:02x \n··, conn{ nc - 1) .dest_noci e [O}, 
conn (nc -1 . dest:nod el l] ) ; 
ASSERT( conn(ncon) .dest_node (0] conn( nc -1 ] .dest._node (O] ) ; 
AS.Sl::H1( con r11nc o n ] .drs~ _ ~ o oe !2! -~ c onn l 11<· - l ) . OP~ t 11odf' !ll ): 
e l ~e ti dy h ;i sh( - 1. 11c- l ) : / ' rt:·or y<H1i :;,.es t he h;Js h 1.. r1h l e ' / 
/ " l hc rc js o ne c 0111 u:c tion l e !iS • / n e--; 
I if de f DEBUG 
pr i ntf( ··number of li nks : \ u\ r:. ~ ~-r.oe r of c onm:ct ions 
conn lncon ) . num_l inks, n e ) ; 
\d \n •·, 
fendif 
voici t.idy_hash ( new, old ) 
/ .. .. .. ............... .................... .. ............................. .... .. . 
" This function updates the hash -:.ab l e. l t rcmov es the new entry and changes " 
what i s painting t.o 'new' to point ta 'conn (new) .next.' and what i s pointing 
" t.o 'old ' to point to ' ne w' . 
" If new - -I t.he entry old must. be removed and what wa s painting to 'old' must 11 
" point t.o · conn I old ] . next' . 
··· ·· ···· ·· ·· ········ ··· ······· ·· ··········· ······ ·········· · .. ·· ·········· .. .. , 
int new, o l d; 
unsigned int ih; 
unsigned int src, dest; 
int. i: 
fifdef DEBUG 
pri nt f ( "'beginning of tidy _ has'.-1 .,d th new 
#endi f 
if new !• -1 ) 
dest - ( conn(new) . dest_noâe {l) << 
src - ( conn[new) . src_node {: J << 
\d old \:d\n'", new, old ) ; 
1 conn[new) .dest_node(0) ; 
conn(new] .src_node(0); 
ih • ( ( ( src / 1024 ) { dest / 1024 ) ) + 
( 1 src t 1024 1 • 1 rieso t 1024 ) ) ) , 1023; 
if ( conn_hash [ih] •• new ) 
conn_hash (ih) .. conn [ne~ ] . next : 
else 
/ " the hash table points to ne'W • / 
/,. changes the pointer • / 
/ " the hash table doesn't point to new •f 
/" finds the pointer to new • / i • conn_hash {ih]; 
while ( i ! • - 1 l 
if ( conn(i] .next •- new ) 
conn{i) .next • co:--.n {new] .next; 
break ; 
else i • conn(i ] .~ext; 
ASSERT( i ! • - 1 ) ; 
/" ch a n ges the pointer • / 
de!J:t .. ( conn(old} .àest_r.orie [ l ] << 8 
src • ( conn(old] .src_ node : : 1 << 8 
1 conn{o l d ) .dest_node[0); 
connlold ) .src_node(0 J ; 
ih - 1 ( 1 src / 1024 ) • 1 èest / 1024 ) ) + 
1 1 src \ 1024 ) • 1 ries: % 1024 ) 1 ) & 1023 ; 
if conn_ hash (ih) old 
conn_ hash [ih} - new; 
else 
e l se 
i - conn_hash(ihJ; 
while I i ! - -l ) 
if ( conn { i] . nex:. - - o l d 
connli] .next - :-:e ... · : 
break; 
else i • connli ) .:--. ex:. : 
ASSERT ( i ! - - 1 ) ; 
/ " the hash t able points to old " / 
J• changes the point.er - 1 
/ • the hash table doesn' t. point to old • / 
/ • finds the pointer to old • / 
/• changes the pointer "/ 
f• calculates the hash coàe :Oy making an integer of the source and the 
destination a ddresses, ::-,:.:.1 t.iplying both areas and both nodes, 
adding them and ma king ::"!e logical and "dth 1023 " / 
src - ( conn(old) .src_node [ l ) << 8 
dest • ( conn [ old] . dest_no0e {l ) << 
conn(old ) .src_node!0 ] : 
conn (old] .dest_node[0 ) ; 
ju • ( !HC / 107'Ï ( dt!:1 L / 10;>~ 
sr c 10] 11 ) dest \ 10;:> t, ) & 1C73 ; 
i f conn_ hashli h ] old / " t.t1c- r.tt~h Lab i t! point !> Lo old · / 
conn_ hash \1hl • connloldl .nc xL: 
e lse 
I • chanycs the pojnter • / 
i • conn_hashlih ) ; 
"''hile ( i ! • - 1 l 
/ " f i nds thr poin t er to o]d • / 
if ( conn [il . ncxt - • ol d ) 
conn (i] .next • conn(old) . nex t. ; 
break; 
/ " changes t he po1 nLer " / 
else i • conn[i} .next; 
A.SSERT( i !• - 1 ); 
void save_data ( ncon, nlink ) 
, .............................................................................. . 
• This fonction saves the data about the Unk wi th index 'nli nk' of the • 
• connection with index 'ncon'. 
,. ................ . ... ........ ............. ".,. .......... . .. ... ,. • •• " •••••• ",. ••• ".,. ". •• f 
int ncon, n li nk; 
int res: 
int i; 
ca ll_record c_record; 
fifde! DE.BUG 
print!( ~beginning of save data\n" ) : 
tendi f 
if f d -- - 1 ) 
fd • open( filename, 0 WRONLY 1 0 CRE.AT, 06il~ ) : 
- -; • opens t:.he first call records' file • / 
if fd < 0 ) /• if an error occurred while opening the file • / 
perro r ( "open .. ) ; 
exit(); 
c record.src nodelO j - conn(ncon).src node(OJ; 
c:record . .s r c:node(l • conn(ncon) . src:node(l ) ; 
c record.àest node !Ol - conn{ncon ] . des t node (O] ; 
c:record. dest.:node 1 • conn (ncon ] . de.st:noàe ( l) ; 
c record.id!• conn(ncon ) .links(nlink].idl; 
c:record. id2 • conn{ncon] .links(nlink J . id2; 
/ • fills in the stucture " / 
c_record . disc_reason • conn!ncon) . links{nlink ) .disc_reason; 
c_record.src_link • conn(ncon} .links{nlink } .src_l i nk; 
c _record. dest _link • conn ( ncon) . links I nlink ) . ci est_ link ; 
c_record.c_packets • conn(ncon] . links (nlin k] .c_packets; 
for ( i-0 ; i <MAXKEY; i++ ) 
c _record. count ( i] • conn (ncon) . links I nli nk ] . count I i) ; 
strcpy( c_record.src_uname, conn[ncon) . links (nlink] .src_uname ) ; 
strcpy ( c _record. dcst _ unamc. conn Incon ] . links I nl ink} . dest _ uname ) ; 
c_record . order .. conn(ncon) . links(nlink) . order; 
c_record.begin - conn[ncon] .links ( nlink} .begin : 
c_record.end • conn [ncon ) .links (nlink] .end; 
re.s • wri't.e ( fd, &c_record, sizeof ( call_record ) ) ; /" "''r ite s the st.ruct u ::-e 
in the file • f 
i f ( res ! - sizeof ( call_record ) ) 
perror { .. write" ) : 
exit (l: 
ASSE RT ( res •• sizeof ( cal l_record ) ) ; 
fifde! DE8UG 
/ " i f an error occurred during 
the writ. i ng "/ 
printf( .. size of call_record : \d\n", sizeof( call_record ) ) ; 
pr i nt.f( "res for c_record : IL:d \n ", res ) ; 
iendif 
res • "''rite ( fd, "\n", sizeof ( char ) ) ; 
tifde! DEBUG 
print f ( .. res for CR 
f endi f 
ld\n", res ) ; 
, .. delimitates the call records * / 
void proc c ss_ irame( ncon, nlink ) 
f ..... .... . ... .. .. .... . ... . . . ....... . ... . ... .. .. .. . . . . . ... . . . . . . ........ . .. . 
• This function seLs Lhe offset.. according to the presence o( the data ack • 
numbcr and searchs for keywords j f Lhe packet isn t a CTERM message . 
F'or the CTERM message s it call s decode ctcrm to reco ristruct the lines 
sent by t he user or the ha s t.. -
The retransmit.t.ed dat a are ignored . 
'ncon' and 'nli nk' are the index of the conncction a nd the link on wh ich 
: • ;t.1? • ~!~~:~ • ~'!! • !:?? ; • • • • • • • • • • • • •" "• "" • • • • • • •" • • • • • •" 11 • • • " • 11 • •. "• 11 • • • • • ._ . .. ; 
int 
unsiqned char 
unsigned char 
ncon, nlink.; 
daddr ( 2]; 
cb; 
unsigned int 
uns i gned int 
unsigned in t 
unsigned int 
1 in k _ seq_ nb; / • contains the last data segment 
number s een on the link • / 
seq nb; 
lenijth; 
l; 
/ • contains the da ta segment nwn.ber in the pack.el • / 
int 
int 
int 
int 
int 
sens; 
pos: 
start; 
end ; 
i; 
daddr (O} - buffer[9+offset ) ; 
daddr ll] • bufferllO+offset }; 
/" destin ation address • / 
if I daddr ( OJ 
daddr (l] 
conn{ncon }. dest node(OJ && 
conn(ncon].dest=node(l) ) 
/ • de termines the sens • / 
/ • of the pack et • / 
sens - 0 ; 
else sens - 1: 
fifdef DEBUG 
print f ( "sens \d\nfl, sens); 
printf ( "buffer 129+offset ) : 102x\n'", buffer [29+offset] ) : 
#endif 
cb 
-
buffer (29+offset ) ; ! • contains the most significant byte 
the ack number i f the mos t. 
signi ficant bit. is set to 1 • f 
if ( ! ( cb 
' 
OxBO r• if the ack numbe r isn' t present 
r• ( the mos t significant bit is set 
offset 
-
offset - 2; f• to 0 ) • f 
o f 
. / 
. / 
pos • 30 + offset; / • position of the least significant byte of the 
data segment number in the buffer • / 
.f ifdef OEBUG 
printf( "offset 
fenèif 
Id pos \d\n "'. offset. pos ) ; 
/ 11 calculates the data segment number (i gnore the most significant ,; bits) .. , 
/ • note : bytes are inversed • / 
seq_nb • 1 ( buffer(pos+l l , OxOF) << 8) + bufferlpos } ; 
link_seq_nb - conn{ncon] . links {nlink). data_seg {sens]; 
#ifdef DEBUG 
printf! "seq_nb 
fer.di f 
\:u link_seq_nb \ u\n", seq_nb, link_seq_nb ) ; 
if link_seq_nb !• seq_nb ) /• if it isn' t. retransmitted data • / 
conn [ ncon] . l ink.s!nlink ] . dat a_seglsens } • seq_nb; / .. updates the data secp,er. t 
nu rr.ber of the link • j 
start • 32 + offse t ; J• index of the begi nn i ng of the data t o search • / 
end• la s t. pk.t _ size ( ) l ; / "- i ndex of the end of t.h e data t.o search • / 
if ( sensit i ve - • false , .. if the search is case unsensitive • / 
u ppercase( bu ff er, sta rt . end); 
fifde f D:':3UG 
p rintf ( " buffer [ star t} 
f endi f 
\ 02 x \ n", buffer (start] ) ; 
if b uffer (start] -- Ox09 ) / • fi rst byte of the foundation servi ce s 
int er fa ce protoc ol message. 
Ox09 means common data message • / 
- 3'i t offset; J• p osition of the least significant byte contain ing 
the l ength of the first CTE RM message •; 
w!-iile ( 1 + 2 <• end ) / " while there are CTERM messages in t~e 
b:~t~~~g 1~1 ~~e t~;E~s~;!~~g~f- 7he 
J• cia l culat.es the length of the mes s age • / 
/ " the bytes are inversed • / 
length • ( 
• 1 + 2; 
fif à ef DESUG 
buffe= (l+ l] « 8) 1 buffer (l ] ); 
/ • position of the beginninç of the CTERM message • / 
fc ndi f 
print f ( ·· J e n qt. h \ u 1 \ d\n ", ; eriqth, 1 ) : 
dec odt· . c:term ( nco ,1, n li nk, l , l c ri q~. h ); 
l - 1 <t ] eng t.h ; 1 ~ go to t he l east sjgni fjcant byt.c contct i ning 
the l c ng Lh of l h e ne x t CTERM mess11ge • / 
clse / • we oon • L have a CTF.RM mes sa g e • / 
/ " i! we have an IP pa cket encapsu lat. ed i n a Decnet packel a nd t he one 
of the ]P address is inside CERN , i.e . 126.141 or 808d in hexa • / 
if ( ( buffer[start] •- Ox45 ) ,, 
( ( bufferlstart-+1 6 ) -- Ox80 && buffc r(st.a r t ➔ 17) •• OxBd ) 11 
( buffer {start +l2] -- Ox80 && buffer ( star t-+13] -- Ox8d) l) 
treatment_ip( ncon. nli nk, sta r t ):/" searchs for the IP addresses " / 
else / • we don' l have nei ther an IP pack et 
ne ither a CTERM message • / 
lifdef OEBUG 
printf ( "start : \d end 
pr intf ( "'data : \n " ) ; 
\d \n", start, end ) : 
f endif 
!or { i•start; i<•end; i++ ) 
if ( i salnum(buffer[i]) printf( "\c 
else printf( "Ox\02x .. buffer (i) ) ; 
printf ( "\n" ) ; 
buffer\ i l ) : 
keyword( ncon, n link, st.art. end l; /* sea rchs for the keywords "/ 
void keyword ( ncon, nlink, start, end ) 
f •• .............................. fi .................... "'"' ................ .,. .......... .,. .. ""' ...... fl .. 11; .. "' ............. . 
• ~~f! ~~~~~~d~ :::rf~~nS 0 in k~~=o~~;u~~u;~e .. ~~~!~~dlist". • 
'ncon' and • nlink' are the index of the conection and the link on which "' 
the packet. was seen . 'start' and 'end' a:-e the index o f the beginning 
and the end of the àata to search . 
• .... ... .... ... "' .... ,. "' ............ fi ..... ,. . fi flJ! "'" ............ fi ......... .......... "' ................ ..... . ""' ... / 
int 
int 
int 
int 
ncon, nlink ; 
.ste.rt , end; 
count; 
i : 
for ( i•O; i<num_of_key; i++ ) / .. for each keyword "' / 
cou.nt• find_word( bu ffer , start. , end, keywo·rdlist(i l .val, 
key...,ordlist li) .lengt.h ) ; / "' i s the word prese nt in 
tifdef DE:BUG 
print f ( "count.er f or %s 
fendif 
if ( count -• 1 ) 
the packet ? • / 
\d\n", key....,ordlist (i ] . val, count } ; 
/ • the wo rd is present in the pack et • / 
conn{ncon} .linkslnl i nk ] . count. liJ ++; /• updat.es the count er • / 
save_command( ncon, nlink, '?', keywordlist[i ) .val ): 
b:-eak; / • if we' ve found a word, we stop the search • / 
fifdef DEBUG 
f or ( i•O; i<num_o f _key; i<t+ ) 
print.f( "conn lncon ] . links {nl ink ) .count {%d l : \d\n", i. 
conn{ncon } . links [ n l ink } .count [i] ) ; 
tendif 
int find_word( tab , begin. end, worà, ...,_l e nç;:h ) 
/ ............................................................................ .. 
• This function looks to see if the worè poi:ited by 'word' is p r e s e nt. in • 
• 'tab'. The length of the word is · w l ength' and 'begin' and 'end' are 
• the ind ex that. indi cates the beginnTng a:id the end of the data to searc h in " 
" ' tab' . • 
................. "' .... " •• • • ,.."'"' . ..... .. ............... .. ..... " .......... "'." .... "' .......... ~ ...... "' ••• " .. fi .. / 
int begi n, end: 
int w_length; 
unsigned char *word; 
unsjg 1wd cnar • t. a b; 
regist.er unsiqned cnar 
reg1 st.cr unsigned char 
r<!gi.stcr unsiqned char 
• starl: 
•sto p: 
•p lace: 
/• i t point s t.o t.he fir st. char t.o be ana l yseci • / 
/ • it. po int.s to the )a ~l char to be analysed • / 
place - memchr( start, • word, end-beg in• l ): / • searchs for the tirst 
occ ur rence of the char 
• word • / 
#i fdef DEBUG 
pr i nt. f ( .. ;:,lace : \d\n", pl ace ) ; 
len d if 
if place•- NULL 
return( 0 ); 
else 
while ( place !• NULL 
/ • the r e isn' t such an occu r rence " / 
if ( memcmp( place, word, ~•_l eng th ) !• 0 ) / • compairs the end of 
the word • / 
Fla ce - memchr ( place-+ 1, "word , stop-place ) ; / • if i t isn' t the same, 
searchs for the ne x t. 
occurrence • / 
fi(def OEBl.!G 
print.f ( "place : \ d \ n", place } ; 
fendit 
clse return ( 1 ) ; 
return( 0 ) : 
f • if the word is found, returns 1 • / 
/ • the word isn't found " / 
void decode_cterm( ncon, nli n k, begin, lengt.h ) 
, ............................................ ...................... ....... .. 
" This fun::ti o n dec odes the CTERM protocol. It analyses the CTERM mes s a ge s • 
of type Ox0 2, Ox03 and Ox 07, i.e . sta r t. re ad, read and write me ssages 
to reconstruct the lines t yp e d by the user o r s ent b y the host. te t he 
user and trie s t.o fi n d s ome keywords in thes e recon.struc ted lines by 
c alling a naly se host and analyse server. 
'begin' c o nta i nS the index of t hë b eginning o f the CTERM messag e a n d 
'leng t. h ' contai ns t he length of the message. 
• ncon ' an d • nlink' are t he i ndex of the connec ti on and t h e l i nk on whi c h 
the p a cket has been seen . 
....................... .......................... .............. .. .... .. .... / 
int n con, nlin k; 
unsigned int beg in; 
unsigned i n t length: 
unsigned char ctype ; 
int i; 
u nsigned int fir.s t.; 
unsi9ned int last; 
bool addcc; 
ctype • buffe r {beqin) ; f • type of the CTERM message " / 
fifde! OEBUG 
printf( " b e ginning of decode_cterm\ n .. ) ; 
p r intf( "'ctype : \02x\n "', c t ype ): 
fendi f 
if ctype -- Ox02 / "' sta r t read messaqe, 
s ent from the host to the server • f 
first. • bcgin -t 17 + bu!f e r (begin-16 ] : f • tg~e~e~~e;h~
0
~~~t~~iÎ~ g;t~~e Pf~;a 
a variabl e leng th field which t.he 
l e ngth is conta ined in the 17 st 
byte of the heade r • / 
last • begin -t length - l; / • i ndex of the end of the data "' / 
i! last >- 1500 ) last - 14 99: /• to respect the bu(!er length "/ 
if first <• last ) 1- fills i:, tne line - we put it in t he same teble 
as the comman d typed by t he user so that. we 
can r e co:-istru c t the all line , se we can f ind, 
for exa:--.ple a u s ername • / 
for ( i •first ; i<•last.; i++ ) 
f ifdef DEBUG 
if ( conn (n c on ) .links(nli:,k ] .last_ser v e r < MAXSIZE 
conn(ncon] . links [ nlink. ] . 
s erver(conn(ncon ] . l inks (nlink] . la s t _server) • buffer ( i ] ; 
c onnln con) . li n k s ! n li nk ) . l ast_se rver -t+; 
e lse break: 
pri::itf( "first : liu l a st : \; d las: server : 'kd\n" , first, last, 
c onn Inc on l . links (nlink] . li'st. _ s e r ve := ) ; 
f endi f 
f • if a line 3s coMp ) e t c, LP . . if the lnsl ch.a.r i s 'O x Od' 01 ' Ox Oa ' <li 
i f wf' nrr j vf'o al thr E>rid of t.hc t. r.iblt" - Qt"r~r,1 J l y, it wcm' t ,-,rr i vr, 
but i t ma ')' or.c:u r tnat we fi l) the a l l tab l e with ttds l irw. 
and wt- have to ana yse it " / 
if connfncon l . Ji n ,.s !nli nk ] . 
!J.erverfconrdnconJ .)inksl n li11 lo. l . la:;:t_ !iervc r - l j ..... 0 x0d 11 
connlncon ) . l inks [n)l nk ). 
scrverlconn{ ncon } .linksjnlin k ) . ) ast servcr- 1 ] •• Ox 0;1 1 1 
conn!ncon ] .linksfnl inkj .last _server--- MAXS I ZE ) 
fi f de f DEBUG 
# endi f 
for i•O; .l<conn[ ncon } .J inkslnlink] .)o!lt_ servc r ; j --H 
pr i nt f ( "\c" , conn Incon 1 . ) in ks In) i nk ] . serve r ( .l J ) ; 
print f ( "test of the CR\n" ) ; 
analyse_server( ncon, nlink 1; 
conn (ncon]. links (nlink]. last_server - 0: 
for ( i-0; i<MAXSJZE; i++ ) 
conn!ncon} .links[nlink] .server!il • ' 
f • resets the counter 
for the new line • / 
/• t.o a void having extra char 
the next li me • / 
else if ( ct.ype -- Ox03 ) /" read data message, 
sen t from t he server to the host • / 
fifdef DEBUG 
printf( "buffer lbeg in+ll 
li endi f 
\02x\n", buffer(begin-tl] ) ; 
/ • if the completion code •- termination char or va lid escape sequence 
or ti.Jneout 
else we i gnore the message •/ 
if ( buffer [begin+l] -- OxOO 11 buffer {begin+l] 
buffer [begin+l) - • OxOS ) 
OxOl 1 1 
first - begin + 8; / " index of the beginning of the data -
the header of the message conta ins 8 bytes " / 
last • begin + l eng th - l; / • index of the end of the data " / 
if last >• 1500 ) last • 1499; / " to r espect the buffer length " / 
if first. <- last ) / • fills in the line containing the command 
typed by the user * / 
for ( i-fi r st; i<-last; i++ ) 
if ( conn(ncon] .links(nlink) . l ast_server < MAXSIZE ) 
conn[ ncon ] .links[nlink}. 
server(conn{ncon ] . l inksfnlink] . last_se rver) • buffer [i] ; 
conn[ncon) . links{nlink) .last_server++; 
e l se break; 
ïifàef DEBUG 
#endif 
printf( " first : \d last. : \d last server : \d\n", fi:.-st, last, 
conn Incon] . links ( nlink) . list _ server ) ; 
/* if th e line is complete, i . e. if the last char is · Ox Od' or 
'OxOa' or if we arrived at the end of the table•/ 
if conn Incon} .1 inks I nlink] . 
serve:.-(conn(ncon ] .links[nlinkJ . last server - 11 Ox Od 11 
conn[ncon] .links [nlink}. -
server(conn(ncon ] .links[nlink) .last server - l] Ox Oa 11 
conn(ncon ] .lin ks(nlink} . last_server--• MAXSIZE.) 
fifàef OEBUG 
fendif 
!o:.- ( i•O; i<connlncon] . links(nlink ] .last_server; i++ ) 
p:dnt.f( "\c .. , co:in [ncon] .links[nlink} .server!i ] l; 
p:.- i nt ~ ( "test of the CR\n" ) ; 
analyse_server ( ncon, n li nk ) ; 
co:i.n[ ncon] .links[nlink ] .last_server • 0; f • resets t.he counter 
for the ne w li ne • / 
/" to avoid having extra char 
the next time .. / 
fo:.- ( i•O ; i<MAXS!ZE ; i++ ) 
conn [ncon] . links [nli nk) . server I i J 
else if ( ctype • • Ox07 
addcc - false; 
/• write messa ge, 
if ( b,;ffer [begin+4 J •• OxOd 
addcc - true; 
sent. fro:TI the host to 'the server ' / 
f • we have a c o:nplet.e line -
we examine the postfix 
value • / 
if ( conn(ncon].links(nlink].last_host !- 0 ) /'-if we have the 
beginning of 
anot.her li ne 
in the table • / 
analyse_host( ncon, nlink ) ; f• we first analyse this 
line • / 
c o nn ! ncon l .. !n k. s , r._:.n i<. ] . J ast hor.t • 0: / • we rt-•~e ':.. Lh r 
count.c? fo r 
t.hc- m,....,. J:i m • • / 
~o ? ( :i • O ; j <~.J,.XS: 7.!:.. ; .i H ) f• t. o a l.' o .id h av inq cx t. r<l ctw z 
the ncxt. t i me • / 
c:0;1n l nc o n } . :!n i<. s l nli nk ] .hos t lil .. ' ' 
firs t. ,.. begin ➔ ~; / " i ndex of th e beg i nid ng of Lhc message -
the hender o f the ffl(;:ssage contai ns 
~ byLeS " / 
las t .. begin .+ J eng th - l ; / • i ndtx o f t. hc end of t.hc datil "' / 
if J as t. >• 1!>0 0 ) l a st. - H99; / • t.o respect t he l.i uf!c1· 
l f-!ngt.h • / 
i f f i r s t <• l as t. ) / • f il ls in the li ne ~ent by the hast. • f 
(or ( i • first; i<-l as t. ; i ·H l 
if ( conn{ncon ] . linkslnlink] . l os l_host < MAXSlZE) 
conn ( ncon l . l inks (nlink 1. 
host[conn [ncon ) .links( n link ) .last_ host ] • buffer (i]; 
conn(ncon } .links {nlink] .las t _host-++ ; 
e l se break; 
f ifdef OEBUG 
t cndl f 
printf( "bufferlbegin ➔ l) : %02x\n", buffer[begin+l] ); 
print! ( "buffer [begin" 4 ] \02x\n", buf!er [begin+'l] ) ; 
pr i ntf ( "addcc \d \ n"', addcc ) .-
printf( "first . \d last. : %d last hast . \d\n", firs t , last, 
connjncon) .l i nks (nlink ] .l'ast _ host ) ; 
/" if we have a complet. e line, i.e. if the last char is 'OxOd' 
or 'OxOa' or addcc••true or we arrived at the end of the 
tab l e • / 
i( conn[nconJ . links !niink] .host!conn[ncon] . links(n link] . 
last host - 1 J -- OxOd 1 1 
connTncon] . links [nlink). 
host(conn[nconJ . li nks[nlink.J .last host-11 • • OxOa 11 
a dd cc -• true 11 -
connjncon ) .l i nks l :'llink] . last._host •• MAXSIZE 
fifdef DEBUG 
fendif 
for ( i•O; i<conr-. ! ncon ] .links[nlink] .last_host; i-++ ) 
printf( "-le .. , conn[ncon ] .links(nlink] . host[i) ); 
printf ( "test of :.he CR" ) ; 
analyse_host ( nc o~. nlink ) ; 
co:1n[ncon] . link.s [nlink] . last_host. • 0;/ " resets the counter 
for the ne'lo: line • / 
for ( i-0; i<.MAXSIZE; i++ ) / • to avoid having extra char 
the next. time • / 
conn(ncon} .l.:..:-!.ks[nlink] . hast [i) • • 
else ret..urn ; / • :-.ot. an interesting CTERM function for us " / 
void analyse_server ( ncon. nlink ) 
, ........................... .. ....................................... ........ . 
,_ This function analyses a line sent !'rom the server to t.hc hast on the • 
" link identified by 'ncon, nlink' . ~! it. finds a keyword in this line, t he 
• line is saved i n a !' il e by ca ll ini; save corr-inand. 
,.. ..... ft ................ ,. ,.,. .............. . ,.. ............. . ...... . ........ .,, .,, .. ",. ,..,. " ............. , ............ ""' / 
int ncon, nlink; 
int i; 
int. count; 
!or ( i • O; i<nu:7._of_key; i ++ ) ! • for each key...-ord • / 
count • fir.c::i word( conn ( nc on ] .!inks(nlink].se?"ver, 0, 
con::.1 ncon ] . l inks(nlink j .last server- 1, keywordlistfi) . val, 
key•·ord l ist [ i } . length ) ; /T is the word present in the l ine "/ 
if count • - : ) / "' the wo rd is present in the l ine ... / 
conn[nco:1 ; . l inks [nlink ] .coun:. j i J ➔ +; , .. upd ates the cou~te:r • / 
save_co~.:~.and( n con , nlink, 's' , conn(ncon ) . links{nlinkJ .server ); 
break; /" .:..! we've found a word, we stop the search "/ 
/ "' we need to record t.h i s corr.-nanà :.ype d by the .iser in order to 
eventually save it. wit.h a suspic::..ous answer of the host which wi ll 
be analyseci !at.cr • / 
for ( i-0; i<f".AXSIZE; i++ ) 
conn{ncon J . l inks (nlink ] . o l à_se!"ve::r [ iJ - conn (ncon ) .links {nlink) .server l i ] ; 
void analyse_host ( nco:-i, nlink ) 
1 · · .. •·••••·••••••••••·•· ··• • .. . · •. ·,· .. ·• .. · • •••••• .......... . .............. . 
• Th i~ f unc"..lon ;tnaly!--t-'!-> ,1 linc> srnt frum the hosi. to tnr Sf"r-vf"r on tne • 
• Ji 11k jden-..ifj cd by 'nc:on, n link'. lf it finds a kl:'yw ord in th!s .inc, thir. · 
• li 11t: and th e one :w1 1L !tom L ill' !>Crvc r LO the host. b efou: Hr t • savcd • 
• i n a fi.le by call inq s11 vc- c:ommand . 
.... .... .. ... ................. ... ... .............. ..... .... .... ..... .... ..... . , 
int ncon, nUnk; 
i nt i; 
i nt count; 
for ( i•O; i<num_of _ kcy; i-H ) / · (or each keyword • f 
count. - find word( conn(ncon ] .linkslnlink) .host., 0, 
connTncon J • li nks l n link] . last. host-1, keywordlist li l . val, 
key wordlist(i] . )ength ); /"'. is the word prescnt in the li ne ? ' / 
if counL •• l ) t ~ t.he word is present. in the li ne • / 
conn{ncon ] .links(nlink] .countl i) +t; / • updates the counte r • / 
save_command( ncon, nlink, 'o ' ,connlncon ] .l inks(nlink}.old_server ): 
save_command( ncon, n link, 'h', conn(ncon ) .links(nl i nk ) .host 1; 
break; 
for i•O; i<MAXSlZE; i+-+ ) 
conn ( ncon) . links l nlink) . old _server I i] 
vojd save_command ( ncon, nlink, origin, cmd ) 
J • t.o avoid having 
extra char the next 
time .. / 
/ ' "" ........................................ ............................ . 
• This function saves the command • cmd' together with the i dentif ie r of • 
the link to which this line owns, i. c . the link now ident.ified by 
• ncon, nlink' . 
• origin ' specifie s who has sent the command : · h' means host, 's' 
means server, 'o' means server with the line triggering a suspicious 
answe r of the host, '?' means that it is not a command seen o n a CTERM 
connections and 'i' means that it is t.he IP addresses seen in an IP 
packet encapsulated in a Decnet packe~ . 
. . . . . . . . . . . .. .. . . . . . . . . . . . . . . . . . . . . . . . . . .. .. . . . . . . ... . . . . . . . . . . . . . . .. .. . . • / 
int ncon, nlink; 
unsig ne d char •cmd; 
char origin; 
int res; 
int i; 
colTll"ll..!!nd line ; 
.f ifdef DEBUG 
print.f ( "beginning of save command\n .. ) ; 
.fendif 
if fècmd -• - 1 
fàcmd - open ( filecommand, 0 WRONLY 1 0 CREAT, 0664 ) : 
- 7 • opens t.he fi:-st corr.mands' fi l e • / 
if ( fdcmd < 0 ) J • if an erre :- occurred while opening the fi le • / 
perror( .. open " ) ; 
exit(); 
line . id_linkl conn(n c on ) .links (nl ink) .id l; 
line.id link2 • conn(ncon) .links !nlink) .id2; 
line.origin • orjgin ; 
!or ( i•O; i<MAXSlZE; i++ 
line.cmd! i] - cmd (i) : 
line.moment • time ( 0 ) ; 
J • fills in the str-ucture • / 
res - write ( fdcmd, &line, sizeof ( command ) ) ; / • .. -r it.es ~he comma nd in 
t. he !ile ~ / 
if ( res !• sizcof( command ) ) / ' if an e rror occurred dur i ng t.he writ.inç • / 
perror ( .. wr ite•· ) ; 
exit.(); 
ASSERT ( res •• si zeof ( com.mand ) ) : 
.f i fdef DEBUG 
print f ( •· res for the l ine %d size of a cmd 
lendif 
res - wr ite ( fdcmd, "\n'', sizeof ( char ) 1; 
\d \n " , res, s i zeof ( command ; ) ; 
1 ~ delimit.ates t.he cornmands • / 
v oi d t. rc<.1 t men1 _ :i p ( nc on , n li nk, S l iH t ) 
, ........ ...... .......... ....... .. ..... ............. .. ... ... ····· .. .. .... .. .. 
• This funct ion sre :. 'if wr hnvc a l reildy sa ves t.hc l i' üdd , c-s~cs c ont a i ncd in • 
• t he JP pack c ts of the )J nk i oent'it i Pd by · ncon, 1di n k ' . If i t .ls not ttw 
• c;1se, snves the addresscs i n t he <: omma nd s ' [ i le h y ca lU nq S<JVC command . 
• 's.tnr t ' .ls the j nd c x of thr bcg i nnin g of the IP p11 :: kf''!. . 
.......... .. ............. ... ... ............... .. .. ...... .... ..... ....... ... . , 
i n t ncon , n l ink : 
i n t s t.ar t; 
uns .i gned cha r 
i n t 
cmd I MAXSJZ E] ; 
J ; 
.i f c o n n (nc on ) . li nk.sln li nk ) .i p - - false 
c onn{ncon) . li nk. s fn link ) . l p - t rue: 
c md 1 0 1 " • I • ; 
c md lll - 'P' : 
c md l 2 1 • 
c md {3) • 
~:ml : ~u ~ier i s t ar t+l 2 ] ; 
cmdl6) • buffcr lstart-+13 ) ; 
cmd (l ) • buf fe r(st a rt+14) ; 
~~~1:1.-: ~~f f e r( s t ar t-+15 ); 
c md{ J OJ• ' •; 
c mdfll)• buf fer (start+ l 6 ) ; 
cmd(l 2)• buff e r{start+l7) ; 
cmd jl 3 )• buffer {s t a rt+ l BJ; 
c md[l-4 )• bu ffer ls t a rtt l 9 ] ; 
f or ( i•l S; i<MAXSIZE ; i ++ 
cmd li l • ' ': 
sav e_ comma n d( nc o n , n link, ' i' , cmd ) ; 
J • if we don ' t hav e s avc d th e 
a d d r esscs ye t • J 
J • fil l s i n t he comm.and' s li n e • / 
Le programme de traitement 
1 ·· .. ······ · · ······" · ······ .......... . ... .. . ...... . .. •·••••• .•• • •.•. . . .• . 
• 1hi!i f:i Ir c:ontn,ln ~ a lJ t.h <~ namf" and thP rcs ul l 's t yp<~ Cl f the fur1ct ions • 
• uscd in t.:1e proqram ll' ra tment..c. • 
........... ... . . .. . ....... . .. .... ...... .......... . . . . ... .... ..... ... · ··• • J 
v oi d init key wordlist (); 
void i n iL _ rul e s (); 
void upperc ase( unsigned char • . int., int. ) ; 
inl fjn d_ wo rd( uns i gncd char • , un!iigned char 
unsi gncd char • • ) ; 
unsigncd chnr 
vu .I d tr c aure nt of ru ) e( unsi gned char ·. inl , i nt, int ); 
void lreatment_ links( i nt., char "' ) ; 
i nt search_ counter ( i nt, cal )_ record ) ; 
bool apply_ rule ( call_record, int, command i nt ) ; 
bool treatment_moment ( command • , int, call_ reco rd , i n t ) : 
void d isplay( call_record, int, command .. 1: 
ir1L , 
v oid make_ decaddress( uns.i.qned char ", unsi gned in t " • u ns iqn ed int -. ); 
v oi d t r eatr:tent_of_counter ( i nt • 1: 
,, ,mdcf OEHUG 
~ includ e < f )lc-.h> 
f inr.lude <time . h> 
finc l ude <s ring . h> 
t i.nclude <st.dio. h> 
ï i nc lude <st.dlib. h> 
#.lnclude <s lat . h> 
t)nc l ude <unixio.h> 
t i nc l ude "'da ta_struc t . h "" 
finclude "treatment..h"' 
int. 
bool 
bool 
num_o f _ key: 
all - false ; 
de!il • false ; 
J• by de(ault , we don' t print all t he J inks • / 
/• by defaul t, we present. the information screen 
by screen " / 
key 
condition 
keywordl i s t (MAXKE Yt l] ; 
rule IMAXKEY] ; 
int main ( argc , a r gv ) 
I • • •• .. , .. • • • .. • ............ • • • • .... • . .............. • .. • .......... •• ....... .... ... .,, . "' ... • • ........ . ..... • • • ...... .. 
.. This program print.s the informat i on about the links accordi ng to the rules .. 
.. containe::i in the file "keyword . txt ••. • 
............ -...................................... ..... ....................... .. ..... ..... -... ,. .... . ;.; .......... .. ....... / 
int argc; 
char •argv (]; 
init_keywo r d list() ; 
init_rules (); 
treatment_links( argc, argv ); 
exit ( 0 ) ; 
void init_keywordlist () 
f •"' . ......... . "' ................. ,.,. ........... . ................................ "' ......... . 
"' This function init.ializes the list of the keywords to search . • 
• This list is in the file •· keyword. txt". • 
................................................................ , 
FILE "fkey; 
F'ILE • flog; 
int idx, len; 
int i: 
Hfdef DEBUG 
printf( "beginning of init_key word list\n~ l; 
iendi f 
fkey • fopen( "keyword . txt", "r" ) ; 
idx • 0; 
wh ile ( fgets( kcyword li st. lidx) .va l , MAXS I ZE, fkey ) 1 / • gcts the wo rà .. / 
len • strlen( keyword l ist!idx).val ); 
if ( keywordlist(idx).val(O ] • - '!' 
if ( keywordlist [ idx ) .val ( lcn-1) !-
\Jr,•hile ( fgetc ( fkey l !- ' \n' ) ; 
continue; 
J• gels the length ( incl uding 
· \n' if present ) " / 
/"- i t' sa corn.ment • J 
• \n • ) / "' the l in e has been c ut • / 
/" skip s the end of the line • J 
I ~ sk i p s t..he c omment.s • J 
:. t ( keywordlist[id.x).va l{O] - - 'R' U- key word li st [idx] . val [l} • - • ' ) 
J• it' s e rule • / 
if ( keyword l ist (idx ] .val(len- 1) '- '\n ' )/.,. t he line has be en eut • J 
.,..hile ( f getc ( fkey ) !- • \n' ) ; / • skips the e nd of the line • J 
continue; , .. skips the rul es • / 
i f ( keywordlist lidx J. v.?l{ l en- 1] , \n' /'" the word has been eut. • / 
while ( fgetc { fkey } !- ' \n' ) ; t ~ skips the end of the worà • / 
l en- - ; /" d i scards the l ast char frorn the l e:1g: h 
because AAXSIZE includes a p l ace for 
'\n' a nd '\n' i s n 't pre s en t h ere w/ 
if I len > 0 && keywordlist ( idx) . val (len-1] •- ) /• ifthereare 
b l anks a fter 
the vord, 
skips the.~ • J 
i -- ) ; f or ( i-l en-1: keywordlist[idx).val{ i]-•' · && i> - 0; 
l f> Tl - i t 1 : 
jf 1 en ~'" 0 contj rllH•; f • sldps empty J i 11c s • / 
flog f oµcn ( " logL r t. J oq ·· . " ;i"'); 
f p rjntf( f Jog,"th(• word mimbP r \d in t.he '\ <'y word fi le has b f'P n c:ut\n" , 
id x ~l ) ; / " s i gnals the «• rro r in l ogfile • / 
tel ose ( !log ) ; 
c l sc 
keyword l istlidx ) .va l{l e11-l ] ... '\O' ; 
/ • the ...,, o rd isn 'l too l ong • / 
/ • r ep l a c e s ' \n' b y ' \O' • f 
)en--; / • d iscards t.he • \O' from the length • / 
i f ( l en > 0 & & keyword li st. [i dx ) .val( len- 1 ) - - ' ' ) / ... if t. here are 
blan ks a f t er 
the words, 
skips them • / 
for i •len-1; key word list{idx J .va l(i)-• ' • && i>- 0; i--) ; 
l en - i + l; 
if ( len -- 0 ) continue; / • skips empty 1 ines • / 
if ( idx >- MAX KEY / " there are too much keywords in Lhe file • / 
/ " put here bec au s e we must first tr ea t the 
comment' s lines , thr rul es' lines and the 
empty lines ' / 
flog • f open( "logtrt . log " , "a .. } ; , ... signals the errer in logf ile • / 
fprintf( flo g, "'there are more than td keywords \nN , MAXKEY ) ; 
fclose ( !log ) ; 
break; 
keywordlist (idx) . length • l en : 
for ( i-len: i<MAXSIZE; i++ 
keywordlist (idx) . val [i] -
/ " stops reading words • / 
/ • discards garbbage from t he end of 
the line ... , 
uppercase ( keywordlist(idx ] .va l , 0, len - l ); / " capitalizes all the 
l et ters of the word • / 
idx+t; 
f close ( fk ey ) ; 
num_ o f_ key • i dx ; 
if ( num_of_key •• 0 ) / • if the file is e mpty we exit from the program • / 
printf ( '"No keyword to search for. Verify the file key \oi• ord . txt. \n" ) ; 
exit( a); 
Hfdef DEBUG 
p rintf( " num_of_key : ld \n", num_of_key ) : 
for ( i•O : i<num_of_key ; i++ 
#endif 
printf( '"keyword : \:s l enqth: ld \n", keywordlis t!i ] .va l, 
keywo r dlis t (i ). length ) ; 
void u ppercase ( word, begin, end ) 
/ ........................................ .. ........................ . 
... This function c a pit a lizes all lo we rcas e letters o f · word'. • 
• 'begin' is the index of the fi rs t let ter of the word and 'end' 
• is t he index of the last one . 
... • • ... •• • • ,. ...... . .. ,. .... . . . ,. " ......... ,. . ,. ..... ,. ,. ,. ,.,. ,. fi,. •• • ,..,. ... . ,.,. . . . .. ... "- / 
unsiqned char " word : 
int beg in , end ; 
int i: 
Hfdef D~BUG 
print!( "beginning of uppercase\n .. ) ; 
f'en d i f 
for ( i•begin; i<•end; j++ 
if ( 'a' <• word I i] & & word li} <• • z' ) 
word li l • wor d ( i) t 'A' - • ~ • ; 
io if de f DEBUG 
printf{ " end of u ppercase\n·• ); 
~ e ndi f 
voi d init _ ru l e s () 
, .. ........ ................................ ... ...... ......................... . 
• 1'his fllnc t ion rcads t htc· ru l e 5 i L -..roc ~ Î l <' ··Jtpywuto. 1 xi" a11d i riit in ) Î7 l.' :; " 
thf> s t ructu n · of t hf" r u lc!S to Aµp . y w!dl t• rcadlng l hP caJl recor d s' f i le . 
The ruJe o! i ndex "j" appl j c s Lo tn~ word of i 11dex ' ' .i " in the :ilrut:Lu re 
'kpyword : ü;t'. ln Pa ch r ulr, thP firs1 mcmher i: i · h•• minimurn nllrnhc-J of 
Li mes we mu s t hav t~ .!"ee!1 lh t• woro '-O p:- l nt. tht· Jlnc , the .SPcond mcmher is 
t h e periud of timc d u r j nq wh i c~ :. h e occu rrcn c:c:; of ht· wo rd must hüvt• bec n 
!i(~en ( 0 mean s lhat t.h cre j5 rio rcs t dctjo n nbuu t :. •, r pedod of t i me ) 
~fd t~~c ,.t!:l i fe~e~a~! ~ h~ llt~d:i !.~! a;h!;/\~~=-d ( C~lllC~~~~~ ~~a ~h~h~~~Oi\~n r~ rl 
a ny second part ) . Note that a r u 1 e \o'i th an " OR " ma y be e x p r essed as t wo 
" s cparalcd rul es. .. 
........................................... .. .. ... ...... ..................... / 
FI LE 
l n t 
i nt 
i nt 
int 
unsigned char 
unsigned char 
unsigned char 
unsig ned ch1u 
unsig ned char 
unsigned char 
1 ifdef DEBUG 
~!rulc; 
i. j ; 
count. ; 
nb ru)e; 
l e fi : 
li ne (MAXS l ZE J ; 
• pos; 
•p; 
"rule l: 
"rule2; 
" word ; 
printf( " beginning of i n i t rules\n" ); 
ïendif 
nb rulc - 0; 
for ( i - 0; i<MAXKEY; i-++) 
rule li) . count • - 1; 
rule[i].moment • -1; 
rule(i) . ne xt • -1: 
/ • init o f the structure • / 
frul e - fopen( "keyword . t x t ", "r" ); 
wh ile f gets ( line, MAXSIZE , fru l e ) /' get s . line • I 
len • strlen ( line ) ; ,. gets the length o f the line • I 
if 1 1 line!OJ !• 'R• 1 11 1 li ne !l] 1 1 
if ( line (len-1 ) !- '\n' ) ! • the l ine h a s been eut • 1 
whil e ( fget.c ( f r ul e ) ! - '\n' ) ; ! • skips the end of the line • I 
conti nue; / • sk ip s the lines which don' t conta i n rules "/ 
e l se 
nb r ule ++ ; 
if I line llen-1] !• • \n' 1 
/" there is one more rule " / 
/ • the line has been eut • / 
printf( "the rule m.1::-J:>er 'ild is too long \ n " , nb_rul e ) : 
exit ( 0 ) ; 
uppercase ( line, 0, .len- 1 ) ; 
count • 
/ • capitalizes all the 
l etters of the line • / 
Hfde f DEBUG 
tendi f 
printf( .. count fo r OR : \-d \:'1 ", count ) ; 
printf ( ··pos : \-d \n", pos ) ; 
if ( coun t •• l ) 
ru l el - line; 
ru l e 2 • pos + 3 ; 
f • the r ule conta ins an ' OR' • f 
/ • be ginnin g of t he fir st part of the ru l e • / 
/ " b eginnin9 of the second part of the rule • / 
Hfdef DEBUG 
pri~t.f ( ·· rulel: l d ru:e2 
iendi f 
\d\n•·, r u l el , rule2 }; 
/ • .,. e look for o-:.her 'AXD' or ' OR' i r1 t he fir s t par t of the rule. 
i n the f i rst part.. o: t:.he rule we only ha ve co search for an • AN D' 
?~~~u~Ï the fir s:. ca: l o! find_word f ound the fir s t occurrence of 
count • find_word( rulel, pos, "AND .. , 5, •P); 
Pifdef DEBUG 
printf( "cou nt f or an ASD : lid\n ... count ); 
fendi f 
if ( count •• 1 ) t • there is also an 'AND' in the ru l e • / 
printf( "there are a :-: ' OR' and an ' A'JD' in the r ule number 'lid \n .. , 
nb rule 1; 
exi t ( 0 ) ; -
for ( i•0; i<num_ o f_key; i-,..+ ) /"' treats the 1 st part of the rule • f 
count • f j nd wor d ( ~~ !=! ~d)i ~~ 1 tY':]~!~~t :t l l ~.! ~ ~ ü L / • fi n ds tti , 
j f ( c ou n t. .. .. l ) 
ktywo r d of 
t he ru l c - / 
trca t. mcnl_ o f _ rulc( ru l el, r ul c2- nd t: l. i . rib. r u Je J; 
rule l i J .ncxt. ,. - 1 ; 
break; 
i ( ( i . ... num_ of _ kcy ) 
/ • the 7 p11 rt so! t hc r ul l' 
c an be s epar a ted -/ 
J •· we d on' t. f in d a n y keywo rd j n t hr. ru l e - / 
printf ( "the word in the 1st part of rul e \d Î!:rn' t a keyword\n", 
nb_ rule l: 
exit ( 0 ) ; 
/" we look for other 'OR' or 'AND' in t.he second part of the ru l e • / 
count - find_ word( rule2, ,line[len-11, " OR··, ~. &p ); 
lifdcl OEBUG 
printf ( "count for another OR 
f endi f 
\d\n", count ) ; 
i f ( count -- 1 ) / " thcre i s a no t her 'OR' in Lhe r u l e "' / 
printf ( "there are more than one · OR' in the rule numbe:r %d\n·, 
nb_rule ) ; 
exit ( 0 ) ; 
count - f ind word ( ru le 2, , line [ len- 1], " AND 5, &p J; 
tifdef DEBUG 
printf ( "count for an AND : \d\n", coun t. ) ; 
f endi f 
if ( count -- 1 l t• there is a l so an · AND' in the rule "'/ 
printf ( " there are an 'OR' and an 'AND' in the rule number 'kd\n~, 
nb_rule ) ; 
exit ( 0 J: 
for ( i•O; i<num_of_key; it-t ) /• trea t s the 2nd part. of the rule " / 
count - find_word( rule2, &line(l en - 11, keywordlist{i] .val, 
keywordlist I i] . length, ,word ) ; /" finds the 
keyword of 
the rule "'/ 
if ( count •• 1 ) 
treatment_of_rule( rule2, &. line [ len- 1) -rule2+1. i, nb_rule ) : 
rule(i] .next - -1; 
break; 
/"'- the 2 parts of the rule can 
be separat ed " / 
if ( i •• num_of_key J /" we don't find any keyword in the rule "/ 
else 
printf ( "the word in the 2nd part of rul e \d isn' t a keywo rd\n .. , 
nb_rule ) ; 
exit ( 0 ) : 
tifdcf DE.BUG 
f endi f 
printf( "count for AND : %d\n", count); 
printf ( "pos : ld\n .. , pos ) ; 
if ( count •• l ) 
rulel - line: 
rule2 • pos -t 4; 
/ " t he rule contains an 'AND' .. , 
/" beginninq of the first part of the r u le •/ 
/-.. beginning of the second part o f the rule "/ 
,i f def OEBUG 
fendi f 
tifdef DEBUG 
f endi f 
printf ( "rulel Id ru l e2 : 'kd\n", ru l el, rule2 ) ; 
/" we look for other 'AND' or 'OR ' in the r u le. 
in the first 1;>art of the rule we onl y have to search fo r an · OR ' 
~~c~~~~. t~~ !1.rst call of find_word found the f i rst oc:cur:-ence 
count • find_word( rulel, pas ... OR " ~. 'P ) ; 
printf ( "count for an OR %d \n", cou nt ) : 
if ( cou nt •• 1 ) / '" there is also an 'OR' in the rul e "'/ 
fi fdef O!:BUG 
ïendif 
iifdcf DEBUG 
-#endi! 
pr int f( " th,•rc- arf" 'OR ' dlld ' AN D' in Lhr r ul c- 11umber \d \n ··. 
nb r u u · ) ; 
ex i L { 0 ) ; 
f or ( .i•O; i<num_of _ key; Î·H ) / • lrca t s the 1st part 
of the ruJ e • / 
if ( count •• l ) 
finds the 
keyword 
of the 
rule • / 
trea t inent. _of_rule ( rule l . ru le2 -rulel, i, nb_ rule ) : 
break; 
if ( i • • num_ of_key) / " we don'L find any keyword in the ru le • / 
prin tf ( "'the word in the l part of rule \d isn ' t a keyword\n"', 
nb_rule ) ; 
exit. ( 0 ) : 
/" w- e look for other 'OR' and 'AN D' in the second part of the 
rule "' / 
coun t - find_word( rule2, &linellen- l ], "/\NO ··, 5, &p ); 
print f ( •·count for another AND l:d\n", count ) ; 
if ( count -- l ) / • there is another • AND' in the ru l e • / 
printf ("there are more than one 'AND' in the rulc number \d \n", 
nb_ r ule ) ; 
exit ( 0 ) ; 
eount - find_wo r d( rule2, &line !lcn- 1]. •· OR 4. &p ) ; 
printf ( .. count for an OR \d\n", cou.nt ) ; 
lf I count -- l ) /""' there is also an 'OR' in the rule "/ 
printf ( "there are • OR' and • AND' in the rule numher ld\n", 
nb_rule ) ; 
exkl O ); 
for ( j•O: j<nUJ'l'l_of_key; j++ ) / " treats the 2nd part. 
of the ru l e " / 
count • find_word( rule2, &line ( len- 1} , 
keywordlist (j]. val, keywordliat [j] . l ength, 
, word ) ; / • !inds the keyword 
of the ru l e ,. / 
if ( count. •• 1 ) 
trea-cment_of_rule( rule2, &l i ne [l en-l ] -rule2 +1, j, 
nb_rule ): 
break: 
if ( j • • num_of_key) /" we don't find any keyword i n t.he file • / 
print.f( "the word in the 2 part of ru le \d i sn't li key"''oTd\n ", 
nb_rule ) ; 
exit ( 0 ) ; 
rule (i} .next - j ; 
rule [ j) . next. • i; 
/ ""' links the t wo par~s of the rule " / 
else / " there isn ' t. an ·OR· or an · AN D' ln the rule • / 
for ( i •O; i <num._of_l<ey; i+-+ ) 
count • fînd_wo:rd( 
i f I count -• l ) 
line, , 1ine(len-l], keywordlist(i ] .val, 
keywordlist(i].len9th, &wo rd );/ • finds the 
k.eyword 
of the 
rule " / 
treatment_of_rule ( line, len, i, nb_rule ) ; 
r ul e li ] .r.ext • - 1; /" the r e i sn't any second pa :-t 
of the rule • / 
break.; 
if I i •• num _of_ k.ey 1 / " we don ' t f ind any k.eyword in t.he ru l e • / 
printf ( "'the wo:-à in the r ul e Id isn' t one of the k.eywo r ds \~··, 
nb_rul e ) ; 
exit ( 0 ) ; 
fel ose( frule ); 
i f ( nb_rule -- 0 /""' if there is no rule in the file, 
ve print all the links '- / 
..i l l • tnie; 
f i f à<· 1 m-:nur; 
for i .i • O; i<num o f kcy; .i · • ) 
t e nd i f 
pri n tf ( " rul c : \ d \d \ d\n"' , ru J c!jJ . cou nt, 
ru l c l.iJ . moment., nJ!c{i J .nc x t. ) ; 
int fjnd_ wo r d ( start. , end , word, w_l eng th, p o ~ ) 
1•• · ... ... ..... . . . . . ..... . .. . ... ... . .. . . ... ... .. . ...... .. ........ . . ... .. . 
" Th i s fu nction looks t o s ee if the word po inted by ' wo r d' is presc nt • 
• b e t ween t he chara c ter po i n t ed by 'st.a rt ' and l he o ne p o int ed by ' e nd' .• 
• l f so, the posi t i on of t h e f i r s l c h a r acter o f th e wo rd i s put 1nl o • 
• • • p os'. ' ,,1 l ength' is the leng t h of the wo r d . • 
..... ... ............. " ... "" ... -·· .... ,. ,. ....... .... ..... ......... ... ......... ... ... ,.,. ,. ..... ,. "" / 
unsi g ned char 
u nsi gned c h ar 
u nsig ned c h ar 
uns i g ned c h ar 
i nt 
unsigned c ha r 
t ifde f DEBUG 
• start ; 
•e nd ; 
•wor d ; 
" •pos ; 
w_ length ; 
"place; 
p ri nt f ( " b egin ning of fi nd _ word\n" ) ; 
4 e nd i f 
p l ace '"' memchr ( s ta rt, •wo r d, end-star t -tl); / • scarch s f or the fi r st occlnrenc e 
o ( t he c har "word • J 
iifdef DEBUG 
pri ntf( "plac e : \ d \ n ", p l a c e ) ; 
#endi f 
i f p l ac e - • NUL L f • t he r e i s n't s u ch a n o ccur re nce " / 
return ( ) ; 
e l se 
while ( p l ace !- NULL l 
if ( memcmp( pl a ce, word, w_l ength ) ! - 0 ) 
p la ce • memchr ( place+ 1, • word, e n è - p l ace ) ; 
.f i f de f DEBUG 
p r int f ( "pl ace : 1-d \n" , place ) ; 
.f endi f 
else 
/ " compai r s the end of 
the wo r d • / 
/ ' i f i t i s n' t the s ame, 
s e ar ch.s f or the ne xt 
oc currence • f 
•pos - p l a c e ; 
r e turn( 1 ) ; / " t h e wo r d has b ecn fo u nd "' / 
return ( 0 l ; /" the wo r d h asn' t b een fo und • / 
voi d tr eatment_of_rule ( l ine, len gth , num, nb_r ul e ) 
J • . .. ,.. ,. ••• " .. . ,. " •• • ••• • • • " .. . .......... . . ,. .. ... . . .... ,. .. . .... . ... . .. . " .. ..... . "' . " • • "" •• 
• Th i s function t. r e a t s the rul e cont a ined in 'line' and piH ... s i t in t he • 
str utur e · r ule' . 'l e n gth' is the l e ngth of the lin e . 
· num ' is the i ndex of the wo r d f ou nd i n the r ule . 
' nb rule ' is t he numb e r of the r yule t r eat.ed. 
ThiS is o rgani z e d a s f o llow : for t he wo:-d o ! in de x i , we f i n d i n 
the s truct.ure at t h e p l ace 'i' t he mi n i mum nwnbe r o f t i mes we mus t hav e 
seen the word, t h e i n t erval o f time b e t wee n t h e oc currenc e s of the wo r d 
and the index of th e o the r wo rd wh ich a ppears in t he .s e c o nd p a r t of the 
ru l e if we h a ve a ru l e wit h a n " AND .. . Note that a r u le .: i t h an " OR" ma y 
be expressed a s t wo d iffe r ent r u l e s . 
...... ... .... .......... .. ..... .... ......... .... .. .................... ...... / 
unsi g nec char • l in e ; 
i nt num; 
int l e ng th; 
unsigned char • pos ; 
fif d ef DEBUG 
p rint!:( .. b eg i n ning o f tre a t men t of rul e \n " ) ; 
#endi f 
if r ule l m.un ] .coun t ! • - 1 ) ; • the wor d a l re a dy a ppea r s i n a r ul e • / 
print f ( "the word nwnbe r -I d occurs in more than one r ule\n", nu.m+ l ) ; 
t--X i 1 ( 0 ) ; 
po s • mcmchr ( li nc, '('. J enqt h ) : 
i f ( pos ! • NULL ) 
f • .:>C"11r ch ~. f or the '{'. 
/\1 t r r t in~ '(' -..•c rv t•nl uall y 
f i 11 è t hf' j ntcrva l o ! t..imt' • / 
pos·H: f • points to t he cha r a!t cr '(' • / 
ru]e(num J .moment • a l oi ( pos ) ; / • convcr Ls t.he char int. o an i nt • / 
.l ! ( ru l e ( num ) .moment< 0) / • t h e i n e r val of ti me i s :;ma ]l rr t h a n O • / 
print!( " the t.ime' s restric.tjon i n Lhe rulc !i.d if; smaller t.han O\n", 
nb_ rule ) ; 
exit ( 0 ) ; 
else rule(num J .moment • 0; 
pos • memchr ( line, • >', lengt.h ) ; 
1 ( ( pos ! • NU L L ) 
µos•+ : 
if ( •pos .... • • • ) 
pos++; 
ru l e(num] . count • a toi ( pos ); 
if ( r ule (n um). count <• 0 ) 
/ • there is no · (' in the rulc • ; 
/ • searchs for the ' >' . 
Aft.er • >' we fi nd the '-• and thcn 
the count.er (or the word • I 
/ "' if t.hc '>' is followed by an '•' • / 
/ • converts the char i nto an int ., / 
, ., t.he coun t e r is <• 0 • / 
printf ( •·the counter o( the r ule \d is s111a ll er or equal t o zcro\n", 
nb_rule ) ; 
ex it ( 0 1; 
el.se / ., the • >' i s not followed by an '•' • / 
pr i ntf ( "missing ' - • in the rule numbcr \d \n•·, nb_rule ) ; 
exit ( 0 ) ; 
t • there is no '>' i n t.he rule ., / 
print f ( "mi ssing '>' in the rule n\lff\Der \d\n", nb_rule ) ; 
exit ( D ); 
1 if de f DEBUG 
printf( "rule \d \:d \:d\n", rule(num).count, ru l e [num] .moment); 
♦ endif 
void treatment_l inks ( argc , argv 1 
, ............................... ............................. ..... ......... .. 
• This fun c tion reads the call records' file . the corr.mands' fi l e and prints • 
• the lines whi ch must be printed according to the r ules. 
• • a rgc' contains the number of arguments passed wh e n ca lling the program 
" • argv' conta i :-is the list of these arguments ( one o f these arguments 
" s h ould be the na.-ne of the ca ll records' f i le we wa nt to treat . 
..................... ....................................................... , 
int arqc; 
char • argv{J; 
int ! d , f dcmd: 
int ?'es, ok; 
int i; 
int maxindex; 
char • usa ge • ~usage 
fil ename ( l28 ] : 
ret; 
treatment 1 -a ] ( - d l filename\n "; 
char 
char 
boo l 
call_record 
corr.mand 
corr.mand 
struct s tat 
i mpression; 
link: 
• ptr: 
• (il e ; 
buf; 
!or ( i •l ; ( i<arqc ,, ( •~ r gv li ] -• 1 l ; ++i / • treat.rr.ent of the 
parameters • f 
switch ( argv ( i ] I l} 
case ' a' : all • t.r ue: 
break; 
! • we have te pr int all the links • / 
case 'd' : def il • true ; / • "'e àon't have to stop aftcr each screen • ; 
break: 
àefault 
if ( i<a rgc 
print f ( usage 1: 
ex i t ( D 1; 
/ .. there is a mistake in the syntax * / 
f d - open ( aegv [i), O_RDONLY, 06H 1; / • opens the file • / 
if fd <- 0 1 , .. there is a problem with the file • / 
pr i nl f( "\nVP d fy thf' namt" of the fj )p \n\11" ): 
rx i t. ( ) ; 
clse 
/ • bu il ds the name of t hP c·ommand.s' fj le • / 
sprinlf( filename, "commanrl \s", st. r r ch r( ergvl jJ , ) ): 
f i fdef OEBUG 
printf( "name of the comma nds' f i.le 'i, s \ n", filcnilmc• ): 
# endi f 
else /" there is a mi!>loke in t he s yntax of the command • / 
printf( usage); 
exit { 0 ) ; 
Hfdef DEBUG 
pri nt f ( "fd : \d\n.,, fd ) ; 
♦ endif 
/" put.s the commands' file in memory "'/ 
!dcmd - open( filcname, o_R0ONLY , 0644 ) ; 
ti f de f DEBUG 
print f ( "fdcmd 
fendif 
\d \ n··, f dcmd ) ; 
if fdcmd <• 0 l 
printf ( "\nWarning 
maxindex • 0; 
/ ... thcre i s a pr-ob l em wit h the commands' file • / 
there is no comm1nds file\n\n" ): 
! • t h ere is no comma nd • / 
else f• there is no pr oblem with t he commands ' file • / 
res • fstat ( fdcmd, &bu f ) : 
Hfdef DEBUG 
f • obtains the information concerning 
the file • ! 
printf ( "res for fstat 
tendif 
'kd buf.st_size ld\n .. , res, buf.st size ); 
file • ( command .., ) malloc ( buf .st_size -+ l ) ; / ... reserves the s pa ce in 
memory "/ 
if file •• NULL /"' there is not enough memory • / 
printf( '"There is a not enough memory, launch the program again\n" ); 
close ( fd ) ; 
close ( fdcmd } : 
exit ( 0 ) ; 
tifdef OEBUG 
printf ( .. file : 'ild\n", file ) ; 
f endif 
/• nu1nber of structures in the file "'/ 
/
9 closes the files be f ore exi t ing • / 
maxindex - ( buf .st_size ) / ( s i zeo f ( conmand ) + siz.eof( cha r ) ); 
t i fdef OE:BUG 
prin tf ( "sizeof ( corr.rr.and 
maxindex ) ; 
tend if 
ptr • file; 
t i fdef OEBUG 
p:-intf( "ptr : \d\n'", ptr ); 
tendi f 
%d maxindex \d \n' ', size of ( comrnand ), 
f • reads the corn.ma n ds and puts them .in the structure in memo:-y ... , 
whi l e ( ( res • :-ea d( !dcmd , ptr, sizco( ( com.mand ) ) ) ! • 0 ) 
p-;r++; 
ok - read ( f d cmd, &ret, sizeof( ch1 r ) ) ; / • reaàs the CR sepir at. ing the 
the comma nd s • / 
i f ret ! • ' \n ' ) 
printf ( "\nWarn ing : ., ) ; 
printf ( "problem with the reading of the comrnanàs fil e\n\ n" ): 
break; 
lifdef DEBUG 
printf( "res ld\n", res ) ; 
flr ndi f 
, i rae! DEBUG 
prjnt. f( .. r<-s \d\n .. , res ); 
tcndj f 
close( !dcmd ); 
#lfdcf OEBUG 
ptr - file; 
for i•O ; i<maxindex; i+-+ 
printf( "id_l.i. nk2 : tu origin 
pt r++; 
#endif 
lc\n", ptr->id_lin k 2 , ptr- >or igin ) ; 
while ( ( res - rcud( fd, &l ink, sh.eof ( call_record l ) ) !• 0 
ok - read( fd, &ret, sizeof( char ) ) ; t • reads the CR sepa rating the 
call records • J 
if ret !• '\n' 1 / "' there is a probl e m wit h the rea d ing o f t he file .. / 
print f ( "problem with the reading of the call !"ecords (ile\n·· ) ; 
close( fd ) ; 
close ( fdcmd ) ; 
exit ( 0 ) ; 
impression - false; 
if ( al l •• t r u e 1 
impression - t!"ue ; 
else 
/"' we have to print a l) the links .. , 
i - search_counter( 0, link ) ; J• searchs for the first counter 1 - 0 " / 
wh ile ( i < MAXKEY ) / " while t.here is a count.er !- 0 " / 
#ifde f DEBUG 
printf ( "counter !- 0 \d\n .. , i ) ; 
f endi f 
impression - false; 
if ( rule (i] . cou.nt ! - - 1 ) J• there is a rule f o r this counter • t 
imp ress ion - apply_rule( link, i, file, rnaxindex ) ; 
fifdef DEBUG 
printf( .. impression : \d\n"' , imp r ession ) ; 
#endif 
if impression -- false ) / • if there is no ru l e or if t h e rule 
doesn ' t say to pr int t.he link ,.. , 
i • sea rch_counter ( i+l, link 1; 
/"'- searchs for 't.he nex t. count.er ! - 0 • / 
else break; 
if impression -• true ) 
di spla y I link, max ind ex , fi le 1 : 
close ( f d ) ; 
int search_counter ( !ltart., link ) 
/ .......................................... .. ................ ...... ... .. 
" This func't.ion searchs for the first counter d ifferent. f r om O for t he • 
" link 'link ' st.a rtinq from the counter wi t h index 'start.' . 
" It. returns the index of this count er or MAXKE Y if there i sn't any 
" counter different !rom O. 
fi .,,. ... fi*" Il ... •• .. • ,of<" a JI• • " 'O ,o "",.a ..... ,.•" 'llf< "" 11 • • 'O" • "• • • • • ,o ,o 'O._• • •"• . .. • • -. o 1" •" • / 
int sta r t: 
c all _ record link ; 
int i; 
for i•start. ; i<M>.XKE Y; i++ 
if ( link. count [ i] > 0 ) 
return( i ) ; 
return ( MAX KEY ) ; 
/ " returns the index of the counter !- 0 • / 
/ " the re isn' t any counter ! - 0 • t 
o oo, n p p, y 111J t ·( ~ir1 k, 11b r ul (• , f iic, rr.,1 x :nd ex ) 
I . • •. • . .. • ...... . . • •.,. • ... • • • •. •. • • • • • • ... . • • • • . • . . . • " . .. . • . . • • • • • • ... . . 
Thi s f unc l i on appl j e!-\ t.hP rulc- numbe, 'nb r u)p' t.1, 1.hc 1 in k ' 1 i n k ' 
ana re t..ur n s t r...ie i.f I he ) j ne mu!• t be pr jnl ed or l •~~!'- 1' i f Lhr l ine 
· mus t no t bc p r j nt. ed. 
• • !il e' poi n t!> to the Lirsl corrunand of L t i e comma11w,' f i Je and 'm;1x indc x' • 
• is the number o f c o mmands in 1.. hc f il e' . • 
··· ······ ·· · .. ............... ... ........ ... ... .. ........... ...... ........ , 
cal l_ record lin k : 
command " f il e ; 
int. nb r ule; 
int maXinde x; 
i n t ne xt ; 
bool o k : 
! if de i DE BUG 
p rintf ( "beg i n ni ng of appl y r ul e \n" ) ; 
lendii 
if ( link.co unt! nb_rulc ] >- r ul e lnb_ rul e ] .cou nt. l J • acco r d i ng t.o o ne pa rt 
of the rule. (c ount) 
the li n e mus t be 
pr i n t ed .. , 
i f ( rule (nb_ rule ] .rnoment > 0) / .. if there i s a restriction about the 
moment. at which t h e wo r ds pa s sed .. / 
maxin dex, l i nk , n b_ ru l e ) ; ok • t rea t me nt_moment ( file, 
else ok - t rue; / • the re i s n o r e stric t ion a bout the i nt.erva l of time " / 
f i fde f DEBUG 
pri ntf ( "ok %d \ n•· , ok ) ; 
fen d if 
if ( ok t.r ue ) 
n e xt • r ule [ nb _ r ule ) . ne xt.; 
if ( n ext !- - 1 
J • if t h e line must be print ed .. , 
J • i nde x of t h e wo r d concerned by 
:.he s e c o nd par t o f the rule , 
i f a n y • / 
/ ' the r e :. s a se c ond pa r t in the r ule • / 
i f ( link..count (next] >• ru l e (nex t ] . c o u.""l. t) J • according to t he 2d 
pa r t o f the ru l e, 
(c o unt) t he li ne 
must be print ed • J 
i f ( rul e ( ne x t } .moment > 0 ,,._ i f t.here is a r e stri c tion about 
t he moment at whic h the word s 
passe d ,._ , 
ok. - t.reat.ment_1110nie n t ( file, rnaxindex, link, next ) ; 
else ok • t rue; 
re t urn ( o k ) : 
e lse return ( f als e ) ; 
e l se return ( tru e ) ; 
e l se return ( f alse ) ; 
e l s e r e t u r n ( f a l s e ) ; 
/ " the r e i s no r estri ction a b out 
t h e i nt. erv a l o f time • / 
J• accord i ng to the secon d part of the rule, 
(count) t he l ine must no t be pr int e d • / 
/ "' there i s n o secon d pa rt. o f t he ru l e .. / 
, .. according t o the f i r s t. pa r t o f t he rule , 
(moment) che line mus t nec be p r i nt ed • t 
/ " a c cordinq t.o t h e fi r s t p a r t of t he r ule, 
( count ) t h e line mus t not be p r inted • / 
boo l t r eatment_moment ( file, maxindex, li nk., nb_ rule 
1••······· ··· ·--· .. .. .......... ....... ....... ......... .. ................... .. . 
• Thi s func t ion t re a t. s t he part of t h e rule 'nb ru l e' conce r n i n g the moment " 
a t wh i c h t he comrnands were sec n on t h e link 'Tin k' . 
I t. r eturns true i f th e part of t he : ul e c oncerr.i ng t h e peri od o f time i s 
ve ri f i ed. 
It. i s b a sed on the chrono l ogy of the c o mma nds ' f i l e. 
' f i l e ' po int s t o t h e firs t c o:nma nd of t he f i le a nd 'maxinde x' i s t he 
numbe r of c omr.1ands i n the f il e . 
• ' " .. . ... ........ .... . ... . ., ..... .. .. .. .. .. . .. . .. . . ....... . .. .. ..... . "' , .... . , . " . .. .... .. ... . ... "". " • • • ., .. I 
i nt. 
int. 
c om.-nand 
rnax i ndcx ; 
nb_ ru le; 
• f ile ; 
ca ll_re cord l i n k ; 
in: i ; 
int COU !'l t ; 
i nt num; 
char " p ; 
co:r.mand •pt :-; 
time t mi n; 
t. ir.ie:t. max; 
tiidei OEBUG 
p rint f ( " beginn i n g o f trea t rnt"nt_ l"'..ome n t\n" ) ; 
iendi f 
pt r ri lt•; 
rium '"" 0; 
m.i n - 0; 
m.i x ... MAX1N1 : 
for i ""O ; j <maxincicx; iH 
f • we ignore t.he commands saved a s .. old_ser ver" • I 
if ( ( ptr - >id li nkl • - link.idl ) && { p t. r - >.id_ l ink? .., . J ink . .i d2 ) &, 
( ptr - >orTg i n ! - 'o' ) ) 
uppcrcnse ( plr->cmd, 0, MAX Sl ZE - l ) ; J• c.apjlf1]j ze.s al) the letL ers 
of Lh t-'! command bectiuse we 
wnnt. H ciase unnensj tj ve 
search i.n the trea t ment of 
the rules ... , 
count - f i nd _word( &(pt. r->cmd [ O]) , &(ptr->cmd fMAXSIZE-11), 
keywordlist {nb ru l e ] .val, 
keywordlist [nb: rule] .len gth, 'P ) ; J• sees i f the 
command 
contained 
the word 
concerned 
by the rule " / 
fifde f DEBUG 
printfl "\d \d " , &(pt r - >cmdlOJ), &(ptr->c,. d ( MAXSIZE-1)) ): 
pr i ntf( "\.3 \d \n", keywordlist !nb rule) .val, 
keywordlist{nb_rule J .length ) ; 
printf( " 1s\n", ptr->cmd ); 
printf ( •·count \d\n", cou nt ) ; 
#endif 
if ( count -- l ) 
nurn+t: 
f • the command conta i ns the word " / 
J • there is one more c o mmand con t a ining the word •; 
!ifdef DEBUG 
print f ( ·· num \:d\n .. , num ) ; 
fendif 
if ( num •• 1 ) 
min - ptr- >moment; 
f• records the time of the first command 
containing the k.ey \,,,·ord 11 / 
else if ( num •• rule [ nb_ ru l e) . count 
max - ptr->moment; 
pt.r++: 
H!de! DEBUG 
printf( "max ; \-u min : \-u\n"", max , min ) ; 
printf( "'moment : l:d\n " , rule [ nb_rule] .moment ) ; 
-#endif 
if max - min <- rule(nb_rule ] .moment 
return ( true ) ; 
else return ( false ) : 
void d i sp l ay( li nk, maxindex, file ) 
f• records the time of the 
cornmand nu:m.ber 
rule (nb rule] .count 
cont.aining the word • / 
f • goto the next cornmand "/ 
/• if the int.erval of t ime 
is repected "/ 
f • ....................... - ......... ". " ... .. ..... ... " .... ., . .. . . ,. .. ..... ,.. ... . .. ... 
... This fonction displays t. he in f ormat.ion about the l ink 'link •. " 
.,., 'file' points t o the first command of the commands' file a nd 
• 'max index ' i s the number of cornmands o! the con:.r;.a :--i ds' f ile . 
............... ..... ... ......... ............................... . , ; 
call_record l i nk: 
command • file; 
i nt max i ndex; 
unsigned int 
uns i gned int. 
int. 
int 
static int 
struct tm 
comml!nd 
src decarea, des t decarea; 
src:decnoc:ie, dest:decnode; 
i. j: 
du ratio:,; 
counter • 1: 
" ttm; 
•pt r; 
make_decaddress( link.src_node, &sr c decarea , &src decnode ) ; 
- f • put$ the source address in the 
f onn AA.NNNN " / 
make_decaddre.ss( link.dest node, &àest decarea, &dest decnode ) ; 
- -;• puts t he deStination address in the 
forru AA .NNNN "'/ 
if ( link.order •• 'r' ) / • pri nts the nodes address in the goo c:i ord er •" / 
printf( "'\2u.\- ïu 
printf( "%2u . \-ïu 
src_àecarea , src_decnode ) ; 
dest _ deca rea, dest. _ decn od e ) : 
pri ntf ( " l; 
cl sr-
if ( link.ordet .. . • i' ) 
pdnt. f ( "%2u .\ - 1u " dest _ decareil, dest _dcr-r,cde ) ; 
print.. !( "%2u.rt-1u" src_decarea , src_decnoc1e i: 
pdnt.f( " ) ; 
c J sc 
printf( "%2l1.\-7u ·• src_decarea , src_ decn odc ); 
print:.f( "%2u.%-7u" dest _ dccarea, dest _decnode ); 
pr i nL!( " \c ", link.order ) ; 
print.! ( "\l5s \l~s ", l ink.src_ uname, link.dest_uname ); 
for ( i •O: i<MAXKEY; 1++) 
printf( "lkd ", link . count(i] ); 
ttru • l ocaltirne( &link . bcqin ); / • puts t he time in f orm hour - min- sec • / 
printf ( " !\02d- 't02d: 102d: \02d .. , t.tm-> tm_mday, t.tm->tm_hour, ttm->tm_ min, 
t.trn->tm_ sec ) ; 
dur.ation - link.end - link . begin; 
printf { .. %5d .. . duration ) : 
/• calcula t es the duration of the link • / 
printf (" %02x " , link . disc reason); 
prlntf ( " \n" ) ; 
if ( de!il •• false / • we have to cc Lent the lin es to dj splay the 
information screen by screen "'/ 
counter+i ; /t there is one more line on the screen • / 
tre.atment_of_ counter{ &counter ) ; /"' treats the number of lines on the 
screen • / 
ptr • file; f • searchs for the commands associat.ed with the call record " / 
for i •O; i<ma x in dex; i++ ) /" for al 1 the commands • / 
#lfdef DEBUG 
-#endif 
printf( "link. idl %u ptr->id_linkl 
printf ( "link. iè2 %u ptr- >id_link2 
%u \n ", link. idl, ptr- >id_linkl l: 
\u \r.", link.id2, ptr- >id_link2 ); 
if ( ( ptr- >id_linkl •• link. idl ) & & ( ptr->id link.2 -• link.. id2 l 1 
/• if the co:mmind belon9s to the link • / 
ttm - localtime ( &ptr- >moment ) ; /• ~~~:-~~~-;!~e .}n the form 
printf( "\02d:\02d:-102d - ", ttm- >trn_hour, ttm- >tm_min, ttm->tm_sec 1: 
if ( ptr->origin - • 'i • ) / "' if it is a line containing 
IP addresses "/ 
/ • prints t.he addresses in hexa •/ 
printf t "%c\clc\c-lc 'rd. \d. %d. \d-lc\c%d. \o. \d. \:d\n", ptr - >cmd { 0] , 
ptr - >cmd [l], ptr - >cmà [2], p-=r->cmd[3), pt.r->cmd[4}, 
ptr->cmd [5 ] , ptr->cmà(6 ] , p:.:-->cmd(7] , pt.r->cmd[B ) , 
ptr - >cmd (9], ptr - >cmà ( lO], ptr - >cmd!ll], ptr- >cmd(l2 ], 
ptr - >cmd(13]. ptr- >cmd[l.lJ ] ); 
e l se 
printf ( " %c : ", ptr - >oriqin ) ; 
for ( j- 0: j<MAXSIZ E ; j++ 
/"' control characters are replaced by spaces •; 
if ( pt.r - >crr.è [ ⇒ l OxOO ptr->emd 1 ⇒ l OxOl 
ptr - >crr.d (J] Ox02 ptr->cmd l J] Ox03 
ptr - >crtd li l 0x04 ptr->c:nè ( ⇒ 1 0x05 
ptr- >cmd I J l 0x06 pt.r->cmd ( J) 0x07 
ptr->cmd li l 0x0B ptr->cmd( r 0x09 
ptr->cmd 1 ~] Ox Oa pt!'. - >c:nd l l OxOb 
pt. r->cmd lJ) OxOc pt:-->c:nd l l 0x0d 
pt.r->cmd ( ⇒] OxOe 
~~;=~~~ [31 OxO f ptr->cmd (J) 0x!0 Oxll 
ptr->cmd f ⇒] Oxl2 ~~~=;~~ ! 11 Oxl 3 ptr->cmd {J) Oxl4 Oxl5 
pt.r - >cmd i ⇒ l Oxl6 p<r - >ccnd l il Oxl7 
ptr - >crr.d [~ l OxlB pt.r - >O'!'ld { ~} Oxl 9 
ptr - >cmd [ J] Oxla p"tr - >c:md[J ) Oxlb 
ptr->cmd (j} Oxlc ptr - >cmdl il Oxld 
ptr - >cmd [j J Oxle ptr->cmd l Jl 0xlf 
ptr - >crr.è I j J 0x7f ~~~ =~~~, ~1 0xB0 ptr->cmè I j J Ox8l Ox82 
ptr->cmd I j l Ox83 p<r->cmd { il 0x84 
ptr - >crr.d [J J Ox85 ptr->cnd l Jl Ox86 
pt.r - >cmd [j J Ox87 ptr->ond I j l 0xBB 
ptr- >c".d li l Ox89 ptr->ond l ~l Ox8a 
ptr->cmd (J] 0xBb ptr->cmd l Jl Ox8c 
ptr->crnd li l Ox8d ptr - >cmd l il OxBe 
ptr- >cmd {J) 0x8f pt.r - >cmd l Jl Ox90 
ptr->cmd lj l 0x91 p-:.:- - >cm~ ( ⇒ i 0x92 
p-:.r->cr.:è IJ] 0x93 p:.r-> c:m.a t J 0x9~ 
ptr->cmd lj l 0x95 ptr - >cmd[ r Ox96 
~~~=~~~~ f 3 ~ Ox97 ptr->cmd ( ] 0x98 0x99 ptr->cmd l l Ox9a 
ptr->cmd ( ⇒] Ox9b ptr - >crr.d l il Ox9c 
ptr->cmd(J] Ox9d ptr - >cmd ( Jl Ox9e 
ptr->cmd {j l 0x9f p~r->c:md[ j] 0xff 
printf( . .. ); 
else 
printf ( "\-c", pt r - >cmd ( j l ); 
printf( " \ 11" ); 
i { ( de fil * "" fa ) .5e ) 
count.er ➔ i ; 
f • wr hn ve to co1 mt the l:i. ne t o dispJay the 
inform.iU on sc rc ... cn by ti cre~ n • J 
f • thcrc is one mon~ llne on th<~ :.cr-een • / 
treatment_ of_ counter ( &counter ) ; / ' tr eu ts the numb e r of ) ines 
on the scrc en • / 
ptr~ ➔; / • go to the next c rnnma nd • / 
void ma ke _ decaddress ( addr, area, node ) 
I " • • • • • • .. • • .. • ,. .............. • ...... • .. • • • • • .. • .... •" .. • • • .. • "'• • "• " .. "'• .. • .. • ...... • • 
• Th is f unction returns the node a ddress 'addr' in the f orrn • 
• A.A. NNNN ( Area. No d e ) . 
• The area number is in ' .. area ' an d t.he node number in in 
• • •node' . 
......... .. ......................... .. .. .... .... ... ........ ......... ...... .............. .. .......... , 
unsigne d c har a ddr ( 2) ; 
unsigned int .. area ; 
un s igned int .. node ; 
unsig ne d int temp: 
temp • ( ( addr Il) « 8 1 1 addr 10) l; /"' c a lculat. es the add r ess .. / 
f • cal culates t h e area • / •a rea - temp 1 024: 
• no de • temp 1024 ; / • calculates t h e node "'/ 
voi d treat,nent_o f _c ount er( count ) 
/ ... ,,,. ,,, ..... .................................... ,. ... .. .......... "' ......... .. . 
• This function controls the number of lines on t h e screen • 
• • count' conta ins th e number of lines n ow on the scrcen . 
. . . .. "· ............................................................. ,,. ......... " / 
int •count; 
c h ar c: 
if ( ! ( •cou.nt 1 20 )) f• if t h ere are 19 lines on the s creen " / 
print f( "\npress return to continue\n" l; 
scanf ( .. ,c •·, ,c ) ; / • wa its for the CR t o continue • / 
•count • l; 
Annexe 2 
L'utilisation des programmes 
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What is the program for 
The program monitors the different Decnet links entering and going out of CERN 
and tries to discover the suspicious ones. 
The objective is to find people who try to connect to machines at CERN and who are 
not authorized. Indeed, these people can cause lots of damage inside CERN : unauthorized 
reading of information, unauthorized change or removal of information, ... The pro gram 
also detects people who try to connect to extemal machines without authorization from a 
machine at CERN. With these people CERN may get a bad reputation in the field of 
security. 
The aim of the program is to detect the security violations not to prevent them. The 
program collects information about the links and analyses this information in order to find 
some intrusion attempts so we can learn significant information about the intruders and 
their methods. 
What the program does 
The program intercepts Decnet packets on the network. On basis of these packets, it 
monitors the different links and tries to discover the suspicious ones. This is done by sear-
ching for some keywords in the packets, like "password", "user authorization failure" ... 
and counting the nurnber of occurrences of these keywords seen on a link. The prograrn 
also reconstructs the lines typed by a user who made a "set host" and the response sent 
frorn the host to this user's terminal. Once a line is reconstructed the prograrn searchs for 
some keywords in this line and if a keyword is found the line is saved in a file. 
By default, this search is case unsensitive but a case sensitive search is offered as 
option. 
The prograrn also detects the IP packets encapsulated in Decnet packets. The IP ad-
dresses contained in these packets are saved in a file. 
The information conceming a link is saved in the forrn of a call record. 
For each link, the prograrn records in the call records file the address of the source 
node and the destination node, the sens of the link, the source link and the destination 
link, the source username and the destination usernarne, the nurnber of packets observed 
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on the link, counters for the keywords, the reason of the disconnection, the hour the link 
was created, the hour the link was aborted and an identifier of the link, given by the 
program. 
The commands file contains all the "suspicious" commands and the IP addresses of 
the IP packets encapsulated in Decnet packets together with the identifier of the link on 
which they were seen, the hour they were seen and their origin ( i.e. the host, the server, it 
isn't a CTERM connection or IP addresses ). 
It is possible for the program to only consider the links for which the origin is in 
CERN in the search of keywords and the reconstruction of the lines. 
The results' files 
Each hour new files are created. 
The name of the call records file is built as follows : 
Call_records_dd-mm-yy-hh.dat 
while the narne of the file containing the suspicious commands is built as follows : 
Command_dd-mm-yy-hh.dat 
where 
dd represents the day of creation of the file, 
mm represents the month of creation of the file, 
yy represents the year of creation of the file, 
hh represents the hour of creation of the file. 
Each day at midnight the information concerning the links created during the day but 
not yet saved is saved in the call records file of the day. 
These files are created in the directory where the monitor runs. 
These are binary files and another program will have to read these files and display 
the information on the screen. 
The keyword.txt file 
The keywords to search for in the packets and in the reconstructed lines are found in 
a file written by the user: "keyword.txt". This file also contains the rules to apply when we 
display the information. 
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The file "keyword.txt" must not contain more than MAXKEY keywords. If the file 
contains too many keywords, the illegal keywords will be ignored and a warning will ap-
pear in the logfile. MAXKEY is currently 20. 
There is only one word per line, and the maximum length of a word is MAXSIZE-2. 
If the word is longer, it will be truncated and a waming will appear in the logfile. MAX-
SIZE is currently 82. 
The blank characters after a word and empty lines are ignored but not the blank cha-
racters before a word. 
Remark that the search takes into account each sequence of characters that corres-
ponds to a keyword. So, if you want to search, for example, the word "user" the word 
"username" will also be taken into account. 
A line containing a rule begins with "R ". Note that the space is important because we 
may have keywords beginning with "R". 
Each rule may contain an "AND" or an "OR" but only one. If there are several "AND" 
or/and "OR" in a rule you will receive a warning and the program will stop. 
The rules are expressed as follows : 
R keyword >= occurrence ( rime ) 
This means that if the counter for the 'keyword' has a value greater or equal to occur-
rence and the interval of time, expressed in seconds, between the first occurrence and the 
occurrence number 'occurrence' is greater or equal to 'time' the line will be printed. If 'oc-
currence' is smaller or equal to zero and/or 'time' is smaller than zero you will receive a 
warning and the program will stop. If'>=' is not present in one of the rules you will recei-
ve a waming and the program will stop. 
We can also have : 
R keywordl >= occurrence! ( timel) AND keyword2 >= occurrence2 ( time2) 
R keywordl >= occurrence! ( timel ) OR keyword2 >= occurrence2 ( time2) 
Be careful the spaces before and after "AND" and "OR" are necessary. 
A word may only appear in one rule. If a word appears in more than one rule, you 
will receive a warning and the program will stop. 
If a word in a rule is miss-spelt or doesn't figure in the keywords list, you will receive 
a waming and the program will stop. Nevertheless, words may be lowercase or uppercase. 
The match is case unsensitive. 
The maximum size of a rule is MAXSIZE-2. 
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If a rule concerned a word ignored during the search because there were too many 
keywords, you will receive a waming and the program wi ll stop. 
A line beginning with '!' is a comment line. 
Be careful the treatment program must be executed with the same keywords file as 
monitor. Nevertheless the rules can be modified. The important thing is that the file 
contains the same keywords in the same order. 
Be careful if you change the keywords file, you have to start the monitor program 
again if you want the new words to be considered. 
If the keywords file doesn't contain any keywords, you will receive a warning on the 
screen and the programs will stop. 
The keyword.txt file must be in the directory where the programs run. 
The routers.txt file 
It is also possible for the program to ignore the connections between some addresses. 
These addresses are found in a file written by the user, the file "routers.txt" . 
The purpose of this is to ignore the packets which enter CERN via a router and go out 
of CERN immediately via another router. These packets are of no interest for us. 
The addresses are the Ethernet addresses written in hexadecimal, and there is only 
one address per line. 
The file must not contains more than MAXROUTERS addresses. If so, the illegal ad-
dresses will be ignored with a warning in the logfile. MAXROUTERS is currently 10. 
An address contains 6 bytes, i.e. 12 characters, between 0-9 and a-f. If it contains 
more than 6 bytes, it will be eut ( only 6 bytes will be considered ), with a warning in the 
logfile. If it contains less than 6 bytes, the address will be filled with 'O' , with a warning in 
the logfile. 
The bytes may be separated with '-'. These separators must be placed properly. 
Blank characters be fore or af ter the address and empty lin es are ignored. 
Aline beginning with '!' is a comment line. 
Be careful if you change the file , you have to start the program again if you want the 
new addresses to be considered. 
If the file is empty and the program is asked to ignore the connections between some 
addresses , you will receive a warning on the screen and the program will stop. 
The routers.txt file must be in the directory where the programs run. 
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The logfile.log file 
This file contains ail the warnings about the reading of the files "keyword.txt" and 
"routers.txt" As mentionned above, it will contain a warning if there are too many key-
words or too many addresses, if a word or an address is too long or if an address is too 
short. 
This file is created in the directory where the monitor runs. 
The treatment program 
This program has to read the files and display the information on the screen accor-
ding to the rules contained in the file "keyword. txt". It has to make the link between the 
two result files which is feasible via the link identifier present in both files. 
The treatment program presents the data in the following order : 
source address (in the form area.node) - destination address (in the form area.node) -
link order - source username - destination username - counters for the other keywords (in 
the same order as the words in the file) - starting hour - link's duration - reason of the dis-
connection - eventually, below this, the suspicious commands seen on the link together 
with the hour at wich these commands were seen. The hour is at the beginning of the line. 
The link order takes the value '?' if we don't know which node has initiated the link. 
Otherwise, the link order doesn't have any value. 
The disconnection reason may take several values : 
'00' means that there was no error. '04' means that the destination end user does not 
exist. '09' means that the logical link has been aborted by the end user. '26' means that the 
connect request has been aborted by the end user. '99' means that we haven't see the dis-
connect initiate packet. '98' means that we haven't see the disconnect initiate packet, but we 
had to save the data at the end of the day. '97' means that we had to save the data becau-
se the timestamp became too great. 
The starting hour contains the day, hour, minutes and seconds of the beginning of the 
link. 
The duration of the link is expressed in seconds. 
A command preceeded by 's' is a "suspicious" command sent by the server, i.e. the 
user, in a CTERM connection. A command preceeded by 'h' is a "suspicious" line sent by 
the host, i.e. the system, in a CTERM connection. A command preceeded by 'o' is a com-
mand sent by the server which triggered a "suspicious" response from the host ( this 
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response figures just after the command ) in a CTERM connection. A command precee-
ded by '?' doesn't belong to a CTERM connection. 
(Be careful there can be transmission errors and some cornmands may by preceeded 
by '?' even on a CTERM connection because the byte identifying the type of connection 
on which a command is detected may be corrupted.) 
The 1P addresses detected are preceeded by 'IP'. 
The program may print the information about all the links or print the information 
according to the rules contained in the file "keyword.txt". 
Note that the commands are saved in the file opened when they are detected. Howe-
ver, the call records associated with these commands may also appear in a file at a later 
date. If this is the case, the corresponding commands will not be printed together with the 
call record, they are only printed while reading the file of the day during which they were 
detected. Observe that the call record is in this file because all the call records of the day 
are saved at midnight. If a link exists for more than one day the commands will be split 
into several files and therefore, the printing of the commands will also be split. However 
the printed counters consider all the occurrences of the keywords detected until the dis-
play of the information. The treatment of the interval of time only takes into account the 
commands present in the file of the day treated. 
The logtrt.txt file 
This file contains all the warnings occurred during the reading of the keywords du-
ring the execution of the treatment program. 
This file is created in the directory where the treatment runs. 
Operation 
To start the programs you have to add two lines in the login.corn file : 
monitor:== $disk:[directory]monitor 
treatment :== $disk:[directory ]treatment 
where 
disk is the name of the disk where the program is, 
directory is the name of the directory where the program is. 
You can then start the programs by typing : 
monitor 
treatment filename 
where filename is the name of the call records file you want read. 
This file must be in the directory where the program runs. 
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The program will build the name of the commands file from the name of the call re-
cords file. Y ou should concatenate all the call record files of the day, and all the command 
files of the day before reading them. This can be done with the 'append' or the 'copy' com-
mand of VMS. 
By default the program monitor ignores the connections between routers and consider 
only the links which origin is in CERN for the search for keywords and the reconstruction 
of the lines. Furthermore, by default, the search for keywords is case unsensitive. 
By default the program treatment prints the information according to the rules contai-
ned in the file "keyword.txt" and stops the display after each screen of information. You 
then have to press RETURN to continue the display. 
If you want the monitor to also consider the links for which the source is inside 
CERN, you have to type : 
monitor -o. 
If you want a case sensitive search for keywords, you have to type : 
monitor -s. 
If you want the monitor not to ignore the links between the addresses contained in the 
file "routers. txt", you have to type : 
monitor -a. 
These arguments can be combined. 
If you want the treatment to print the information about all the links, you have to 
type : 
treatment -a filename. 
If you want the treatment not to stop the display after each screen, you have to type : 
treatment -d filename. 
These arguments can be combined. 
Furthermore if the keywords file doesn't contain any rules the program will print the 
information about all the links. 
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If the command to launch one of the program is badly typed, the program will infonn 
you and give you some help. 
Be careful if you interrupt the program the last call record may be corrupted. 
Compiling 
To compile and link the monitor program, type @makemon. 
To compile and link the treatment program, type @maketrt. 
Makemon.com and maketrt.com must be in the same directory as the source of the 
programs. 
