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V téhle  práci  diskutuji  problém detekce  zubů  ve  3D počítačovém polygonálním  modelu  čelisti. 
Opisuji  zde  možné  postupy,  za  pomocí  kterých  je  možné  požadovaného  výsledku  dosáhnout.  
Zhodnocuji jejich výhody a nevýhody a určuji tu, kterou považuji za nejvhodnější. Tenhle zvolený 
postup pak rozvádím podrobněji včetně rozboru teoretických podkladů potřebných na jeho vytvoření. 
Abstract
This  document  discusses  a  problem of  tooth  detection on  jaw 3D polygonal  model.  It  describes 
known  methods  that  can  be  used  to  reach  expected  results,  such  as  their  advantages  and 
disadvantages. Considering this, I choose one solution that is closely described with all theory needed 
for its implementation.    
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1 Úvod
V tejto  práci  sa  zaoberám problémom detekcie  zubov  v  3D počítačovom polygonálnom modeli  
čeľuste.  Zadaním práce je  preštudovať problematiku takejto  detekcie,  navrhnúť a  implementovať 
vlastný postup, ktorým by bolo možné vyhľadávať jednotlivé zuby. Predpokladaný vstup je model 
ľudskej  zubnej  čeľuste, definovaný povrchovou reprezentáciou, konkrétne trojuholníkovou sieťou. 
Jedná  sa  o  model,  ktorý  vznikol  skenovaním zubných  odtlačkov  alebo  ich  sadrových odliatkov. 
Za ideálny  výstup  je  považovaný  rovnaký  model,  v  ktorom  však  budú  vyznačené  oblasti 
reprezentujúce zuby. 
V prípade dosiahnutia uspokojivých výsledkov, nie je vylúčená alternatíva využitia postupu 
v praxi. Z tohto dôvodu sa pokúsim navrhnúť a vytvoriť taký algoritmus, ktorý bude možné rozšíriť 
na obecnú aplikáciu, vhodnú pre použitie v medicínskom prostredí.
Nasledujúca kapitola  2 rozoberá  teoretický podklad potrebný na vytvorenie  riešenia.  Sú tu 
priblížené  základné  informácie  týkajúce  sa  ľudských  zubov,  ich  typov  a  tvarov.  Ďalej  v  nej  
charakterizujem vstupné dáta a popisujem možné postupy riešenia. Rozoberám výhody a nevýhody 
jednotlivých možností a vyberiem tú, ktorú považujem za vhodnú pre použitie vo svojej diplomovej 
práci. 
V  kapitole  3 sa  snažím vystavať  zvolený  postup  riešenia.  Podrobne  popisujem preloženie 
modelu rovinou, získanie výškovej mapy pomocou zistenej roviny a aplikáciu vybraných algoritmov 
na  takto  vzniknutú  mapu.  Ďalej  sa  venujem  spôsobu  detekcie  oblastí  zubov  v  pôvodnom 
trojrozmernom modeli pomocou informácií získaných z predchádzajúcich krokov.
Kapitola  4 pojednáva  o  implementácií  navrhnutého riešenia  a  popisuje  jednotlivé  knižnice 
použité  na vytvorenie  programu.  V závere rozoberá optimalizačné postupy na zvýšenie  účinnosti  
a rýchlosti detekcie.
V kapitole  5 zhŕňam dosiahnuté výsledky.  Snažím sa určiť príčiny nedostatkov a navrhnúť 
možné rozšírenie, pomocou ktorého by bolo možné spomenuté nedostatky odstrániť.
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2 Teoretický rozbor
V tejto kapitole charakterizujem vstupné dáta, s  ktorými  budem pracovať.  Popíšem ľudský chrup 
z medicínskeho  pohľadu.  Rozdelím  úlohu  na  menšie  logické  časti  a  popíšem  možné  postupy 
používané na riešenie takýchto podúloh.
2.1 Ľudský chrup
Zub (dnes, dentes) je tvrdý, mineralizovaný orgán, ktorý vzniká ako špecializovaný produkt ústnej 
sliznice. Zuby slúžia predovšetkým k mechanickému spracovávaniu potravy. V hornej čeľusti tvoria 
zuby horný zubný oblúk. V dolnej časti vytvárajú dolný zubný oblúk. Oba zubné oblúky môžeme 
prirovnať ku kliešťam, ktorých ramená vpredu režú a vzadu drtia. Súčasťou zubných oblúkov sú aj 
(okraje) čeľustí a ďasná. Súbor všetkých zubov oboch čeľustí tvorí chrup (dentici).
Z časového hľadiska rozlišujeme chrup dočasný (tzv. mliečne zuby) a chrup trvalý. Dočasný 
chrup sa skladá z 20 zubov a trvalý chrup má 32 zubov. Trvalý chrup tvoria 4 typy zubov:
– 8 rezákov (dentes incisivi),
– 4 očné zuby (dentes camini),
– 8 črenových zubov (dentes praemolares) a
– 8 stoličiek (dentes molares).
Dočasný chrup má iba 3 typy:
– 8 rezákov.
– 4 očné zuby a
– 12 stoličiek.
Na označenie zubov a na rýchlu orientáciu sa v stomatologickej dokumentácií používajú alebo 
začiatočné  písmená  latinských  názvov  jednotlivých  zubov,  alebo  číslice.  Veľkými  písmenami  
a arabskými  číslami  (napr.:  P1 –  prvý  črenový zub)  označujeme  zuby trvalé,  malými  písmenami 
a rímskymi číslami (napr.: iI – prvý rezák) zuby dočasné.
Na  presné  určenie  polohy  zubov  v  čeľusti  slúži  tzv.  zubný  kríž  (Obrázok  2.1),  ktorý 
horizontálnym  ramenom  odlišuje  zuby  hornej  a  dolnej  čeľuste  a  spolu  s  vertikálnym  ramenom 
rozdeľuje  chrup do štyroch  kvadrantov.  V každom kvadrante  je  potom pri  trvalom chrupe osem 
zubov a pri dočasnom päť .
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Každý  zub  sa  skladá  z  troch  základných  častí:  korunky,  krčku  a  koreňa.  Rezáky  a  očné  zuby 
sú jednokoreňové.  Črenové  zuby  majú  tiež  jeden  koreň  kužeľového  tvaru,  ale  pri  horných 
exemplároch je bežné, že sú rozdelené na dve samostatné vetvy.  Horné stoličky majú tri  korene,  
dolné dva. Podľa tvaru korunky, úpravy a sklonu koreňov je možné pomerne presne identifikovať 
a izolované zuby.
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Obrázok 2.1: Ukážka zubného kríža (zdroj[1])
V prípade vyššie popísaného vstupu aplikácie však nie je možné použiť informácie o koreňoch zubov. 
Preto  bude  potrebné  na  detekciu  použiť  informácie  o  tvare  korunky  alebo  umiestnení  zubov 
v zubnom oblúku.  Na obrázku (Obrázok 2.2) je vidieť rozdiely v tvare korunky a počte koreňov 
jednotlivých zubov (zdroj [2]).
2.2 Analýza vstupných dát
Existuje viacero spôsobov,  ktorými  je možné získať informácie  o ľudskom chrupe.  Tiež existuje 
viacero možností reprezentácie takých dát. V tejto práci predpokladám ako vstup trojrozmerný model 
chrupu  reprezentovaný  polygonálnou  sieťou.  Ten  môže  vzniknúť  niektorým  z  nasledujúcich 
spôsobov:
– naskenovaním odtlačku chrupu po jeho získaní,
– naskenovaním sadrového odliatku chrupu
– prevodom volumetrických dát získaných pomocou magnetickej rezonancie (MRI)
– prevodom volumetrických dát získaných pomocou CT (CAT scan)
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Obrázok 2.2: Ukážka tvarov jednotlivých typov zubov
CAT scan (CT) je špecializovaný typ röntgenu,  pri ktorom generátor žiarenia rotuje okolo pacianta 
a počítač  zbiera  namerané  údaje.  Tie  sú  následne  uložené  ako  obrázky,  ktoré  prezentujú  rezy 
pacientovým  telom.  Informácie  ktoré  sú  získané pomocou  tohto  zariadenia  sú  teda  objemové 
(volumetrické). CT je veľmi dobre použiteľné na vykresľovanie štruktúr kostí. V prípade zavedenia 
kontrastných látok je možné taktiež vyhľadávať tumory v pacientovom tele. 
Magnetická rezonancia (MRI) na rozdiel od CT nevyužíva žiadne röntgenové žiarenie. Valec, 
v ktorom pacient leží počas vyšetrenia, je elektromagnet.  Počítač vysiela rádiové vlnenie cez telo  
pacienta a následne zbiera signály, ktoré emitujú atómy vodíka v bunkách. Tie sú posielané do iného 
počítača, ktorý produkuje výsledné obrázky. Výstup MRI je veľmi podobný výstupom CT. Má však 
väčšie rozlíšenie (zdroj [4]). 
Na rozdiel od priameho naskenovania odliatku pomocou 3D skeneru, sú výstupom MRI a CT 
objemové dáta. Tie je potom nutné previesť na trojrozmernú povrchovú polygonálnu reprezentáciu. 
Výsledné rozlíšenie je však závislé na pôvodných vzorkách. V prípade 3D skenu závisí presnosť 
pochopiteľne  na  kvalite  skenovaného  odtlačku.  Porovnania  rozlíšení  jednotlivých  vyššie 
spomenutých  zariadení,  ktoré  sú  používané  na  medicínske  účely,  zhrňuje  tabuľka  (Tabuľka  1). 
Príklad takéhoto modelu je znázornený na obrázku (Obrázok 2.3).
Modely reprezentujú ľudský chrup,  ktorý má rozmery v rádoch centimetrov.  Reálna výška 
chrupu je +- 2,5 cm, šýrka a výška +- 10 cm. Povrch jedného centimetra2 je pri použitých modeloch 
reprezentovaný maximálne 1000 polygónmi. Jeden polygón teda popisuje najviac približne 0,3mm.
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Obrázok 2.3: Ukážka vstupného modelu
Typ vytvorenia modelu Presnosť
3D sken (ATOS III Triple Scan) 0.01 - 0.61 mm
CT (CAT scan) 3.0 – 10.0 mm
MRI 1.0 – 3.0 mm
Tabuľka 1: Presnosti jednotlivých spôsobov snímania modelov.
2.3 Analýza možných postupov
V tejto kapitole sa pokúsim priblížiť rôzne postupy,  pomocou ktorých je možné problém detekcie  
zubov v polygonálnom modeli  chrupu riešiť.  Jednotlivé body postupov sa môžu prelínať.  Všetky 
riešenia je však možné rozdeliť do viacerých krokov. Z nich potom treba vybrať tie najvhodnejšie  
a pokúsiť sa tak dosiahnuť čo najlepších výsledkov.  
2.3.1 Definícia problému
Z dôvodu prehľadnosti sa pokúsim popisované postupy rozdeliť do menších kategórií. Nejedná sa o 
exaktné rozdelenie,  ale  iba  o pomôcku pri  popise  a výstavbe návrhu riešenia.  Detekciu môžeme 
rozdeliť podľa vstupných dát, s ktorými bude vyhľadávací resp. klasifikačný algoritmus pracovať. V 
tejto práci opisujem dva možné typy:
– 3D model
– 2D model
Vstup je stále polygonálny model, ale pred spustením hlavného algoritmu, naň môže byť aplikovaný 
iný algoritmus,  ktorý  model  predspracuje.  Týmto  spôsobom sa dá získať dvojrozmerný  obrázok, 
s ktorým  môžeme  následne  pracovať.  Jedná  sa  teda  o  rozdiel  medzi  prácou  s  trojrozmerným 
a dvojrozmerným obrázkom.
2.3.2 Detekcia zubov v 3D modeli
Popíšem dva spôsoby pomocou ktorých je možné detekovať  zuby v trojrozmernom modeli chrupu. 
Detekcia na základe krivosti
Túto metódu použil  vo svojej  bakalárskej  práci  Rostislav Hulík  [8].  Základná myšlienka spočíva 
v spočítaní krivosti povrchu v jednotlivých bodoch a predpoklade, že krivosť povrchu v mieste, kde 
sa zuby stretávajú s ďasnom, je väčšia ako na povrchoch zubov či ďasien samostatných. 
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Pri práci s takýmito informáciami je potrebné spočítať krivosť v danom smere.  Existuje niekoľko 
typov krivostí, s ktorými je možné pracovať. Autor v práci používa minimálnu, maximálnu, strednú 
a Gaussovu krivosť.
Po získaní týchto informácií, je nutné rozdeliť povrch do oblastí s menšou krivosťou, určujúcou 
zub alebo ďasno a do oblastí s väčšou krivosťou, určujúcou hranicu medzi nimi. Autor vo svojej práci  
na  túto  úlohu používa  metódu  rozvodí  (watersheed algoritmus).  Tá  však  spôsobí  vznik  veľkého 
množstva  malých  oblastí.  Vlastnou  úpravou  algoritmu  sa  mu  však  podarí  dosiahnuť  oddialenie 
vznikania nových oblastí a tým priblížiť detekciu očakávanému riešeniu.
Metóda vyhľadávania vzorov v 3D (3D template matching)
Na detekciu je  možné  použiť  taktiež  algoritmus  vyhľadávania  vzorov (template  matching).  Je  to 
algoritmus  prevážne  používaný  na  vyhľadanie  vzoru  definovaného  dvojrozmernou  maticou 
(obrázkom),  vo väčšej  vstupnej  dvojrozmernej  matici  (z  pravidla  v obraze).  Ako vzor  a vstupný 
objekt je však možné použiť aj trojrozmerné matice opisujúce pozíciu bodov, a tak detekovať výskyt 
zubu prechádzaním priestoru, v ktorom sa nachádza chrup [11]. 
Tento postup by mal jednu hlavnú výhodu. Z kapitoly 2.1, v ktorej popisujem anatómiu zubov, 
je zrejmé, že jednotlivé typy zubov sa značne líšia v tvare korunky. To by bolo možné využiť a ako 
vzor vyhľadávania použiť konkrétne typy zubov.
Hlavnou  nevýhodou  algoritmu  je  jeho  rýchlosť.  Už  pri  jeho  použití  pri  dvojrozmerných 
obrázkoch je nutné pre každý pixel uskutočniť množstvo výpočtov. Použitím na 3D modeli by jeho 
výpočtová  náročnosť  ešte  vzrástla.  Predpokladám preto  že  použitie  tohto  postupu  nie  je  vhodné 
a pokúsim sa nájsť iné riešenie.
2.3.3 Vytvorenie 2D modelu a jeho predspracovanie
Ako bolo spomenuté,  vstupný model  je  trojrozmerný,  ale  je  možné  z  neho získať dvojrozmerné 
informácie.  Častý  spôsob  je  získanie  takzvanej  výškovej  mapy.  Jedná  sa  o  gradientný  obraz  
reprezentujúci  vzdialenosť  jednotlivých bodov povrchu chrupu od  definovanej  roviny.  Správnym 
zvolením roviny  môžeme získať obrázok (Obrázok 2.4).
V takto získanom obrázku je zachovaných množstvo informácií pôvodného modelu, preto je  
možné  v ňom požadovanú detekciu uskutočniť.  Je opäť mnoho spôsobov,  pomocou ktorých sme 
schopný nájsť správne pozície zubov v obrázku. 
Predtým ako sa začnú v dvojrozmernom obraze vyhľadávať jednotlivé zuby, je možné použiť 
algoritmy na predspracovanie výškovej mapy. Dva najzákladnejšie sú hranová detekcia a prahovanie 
(tresholding).
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Hranová  detekcia vychádza  z  predpokladu,  že  zuby sú  vyššie  ako  ďasno  a  majú  svoje  hrany. 
V šedotónovom  obraze  výškovej  mapy  teda  bude  určite  ostrý  prechod  medzi  čiernou  a  bielou, 
definujúci hranicu zubu. V takto upravenom obraze je potom možné vyhľadávať očakávané tvary 
hrán zubov. V prípade použitia hranového detektoru na vstupný obrázok získame nasledujúci obraz 
(Obrázok 2.5).
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Obrázok 2.4: Vygenerovaná výšková mapa
Obrázok 2.5: Zvýraznenie hrán v obraze
Potom ako sa  v obraze vyhľadajú  hrany,  je teoreticky možné  určiť ktoré z nich ohraničujú zub.  
Nie vždy je však hranica zubu v obraze dostatočne výrazná. Vhodnejšou alternatívou by mohlo byť 
použitie aktívnych kontúr. Tu je však potrebné  vyznačiť počiatočnú oblasť v ktorej sa zub nachádza. 
Tento spôsob je vodné použiť v kombinácií s  metódami vyhľadávania, popísanými nižšie.
Využitie prahovania obrazu obrazu (tresholding) predpokladá, že zuby sú vyššie ako ďasno, 
a teda predstavujú tmavšie oblasti vo výškovej mape. V prípade, že sú všetky zuby v rovnakej výške 
od ďasna, existuje výšková (resp. farebná) hladina (prah), pomocou ktorej je možné oddeliť všetky 
zuby od ďasien.  Určenie takéhoto prahu je však problematické práve z dôvodu rozdielnej  výšky 
jednotlivých zubov. V kombinácií s inou metódou je však možné definovať samostatné prahy pre 
jednotlivé zuby. Taktiež je pomocou tejto metódy možné do značnej miery vyčleniť oblasť v ktorej  
sa môžu  zuby  potenciálne  nachádzať.  To  umožňuje  vytvoriť  masku  na  značné  zefektívnenie 
nasledujúcich  výpočtov.  Príklad vhodne  prahovaného obrazu ďasien  zobrazuje  obrázok (Obrázok
2.6).
2.3.4 Detekcia zubov v 2D modeli
Po  získaní  výškovej  mapy,  prípadne  použitia  nejakého  typu  predspracovania,  je  možné  prejsť 
k detekcií.
Vyhľadávanie lokálneho minima
Prvou  možnosťou  je  v  získanej  mape  vyhľadávať  lokálne  minimá.  Táto  teória  vychádza 
z predpokladu,  že  medzi  dvoma  zubami  bude  vždy  lokálne  minimum.  Následne  je  teda  možné 
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Obrázok 2.6: Prahovaný obrázok výškovej mapy
povedať,  že  medzi  dvoma  minimami  sa  nachádza  zub.  V používaných vzorkách je  však  vidieť, 
že lokálne minimá sa nachádzajú nielen medzi zubami, ale aj napríklad v samotnej korunke stoličky,  
alebo  inde  v  modeli.  Môže  sa  stať,  že  nebude  možné  oddeliť  nájdené  medzizubné  minimá 
od ostatných spomínaných. V takom prípade nebude detekcia pracovať dostatočne správne.
Vyhľadávanie lokálneho maxima
Tento spôsob je  ekvivalentný predchádzajúcemu.  Namiesto  minima  je  však  vyhľadávané  lokálne 
maximum.  Táto  teória  vychádza  z  predpokladu,  že  každý  zub  predstavuje  jedno  prípadne  viac 
lokálnych  maxím, v závislosti na tom či sa jedná o stoličku, alebo o očný zub, či rezák. Ostáva tu  
však rovnaký problém ako v predchádzajúcom prípade. V používaných vzorkách sa opäť nachádzajú 
lokálne maximá nielen na zuboch.  Z toho dôvodu by detekcia taktiež nepracovala správne.
Watersheed algoritmus
Tretia  možnosť  spočíva  v  použití  upraveného algoritmu  rozvodí  (watersheed)   [4].  Táto  metóda 
rozdelí obraz na oblasti.  Tu však bude nutné oddialiť vytváranie nových oblastí a po ich detekcií 
previesť niektoré úpravy na ich ďalšiu elimináciu. V opačnom prípade by vo výstupe bolo priveľa  
oblastí. Jje ale pravdepodobné, že sa vyskytne problém, kedy bude zub, alebo jeho časť zliata do  
jednej oblasti. Tento problém bol vyriešený v práci [9],  ja sa však pokúsim nájsť iné riešenie.
Template matching (metóda vyhľadávania vzorov)
Tak ako som spomenul v  kapitole  2.3.2, aj  tu je možné použiť algoritmus vyhľadávania vzorov 
(template matching  [7]). Vyhľadávané vzory je možné vytvoriť z vygenerovaných výškových máp.  
Tiež  je  možné  vybrať  vzory  podľa  jednotlivých  typov  zubov,  a  tým  vyhľadané  zuby  rovno 
klasifikovať.  Nevýhodou  však  je,  že  zuby v  jednotlivých  kategóriach  nie  sú  identické.  Preto  je 
potrebné mať mnoho vzorov pre každý typ zubu. 
V obraze je možné vyhľadávať nielen vzory celých zubov, ale aj ich častí.  Tým je myslené, 
vyhľadávať tvary,  ktoré nie sú špecifické pre konkrétny typ zubu, ale také, ktoré sú spoločné pre  
všetky typy  zubov. To by znížilo počet vyhľadávaných vzoriek.
Ako vyhľadávaný vzor je tiež možné použiť takzvaný ideálny tvar. To znamená že pre každú 
triedu bude existovať jeden ideálny vzor  (napríklad kruh pre črenový zub, atď.). To by teoreticky 
znížilo počet potrebných vzoriek.  Je však pravdepodobné že detektor by potom vyhľadal množstvo 
„neexistujúcich“ zubov.   
Využitie znalostí chrupu
Ďalšou  alternatívou,  vhodnou  pre  kombináciu  s  inou  metódou  je  využitie  známych  informácií 
o chrupe. Tie sú popísané v kapitole 2.1. Ľudiský chrup má definovaný počet a poradie jednotlivých 
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zubov,  ktoré  sú  umiestnené  na  zubnej  krivke.  Je  teda  možné  túto  krivku  detekovať  (napríklad 
z výškovej mapy) a následne vyhľadávať zuby iba v oblasti krivky. V takomto prípade by však bolo 
potrebné určiť prípady, kedy sa v chrupe nenachádza kompletný počet zubov.
Neurónové siete
Ďalším možným spôsobom detekcie je použitie neurónových sietí [13]. Ich hlavnou výhodou je veľmi 
veľká rýchlosť výpočtu. Aby takáto sieť fungovala správne, je však nutné ju natrénovať na veľmi  
veľkej vzorke dát. Pre tento prípad je použitie neurónovej siete nemožné, pretože vzorka trénovacích 
dát neexistuje a bolo by teda nutné ju vytvoriť. To by však zabralo veľké množstvo času. Hlavný 
problém,  pre  ktorý  tento spôsob nemôžem použiť  je  to,  že  nemám k dispozícií  dosť  vzoriek na 
vytvorenie použiteľnej neurónovej siete.
2.4 Očakávaný výstup
Ako som spomínal, za korektný výstup programu je považovaný model, v ktorom budú vyznačené 
oblasti, ktoré reprezentujú zuby. Na obrázku (Obrázok 2.7) je výstup aplikácie popísanej v práci [8]. 
Vo svojej práci sa budem snažiť dosiahnuť podobný výsledok. 
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Obrázok 2.7: Príklad správne detekovaných zubov (zdroj [8])
3 Návrh riešenia
V  tejto  kapitole  popíšem  mnou  navrhnutý  postup,  ktorý  bude  použitý  na  detekciu.  Z  vyššie 
spomínaných možností som zvolil následujúcu:
– detekovať zuby v 2D obrázku výškovej mapy metódu template matching
– využiť informácie získané z 2D detekcie a následne špecifkovať oblasti v 3D modeli  
Pred  samotným  vyhľadávaním  bude  pravdepodobne  nutné,  na  obraz  aplikovať  radu  algoritmov.  
Pomocou nich získam upravený obrázok výškovej mapy.  Ten neskôr použijem na úpravu pozícií  
vzorov,  detekovaných  v  obraze.  Budem tak  schopný  zlepšiť  úspešnosť  celkového  algoritmu  2D 
detekcie. Vzhľadom na experimentálny charakter práce, bude vhodné aplikáciu navrhnúť tak, aby 
bolo  možné  preprocesové  algoritmy jednoducho  zapínať,  vypínať,  nastavovať  ich  poradie 
a opakovanie. Taktiež sa pokúsim ich navzájom porovnať a zistiť tak, ktoré sú najvhodnejšie.
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Obrázok 3.1: Schéma návrhu riešenia
Po  predspracovaní  obrazu  je  možné  pristúpiť  k  vlastnej  detekcií  zubov.  Ako  som už  spomenul 
rozhodol som sa použiť metódu vyhľadávania vzorov v obraze. Jednotlivé modely vytvorím pomocou 
výškových máp všetkých modelov. Ich pozície následne pre zvýšenie presnosti upravím.
Po vyhľadaní zubov v dvojrozmernom obraze využijem túto informáciu na špecifikáciu časti  
povrchu  modelu,  ktorá  reprezentuje  zuby.  Na  to  použijem  systém  semienkového  vyplňovania. 
Počiatočný polygón algoritmu bude stanovený pozíciou nájdeného vzoru vo výškovej mape. Hranice 
rozrastania selekcie zubu budú definované uhlom medzi dvoma polygónmi.
Celkový postup prehľadne zhrňuje obrázok (Obrázok 3.1).  Jednotlivé kroky podrobne popíšem 
v nasledujúcich kapitolách. 
3.1 Návrh detekcie v 2D
Tento algoritmus sa skladá z niekoľkých dielčích krokov. Najprv je potrebné nájsť rovinu, ktorou 
bude  možné  vstupný  model  preložiť  a  pomocou  nej  získať  dvojrozmerný  obraz  výškovej  mapy 
chrupu. V ňom sa pokúsim vyhľadávať jednotlivé zuby. 
3.1.1 Preloženie modelu rovinou
Na to aby bolo možné vytvoriť výškovú mapu modelu, je najprv nutné nájsť rovinu reprezentujúcu 
natočenie modelu. Jedná sa o problém preloženia mračna bodov rovinou. Jedna z metód ktorú je 
možné použiť, a ktorú som sa rozhodol implementovať v tejto práci, je metóda najmenších štvorcov 
[10]. Je to aproximačná metóda, ktorá spočíva v tom, že hľadáme také parametre funkcie f, pre ktoré 
je súčet štvorcov vzdialeností jednotlivých aproximovaných bodov minimálny.  V tomto prípade je 
teda potrebné  minimalizovať  sumu štvorca vzdialeností  jednotlivých bodov od  preloženej  roviny 
(ktorá predstavuje funkciu f). 
Majme v priestore rovinu α (1), jej normálový vektor n (2), a body Xi (3):
α : AxByCz=D (1)
n= A , B ,C  (2)
X i=x i , y i , zi (3)
Vzdialenosť ρi bodu i od roviny α môžeme zapísať (4):
ρi=
∣Ax iBy iCz i−D∣
A2B2C2 (4)
Môžeme predpokladať, že rovina α je normalizovaná (5). Potom platí (6): 
A2B2C 2=1 (5)
ρi=∣Ax iBy iCzi−D∣ (6)
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Z rovnice (14) je vidieť, že hľadaná rovina bude prechádzať bodom X0 = (x0,y0,z0). Ten predstavuje 
ťažisko všetkých vrcholov. Keď odpočítame ťažisko od každého bodu a dosadíme do vzťahov (9),  
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 P=ABC  (20)
Ak vyriešime túto sústavu rovníc, nájdeme hľadanú rovinu metódou najmenších štvorcov.  Pre túto 
sústavu však vždy existuje triviálne riešenie A=B=C=0. Aby sme eliminovali toto triviálne riešenie, 
je treba stanoviť podmienku pre hľadanú rovinu. To sme urobili vzťahom (5).
Ak máme maticu W (ktorá definuje nejaké zobrazenie, ktoré vektoru a priradí vektor b), potom 
vlastný vektor tohto zobrazenia (teda matice W), je taký  vektor  a, pre ktorý platí (21):
W a=λa (21)
Číslo  λ nazývame vlastné číslo matice  W (resp. zobrazenia  W). S využitím (18) a podmienky (5) 
môžeme rovnicu (21)  prepísať na problém vlastných hodnôt a po úpravách dostaneme (22):
W−λ 0 00 λ 00 0 λABC =0 (22)
Aby sme zaručili že existuje netriviálne riešenie, musíme nájsť také λ, pre ktoré platí, že determinant 
W – Iλ bude rovný 0. Kde I predstavuje jednotkovú maticu. Hľadáme teda λ,rovnice (23):
∣W−λ 0 00 λ 00 0 λ ∣=0 (23)
Riešením  tejto  rovnice  získame  kubickú  rovnicu  a  po  jej  riešení  3  hodnoty  λ.  Po  dosadení 
jednotlivých hodnôt  do rovnice  (23),  môžeme  vypočítať,  pomocou  sústavy lineárnych  rovníc,  tri 
rôzne vektory.  Každý z nich predstavuje normálu jednej z troch rovín, ktoré vyhovujú riešeniu. Tieto 
tri roviny sú každá na každú po dvojiciach kolmé. Predstavujú najhoršie, stredné a najlepšie riešenie  
hľadanej roviny (Obrázok 3.2). Nami hľadané riešenie je to ktoré sme získali pomocou takého čísla λ, 
ktoré má najmenšiu absolútnu hodnotu v porovnaní s ostatnými (Obrázok 3.3) (zdroj [10]).  
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Obrázok 3.2: Detekované roviny predstavujúce najhoršie, stredné a najlepšie riešenie 
Obrázok 3.3: Detekovaná rovina pomocou ktorej bude možné vytvoriť výškovú mapu
Po nájdení vektoru, ktorý rovinu určuje, je treba stanoviť kde je vrch (strana zubného oblúku) a kde 
spodok vzhľadom k získanej rovine. Tu budem vychádzať z predpokladu, že vrchná strana obsahuje 
väčšie množstvo polygónov, ako strana spodná. Sčítam teda normály všetkých polygónov, tvoriacich 
model,  do jedného vektoru.  Následne vyčíslim uhol  medzi  týmto  vektorom a normálou  získanej 
roviny. V prípade že je uhol väčší ako 90°, prehlásim, že normála roviny ukazuje nadol a naopak. 
Tento spôsob bol použitý v práci [9].
3.1.2 Získanie výškovej mapy
Po detekovaní roviny je možné vytvoriť spomínanú výškovú mapu. Jedným zo spôsobov ako toho 
dosiahnuť je otočiť celý model tak aby rovina, detekovaná v predchádzajúcom kroku bola totožná 
s rovinou  definovanou  x-ovou  a  y-ovou  osou.  Hodonoty  na  ose  z,  potom  predstavujú  výškovú 
informáciu pre jednotlivé body x a y výslednej výškovej mapy. Hodnoty jednotlivých bodov obrazu 
bude pravdepodobne nutné upraviť na hodnoty určitého rozmedzia.
Druhý spôsob, ktorý používam vo svojej práci je využitie hĺbkového bufferu grafickej karty.  
Model  je  opäť  potrebné  natočiť  vyššie  spomínaným  smerom a  následne  prečítať  informáciu  zo 
spomínaného bufferu. Takto získané hodnoty treba taktiež upraviť na určitý rozsah.
3.1.3 Detekcia zubov vo výškovej mape
Keď  existuje  extrahovaný  gradientný  obraz  výškovej  mapy,  je  potrebné  použiť  tento  obraz 
a vyhľadať v ňom jednotlivé zuby. Ako je možné vidieť na obrázku (Obrázok 2.4), jednotlivé zuby 
majú určité podobné tvary. Taktiež ich obraz vo výškovej mape je špecifický. Je teda možné použiť 
metódu hľadania vzorov (template matching). 
Navrhovaný  postup  nepredpokladá  nájdenie  hraníc  zubov,  ale  iba  bodu  na  zube  v  obraze 
výškovej mapy. Požiadavkou je však detekcia aspoň jedného bodu na každom zube, a zároveň limitne 
nulový počet bodov nachádzajúcich sa mimo zubov.
Template mtching
Template  matching  (porovnávanie  vzorov)  je  technika  používaná  na  klasifikáciu  alebo  detekciu 
objektov. Táto porovnáva časti obrázkov navzájom medzi sebou. Zvyčajne je použitý jeden, alebo 
viac  vzorových  obrázkov  (templates),  ktoré  sú  použité  na  rozpoznanie  podobných  objektov 
v zdrojovom obrázku. Táto technika je veľmi často používaná napríklad na identifikáciu vytlačených 
písmen, číslic a iných podobne malých a jednoduchých objektov.
Proces  detekcie  vzorov  posúva  vzorový  obrázok  cez  všetky  možné  pozície  väčšieho, 
zdrojového obrazu a počíta  hodnotu,  ktorá  určuje  mieru podobnosti  vzorového obrázku na danej  
pozícií zdrojového obrazu.
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Ak sa metóda  používa na detekciu vzoru v čierno-bielom (binárnom)  obrázku,  miera  podobnosti  
vzoru a zdrojového obrázku na danej pozícií môže nadobúdať hodnoty 0 a 1 (áno/nie). Ak má vstup 
a vzor  šedotónové hodnoty,  nie  je  očakávaná perfektná zhoda.  Namiesto  absolútnej  zhody,  alebo 
nezhody,  je miera  podobnosti  vyjadrená ako rozdiel  úrovní  šedi.  To je možné spočítať pomocou 
Euklidovskej vzdialenosti.
Nech je I šedotónový vstupný obrázok a g šedotónový vzor. Potom môžeme výslednú hodnotu 
spočítať  pomocou vzťahu (24):





 I ri , c j −g i , j 2 (24)
kde (r,c) reprezentuje ľavý horný okraj vzoru g.
Vyššie použitý vzorec vyjadruje mieru zhody úrovne šedej farby v obrázkoch. Je však možné 
že sa vo vstupnom obrázku bude nachádzať vyhľadávaný vzor,  ale celý obrázok bude mať väčší  
či menší jas. V takom prípade vzorec (24) nebude pracovať správne. Na to aby bolo možné zamedziť  
tomuto nežiadúcemu javu a nájsť vzor aj v obrázku, ktorý má celkový jas iný ako vzor, je možné  
použiť vzorec na výpočet korelácie. 
Korelácia je miera, ktorá vyjadruje stupeň zhody dvoch premenných (v tomto prípade hodnoty 

















xi je hodnota pixelu i v šedotónovom vzorovom obrázku na pozícií i
 x je priemerná hodnota pixelu vzorového obrázku
yi je hodnota pixelu vstupného obrázku na pozícií i
y je priemerná hodnota pixelu vstupného obrázku
N je počet pixelov vzorového obrázku
cor je výsledná hodnota, ktorá nadobúda hodnoty <-1, 1> kde väčšia hodnota 
reprezentuje silnejší vzťah medzi dvoma obrázkami 
Pomocou korelácie je teda možné vyhľadať vzor v obraze a zanedbať pri tom rozdiel jasov dvoch 
obrázkov. Nevýhodou je však väčšia výpočtová náročnosť. Preto je potrebné zvoliť veľkosť vzoru čo 
najmenšiu, alebo obmedziť výpočet iba na relevantné pixely. To však nie je vždy možné. (zdroj [12]).
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Výber vyhľadávaných vzorov
Pri použití template matchingu je veľmi dôležité správne vybrať vzory,  pomocou ktorých sa budú 
zuby vyhľadávať.  Pre  zjednodušenie  popisu som rozdelil  vyhľadávania  do 3 nasledujúcich typov 
práve podľa toho, aký vzor je použitý:
– vyhľadávanie ideálnych vzorov
– vyhľadávanie tried zubov
– vyhľadávanie spoločných znakov
Pri vyhľadávaní ideálnych vzorov predpokladám podobnosť triedy zubu s nejakým ideálnym tvarom 
(v tomto prípade môžem napríklad predpokladať že kruh je zidealizovaný obraz stoličky vo výškovej  
mape a vyhľadávať ten). Toto by zaistilo univerzálnosť celého systému. Ako som však už spomenul  
v kapitole 2.3.4, predpokladám početný výskyt chybných detekcií a preto tento spôsob nepoužijem. 
V druhom prípade budú vyhľadávané celé zuby podľa jednotlivých tried (rezáky, očné zuby,  
atď.). Pre každú takúto triedu bude  pripravených niekoľko vzoriek. Algoritmus sa pokúsi vyhľadať 
všetky  pripravené  vzory.  Univerzálnosť  tohto  riešenia  spočíva  v  predpoklade,  že  pri  dostatočne 
veľkom počte  vzorov pre  určitú  triedu,  bude  každý zub z  danej  triedy podobný aspoň  jednému 
z týchto vzorov.  Môže to však viesť k veľkému počtu potrebných vzorov a tým sa zníži rýchlosť 
celého algoritmu.
Tretí spôsob spočíva vo vyhľadávaní častí zubov, ktoré sú spoločné pre všetky zuby, alebo pre 
väčšinu  z  nich.  Predpokladajme  napríklad  ostrý  prechod  medzi  zubom  a  ďasnom.  Ten  bude 
vo výškovej  predstavovať  prechod z  veľmi  tmavej  oblasti  na  veľmi  svetlú  oblasť.  Pri  vytvorení 
takýchto vzorov je dôležité dbať na to, aby neboli vytvorené vzory, ktoré by sa mohli nachádzať aj na  
inom mieste chrupu. V ideálnom prípade takéto vzory však zaručia univerzálnosť vrámci všetkých 
zubov. Taktiež počet vzoriek v porovnaní s predchádzajúcim prípadom môže byť menší.
V  mnou  navrhovanom  riešení  použijem  druhý  aj  tretí  z  vyššie  popísaných  vzorov. 
Predpokladám, že táto kombinácia zaručí úspešnú detekciu a zároveň značnú univerzálnosť riešenia.
Rotačná a veľkostná invariantnosť vyhľadávaných vzorov
Vyššie  popísaný  algoritmus  podrobne  popisuje  spôsob,  ktorým budem vyhľadávať  vzory  zubov 
v obraze. Nerieši však problém rôznych veľkostí alebo rôznych natočení vyhľadávaného vzorku. Nie 
je teda rotačne ani veľkostne invariantný. 
Rôzna  veľkosť  jednotlivých  modelov  (a  teda  aj  rôzna  veľkosť  zubov  nachádzajúcich  sa 
v chrupe)  môže  spôsobiť  že  vzor  zubu sa  vo  výškovej  mape  nepodarí  vyhľadať.  Tento  problém 
vyriešim nasledujúcim spôsobom. Po tom, ako pri vytváraní výškovej mapy natočím model podľa 
nájdenej roviny (Obrázok 3.3), znormalizujem jeho veľkosť. Toho docielim tak, že posuniem model 
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do  počiatku  súradnicového  systému  a  následne  znormalizujem veľkosť  vzdialeností  jednotlivých 
bodov  od  stredu.  Potom  všetky  body  posuniem  tak  aby  mal  od  počiatku  najvzdialenejší  bod 
definovanú vzdialenosť. Týmto spôsobom dokážem upraviť rozmery všetkých modelov bez toho aby 
zanikla iná, pre detekciu dôležitá, informácia.
Druhým problémom je, že zub sa vo výškovej mape nachádza nedefinovane natočený. Z toho 
vyplýva, že pri použitom algoritme nastane situácia, kedy zub vo vzore bude inak otočený ako zub 
v obraze výškovej mapy. Následne bude teda detekcia neúspešná. Základným riešením je vyhľadávať 
vzor v obraze s rôznymi otočeniami. Bolo by teda potrebné pre každý vzor vypočítať všetky otočenia  
s  určitým dostatočne malým uhlovým krokom.  Ak by som zvolil  spomínaný krok napríklad 30°, 
počet vyhľadávaných vzorov (a teda aj doba potrebná na výpočet) by tak vzrástla 12 krát.
Spôsob,  ktorý som sa rozhodol použiť  v tejto práci,  využíva  vlastnosť metódy najmenších 
štvorcov použitej  na  detekciu roviny.  Ako bolo popísané v kapitole  3.1.1,  pri  jej  použití  získam 
3 roviny. Tie predstavujú najhoršie, stredné a najlepšie riešenie. Najlepšie riešenie určuje rovinu ktorú 
používam na  zistenie  toho,  kde  je  spodok  a  kde  vrch  modelu  chrupu.  Stredné  (druhé  najlepšie 
riešenie) predstavuje rovinu, ktorá prechádza chrupom tak ako je zobrazené na obrázku (Obrázok
3.4). Z toho som teda schopný určiť orientáciu zubného oblúku. 
Vďaka tejto orientácií je možné definovane natočiť model a teda aj výškovú mapu modelu. Nie je 
definované či nebude obraz chrupu otočený o 180° (nie som schopný určiť smer normály spomínanej  
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Obrázok 3.4: Zobrazená rovina predstavuje stredné (druhé) riešenie  
detekcie roviny metódou najmenších štvorcov
roviny  vzhľadom  k  modelu).  Natočenia  jednotlivých  vyhľadávaných  vzorov  je  však  možné 
eliminovať  na  2  možnosti  pomocou  horizontálneho  preklopenia  vzoru.  Toto  riešenie  zaručí 
dostatočnú rotačnú invariantnosť pre funkčnosť vyhľadávacieho algoritmu. Rýchlosť výpočtu však 
zväčší iba 2 krát. Vzhľadom k faktu, že modely sú z pravidla osovo súmerné, každý vzor je možné  
preklopiť taktiež vertikálne a tak detekovať zub aj v druhej polovici chrupu s využitím jedného vzoru. 
Obrázok (Obrázok 3.5) zobrazuje očakávané riešenie vyhľadávacieho procesu. Ako je vidieť niektoré 
zuby boli detekované na viacerých miestach a teda viac krát. Pre nesledujúci postup detekcie v 3D to  
však nie  je  problém.  Naopak,  ako bude popísané v nasledujúcej  kapitole,  to  prispeje  k úspešnej 
detekcií.
3.2 Návrh detekcie v 3D
Po úspešnej detekcií zubov v dvojrozmernej výškovej mape bude potrebné presne špecifikovať oblasť 
reprezentujúcu zuby v pôvodnom trojrozmernom modeli,  teda vyznačiť  správne polygóny zubom 
prislúchajúce.
3.2.1 Vyznačenie oblastí zubov v 3D modeli
Celkový algoritmus popíšem v niekoľkých krokoch. Tým prvým je spôsob označenia jedného zubu. 
Ten však nie je dostačujúci. Z pohľadu algoritmu, ktorý budem v tejto kapitole rozoberať, sa niektoré 
zuby (stoličky,  črenové zuby) skladajú z viacerých samostatných častí. V druhej polovici kapitoly 
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Obrázok 3.5: Detekované zuby vo výškovej mape
preto  navrhujem rozšírenie tohto postupu tak aby bolo možné detekovať kompletný zub pomocou 
jediného počiatočného bodu.
Detekcia na základe semienkového vyplňovania
Na riešenie tohoto problému použijem systém semienkového vyplňovania (flood fill). Algoritmus pre 
toto vyplňovanie potrebuje počiatočný bod. V tomto prípade sa jedná o počiatočný polygón.  Ten 
zistím pomocou bodu z predchádzajúcej časti. Vytvorená výšková mapa, je priemetom zobrazeného 
modelu do vypočítanej roviny.  Pomocou nájdeného bodu a normály vypočítanej  plochy vytvorím 
priamku, ktorej priesečník s modelom určí počiatočný polygón (Obrázok 3.6). 
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Obrázok 3.6: Zobrazenie postupu vyznačenia počiatočných polygónov pomocou pozícií  
zubov detekovaných vo výškovej mape.
Od  tohto polygónu sa bude oblasť rozrastať na polygóny  s ním susediace. Podmienku definujúcu, 
či má byť  susedný polygón priradený do vyhľadávanej  oblasti,  určím na základe predpokladu,  že  
zuby sú  po  častiach  konvexné  objekty  a  susedné  polygóny  týchto  oblastí  zvierajú  medzi  sebou 
navzájom uhol väčší ako polygóny na spojení zubu a ďasna. (Obrázok 3.7).
Medzný  uhol  (MIN_ANGLE),  podľa  ktorého  sa  bude  algoritmus  rozhodovať,  však  nie  je 
možné určiť jednotne pre každý zub modelu. Preto bude vhodné inicializovať tento uhol na hodnotu,  
ktorá bude určite väčšia ako je potrebné na to, aby bol správne označený celý zub. Priebeh algoritmu 
bude nasledovný:
1. Medzný uhol MIN_ANGLE sa inicializuje hodnotou zaručene väčšou ako je potrebné na 
korektnú detekciu, ale jednotnou pre všetky zuby.
2. Prebehne semienkové vyplňovanie.  Uhol medzi  susednými polygónmi musí  byť  väčší 
ako medzný uhol MIN_ANGLE.
3. Dekrementuje sa MIN_ANGLE.
4. Identický ako v bode 2.
5. Vyhodnotí sa, či vyznačená oblasť obsahuje menej  polygónov ako MAX_COUNT. Ak 
podmienka nie je splnená, prejde sa na bod 8, inak sa pokračuje ďalším krokom.
6. Vyhodnotí sa, či je maximálna vzdialenosť všetkých dvojíc polygónov vyznačenej oblasti 
menšia ako MAX_DISTANCE. Ak podmienka nie je splnená, prejde sa na bod 8, inak sa 
pokračuje ďalším krokom.
7. Medzný uhol sa dekrementuje a prejde sa na bod 4.
8. Za výstupnú (správne vyznačenú oblasť) je považovaná oblasť z predposlednej detekcie  
(teda tú,  ktorá  ešte „nepretiekla“ mimo  zubu).  Ak je táto menšia  ako MIN_COUNT, 
algoritmus nevyznačí žiadnu oblasť.
Premenné MIN_ANGLE, MIN_COUNT, MAX_COUNT, MAX_DISTANCE bude nutné nastaviť 
empiricky  s  ohľadom  na  univerzálnosť  algoritmu.  Univerzálnosť  jednotlivých  konštánt  zaistím 
nasledovne: 
– MIN_ANGLE  inicializujem  na  dostatočne  vysoké  číslo  (nie  je  nutné  priamo  360° 
z dôvodu efektívnosti algoritmu).
– MAX_COUNT  a  MAX_COUNT  nastavím  s  ohľadom  na  celkový  počet  polygónov 
modelu. Tu vychádzam z predpokladu, že hustota polygónov v modeli je rovnomerná.
– MAX_DISTANCE  bude  univerzálne,  pretože  veľkosť  modelu  už  je  normalizovaná. 
(kapitola   3.1.3).
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Funkčnosť  celého  algoritmu  je  založená  na  nasledujúcej  myšlienke.  Pre  oblasť  každého  ideálne 
vyznačeného  zubu  existuje  určité  množstvo  hraničných  polygónov,  z  ktorých  každý  zviera 
so všetkými  susednými  polygónmi,  ktoré  nepatria  do  vyznačenej  oblasti,  uhol  menší  ako 
MIN_ANGLE. Pri ďalšej dekrementácií  premennej  MIN_ANGLE sa označovaná oblasť „vyleje“.  
Tým bude označené aj ďasno, ktoré sa bude následne ďalej rozrastať. Tým sa ale označí zásadne  
väčšia oblasť, pretože ďasno sa rozprestiera po celom modeli a nie je tak ohraničené ako spomínaný 
zub. Hodnotu o ktorú sa dekrementuje medzný uhol bude taktiež potrebné zistiť empiricky.
Počet  polygónov  vzhľadom  na  nastavenie  premennej  MIN_ANGLE  pre  niektoré  zuby 
zobrazuje obrázok (Obrázok 3.8). Algoritmus sa teda pokúsi určiť limitne malý uhol taký, aby počet 
polygónov oblasti ohraničenej uhlom MIN_ANGLE nepresiahol limit MAX_COUNT.
Predpokladaný prístup však nie je dostatočný. Môže sa totiž stať že počet polygónov o ktorý sa  
zväčší  vyhľadávaná oblasť po tom ako sa dekrementuje MIN_ANGLE bude nízky. Výsledný počet 
polygónov označenej oblasti bude teda stále splňovať podmienku maximálneho počtu polygónov.
Doplňujúcou  podmienkou  je  preto  podmienka  pre  maximálnu  vzdialenosť  dvoch 
najvzdialenejších  vyznačených  polygónov.  V  tomto  prípade  sa  predpokladá,  že  tvar  korektne 
označeného  zubu  sa  približuje  tvaru  gule.  V  prípade  pretečenia  označenej  oblasti  v  priebehu 
algoritmu sa vyskytnú medzi  nájdenými polygónmi dva také , ktoré presahujú stanovenú hranicu. 
Výsledok vyhľadávacieho algoritmu s použitím spomínanej podmienky a bez nej je zobrazený na 
obrázku (Obrázok 3.9). 
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Obrázok  3.7:  Ilustračný  obrázok  zobrazujúci  základný  princíp  selekcie.  Rozdiel  uhlov  
susedných polygónov poatriacich zubu je väčší ako rozdiel polygónov na hranici zubu a  
ďasna. 
V  prípade,  ak  je  za  počiatočný  polygón  3D  detekcie  zvolený  polygón,  ktorý  už  bol  označený 
pomocou  predchádzajúcej  detekcie  tak  sa  takéto  vyhľadávanie  zubu  ukončí.  Následná  detekcia 
by mala za následok vyznačenie identickej oblasti. 
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Obrázok 3.9: Rozdiel v selekcií jedného zubu bez (vpravo) a s (vľavo) použitím doplňujúcej  
podmienky určujúcej maximálnu vzdialenosť  dvoch najvzdialenejšich polygónov
Obrázok 3.8: Zobrazenie zmeny počtu detekovaných polygónov pri použití detekčného  
algoritmu. Výsek z grafu zobarzuje na x-ovej osi medzný uhol MIN_ANGLE a na y-ovej  



























































Rozšírené vyhľadávanie oblastí zubov
Pri bližšom pohľade na tvar stoličky alebo črenového zubu (kapitola  2.1) je vidieť, že sú zložené 
z viacerých častí. Vyššie popísaným algoritmom bude možné detekovať zub v prípade že bude celý 
limitne konvexný.  Postup však v prípade členitejších zubov označí iba jeho časť. Preto bude nutné 
spomínaný algoritmus rozšíriť. Tento nedostatok je vidieť na obrázku (Obrázok 3.10).
Nasledujúci  postup  sa  pokúsi  vyhľadať  chýbajúcu  časť  zubu.  Predpokladám,  že  táto  časť  zubu 
sa nachádza naproti pôvodne vyznačenej oblasti a je s ňou prepojená nekonvexnou oblasťou. Najprv 
teda  bude  potrebné  vyhľadať  nekonvexnú  oblasť.  Na  to  je  možné  použiť  upravený  algoritmus 
na detekciu konvexnej oblasti. Úpravy algoritmu budú nasledovné:
– Namiesto medzného uhlu MIN_ANGLE bude použitý uhol MAX_ANGLE.
– Počiatočná inicializácia premennej MAX_ANGLE  bude nastavená na hodnotu zaručene 
menšiu ako je potrebné (limitne 0°).
– Namiesto  dekrementácie  bude  v  každom  kroku  algoritmu  premenná  MAX_ANGLE 
inkrementovaná. 
– Zmena v podmienke označenia susedného polygónu. Uhol medzi susednými polygónmi 
musí byť  menší ako nový medzný uhol MAX_ANGLE.
– Zmení sa hodnota MIN_COUNT (opäť nutné nastaviť empiricky).
– Zmení sa hodnota MAX_COUNT (opäť nutné nastaviť empiricky).
– Zmení sa hodnota MAX_DISTANCE (opäť nutné nastaviť empiricky).
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Obrázok 3.10: Rozdiel v detekcií jednej konvexnej časti pri  
jednoduchom a zloženom zube.
Dôležitým krokom pre použitie algoritmu,  bude určiť nový počiatočný polygón.  Predpokladajme,  
že po detekcií konvexnej oblasti bola nájdená časť zubu označujúca jeho bočnú stranu. Je zrejmé že  
pre úspešnú detekciu celého zubu je nutné vyznačiť protiľahlú stranu. Z toho je možné určiť smer, 
ktorým sa má oblasť rozrastať. Taktiež je zrejmé, že počiatočný polygón pre nové vyhľadávanie musí  
byť jeden z okrajových polygónov už vyznačenej oblasti. To je totiž miesto kde oblasť prechádza 
z konvexnej  do  nekonvexnej.  Na  zistenie  správneho  okrajového  polygónu  použijem  nasledujúci 
postup:
1. Vytvorím množinu pozostávajúcu z okrajových bodov označenej oblasti
2. Vypočítam priemerný bod z bodov, definovaných vrcholmi polygónov množiny z bodu 1 
3. Spočítam normálu  vyznačenej  oblasti  spriemerovaním  normál  všetkých  vyznačených 
polygónov.
4. Pomocou normály z kroku 3,  a priemerného bodu z bodu 2 definujem priamku
5. Pomocou  normály  celého  modelu  (kapitola  3.1.1)  a  priemerného  bodu  z  bodu  2 
definujem priamku.
6. Pomocou dvoch priamok z bodov 4 a 5 vytvorím rovinu.
7. Nájdem polygóny z množiny z bodu 1, ktoré pretína rovina z bodu 6.
8. Polygóny z bodu 7, rovinu z bodu 6, normálu vyznačenej oblasti z bodu 3 a priemerný  
bod  z  bodu  2  premietnem  do  roviny  definovanej  normálou  celého  modelu.  Z  takto 
získaného obrazu vyberiem polygón (z polygónov z bodu 7), ktorý je najvzdialenejší od 
priemerného bodu v protismere normály vyznačenej oblasti.
9. Polygón získaný v bode 6 použijem ako počiatočný polygón vyššie opísaného algoritmu 
na detekciu nekonvexnej oblasti zubu.
Ako som spomenul na začiatku tejto časti kapitoly, pokúsim sa vyhľadať konvexnú oblasť, ktorá by 
bola  protiľahlá  k  prvotne  vyznačenej  oblasti.  Po  detekcií  nekonvexnej  oblasti  bude  možné  túto 
detekciu  realizovať.  Keďže  sa  jedná  opäť  o  vyhľadávanie  konvexnej  oblasti,  využijem  postup 
popísaný  v  predchádzajúcej  podkapitole.  Jediný  rozdiel  bude  v  nájdení  počiatočného  polygónu. 
Základ bude zjednotenie prvotnej konvexnej oblasti a sekundárnej nekonvexnej. Na túto zjednotenú 
oblasť aplikujem algoritmus na určenie okrajového polygónu.  Tým získam očakávaný počiatočný 
polygón pre tretiu detekciu. 
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Výsledný algoritmus 3D detekcie
Hľadaný  zub  môže  teoreticky  pozostávať  z  jednej,  dvoch,  alebo  viac  konvexných  oblastí.  
Navrhovaný algoritmus však musí byť univerzálne použiteľný na detekciu rezákov (jedna konvexná 
oblasť)  aj  stoličiek  (dva  a  viac  konvexných  oblastí).  Kompletný  navrhovaný  postup  pozostáva 
z kombinácie predchádzajúcich. Je možné ho popísať nasledovne: 
1. Detekujem konvexnú oblasť a prehlásim ju za potenciálne výslednú (Obrázok 3.11 a). 
2. Na  základe  potenciálne  výslednej  oblasti  vyhľadám  počiatočný  polygón  pre  ďalšiu 
detekciu (Obrázok 3.11 b, c).
3. Na základe polygónu získaného v bode 2 detekujem nekonvexnú oblasť 
(Obrázok 3.11 d). 
4. Zjednotím aktuálne potenciálnu výslednú oblasť s oblasťou získanou v bode 3 
(Obrázok 3.11 e). 
5. Na základe oblasti z bodu 4 vyhľadám počiatočný polygón pre ďalšiu detekciu 
(Obrázok 3.11 f, g, h) a túto oblasť detekujem.
6. Zjednotím oblasť z bodu 4 s konvexnou oblasťou  získanou v bode 5 (Obrázok 3.11 i). 
7. V prípade že má oblasť získaná v bode 6  počet polygónov väčší ako MAX_COUNT 
algoritmus  ukončím  a  za  výslednú  oblasť  prehlásim  aktuálne  potenciálne  výslednú 
oblasť. 
8. V prípade že má oblasť získaná v bode 6 vzdialenosť dvoch najvzdialenejších polygónv 
väčšiu  ako  MAX_DISTANCE   algoritmus  ukončím a  za  výslednú  oblasť  prehlásim 
aktuálne potenciálne výslednú oblasť.
9. Oblasť  získanú  v  bode  6  prehlásim  za  potenciálne  výslednú  oblasť  a  pokračujem 
bodom 2.
Hodnoty MAX_DISTANCE a MAX_COUNT sú nastavené na rovnaké hodnoty ako pri vyhľadávaní 
konvexných oblastí. Celkový postup detekcie, je zobrazený na obrázku (Obrázok 3.11).
Vyššie  popísaným postupom bude  možné  detekovať jeden zub po  tom,  ako bol  jeho vzor 
nájdený vo výškovej  mape.  Detekciu oblastí  polygónov  bude teda nutné urobiť  pre  všetky body 
získané vyhľadávaním vzorov.
Po detekcií  polygónov,  bude  vhodné  vyplniť  nevyznačené  oblasti,  ktoré  vzniknú spojením 
jednotlivých konvexných častí zubu. Tieto oblasti sa vyznačujú tým, že sú obkolesené vyznačenými  
polygónmi a teda bude možné ich vyhľadať a označiť.
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Obrázok 3.11: Zobrazenie celkového postupu výsledného algoritmu 3D detekcie. Postupnosť  
jednotlivých krokov je v poradí a - i
4 Popis implementácie
V  tejto  kapitole  sa  budem venovať  celkovej  implementácií  navrhovaného  riešenia.  Na  začiatku 
rozoberiem knižnice  použité  na  naprogramovanie  výslednej  aplikácie.  Taktiež  budem diskutovať 
problémy  ktoré  súvisia  s  implementáciu  vyššie  navrhnutého  algoritmu  detekcie,  jeho  nedostatky 
a optimalizáciu. Na záver popíšem implementované grafické rozhranie.
4.1 Použité knižnice
Základom celého programu je práca s trojrozmernými polygonálnymi modelmi. Výsledná aplikácia 
teda musí byť schopná tieto modely načítavať. Taktiež je potrebné zobrazovať výsledky vyhľadávaní  
zubov. Vhodná by bola možnosť nastavovania pohľadu na model, či približovanie a vzďaľovanie.  
To vyžaduje  komunikovať  s  užívateľom  prostredníctvom  vhodne  navrhnutého  a  intuitívneho 
grafického  rozhrania.  Vzhľadom  na  experimentálny  charakter  projektu  je  však  potrebné 
implementovať prostriedky pre rôzne nastavenia a parametrizáciu jednotlivých použitých algoritmov. 
Niektoré hodnoty nastavení bude totiž potrebné zistiť z testov empiricky. 
Práve  na  toto  je  veľmi  vhodné  použiť  aplikáciu  OpenFlipper  a  do  nej  celý  projekt 
implementovať ako plugin. To ušetrí prácu na riešení problémov, ako sú programovanie prostredia na 
zobrazovanie modelov, či implementáciu algoritmov na načítanie jednotlivých typov modelov.  Táto 
aplikácia je napísaná v jazyku C++, a preto bude implementovaný plugin a teda celý navrhovaný 
algoritmus napísaný taktiež v tomto jazyku. OpenFlipper bude teda základ celého programu, a preto 
sa budem v nasledujúcej kapitole tejto aplikácií podrobnejšie venovať.
Aplikácia  OpenFlipper  [14]  využíva  knižnice  Qt  a  OpenMesh  [15].  Vzhľadom  k  tomu, 
že zadaním projektu je detekovať zuby v polygonálnom modeli, bude práca s knižnicou OpenMesh 
veľmi výhodná a častá. Z toho dôvodu som sa rozhodol tejto knižnici venovať samostatnú kapitolu. 
Samozrejme  v  projekte  budem  používať  aj  funkcie  knižnice  Qt,  ale  jej  rozbor  by  nemal  byť  
predmetom tejto práce. 
V práci bude nutné počítať niektoré nie triviálne problémy, ako je napríklad hľadanie koreňov 
kubickej rovnice. Z tohto dôvodu som sa rozhodol použiť knižnicu CMath  [16]. Tá implementuje 
riešenie práve takýchto matematických problémov.  
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4.1.1 OpenFlipper
OpenFlipper je voľná (open source) aplikácia a programové  rozhranie navrhnuté na modelovanie  
a vykresľovanie  (renderovanie)  geometrických  dát.  Je  multiplatformová,  pracuje  na  operačných 
systémoch  Windows,  MacOS  X a  Linux.  Na  všetkých  poskytuje  rovnaké  užívateľské  rozhranie 
a funkcionalitu. 
OpenFlipper umožňuje jednoducho modifikovať a spracovávať geometrické dáta a dáva tak 
programátorom  možnosť  sústrediť  sa  na  samotnú  prácu  s  dátami.   Taktiež  poskytuje  flexibilné 
a robustné rozhranie na vytváranie a testovanie geometrických výpočtov a algoritmov.
Aplikácia  obsahuje  už  implementované  prostriedky  na  načítavanie  a  ukladanie  mnohých 
formátov súborov pre ukladanie 3D modelov (*.bhv, *.lgt, *.obj, *.off, *.ofs, *.ofv, *.om, *.pla, atď.) 
Základná  funkcionalita,  ako  je  vykresľovanie,  selekcia  a  prostriedky  na  tvorbu  užívateľských 
rozhraní, sú tiež implementované priamo v aplikácií. To výrazne redukuje programovanie obslužných 
funkcií a umožňuje sa sústrediť na vývoj [14].
Užívateľské rozhranie aplikácie OpenFlipper je  pozostáva zo 4 základných častí  (widgets), 
z ktorých je každá rozšíriteľná a prístupná pomocou užívateľských pluginov:
– The viewport widget
– The plugin widget
– The logging widget
– The toolbar
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Obrázok 4.1: Ukážka okna aplikácie OpenFlipper
4.1.2 OpenMesh
OpenMesh  je  účinná  multiplatformová  knižnica  ktorá  ponúka  dátové  štruktúry  na  reprezentáciu 
a manipuláciu s polygonálnymi sieťami. Vďaka dobre navrhnutej robustnej štruktúre, môže užívateľ 
vytvárať polygonálne siete prispôsobené špecifickým potrebám vyvíjanej aplikácie. K dispozícií sú 
preddefinované štruktúry určené na reprezentáciu vrcholov,  hrán či  polygónov.  Taktiež  je  možné 
pridávať nové vlastné štruktúry. OpenMesh obsahuje prostriedky, pomocou ktorých je možné za behu 
s polytgonálnymi sieťami pracovať efektívne, alebo ich rozširovať o nové dáta.    
Knižnica OpenMesh má niekoľko zásadných výhod. Nemusí nevyhnutne pracovať so sieťami 
zloženými  iba z trojuholníkov,  ale naopak z obecne polygonálnymi  sieťami.  Poskytuje  explicitnú 
reprezentáciu vrcholov, polohrán (helfedges) a  polygónov, ale hlavne, vďaka vhodne navrhnutým 
štruktúram,  dokáže  efektívne  pristupovať  k  susedným  objektom  (hranám,  polygónom  a  iným 
vrcholom) každého objektu. To umožňuje napríklad jednoducho iteratívne prejsť jednotlivé vrcholy 
či polygóny.  
Existuje mnoho dátových štruktúr  založených na polygónoch (face-based). Tie uchovávajú 
informáciu o prepojení jednotlivých prvkov siete tak, že každý polygón má informáciu o vrcholoch, 
ktoré ho definujú a o susedných polygónoch. Na rozdiel od nich, má dátová štruktúra,  použitá v tejto  
knižnici, názov polohranová (halfedge data structure). Informácie o konektivite jednotlivých prvkov, 
sú totiž uložené v hranách polygónu.  Každá hrana ukazuje na svoj počiatočný a koncový vrchol, 
polygóny ktorým náleží a na dve nasledujúce hrany.  
Vďaka  týmto  prepojeniam  medzi  jednotlivými  prvkami  siete,  je  možné  prechádzať  vrcholmi,  
hranami,  či susednými  polhranami jednotlivých polygónov v takom poradí v akom sa nachádzajú 
(prípadne opačne) (zdroj [15]). 
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Obrázok 4.2: Popis prepojení objektov v knižnici OpenMesh (zdroj [15])
4.2 Získanie  2D obrazu
Na  efektívne  získanie  výškovej  mapy  používam  funkcie  aplikácie  OpenFlipper  (kapitola  4.1.1). 
Ten vykresľuje scénu do pohľadového okna (viewport widget). Na správne vykreslenie trojrozmernej 
scény zrejme využíva hĺbkový buffer. Taktiež poskytuje možnosť tento buffer prečítať a tým získať 
výškovú mapu.  Jednotnú veľkosť a natočenie všetkých modelov dosiahnem postupom popísaným 
v kapitole 3.1.3. Použijem na to funkciu lookAt. Tá prijíma 3 parametre:
– Pozíciu kamery
– Smer pohľadu kamery
– Vektor up určujúci kde je vrch pohľadu
Pozíciu  kamery  nastavím do  bodu  definovane  vzdialenom od  počiatku  sústavy  v  smere  danom 
normálovým vektorom roviny.  Jeho  vzdialenosť  nebude  mať  vplyv  na  veľkosť  modelu,  pretože 
zobrazovanie  scény  nastavujem  na  pravouhlé  (ortogonálne).  Smer  pohľadu  kamery  je  bod 
[0.0, 0.0, 0.0],  teda počiatok sústavy. To zaručí, že stred modelu bude v strede pohľadu. Vektor  up 
nastavím pomocou  normály roviny,  ktorá  predstavuje  druhé  najlepšie  riešenie  preloženia  modelu 
rovinou metódou najmenších štvorcov. (Obrázok 3.4).
Potom už stačí získať informáciu uloženú v hĺbkovom buffery.  Tá predstavuje dvojrozmernú 
maticu čísel,  určujúcich vzdialenosť modelu od pozorovateľa pre každý pixel  pohľadového okna.  
Predpokladám že v zobrazovanom priestore  sa nachádza práve jeden model  chrupu a žiaden iný 
objekt. To mi umožní upraviť hodnoty matice tak, aby najväčšie číslo predstavovalo pixel, v ktorom 
sa model nenachádza. Rozsah ostatných hodnôt nastavím podľa rozsahu možných hodnôt v matici. 
Takto  získam obrázok kde  najtmavšie  pixely reprezentujú časti  chrupu,  ktoré  sú  najvyššie  
vzhľadom k preloženej rovine. Naopak,  najsvetlejšie pixely reprezentujú najnižšie časti. Biele pixely 
označujú  miesto  v ktorom sa  chrup nenachádza.  Tieto  hodnoty upravím na rozsah 0-255.  Tento 
rozmer  považujem za  dostačujúci,  pretože  výška  modelu  chrupu má  reálne  približne  2  –  3  cm. 
Šedotónový obrazu výškovej mapy má teda rozlíšenie približne 0.08 – 0.12mm. 
4.3 Template matching
Vyhľadávanie  vzorov v  obraze  (template  matching)  je  realizované  postupom,  ktorý  je  podrobne 
popísaný v kapitole 3.1.3. Ako bolo spomenuté, vstupom pre algoritmus je gradientný obraz výškovej 
mapy.  Výstupom je zoznam bodov vo výškovej mape. Za ideálny zoznam je považovaný iba ten, 
v ktorom všetky detekované body ležia na obraze niektorého zo zubov pôvodnej  výškovej  mapy.  
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Zároveň však musí platiť, že každému zubu výškovej mapy prináleží aspoň jeden bod výstupného 
zoznamu, teda každý zub bol detekovaný. 
V  tejto  kapitole  popisujem  niektoré  problémy  súvisiace  s  touto  metódou,  na  ktoré  bolo 
potrebné  sa zamerať  pri  implementácií.  Jedná  sa  prevažne  o  výber  správnych  vzorov,  pomocou 
ktorých je detekcia uskutočnená. Taktiež sa venujem algoritmom, ktoré bolo potrebné  aplikovať 
na výsledky  detekcie,  aby  sa  zväčšila  úspešnosť  vyhľadávania.  Na  konci  kapitoly  popíšem 
optimalizačné postupy, pomocou ktorých som sa pokúsil docieliť zvýšenie rýchlosti vyhľadávania.
4.3.1 Výber vzorov
Pri použití metódy template matching je bezpodmienečne nutné vytvoriť súbor vzorov, ktoré budú 
následne vyhľadávané. V ideálnom prípade by stačil jeden vzor, pomocou ktorého by bolo možné  
detekovať všetky zuby. Toto však z dôvodu rôznych tvarov jednotlivých tried zubov nie je možné. 
Jeden  vzor  pre  každú  triedu  zubov  sa  taktiež  neprejavil  spoľahlivo.  Dôvodom  je  nedostatočná 
podobnosť  zubov  jednotlivých  tried.  Na  výstupe  sa  toto  prejavovalo  tak,  že  v  obraze  neboli 
detekované všetky zuby danej triedy. Pri znižovaní hodnoty prahu pre jednotlivé vzory algoritmus  
vyhľadával chybné výskyty zubov.  V práci som sa teda pokúsil vybrať také vzory a ich prahy, ktoré  
vykazovali limitne nulovú pozitívne chybnú detekciu, a zároveň detekovali čo najväčšie množstvo 
zubov. Tieto vzory som vytváral z už vytvorených výškových máp jednotlivých chrupov. 
Pre túto prácu som mal  k dispozícií  8 modelov chrupov. Počet  vzorov pre detekciu zubov 
v týchto  modeloch  som  sa  pokúsil  minimalizovať  správnym  výberom  a  nastavením  prahov  pre 
jednotlivé vzory. To vyžadovalo mnoho pokusných testov. Aby bolo možné vzory a ich vlastnosti 
nastavovať za behu programu, v pomocnom textovom súbore sú uložené hodnoty týchto vlastností  
a taktiež  cesty  k  zdrojovým  obrázkom.  Tieto  informácie  sa  prečítajú  automaticky  vždy  pred 
spustením  detekcie.  To  do  značnej  miery  urýchlilo  testovanie  správnych  nastavení  .  Výsledná 
aplikácia pracuje s 15 vzormi, ktoré sú zobrazené na obrázku (Obrázok 4.3).
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Obrázok 4.3: Obrázky vzorov použité v programe
4.3.2 Úprava detekovaných vzorov
V prípade, že bol počas výberu vzorov použitý na detekciu obecnejší tvar (ostrý prechod medzi 
zubom a ďasnom), javil sa tento veľmi vhodný na detekovanie väčšieho počtu zubov. Opäť sa však 
vyskytol spomínaný problém, chybnej detekcie. V práci som sa rozhodol použiť aj takéto obecnejšie 
tvary a následne nežiadané chybné detekcie odstrániť. Všetky takéto detekcie sa totiž vyskytovali na 
okrajových miestach, kde chrup hraničil s pozadím (Obrázok 4.4). Bolo teda možné takéto výskyty 
detekvať  a  vylúčiť  z  výsledného  zoznamu.  Aby  nenastal  prípad  kedy  bude  vylúčený  správne 
detekovaný zub, ktorý sa nachádza vo výškovej mape na okraji chrupu, je možné opäť parametricky 
nastavovať hodnotu prahu, pri ktorom nebude aplikovaný spomínaný algoritmus. 
Ďalším algoritmom, aplikovaným na už detekované zuby, je posunutie nájdených bodov. Z podstaty 
algoritmu, pomocou ktorého vyhľadávam oblasť zubu v trojrozmernom modeli vyplýva, že v prípade 
že sa počiatočný polygón nachádza v nekonvexnej oblasti, tak z veľkou pravdepodobnosťou nebude 
detekcia úspešná,  a teda nebude vyznačený žiadny polygón.  Takúto oblasť predstavuje  napríklad 
priehlbeň stoličky.  Z tohto dôvodu posúvam detekované body do najbližšieho lokálneho maxima.  
To spôsobí, že po detekcií bodu v strede stoličky sa bod posunie na jeden z jej okrajových vrcholov. 
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Obrázok 4.4: Príklad chybne 
detekovaných pozícií zubov pri použití  
obecnejších vzorov.
4.3.3 Optimalizácia vyhľadávania vzorov
Vyhľadávanie je časovo náročná operácia. Jej výpočet bolo možné zrýchliť zmenšením počtu 
vyhľadávaných  vzorov,  zmenšením  rozmerov  jednotlivých  vzorov  a  zamedzením  prehľadávania 
miest, v ktorých sa vzor nemôže nachádzať. 
Počet vyhľadávaných vzorov som sa pokúsil minimalizovať tým, že som ich pridával dovtedy,  
až  bolo  možné  prehlásiť  výsledky  detekcií  za  uspokojivé.  Správne  vzory  a  ich  množstvo  bolo 
potrebné určiť empiricky. 
Zmenšenie jednotlivých vzorov nie je možné urobiť bez toho, aby nebolo potrebné zmenšiť  
aj rozmery vstupného obrázku. Postup by teda vyžadoval  podvzorkovať aj obrázky vzorov zubov 
aj vstupný  obrázok.  Vzhľadom  na  testovací  charakter  projektu  bolo  jednoduchšie  a  postačujúce 
obmedziť výpočet korelácie pre určitú pozíciu vzoru v obrázku na každý druhý, resp. tretí, resp. štvrtý 
atď.  pixel.  Tento  parameter  je  opäť  nastaviteľný  pre  každý  vzor  prostredníctvom  riadiaceho 
vstupného súboru.
Obmedziť pozície prekladania obrázku vzorom bolo možné tak, že nie sú prehľadávané miesta  
kde sa nenachádza chrup a teda logicky ani žiaden zub. Vo vstupnom obrázku sú to pozície, ktorých 
pixely majú najväčšie hodnoty (teda sú čisto biele). Ďalšia možnosť eliminácie zbytočných výpočtov 
vychádza z nasledujúceho predpokladu. Ak existuje vstupný obraz v ktorom sa nachádza hľadaný 
vzor,  výsledná hodnota korelácie  bude podobne veľká nielen na pozícií  presného výskytu,  ale  aj 
v jeho blízkom okolí. Preto by bolo možné vzor po vstupnom obraze posúvať vždy o dva, resp. tri, 
resp. štyri atď. pixely. Táto hodnota je opäť nastaviteľná parametrom za behu programu pre každý  
vzor zvlášť.
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Obrázok 4.5: Príklad posunutia detekovaných  
pozícií zubov do najbližšieho lokálneho maxima.
4.4 Určenie oblastí v polygonálnom modeli
Postup pre detekciu polygónov, ktoré reprezentujú zub, je implementovaný podľa postupu podrobne 
popísaného  v  kapitole  3.2.1.  V  tejto  kapitole  sa  však  budem  venovať  niektorým  rozšíreniam, 
použitým na zvýšenie účinnosti označovania oblastí. Rovnako, ako  pri vyhľadávaní vzorov aj tu je  
potrebná určitá optimalizácia algoritmu, ktorá bude taktiež diskutovaná v tejto kapitole.
4.4.1 Úprava vyhľadávacieho algoritmu
Po implementácií navrhnutého riešenia sa detekcia zubu javila ako úspešná a po správnom vyznačení  
počiatočného  polygónu  korektne  vyznačila  oblasť  zubu.  Problémom  však  je,  že  nie  je  možné 
predpokladať  100% detekciu  zubov  v  dvojrozmernom obraze,  a  teda  predpoklad,  že  počiatočný 
polygón bude vyznačený korektne nie je vždy splnený. Z toho dôvodu som sa pokúsil algoritmus 
upraviť tak, aby vedel do určitej miery detekovať chybne vyznačený počiatočný polygón. 
Najväčší počet chybových detekcií sa vyskytoval na nepravidelných výbežkoch modelu. Ako je 
vidieť na obrázku (Obrázok 4.6), takéto oblasti sa vyznačujú tým, že obsahuju množstvo polygónov, 
ktoré  sú  okrajové  vzhľadom k celkovému modelu.  To znamená  že  nemajú  3 susedné  polygóny.  
Riešenie ktoré som použil pracuje tak, že po aplikovaní 3D detekcie zistí okrajové polygóny selekcie.  
Následne spočíta koľko z nich predstavuje okrajové polygóny modelu. Pomerom týchto dvoch počtov 
určí, či je výsledná oblasť považovaná za zub, alebo za chybu modelu. V druhom prípade je oblasť  
ignorovaná.
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Obrázok 4.6: Príklad chybnej detekcie oblasti na 
výbežku chrupu.
4.4.2 Optimalizácia vyhľadávacieho algoritmu
Algoritmus  na  detekciu  3D  oblastí  pri  každej  iterácií  vyhodnocuje  podmienku  na  maximálnu 
vzdialenosť dvoch polygónov. Tento postup je charakterizovaný kvadratickou zložitosťou. Je totiž 
nutné vypočítať vzdialenosť každého polygónu od všetkých ostatných. V modeloch, ktoré som mal k 
dispozícií,  pozostáva jedna stolička z približne 1500 polygónov.  To predstavuje značné množstvo 
výpočtov  pre  každý  krok  iterácie.  Z  toho  dôvodu  som  algoritmus  optimalizoval  nasledujúcim 
spôsobom.
V každom kroku iterácie prejdem všetkými polygónmi vyznačenej oblasti. Pre každý z nich 
spočítam priemerný  bod z  jeho 3  vrcholov.  Zo všetkých takto  získaných vrcholov,  vyberiem tie 
ktorých  minimálne  jedna  súradnica  predstavuje  extrém  na  danej  osi.  Tým  získam  maximálne 
6 polygónov. Najvzdialenejšie 2 z nich sú potenciálne najvzdialenejšie 2 z celej vyznačenej oblasti.  
Riešenie teda nie je zaručene správne, no jeho presnosť je dostačujúca. Zložitosť algoritmu sa však 
zamenila z kvadratickej na lineárnu a to zásadne zvýšilo rýchlosť výpočtu.
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5 Dosiahnuté výsledky
V  tejto  kapitole  budem  diskutovať  výsledky  dosiahnutej  práce.  Popíšem  vlastnosti  modelov, 
s ktorými  som  pracoval  a  úspešnosť  detekcie  na  týchto  vzorkách.  Ďalej  rozoberiem  účinnosť 
jednotlivých častí vyhľadávacieho algoritmu. 
5.1 Úspešnosť detekcie 
Ako som už spomenul v predchádzajúcich kapitolách, v tejto práci som mal k dispozícií 8 modelov 
ľudských chrupov. Nasledujúca tabuľka (Tabuľka 2) zobrazuje ich vlastnosti.  
Číslo modelu Počet vrcholov (vertexov) Počet hrán Počet polygónov
1 27805 81629 53852
2 27239 81680 54440
3 21491 65575 42074
4 18715 54899 36177
5 18867 55572 36700
6 31279 93042 61678
7 43985 131763 87483
8 18857 55656 36799
Tabuľka 2: vlastnosti vstupných modelov
Na všetky tieto modely bola aplikovaná detekcia.  Pre určenie úspešnosti  som uskutočnil  2  testy.  
V oboch porovnávam ideálne vyznačené oblasti zubov s oblasťami, ktoré detekoval algoritmus. Prvý 
test určoval úspešnosť podľa počtu vyznačených resp. nevyznačených polygónov. V druhom je do 
výsledku započítaný obsah jednotlivých polygónov.  Celkovú úspešnosť podrobne zhrňuje tabuľka 
(Tabuľka 3).  V tabuľke sú vypísané taktiež časy potrebné na výslednú detekciu.  Tieto testy boli  
realizované na notebooku s nasledujúcimi parametrami:
Acer Aspire 3693:
• Intel® Celeron® M processor 430, 1.73 GHz, 1 MB L2 cache
• 512MB DDR2
• Intel® Graphics Media Accelerator 950
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Číslo modelu 1 2 3 4 5 6 7 8
Čas potrebný na 
detekciu
00:53 00:50 00:47 01:11 01:29 02:04 02:40 01:46
z toho Detekcia 
vzorov
00:31 00:33 00:35 00:44 01:01 01:13 01:14 01:12
3D 
detekcia
00:22 00:17 00:12 00:27 00:28 00:51 01:26 00:34
Celkový počet 
polygónov 
53852 54440 42074 36177 36700 61678 87483 36799
TP 12387 14562 9611 13877 14763 13801 14207 9327
TN 41465 39878 32463 22300 21937 47877 73276 27472
FP 266 0 12 307 161 570 920 1136
FN 1051 1221 364 1188 1729 2078 1494 677
Senzitivita (SE)
v %
92,18 92,26 96,35 92,11 89,52 86,91 90,48 93,23
Špecificita (SP) 
v %
99,36 100 99,96 98,64 99,27 98,82 98,76 96,03
Presnosť (ACC) 
v %
97,61 97,81 99,11 96,03 95,1 95,88 97,31 95,3
Celkový obsah 
polygónov 
51149,85 58447,3 62216,7 27996,49 36090,47 70773,66 98880,34 32951,87
TP 7945,33 8469,37 6472,16 9269,5 11012,95 8799,51 9429,8 7233,19
TN 43204,52 49977,93 55744,54 18726,99 25077,52 61974,15 89450,54 25718,68
FP 454,25 0 9,91 226,54 112,59 434,43 895,36 1267,68
FN 544,72 628,39 206,67 683,31 1059,78 1133,89 845,37 436,74
Senzitivita (SE) 
v %
93,58 93,09 96,91 93,13 91,22 88,59 91,77 94,31
Špecificita (SP) 
v %
98,96 100,00 99,98 98,80 99,55 99,30 99,01 95,30
Presnosť (ACC) 
v %
98,08 98,94 99,65 96,85 96,85 97,83 98,27 95,08
Tabuľka 3: Tabuľka zobrazujúca dosiahnuté výsledky detekcie zubov na jednotlivých  
modeloch
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Riadky s  označeniami  TP,  TN,  FP a  FN znamenajú  skutočne pozitívne (true positive),  skutočne 
negatívne  (true  negative),  falošne  pozitívne  (false  positive)  a  falošne  negatívne  (false  negative) 
označený počet polygónov respektíve veľkosť oblastí definovanú týmito polygónmi. 
Údaje o veľkosti plochy, ktoré sú uvedené v tabuľke nemajú uvedenú jednotku. Táto hodnota 
je  v  obecných  jednotkách2,  ktoré  sú  rôzne  pre  každý  model.  Vstupné  modely  totiž  môžu  byť 
v rôznom merítku. Pre vyjadrenie pomerov obsahov v rámci jedného modelu však táto informácia nie 
je potrebná.
V modeloch nie je možné jednoznačne určiť ktoré polygóny patria a ktoré nepatria oblastiam 
zubov.  Často  je  totiž  hranica  medzi  zubom a  ďasnom málo  výrazná,  alebo  dokonca  neexistuje. 
Aby však bolo možné  uskutočniť  výsledné merania,  bolo potrebné tieto oblasti  vyznačiť.  Z toho 
dôvodu  som  sa  pokúsil  oblasti  vyznačiť  ručne  a  problematické  miesta  hraníc  zubov  som  určil 
odhadom. 
Charakteristiku úspešnosti popisujem pomocou senzitivity, špecificity a presnosti. Senzitivita 
je  pomer  správne  pozitívne  detekovaných  (teda  správne  vyznačených)  polygónov  ku  všetkým 
pozitívnym polygónom (teda tým ktoré skutočne reprezentujú oblasti zubov). Spočíta sa pomocou 
vzorca (26). Špecificita je pomer správne negatívnych detekovaných (teda správne nevyznačených  
polygónov)  ku všetkým  polygónom,  ktoré v modeli  predstavujú ďasno.  Na výpočet  jej  hodnoty 







Obrázok (Obrázok 5.1)  zobrazuje  modely  na  ktorých bola  dosiahnutá  lepšia  úspešnosť.  Naopak, 
na obrázku (Obrázok 5.2) je vidieť výsledky detekcie na modeloch s horšou dosiahnutou  presnosťou. 




Obrázok  5.1: Príklady  výstupu detekčného algoritmu  aplikovaného na modely, pri ktorých  
bola  dosiahnutá  najväčšia  presnosť.  V  prvom  riadku  sú  zobrazené  subjektívne  ideálne  
vyznačené oblasti zubov.  Druhý riadok zobrazuje oblasti vyznačené pomocou navrhnutého  
algoritmu.  V  treťom  riadku  je  možné  vidieť rozdiely  medzi  ideálnymi  a  detekovanými  
olasťami. 
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Obrázok  5.2: Príklady  výstupu detekčného algoritmu aplikovaného na modely, pri ktorých  
bola  dosiahnutá  najmenšia  presnosť.  V  prvom  riadku  sú  zobrazené  subjektívne  ideálne  
vyznačené oblasti zubov. Druhý riadok zobrazuje oblasti vyznačené pomocou navrhnutého  
algoritmu.  V  treťom  riadku  je  možné  vidieť  rozdiely  medzi  ideálnymi  a  detekovanými  
olasťami. 
5.2 Analýza výsledkov a návrh optimalizácie
Celkový detekčný algoritmus je možné rozdeliť do 3 častí.  Prvou je detekcia zubu v 2D obraze.  
Druhú  predstavuje  vyznačenie  počiatočnej  konvexnej  oblasti.  Tretia  časť  algoritmu  slúži 
na označenie celého zubu v prípade, že sa tento skladá z viacerých častí (stolička, črenový zub).
Ako  je  vidieť  z  tabuľky  (Tabuľka  3),  najlepšia  úspešnosť  vzhľadom  na  obsah  plochy 
polygónov bola  dosiahnutá  na  modeli  číslo  3.  Naopak najhoršiu  úspešnosť  mala  detekcia  zubov 
na modeli  číslo 8.  Z obrázku (Obrázok 5.2) je vidieť že je to spôsobené prevažne nedokonalým 
detekovaním zubov v 2D obraze. Po falošne pozitívnej detekcií zubu je totiž aplikovaný algoritmus 
označovania polygónov v trojrozmernom modeli. Ten však vychádza z predpokladu, že počiatočne 
vyznačený  polygón je  súčasťou nejakého zubu.  V práci  som sa pokúsil  postup vylepšiť  tak aby 
spomínaný algoritmus ignoroval falošne detekovaný počiatočný polygón. Tento postup však nie je 
schopný opraviť chybnú 2D detekciu stopercentne. Navrhnutá selekcia však nie je schopná vyznačiť 
zub  v  prípade,  že  vôbec  nebol  vo  výškovej  mape  detekovaný,  a  teda  nebol  vyznačený  žiadny 
počiatočný polygón.
Na spomínanom obrázku zobrazujúcom najhoršiu detekciu je tiež možné vidieť niektoré zuby,  
ktoré nie sú vyznačené celé. To spôsobuje nedokonalosť algoritmu, ktorý sa pokúša nájsť polygóny, 
ktoré patria pôvodne vyznačenej oblasti. 
Posledný  druh  chýb,  ktoré  sa  objavujú  v  programe,  predstavuje  nepresné  určenie  hraníc 
jednotlivých konvexných oblastí zubov. Z obrázkov je však zrejmé, že počet chybne detekovaných 
polygónov (či celkového obsahu plôch definovaného týmito polygónmi) spôsobených touto chybou 
je však porovnateľne menší oproti počtu chybne detekovaných  polygónov spôsobených chybným 
vyhľadávaním vzorov. 
Je  teda zrejmé že najslabšou časťou celkového vyhľadávacieho postupu,  je  detekcia  zubov 
v 2D obraze výškovej mapy.  Ako už bolo spomenuté k dispozícií som mal len 8 modelov ľudských 
chrupov.  To  značne  obmedzilo  možnosť  vytvoriť  dostatočne  veľký  počet  dostatočne  obecných 
vzorov a dosiahnuť tak lepšiu úspešnosť.  Vyhľadávanie  je  taktiež značne pomalé.  Ako je  vidieť  
z výslednej  tabuľky,  vyhľadávanie  vzorov  zaberá  priemerne  viac  ako  polovicu  celkového  času 
potrebného na detekciu. To však vyplýva z podstaty použitého template matchingu.
Tieto poznatky je možné využiť na návrh vylepšenia algoritmu. V prípade, že by bol program 
schopný  s  väčšou  presnosťou  detekovať  vzory  v  2D obraze,  značne  by  sa  tak  zvýšila  celková 
schopnosť algoritmu detekovať správne celé zuby. V provom rade by bolo možné sa vyhnúť falošne 
pozitívne  a  falošne  negatívne  vyhľadaným  polygónom,  spôsobeným  aplikovaním  algoritmu  3D 
detekcie na nesprávnom mieste chrupu, alebo naopak jeho absencie na miestach, kde sa zub naozaj 
nachádza. V druhom rade by sa zlepšila schopnosť detekovať celý zub, ktorý pozostáva z viacerých  
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častí. Ak by program v 2-rozmernom obraze výškovej mapy dokázal detekovať všetky jeho časti,  
celková detekcia by s veľko pravdepodobnosťou označila úspešne celý zub. 
5.3 Použitie programu
Ako bolo spomenuté v predchádzajúcich kapitolách, riešenie detekcie zubov je implementované ako 
plugin  aplikácie  OpenFlipper.  Po  jej  spustení  je  možné  pristupovať  k  jednotlivým  prvkom 
vytvoreného plugin prostredníctvom plugin widgetu. Ten sa nachádza v pravej časti okna aplikácie 
a má názov Teeth. Obrázok (Obrázok 5.3) zobrazuje jeho grafické rozhranie. 
Aby bolo možné detekovať zuby v modeli, je nutné tento model najprv načítať pomocou hlavného 
menu programu. Je však pravdepodobné že po jeho načítaní nebude zobrazený v pohľadovom okne.  
Pomocou  tlačítka  „Focus  and  rotate“  sa  model  posunie  do  stredu  pohľadového  okna  a  natočí 
pomocou detekovanej roviny. 
Tlačítko  „Detect  all“  potom  spustí  samotný  proces  detekcie.  To  je  možné  použiť  aj  bez 
predchádzajúceho natočenia.  Počas  procesu  detekcie  aplikácia  nereaguje  a  je  nutné  počkať,  kým 
vyhľadávanie skončí. Následne sa však zobrazia vyznačené detekované oblasti.
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Obrázok 5.3: Ukážka grafického rozhrania 
implemenovaného pluginu
Vzhľadom k faktu, že detekcia nemá 100% úspešnosť, je možné chýbajúce, alebo naopak prebytočné 
oblasti  dodatočne upraviť. Na to slúžia zvyšné ovládacie prvky pluginu:
Select/Unselect polygon - V prípade že je zaškrtnutá táto možnosť  je možné  
označiť/odznačiť polygón podĺa toho či  bol,  alebo  
nebol označený. 
Select konvex area - po kliknutí na neoznačený polygon sa spustí proces 
vyznačenia zubu od tohoto počiatočného polygonu
Unselect selected area - odznačí vyznačenú oblasť
Clear all - odznačí všetky vyznačené oblasti
Fill empty areas - vyplní prázdne oblasti obkolesené označenými 
polygónmi
Aby automatické vyhľadávanie oblastí pracovalo správne, je nutné načítať do aplikácie práve jeden 
model. Algoritmus totiž predpokladá že sa v priestore nevyskytuje iný objekt. Druhou podmienkou 
správnej detekcie je, aby malo pohľadové okno (viewport widget)  po jej spustení rozmery aspoň  
také, aby sa v ňom mohol zobraziť celý model po rotácií (približne 300x300 pixelov). Vyplýva to 
z postupu získania výškovej mapy pomocou hĺbkovej vyrovnávacej pamäte (depth buffer).
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6 Záver
V  tejto  práci  som  navrhol  a  implementoval  algoritmus  na  detekciu  zubov  v  3D  počítačovom 
polygonálnom modeli čeľuste. Za týmto účelom bolo potrebné najprv preštudovať a popísať potrebné 
teoretické  podklady.  Ich  analýzou  som  následne  zvolil  postup  riešenia,  ktoré  som  v  práci 
zdokumentoval.
Navrhnutý  algoritmus  som  implementoval  ako  plugin  aplikácie  OpenFlipper.  Výsledný 
program poskytuje možnosť automatickej detekcie zubov. Taktiež ponúka užívateľovi nástroje pre  
ručnú korekciu a poloautomatickú detekciu vyhľadaných oblastí. Napriek výpočetne náročnejšiemu 
procesu je doba, potrebná na vyznačenie oblastí a ich prípadnú korekciu, výrazne kratšia s použitím 
pluginu, ako v prípade plne manuálnej detekcie. Tento fakt považujem za hlavný prínos práce.
V práci som sa pokúsil približne určiť úspešnosť automatickej detekcie. Keďže nie je možné  
exaktne určiť hranice jednotlivých zubov, definoval som ideálne riešenie subjektívne. Pomocou neho 
som  následne  určil  presnosť  detekcie  vzhľadom  na  počet  správne  detekovaných  polygónov.  
Tu dosiahla priemerná presnosť všetkých modelov  96,77%. Výsledok som vyhodnotil aj vzhľadom 
na obsah správne detekovanej oblasti. V tomto prípade mala priemerná presnosť hodnotu 97.69%. 
Tieto výsledky považujem za uspokojivé. 
V poslednej kapitole sa venujem nedostatkom navrhnutého algoritmu a navrhujem ich možné 
riešenia. Celkový koncept riešenia daného problému považujem za vhodný. Detekcia zubov v 2D 
obraze  prostredníctvom  vyhľadávania  vzorov  sa  však  prejavila  ako  najslabší  článok  celkového 
postupu. Preto by pre budúci vývoj aplikácie bolo potrebné zmeniť práve túto časť a na vyhľadávanie  
zubov v 2D obraze výškovej mapy použiť napríklad neurónové siete. 
Vyhľadávanie oblastí zubov v 3D modeli chrupu má potenciálne praktické využitie. Dovolím si 
tvrdiť, že je na tento účel možné použiť navrhnutý algoritmus. Nasadenie do praxe by ale vyžadovalo  
viaceré úpravy vrátane navrhovaných optimalizačných postupov, preto je program napísaný tak aby 
bolo možné pokračovať v jeho vývoji.
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