The Internet of Things (IoT) age is upon us. As we look to build larger networks with more devices connected to the Internet, the need for lightweight protocols that minimize the use of both energy and computation gain popularity. One such protocol is Message Queue Telemetry Transport (MQTT). Since its introduction in 1999, it has slowly increased in use cases and gained a huge spike in popularity since it was used in the popular messaging application Facebook Messenger. In our previous works, we focused on adding geolocation to MQTT, to help modernize the protocol into the IoT age. In this paper, we build off our previous work on MQTTg and build an IoT Android Application that can pull geolocation information from the Operating System. We then use the geolocation data to create geofences to help further tailor the use cases of MQTTg.
I. INTRODUCTION
The Internet of Things (IoT) at its core looks to improve our ability as technologists to implement better data sharing, remote control, and data monitoring [1] . IoT can achieve this by connecting almost any device to the Internet [2] , [3] . One of IoT's gems is the recently popular idea of Smart cities and Smart factories, where entire geographic locations or workplaces have devices connected into a network being able to share information [4] . For smart cities and other IoT ideas, communication protocols for acquisition of large amounts of data and sharing of that data are very important. One such protocol is MQTT.
Vergara et al. in [5] were one of the first to show the superiority of MQTT implemented on Android devices to decrease energy consumption. Furthermore, we now know from a large collection of use cases that MQTT provides some key advantages like a small energy footprint and very low bandwidth use [6] . Furthermore, even in comparison to other IoT protocols, MQTT also provides advantages in smartphone use [7] . A favorable picture of MQTT based techniques for data communication problems on IoT networks has been painted thus far in related literature [8] , [9] , [10] , [11] . Our initial work on MQTT started in [12] , [13] we attempted to add geolocation to an existing MQTT release known as Mosquitto [6] . However, due to shortcomings with the implementation, we switched to MQTTNet [14] and presented our work very recently in [15] . In this paper we aim to implement the usability of the MQTTg protocol with added geolocation on mobile based applications in the Android Operating System.
The rest of the paper is organized as follows. In §I-A we give a brief overview of MQTT. We follow this with our main contributions in §I-B. We then present main results in §II followed by some experimental work in §III. We end the paper with some future directions in §IV and end with some concluding remarks in §V.
A. MQTT Protocol
The MQTT protocol is a well known publish/subscribe protocol. MQTT relies on publishers to publish content and subscribers to subscribe to given topics to retrieve all messages relating to a given topic. In most implementations, there is a broker that routes information to where it needs to go. Historically, the MQTT protocol runs over TCP/IP and has a data packet size with low overhead minimum (≥ 2 bytes) so that consumption of power is kept to a minimum. Although we do not discuss the MQTT protocol in depth here, we recommend interested readers to the MQTT documentation in [14] , [16] and to a survey work like [17] .
There are so many options for implementing the MQTT protocol on devices. In the scenario presented here, a common system of MQTT requires two main software components:
• an MQTT Client to be installed on an Android device. A web platform, which uses Javascript, can use the Client PAHO library of Eclipse [18] . • an MQTT Broker serves to handle publish and subscribe data. A Linux platform can use a broker that is available for free such as Mosquitto, HiveMQ, etc. In our implementation, we make use of MQTTNet [14] , which is also Open Source. The advantage of the publish/subscribe system is that the data sender (publisher) and the data receiver (client/subscriber) do not know each other because there is a broker in between. In addition, there is time decoupling which makes publisher and client unable to be connected simultaneously to allow the client to not have delays in receiving messages they subscribe to.
B. Our Contributions
We modify both MQTTnet and Paho by adding geolocation information into specific MQTT packets such that, for example, client location could be tracked by the broker and clients can subscribe based not only by topic but also by their specific geolocation. This work is backwards compatible and our modified brokers and clients work with existing code bases when geolocation is not included. A list of all MQTT packets that use geolocation is given in Table I . This can lead to the clients last known location having a comparison to a polygon geofence. One important feature of GPS Tracking software using GPS Tracking devices is geofencing and its ability to help track assets. Geofencing allows users of a Global Positioning System (GPS) Tracking Solution to draw zones (geofences) around places of importance, customers sites and secure areas. In MQTTg, by adding geolocation, information reaching subscribers can be filtered out by the broker to only fall within the subscriber's geofence. We can see an example of a geofence in Figure 1 . As a green IoT example, take a smart city driving condition topic. By prescribing a geofence where driving conditions may not be adequate for a variety of reasons (weather, construction, or an accident for example), specific subscribers on a smart city topic like driving conditions would receive updates based on whether or not their geolocation in real time intersects with a polygon geofence where driving conditions may be abnormal. Other subscribers would receive different messages based on their driving routes throughout the city. We are also motivated by releases such as OpenHAB, an open-source home automation framework [20] and releases like OwnTracks, a private location diary system that allows users on iOS and Android to keep a location diary and share the information with family and friends [21] , however both releases focus on Payload modifcation not modifying the protocol itself as we do here. Further use cases for MQTTg include:
• Field team coordination • Search and rescue improvements • Advertising notifications to customers within specific ranges • Emergency notifications, such as inclement weather or road closures. • Taxi cab monitoring and deployment strategies
II. RESULTS
The basis of MQTTg is to leverage unused binary bit data within the protocol definition and, optionally, embedding geolocation data between the header and payload as shown in Figure 3 . We can clearly see while comparing Figure 2 to The major change to the packets themselves was the inclusion of the Geolocation Flag. The flag is sent in packets to the broker to notify the broker that they are sending geolocation data in the packet. The packets that are used to send geolocation information are given in Table I , derived from the original protocol implementation. In Listing 2, we see the updated C# code for MQTTnet packet deserializer for the PUBLISH/PUBLISHG packet. The isGeog Boolean passed is based on the packet type identified by the calling method. Based on this geolocation flag, we treat the PUBLISH/PUBLISHG packets differently. From the Paho MQTTg implementation, Listing 3 gives the updated Java implementation for de-serializing MQTT packets which they call MqttWireMessage. For a PUBLISH packet, the Java client is normally setup to determine the topic when creating a new MqttPublish object. For a geolocation packet, it is setup to have the topic before the geolocation data. So, the code is modified to do as such if one is received. The Java client stores the geolocation data in big endian IEEE 754 format. The geolocation data is, however, encoded in little endian so the bytes need to be reversed to get the correct output for this data. To be consistent, we are adhering to the IEEE floating point representations everywhere. MqttGeog GeoLocation = null; 9 String topic = null; 10 11 if (type == PUBLISHG) { 12 13 topic = new String(encodedString, "UTF-8"); 14 15 GeoLocation.version = in.readByte(); For all packets mentioned in Table I , with the exception of PUBLISH, the 3rd bit of the fixed header is unused (reserved) in the original implementation in [22] , so we can easily use it to indicate the presence of geolocation information. Figure 2 shown earlier and Figure 3 explain where the location data is in the packet.
The PUBLISH control packet needs a different implementation. Because the 3rd bit is already allocated for Quality of Service (QOS), and all other packets are also reserved for an existing use, we chose to implement a new control packet type. PUBLISHG (=0xF) is used as the flag type for geolocation data when it is to be sent. There are 16 available command packet types within the MQTT standard and 0 through 14 are used.
We deem geolocation data as an optional attribute, as not all clients may wish to publish their geolocation data for security reasons. In our approach, geolocation data is not included in the packet payload, since not all packet types support a payload, thus rendering payloads not a viable optionespecially for green IoT. Furthermore, we did not wish the broker to examine the payload of any packet, thus keeping our processing footprint low.
A. Handling of packets
Packets that are received without geolocation data are handled via the original MQTTnet and Paho functions respectively. Packets that are received with geolocation are handled similarly but with a call to a last known location updating method-which stores the clients unique ID and the location data into a Hashtable object designed to be compared against the geofence. If and only if they are a subscriber is the packet to be sent with geolocation data. We have elected to attach geolocation data from all packet types originating from the client to eliminate the need for specific packets carrying only geolocation data, and thus reducing network traffic as well.
B. Geofencing
Creating the geofence code was a major part of MQTTg. The geofence filtering is only called when a packet is submitted to the broker as these packets are forwarded to subscribing clients.
Geofence data is presently submitted and cleared by a client to the broker using the MQTT SUBSCRIBE packet so that clients may individually submit geofences of interest. The broker maintains polygon data for each subscribing client. Polygons may be static in shape and location or dynamic and move with the last known location of the target.
Since the 3rd bit of the fixed header is unused, we are able to indicate whether or not the SUBSCRIBE packet contains GeoLocation data. If the data is present, the next 21 bytes are read as before to get this information. The next step is to read the topic filter for the packet. In our implementation, we have created two new GeoLocation filters called ForwardInsideRadiusTopicFilter and ForwardOutsideRadiusTopicFilter respectively. With each one, the client can subscribe based on a topic, latitude, longitude, and radius to either receive PUBLISHG packets from within or outside of the area. To determine if a GeoLocation filter is present, the second bit in the QoS byte is used as the identifier. If the bit is present, the next byte read will determine which type of GeoLocation filter was passed and it will then proceed to read the radius, latitude, and longitude to create the filter. Our implementation still allows for a normal topic filter to be used. Figure 4a , a subscriber (client) can identify themselves on the network. Pressing the Current Location button will provide the application with the client's current geolocation data pulled from the OS. By not pressing Current Location, the given client acts in original MQTT form lacking any geolocation activity. The topic, say Traffic Updates, will subscribe the client to that topic for future updates, which will show in Figure 4b . If an update is provided to the topic by a publishing client, all other clients within a geofence bounded area of the publisher's creation will receive the message. A client can subscribe to as many topics, with or without geolocation, as they choose. In Figure 4b , all subscribed topic messages will be shown here. Topics where geolocation are shared will be specific to a given geofence so only matching geolocation data to a given geofence will show. These matches are determined by the broker based on the rules of the geofence from the subscriber. We expect to add separate layouts for a publisher scenario versus a subscriber scenario on the network.
III. EXPERIMENTAL RESULTS
To experiment with the accuracy of geolocation within the MQTTg Android application, we performed a series of experiments. First, a route was mapped within city limits using a well known geolocation user and service, Google Maps [23] . In Figure 5 , we show a Google Maps screenshot of a mapped route from Brandon University to a residential area in Brandon, Manitoba, Canada. The total distance as shown is 4.9 km. We then, did multiple trials driving the route with an Android Phone, running the MQTT client as described in §II-C with geolocation packets being sent every 30 seconds sending all relevant geolocation data. Using the Distance measurements calculated by the Broker using geolocation information between packets received, we calculated a total distance traveled being 4.902 ± 0.001 km for all trials. This gives an accuracy rating for the geolocation data of 99.9%.
Since Google Maps data is only to a precision level of 1, it may very well be that we achieved a 100% accuracy rating in our trials.
IV. FUTURE WORK
We are still finishing the final testing of MQTTg for the Android OS. In Figure 6 , there were some anomalies both in Elevation and Speed as highlighted. We wish to troubleshoot these issues to see what the cause of this could be.
Applications of the Android client are plentiful but have some key uses in green IoT, natural disaster containment, and safety in this age of mobile devices and smart cities. We can also see some direct applications for visually impaired individuals trying to navigate smart cities [24] . Additionally, there is room to make the Android operating system application more visually appealing.
We have yet to deal with both security limitations of MQTT and Quality of Service (QoS) levels and how they will relate to MQTTg. The OASIS standard implemenation of MQTT strongly recommends a MQTT security solution using SSL/TLS [25] . However, this solution entails additional significant communication and computation overheads for certificate validation checks which may not be feasible in IoT solutions.
The QoS level is an agreement between the sender of a message and the receiver of a message that defines the guarantee of delivery for a specific message. There are 3 QoS levels in MQTT that give clients the power to choose a level of service that matches their network reliability and application logic. Therefore, there still needs to be some connection between security, QoS and MQTTg. We are currently working on perhaps applying them together with differing levels of security depending on with QoS in being used. There is room and viability to use the 21 bytes of information as shown in Figure 3 to help manage the QoS levels and security.
V. CONCLUSION
In this paper we furthered some initial work on our protocol MQTTg aptly named for the addition of geolocation to the protocol. We were able to create an Android application using MQTTg. We also ran some experimental trials to test the accuracy of MQTTg on the Android OS with strong results. It is important to further this study on MQTTg as their is still both room for improvement as well as baselines needed for performance of the protocol under implementation loads.
