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Resumen. Introducción: este artículo es producto de la lectura, revisión y análisis 
de libros, revistas y artículos reconocidos por su calidad científica e investigativa 
que han abordado el proceso de pruebas de calidad de software. El autor, con base 
en su experiencia laboral en empresas de desarrollo de software, docencia y otras, 
ha recopilado y seleccionado información para argumentar y sustentar el porqué 
de la importancia del proceso de pruebas de calidad de software. Metodología: se 
analizó la literatura existente sobre el proceso de pruebas de calidad de software 
en un contexto local, nacional y mundial. Se revisaron de forma exhaustiva las 
bases de datos ScienceDirect, Elseiver, Springer, Wiley Online Library, proquest, 
Enginneering Village, Scopus, Dialnet. Resultados: se describen conceptos de gran 
importancia en el proceso de pruebas, características, metodologías y marcos de 
referencia enfocados a la adecuada implementación de un proceso de pruebas. 
Conclusiones: se generan unos resultados y conclusiones con el fin de que las em-
presas de desarrollo de productos software mejoren el rendimiento y la efectividad, 
así como la optimización de los procesos de pruebas de calidad de software, que 
además es base fundamental para iniciar procesos de investigación en calidad de 
software.
Palabras clave: calidad, diseño de prueba, herramientas de prueba, niveles de 
prueba, software, testing.
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Software quality testing process analysis
Abstract. Introduction: This article is the result of reading, review, analysis of books, maga-
zines and articles well known for their scientific and research quality, which have addressed 
the software quality testing process. The author, based on his work experience in software 
development companies, teaching and other areas, has compiled and selected information 
to argue and substantiate the importance of the software quality testing process. Meth-
odology: the existing literature on the software quality testing process was analyzed at a 
local, national and global context. The ScienceDirect, Elsevier, Springer, Wiley Online Li-
brary, Proquest, Engineering Village, Scopus, Dialnet databases were thoroughly reviewed. 
Results: important concepts are described in the testing process, characteristics, method-
ologies and frameworks focused on the proper implementation of a testing process. Con-
clusions: The Article gives rise to results and conclusions in order for software product de-
velopment companies to improve performance, effectiveness and optimization of software 
quality testing processes, and it is also a fundamental base to undertake software quality 
research processes. 
Keywords: quality, test design, test tools, test levels, software, testing. 
Análise do processo de testes  
de qualidade de software
Resumo. Introdução: este artigo é produto da leitura, revisão, analise de livros, revistas e 
artigos reconhecidos pela sua qualidade científica e investigativa que trataram do processo 
de testes de qualidade de software. O autor, baseado em sua experiência trabalhista em 
companhias de desenvolvimento de software, docência e outras, reuniu e selecionou in-
formações para argumentar e sustentar o porquê da importância do processo de testes de 
qualidade de software. Metodologia: analisou-se a literatura existente sobre o processo 
de testes de qualidade de software em um contexto local, nacional e mundial. Revisaram-
se exaustivamente as bases de dados ScienceDirect, Elsevier, Springer, Wiley Online Libra-
ry, Proquest, Enginneering Village, Scopus, Dialnet. Resultados: descrevem-se conceitos de 
grande importância no processo de testes, características, metodologias e marcos de refe-
rência focalizados na adequada implementação de um processo de testes. Conclusões: com 
o artigo geram-se resultados e conclusões visando que as companhias de desenvolvimento 
de produtos de software melhorem o desempenho, a efetividade e o aprimoramento dos 
processos de testes de qualidade de software, além disso é a base fundamental para iniciar 
processos de investigação em qualidade de software.
Palavras chave: qualidade, desenho de teste, ferramentas de teste, níveis de teste, software, 
testing.
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1. Introducción
Este artículo se basa en la línea de investiga-
ción Ingeniería de software, y el tema tratado es 
el proceso de pruebas de calidad de software. En el 
estado del arte se aborda el proceso de pruebas de 
calidad de software, en el contexto mundial, nacio-
nal y local. Además, con este artículo se pretende 
socializar y dejar un precedente de la importan-
cia que tiene la implementación de un adecuado 
proceso de pruebas de calidad de software en las 
empresas de desarrollo software.
1.1 Antecedentes
Los equipos tecnológicos o electrónicos, en espe-
cial las computadoras, hoy en día se utilizan en 
un gran número de aplicaciones para la vida del 
ser humano, y en muchas situaciones es crítico el 
adecuado funcionamiento de las aplicaciones en 
los equipos tecnológicos. Como ejemplo de esto 
se pueden mencionar las transacciones electróni-
cas, negocios de la bolsa de valores, telemedicina o 
transporte aéreo. Estos son solo algunos casos en 
los cuales “la tecnología es un factor crítico en las 
actividades de la vida del ser humano” [1].
Algunos de los ejemplos reales en los cuales el 
impacto del mal funcionamiento de un software ha 
afectado la vida del ser humano son los siguientes: 
• El lanzamiento del cohete Ariane 5, “El vuelo 
tuvo lugar el 4 de junio de 1996, primer vuelo 
de la lanzadera Ariane 5 terminó en un fraca-
so. El fracaso del Ariane 5 fue causado por la 
pérdida completa de la orientación y la altitud. 
37 segundos después del inicio de la secuencia 
de arranque del motor falló, generando la explo-
sión y destrucción, esta pérdida de información 
se debió a la especificación y diseño errores en el 
software del sistema de referencia inercial”, des-
pués del lanzamiento se destruyó la base de lan-
zamiento, debido a un mal funcionamiento del 
software de control. El Ariane 5 reutilizó las es-
pecificaciones del Ariane 4, no se tuvo en cuenta 
que la trayectoria era distinta y que el código se 
reutilizó y no se ajustó [2].
• El fracaso de los misiles Patriot: “El 25 de febrero 
de 1991, durante la Guerra del Golfo, una bate-
ría de misiles Patriot estadounidense en Dharan, 
Arabia Saudita, no logró rastrear e interceptar un 
misil Scud iraquí entrante. El Scud golpeó un 
cuartel del ejército estadounidense, matando 
a 28 soldados e hiriendo a otras 100 personas. 
Un informe de la oficina de contabilidad gene-
ral, GAO / IMTEC-92-26, titulado Patriot missile 
defense: problema de software llevado al fracaso 
del sistema en Dhahran, Arabia Saudí informó 
sobre la causa de la falla. Resulta que la causa era 
un cálculo inexacto del tiempo desde el arranque 
debido a errores aritméticos del ordenador” [3].
• Rayos X letales de la máquina Therac–25: 
“Therac-25 era una máquina empleada en tera-
pia de radiación, producida por Atomic Energy 
of Canadá Limited. El problema residía en que, a 
causa de un error de programación en la interfaz 
gráfica, se podía dar el caso de enviar la orden 
de disparar el haz de electrones de alta energía y 
situar la placa metálica simultáneamente, dispa-
rando las partículas antes de que la placa metáli-
ca estuviera en posición, exponiendo al paciente 
a una dosis letal de radiación, más de diez mil 
rad. Como resultado: al menos seis accidentes 
entre 1985 y 1987, y que le costó la vida al menos 
a cinco personas” [4].
El concepto de pruebas de calidad de software 
permite en las empresas con áreas afines a los siste-
mas, la computación y la informática, brindar pro-
ductos con altos estándares de calidad y con una 
disminución de fallos en estos.
2. Estado del arte
A continuación se hace referencia a algunos traba-
jos, investigaciones e información de proyectos que 
han sido propuestos o se piensan desarrollar y se 
relacionan con la temática del artículo.
2.1 En el contexto mundial
En Argentina, el Instituto Nacional de Tecnología 
Industrial implementó a partir de 2009 el labo-
ratorio de testing y aseguramiento de calidad de 
software, que establece como políticas “El tes-
ting como parte del proceso de calidad de pro-
ductos […] Pruebas de calidad a todo tipo de 
aplicación” [5]. Por su parte, en la Universidad 
Tecnológica Nacional, Facultad Regional de 
Buenos Aires, para optar por el título de magíster 
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en Ingeniería de la Calidad, se encuentra el trabajo 
titulado “Estudio comparativo de los modelos y 
estándares de calidad del software” de la licenciada 
Fernanda Scalone, en el cual se afirma que: “El 
principal instrumento para garantizar la calidad 
de las aplicaciones sigue siendo el plan de calidad, 
el cual se basa en normas o estándares genéricos y 
en procedimientos particulares. Los procedimien-
tos pueden variar en cada organización, pero lo 
importante es que estén escritos, personalizados, 
adaptados a los procesos de la organización y que 
se sean cumplidos” [6].
En Uruguay, en la Universidad de la República, 
el trabajo para optar por el título de magís-
ter en Informática, “Proceso de testing funcio-
nal independiente”, de la estudiante Beatriz Pérez 
Lamancha, realiza “un estudio del estado del arte 
en lo referente a las pruebas y al proceso de pruebas 
de software” [7].
En España, en el trabajo para optar por el título 
doctoral en Ingeniería de Sistemas Telemáticos, 
titulado “Contribución a la gestión de los pro-
cesos de software y servicios”, en la Universidad 
Politécnica de Madrid, del estudiante Hugo Alexer 
Parada Gelvez, se destaca que “son escasas las 
investigaciones centradas en desarrollar metodolo-
gías y técnicas de pruebas en nuevos dominios” [8]. 
En Estados Unidos, en el mit Massachusetts 
Institute of Technology, en el programa Ciencia, 
Tecnologia y Sociedad (cts) [9] se orienta la asigna-
tura Introducción al proceso personal de software, 
y un elemento esencial es el desarrollo de software, 
pero en su libro guía se dedica un capítulo especial 
al proceso de pruebas de calidad de software [10].
En Suecia, en el Instituto de Tecnología 
Karlskrona y la Universidad de Gotemburgo, se 
realiza una investigación en la “interactividad de 
las pruebas de software basado en búsquedas bajo 
un experimento controlado” [11]. Aquí se realiza un 
proceso de investigación y seguimiento riguroso al 
sistema de búsqueda interactivo basado en software 
de testing (isbst) a través de un experimento con-
trolado con 58 estudiantes que cursan la asignatura 
Verificación y validación de software. Además, se 
emplean pruebas manuales y automatizadas, y en 
este punto se evidencia que las pruebas automatiza-
das permitieron encontrar mayor número de fallos 
que los que se obtuvieron en las pruebas manuales, 
y se decide entre las instituciones reforzar esta asig-
natura con un laboratorio de seguimiento, verifica-
ción y validación de software, para lo cual se adecúa 
infraestructura y se adquieren herramientas para 
diferentes análisis.
En Beirut, Líbano, en la Universidad Ame-
ricana de Beirut, los profesores Masri y Zaraket 
realizaron una investigación titulada “Coverage-
Based Software Testing: Beyond Basic Test Requi-
re ments” [12], en la cual se analiza la cobertura del 
software basado en pruebas y cómo los requisitos 
deben ir más allá de una prueba básica; además, se 
direcciona al lector en la importancia de las prue-
bas de calidad de software desde las etapas tempra-
nas y a profundizar en las pruebas a los requisitos 
para desarrollar un software con calidad.
En Noruega, en la Universidad Noruega de 
Ciencia y Tecnología, los profesores Deak, Stalhane 
y Sindre realizaron una investigación denominada 
“Challenges and strategies for motivating software 
testing personnel” [13]; en esta, en doce empresas 
de tecnología en Noruega, seleccionaron a 36 per-
sonas para identificar los desafíos y las estrategias 
para motivar al personal de pruebas de calidad de 
software, y se demuestra que el factor humano, las 
condiciones y la motivación al talento humano, 
repercuten en la calidad de los productos software 
que se desarrollan en las empresas.
En Estados Unidos, en la Conferencia interna-
cional de Soft Computing e Ingeniería de Software 
(scsé 15), la ponencia “Quality Assurance through 
Rigorous Software Specification and Testing: A 
Case Study” [14] muestra un estudio de caso reali-
zado por profesores de la Universidad Estatal de Ball, 
Universidad de Purdue y Universidad de Indiana.
En España, en la Universidad de Girona, Beatriz 
Florian —con el acompañamiento de los profesores 
colombianos Oswaldo Solarte y Javier Reyes— 
desarrolló un proceso de investigación denomi-
nado “Propuesta para incorporar evaluación y 
pruebas de usabilidad dentro de un proceso de 
desarrollo de software” [15], en la que se obtiene 
como resultado que las pruebas y evaluaciones de 
usabilidad durante el desarrollo del producto soft-
ware han ganado amplia aceptación como estrate-
gia para mejorar la calidad del producto software. 
En España, en la Universidad de Sevilla, el 
Ingeniero Rafael Ceballos Guerrero en su tesis doc-
toral en Lenguajes y Sistemas Informáticos, deno-
minado “Técnicas automáticas para la diagnosis 
de errores en software diseñado por contrato” [16], 
asegura que cada vez es más importante la cali-
dad en los productos software. Asimismo, resalta 
que la detección de errores en etapas tardías genera 
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mayores costos en las etapas de desarrollo de soft-
ware y al final impactan en el precio al cliente; por 
ende, se enfatiza en utilizar técnicas automáticas 
para la detección de fallos bajo un proceso de prue-
bas de calidad de software.
2.2 En el contexto nacional
La tesis “Estudio de las prácticas de calidad del soft-
ware implementadas en las Mipymes desarrollado-
ras de software de Pereira”, de las estudiantes Paola 
Andrea Ramírez Aguirre y Carolina Ramírez 
Arias, para optar por el título de Ingenieras de 
Sistemas de la Universidad Tecnológica de Pereira, 
se fundamenta en la siguiente pregunta: “¿Cuál es 
el grado de implementación de modelos de calidad 
de software en las empresas desarrolladoras de soft-
ware de la ciudad de Pereira?” [17].
En el artículo titulado “Prueba del software: 
más que una fase en el ciclo de vida”, se visualiza 
que “la prueba de software es probablemente la parte 
menos comprendida del ciclo de vida del desarro-
llo de software”. Adicionalmente, mediante una 
propuesta metodológica de cuatro fases, se mues-
tra “por qué es difícil detectar y eliminar errores, 
por qué es complejo el proceso de realizar pruebas 
y por qué es necesario prestarle más atención” [18].
En la Fundación Universitaria Tecnológica 
Comfenalco de Cartagena, la tesis para optar 
por el título de Ingeniero de Sistemas denomi-
nada “Estado del arte de métodos, tipos de testing 
y herramientas para aplicar pruebas de rendi-
miento”, del estudiante Juan Oliver Navarro [19], 
se plasman a través de un contenido estructurado, 
los procesos en el ciclo de desarrollo de software, 
haciendo un énfasis en la importancia de las prue-
bas de software en cada una de las fases.
En la Universidad de Cartagena, la tesis 
para recibir el título de Ingeniero de Sistemas 
“Diagnóstico para la implementación de hojas de 
rutas en la certificación de la industria desarro-
lladora de software en Cartagena de Indias”, del 
estudiante Stalin Oviedo Vargas [20], realiza una 
investigación con el objetivo de hacer un diag-
nóstico para implementar hojas de ruta hacia la 
certificación de calidad en la industria de desarro-
llo software en Cartagena de Indias (Colombia), 
en enfoques evaluativos de los modelos psp y tsp, 
filtrando hacia el modelo cmmi.
2.3 En el contexto local
Son pocos los estudios o documentos que se enfo-
quen en el proceso de pruebas de calidad de soft-
ware; sin embargo, se encuentran algunos como el 
realizado en la Institución Universitaria Colegio 
Mayor del Cauca, trabajo presentado para optar por 
el título en Tecnólogo en Desarrollo de Software, 
“Propuesta de aplicación de pruebas basada en la 
norma bs 7925-2 para proyectos de grado enfo-
cados al desarrollo de software de la Institución 
Universitaria Colegio Mayor del Cauca”, del estu-
diante Jhonatan Álvarez Caicedo [21]; y la ponen-
cia presentada en el I Seminario en Calidad de 
Software Mejora de Procesos de Desarrollo, titu-
lada “Mejora de procesos de software ágil con Agile 
spi Process” [22], de Pardo, Hurtado y Collazos.
3. Metodología
3.1 ¿Por qué son necesarias las pruebas?
Los sistemas de software hoy en día son parte 
importante e integral en nuestras actividades 
diarias; ejemplo de ello son los cajeros automáti-
cos, los vehículos, los teléfonos inteligentes, las 
tablets, los portátiles, relojes, televisores y muchos 
otros. Se debe tener en cuenta que los sistemas o 
aplicaciones son creadas, desarrolladas e imple-
mentadas por seres humanos y por ende en cual-
quiera de sus etapas de creación se puede presentar 
una equivocación, al generarse esa equivocación 
se puede llevar a un defecto, como la mala digita-
ción, distracción al codificar, entre otras. “Si no se 
ha identificado ese defecto y la o las aplicaciones 
se ejecutan, hay un alto riesgo de que la aplica-
ción no haga lo que debería hacer o el objeto para 
lo cual fue creada, es decir se genera un fallo o 
desperfecto” [23].
Es importante conocer que los fallos también 
se pueden presentar por situaciones del entorno, 
como la radiación, descarga eléctrica, contamina-
ción, inundaciones, humedad, etc. Las pruebas son 
necesarias porque con ellas se puede ayudar a redu-
cir los riesgos en las aplicaciones, y lograr de esta 
manera que se identifiquen los defectos antes de 
que se ejecuten, con esto se previenen los fallos [24].
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3.2 Pruebas
En 1957 se conoce la prueba del Debugging1, 
y Dijkstra en 1970 presenta una afirmación: 
“La prueba de software puede ser usada para 
mostrar la presencia de bugs, pero nunca su 
ausencia” [25]. Según Swebook: “Es una actividad 
realizada para evaluar la calidad del producto y 
mejorarla, identificando defectos y problemas” [26]. 
Prueba de software: “Es la verificación dinámica 
del comportamiento de un programa contra el 
comportamiento esperado, usando un conjunto 
finito de casos de prueba, seleccionados de manera 
adecuada” [27].
Según la norma iso / iec / ieee 24765: 2010 se 
debe tener en cuenta lo siguiente:
“Verificación: Proceso de evaluación de un 
sistema o componente para determinar si un pro-
ducto de una determinada fase de desarrollo satis-
face las condiciones impuestas al inicio de la fase”.
“Validación: Proceso de evaluación de un sis-
tema o componente durante o al final del proceso 
de desarrollo para determinar cuándo se satisfacen 
los requerimientos especificados”. [28]
Con base en estas definiciones, se brinda una 
respuesta solida respecto a la pregunta: ¿qué es un 
proceso de pruebas y para qué implementarlo?
3.3 Proceso de pruebas
Muchas empresas de desarrollo de software tienen 
una tendencia a pensar que el proceso de las prue-
bas de software se debe realizar en la última etapa 
para consolidar la calidad de su producto. Esa ten-
dencia debe dejarse a un lado, ya que las pruebas 
tienen que estar alineadas al proceso de desarrollo; 
es clave entonces afirmar que es importante reali-
zar un proceso de pruebas que incluya: “Revisión 
de los requerimientos, realización de análisis 
documentales, identificación de defectos, pruebas 
funcionales y no funcionales, pruebas dinámi-
cas y estáticas, pruebas de integración, informes 
de confianza en el nivel de calidad, información 
para la toma de decisiones, planes de mejora 
continua”. [29]
Las actividades de un proceso de prue-
bas deben cumplir con lo siguiente: planificar y 
1 Debugging: la depuración es un proceso metódico 
para encontrar y reducir el número de errores o de-
fectos en un programa de ordenador.
controlar; seleccionar las condiciones de la prueba; 
diseñar y ejecutar casos de prueba; comprobar 
los resultados; evaluar los criterios de resultados; 
elaborar informes del proceso y la aplicación objeto 
de las pruebas, incluyendo bitácoras de experien-
cia [30].
Es importante que en el proceso se elabore 
un plan y una matriz de pruebas para que al eje-
cutar los casos de prueba se pueda dictaminar si 
el caso funciona adecuadamente, y así establecerlo 
como una conformidad; en el evento de que un caso 
de prueba al ejecutar el producto software no fun-
cione de forma adecuada, se relacionará como una 
no conformidad. A estas métricas se les define un 
nivel o puntuación acorde a la clasificación, las téc-
nicas y la matriz que se utilicen.
Las métricas ayudan a estimar los tiempos, 
esfuerzos y asignaciones; determinan también los 
niveles de riesgo para que el equipo de desarrollo 
pueda ajustar los flujos de actividades y optimizar 
así los recursos y el talento de los equipos de desa-
rrollo. Por tanto, la implementación de un proceso 
de pruebas brinda las pautas para definir objeti-
vos, analizar y viabilizar los requerimientos, dise-
ñar, detallar, programar, implementar y asegurar 
la calidad de un producto de desarrollo software.
3.4 Principios de las pruebas
En los últimos años se ha propuesto una serie de 
principios que permiten establecer unas pautas 
comunes para que las empresas de desarrollo de 
software las conozcan y adapten a sus procesos 
de pruebas [31].
3.4.1 Principio 1. Las pruebas demuestran  
la presencia de defectos
Las pruebas son unas herramientas que permiten 
identificar la presencia de defectos; sin embargo, 
no garantizan que no haya defectos ocultos en el 
software, y el hecho de que no se identifiquen defec-
tos no es una evidencia de que el software esté total-
mente correcto.
3.4.2 Principio 2. Las pruebas exhaustivas  
no existen
“Probar todo un aplicativo de extremo a extremo 
con todas las entradas de datos y condiciones es 
algo imposible” [32]; en vez de tratar de conseguir 
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ese tipo de pruebas se debe realizar un análisis 
de los riesgos para establecer prioridades y tomar 
decisiones adecuadas en la utilización de talento 
humano y recursos, centralizando los esfuerzos en 
las pruebas.
3.4.3 Principio 3. Pruebas tempranas
Identificar los defectos en etapas tempranas, cuanto 
más rápido se identifiquen los defectos, más se aho-
rrará la empresa en todo tipo de recursos.
3.4.4 Principio 4. Agrupación de defectos
Las pruebas deben concentrarse de manera pro-
porcional. Por lo general, la mayoría de los fallos 
operativos se concentran en un número reducido 
de módulos.
3.4.5 Principio 5. Paradoja del pesticida
Si se repite la misma prueba una y otra vez, la 
misma serie de casos de prueba dejará de encontrar 
nuevos defectos; es importante que los casos de 
prueba se revisen periódicamente y escribir nuevos 
casos de prueba con el objetivo de encontrar más 
defectos.
3.4.6 Principio 6. Las pruebas dependen  
del contexto
Las pruebas dependerán del contexto en el cual se 
ejecuten; por ejemplo, las que sean para un sistema 
crítico de seguridad como el financiero, se requiere 
un mayor número de pruebas en comparación 
con otras aplicaciones de un nivel de complejidad 
menor o menos críticos.
3.4.7 Principio 7. Falacia de ausencia  
de errores
La detección y corrección de los defectos no sirven 
de nada si el sistema no cumple con los requeri-
mientos o necesidades del usuario. 
Estos principios que se nombran en diferentes tex-
tos o artículos son una guía para tener en cuenta 
en todo proceso de pruebas de calidad de software. 
El equipo de trabajo debe procurar que se cumplan 
y tenerlos presentes en cada actuación y ejecución 
de herramientas o técnicas para brindar asegura-
miento a la calidad de un producto software.
3.5 Modelo en V en pruebas 
de calidad de software
“En la práctica un Modelo en V puede tener dife-
rentes niveles de desarrollo en función del pro-
yecto y el producto software” [33]. Para este caso 
se mencionan cuatro niveles: prueba de compo-
nentes (unidades), de integración, de sistemas y de 
aceptación.
En la figura 1 se describen las condiciones de la 
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Figura 1. Modelo en V
Fuente: [33]
3.5.1 Pruebas de componentes
Tienen por objeto localizar defectos y comprobar 
el funcionamiento de módulos software, progra-
mas, objetos, clases, etc, que puedan probarse por 
separada. Es decir, se pueden realizar de manera 
independiente al resto del sistema en función del 
contexto. Diseño de casos de pruebas: “Requisitos 
de los componentes, diseño de detalle en los casos de 
uso, código en el módulo o componente” [29].
3.5.2 Pruebas de integración
Se encargan de probar las interfaces entre los com-
ponentes o módulos; por ejemplo, el componente 
validación de usuario con el sistema operativo, el 
sistema de archivos en integración con el hardware, 
etc. Diseño de casos de pruebas: “Diseño de soft-
ware, arquitectura, flujos de trabajo, casos de uso, se 
deben tener en cuenta los objetos de prueba típicos: 
1. Base de datos de subsistemas, 2. Infraestructura, 
3. Interfaces, 4. Configuración del sistema, 5. Datos 
de configuración” [27].
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3.5.3 Pruebas de sistema
Hacen referencia al sistema como un todo; se 
debe elaborar un plan de pruebas de forma clara 
y bien estructurada. Diseño de casos de pruebas: 
“Requisitos del usuario, requisitos del sistema, 
casos de uso, procesos de negocio, informes de 
análisis de riesgo. Se deben tener en cuenta los 
objetos de prueba típicos: 1. Procesos de negocio 
en sistema completamente integrado, 2. Procesos 
operativos y de mantenimiento, 3. Procedimientos 
de usuario, 4. Formularios, 5. Informes, 6. Datos de 
configuración”. [29]
3.5.4 Pruebas de aceptación
Se enfocan en la aceptación de los criterios pre-
vistos en un contrato de desarrollo de software, 
acordado entre la fábrica de software y el cliente. 
“Las pruebas de aceptación del sistema por parte 
de los administradores del sistema, entre las que se 
incluyen” [34]:
3.5.5 Pruebas de backup / restauración
Recuperación de desastres; gestión de usuarios; 
tareas de mantenimiento; carga de datos y tareas 
de migración; comprobaciones periódicas de vul-
nerabilidades de seguridad; pruebas de aceptación 
contractual y normativa; pruebas alfa y beta.
Es importante para aplicar el modelo V que se 
tenga claro por parte de los probadores o tester la 
definición de equivocación, defecto o falta y falla.
En la norma iso / iec / ieee 24765: 2010 se hace 
referencia a lo siguiente:
“Equivocación (mistake): Acción del ser 
humano que produce un resultado incorrecto”.
“Defecto o falta (fault): Un paso, proceso o 
definición de dato incorrecto en un programa de 
computadora. El resultado de una equivocación 
potencialmente origina una falla”. [28]
“Falla (failure): Resultado incorrecto, el resul-
tado de una falta”.
3.6 Clasificaciones de las pruebas
Según Whittaker [35], se propone clasificar 
las pruebas en funcionales, no funcionales y 
estructurales.
3.6.1 Pruebas funcionales
“Se basan en funciones, prestaciones y en su inter-
operabilidad con sistemas específicos, y pueden 
llevarse a cabo en todos los niveles de prueba” [29]. 
Es importante mencionar que se orientan en el 
comportamiento externo de un producto o aplica-
tivo software, en las pruebas de caja negra.
3.6.2 Pruebas no funcionales
Hacen referencia a las pruebas necesarias “para 
medir las características de los sistemas y software 
que pueden cuantificarse según una escala varia-
ble [36]”. Se debe tener en cuenta que se orientan 
hacia el comportamiento externo del software y en 
la mayoría de los casos utilizan técnicas de diseño 
de pruebas de caja negra.
3.6.3 Pruebas estructurales
Pueden realizarse en todos los niveles de prueba. 
Son las más idóneas, después de las técnicas basa-
das en la especificación, “para ayudar a medir la 
exhaustividad de las pruebas mediante una evalua-
ción de la cobertura de un tipo de estructura” [29]. 
Para todo proceso de pruebas se debe tener 
claridad sobre la diferencia al clasificar los tipos 
de pruebas, esto contribuye a un análisis sólido del 
plan de pruebas y a estructurar los casos de pruebas 
y creación de la respectiva matriz; se tributa ade-
más a la eficiencia en el proceso de calidad del pro-
ducto software.
3.7 Técnicas de prueba
Se puede evidenciar en la figura 2 que existen varias 
técnicas de prueba, que se agrupan de la siguiente 
manera:
Agrupación Técnicas
Técnicas de caja negra Partición de equivalencia
Análisis del valor límite
Tablas de decisión
Máquinas de estado finito
Grafo causa efecto
Prueba de dominios
Técnicas de caja blanca Basadas en el flujo de control
Basadas en el flujo de los datos
Mutantes
Técnicas según quién  
hace la prueba
Pruebas de aceptación
Pruebas alfa y beta
Pruebas de usuario
Pruebas en pares





Figura 2. Agrupación y técnicas de pruebas 
Fuente: [26]
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3.8 Técnicas de caja negra
Partición de equivalencia: “Puede utilizarse para 
lograr objetivos de cobertura de entrada y salida, 
con entradas humanas, vía interfaces a un sistema, 
o parámetros de interfaz de las pruebas de integra-
ción” [29]. En esta técnica es importante identificar 
las clases de equivalencia, por ejemplo, rango de 
valores entre 1 y 10 serán las clases de equivalencia, 
es decir que todo valor menor a 1 y todo valor mayor 
a 10 serán valores inválidos. Luego se generan los 
casos de prueba con diferentes valores para asegu-
rar que la aplicación solo acepte valores entre 1 y 10.
Análisis de valor límite: “Las condiciones 
límite son situaciones en los bordes, por arriba, y 
por debajo de las clases de equivalencia para los 
valores de la entrada y de la salida” [37]. En esta 
técnica se identifica la clase de equivalencia válida; 
por ejemplo, 0 <= J <= 10 000 si 0 es menor o igual 
que J, el numero – 1 no debería ser tomado por la 
aplicación, pero el numero 0 es igual a 0, por tanto 
debería ser un valor válido para la aplicación; si se 
toma como dato de entrada 10 001 tampoco debe-
ría tomarlo la aplicación ya que la variable J debe ser 
menor o igual que 10 000.
Tabla de decisión: “Las tablas de decisión 
representan relaciones lógicas entre las condiciones 
y las acciones. Los casos de prueba son derivados 
sistemáticamente considerando cada combinación 
posible de condiciones y acciones” [26]. Para el uso 
de esta técnica se deben generar condiciones, accio-
nes y reglas para estas.
• Condiciones: todas las situaciones que puedan 
presentarse. 
• Reglas de las condiciones: indican el valor que 
debe asociarse a cada condición.
• Acciones: lista del conjunto de los pasos por se-
guir cuando se presente una condición.
• Reglas de acciones: muestran las acciones espe-
cíficas del conjunto que deben emprenderse da-
dos los valores que toman las condiciones.
Como ejemplo se tiene:
• Condición: cliente de la empresa
• Regla de la condición: sí es cliente – no es cliente
• Acción: aplicar factura con descuento
• Regla de la acción: será las n veces que la acción 
se adapte a la condición
Máquinas de estado finito: “Un sistema puede 
tener distintas respuestas dependiendo de las con-
diciones actuales o de su estado. En ese caso, el sis-
tema se puede mostrar como máquinas de estado. 
Esta forma de modelar permite ver el software en 
términos de sus estados, las transiciones entre los 
estados, las entradas o los acontecimientos que dis-
paran el cambio de estado y las acciones que pue-
den resultar de esas transiciones”. [29]
Grafo causa efecto: “Ayuda a seleccionar, 
de una manera sistemática los casos de prueba. 
Una causa es una condición de entrada o una clase 
de equivalencia de las condiciones de la entrada. 
Un efecto es una condición de salida o una trans-
formación del sistema”. [43]
Prueba de caso de uso: “Las pruebas pueden 
derivarse de casos de uso. Un caso de uso des-
cribe las interacciones entre los actores, incluyendo 
usuarios y el sistema” [38]. Los casos de uso se pue-
den definir a nivel abstracto o a nivel del sistema.
Prueba de dominios: “Un dominio es un con-
junto que incluye todos los posibles valores de una 
variable para una función. En la prueba de domi-
nio se identifican las variables y las funciones. 
Las variables pueden ser de entrada o de salida. 
Para cada una, se toman pocos valores representa-
tivos de los posibles de la clase de equivalencia (típi-
camente casos bordes) para cada clase” [39].
3.9 Técnicas de caja blanca
Se basan en una estructura identificada del soft-
ware o del sistema, según unos niveles específicos.
Niveles: “Nivel de componente: estructura 
de un componente software. Ejemplos: sentencias, 
decisiones, caminos distintos.
Nivel de integración: la estructura se basa 
en un árbol de llamadas, diagrama en el que un 
módulo llama a los otros módulos.
Nivel de sistema: la estructura puede ser 
por menús, ejemplo: proceso de negocio, páginas 
web” [29].
Basadas en el flujo de control: “Se cubren todas 
las sentencias o bloques de sentencias en un pro-
grama, o combinaciones especificadas de ellas. 
La adecuación de tales pruebas se mide en por-
centajes; por ejemplo, se dice haber alcanzado una 
cobertura de sentencia del 100 % cuando las senten-
cias han sido ejecutadas por lo menos una vez por 
las pruebas” [46].
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Basadas en el flujo de los datos: “El criterio 
más fuerte, all definition-use, requiere que para 
cada variable, cada segmento de la trayectoria del 
flujo de control desde una definición de esa variable 
hasta su uso sea ejecutado. Para reducir el número 
de las trayectorias requeridas se utilizan estrategias 
más débiles como all-definitions” [29].
Pruebas mutantes: “Un mutante es una ver-
sión levemente modificada del programa a pro-
bar, diferenciado de él por un cambio sintáctico 
pequeño. Puede ser usado para evaluar un conjunto 
de prueba o criterio de prueba en sí mismo. Para 
que la técnica sea eficaz, se deben derivar automá-
ticamente de manera sistemática gran cantidad de 
mutantes” [26].
Técnicas según quien hace la prueba: existen 
algunas técnicas de prueba que dependen de quién 
realiza las pruebas; este es el caso de las pruebas de 
aceptación, las alfa y beta, las de usuario y las prue-
bas en pares [40].
Pruebas de aceptación: “Es el proceso de 
comparar el programa contra sus requerimientos 
iniciales y las necesidades reales de los usuarios. 
Realizado generalmente por el cliente o el usuario 
final”.
Pruebas alfa y beta: “Antes de que el soft-
ware se libere, se distribuye a un pequeño grupo 
representativo de los usuarios potenciales para el 
uso interno (alfa) o externo (beta). Estos usuarios 
reportan problemas con el producto”.
Prueba de usuarios: “Es la prueba realizada 
por el tipo de persona que usará el producto. Puede 
ser realizado en cualquier momento durante el 
desarrollo, en el lugar del cliente o en el de desarro-
llo, en ejercicios completamente dirigidos o a la dis-
creción del usuario”.
Prueba en pares: “Consiste en que dos tester 
trabajan juntos para encontrar errores. Comparten 
una computadora e intercambian el control de la 
misma mientras prueban” [26].
Técnicas basadas en la experiencia: existen 
técnicas de prueba que se basan en la intuición, 
el conocimiento o la experiencia de la persona que 
realiza las pruebas.
Pruebas ad hoc: “Quizás la técnica más prac-
ticada, las pruebas son derivadas confiando en la 
habilidad, intuición, y experiencia con programas 
similares. Puede ser útil para identificar pruebas 
que no son fácilmente encontradas por técnicas 
más formales” [26].
Conjetura de errores: “La idea básica es enu-
merar una lista de errores y después escribir los 
casos de prueba basados en la lista. Otra idea es 
identificar los casos de prueba asociados a asuncio-
nes que el programador pudo haber hecho cuando 
leía la especificación” [26].
Testing exploratorio: el término fue introdu-
cido por Kaner, y se trata de “ejecutar las pruebas a 
medida que se piensa en ellas, sin gastar demasiado 
tiempo en preparar o explicar las pruebas, con-
fiando en los instintos. Se define como el aprendi-
zaje, el diseño de casos de prueba y la ejecución de 
las pruebas en forma simultánea” [40].
4. Resultados
Por la naturaleza del artículo, la discusión de los 
resultados se fundamenta en referencias bibliográ-
ficas, es decir, lo que aparece detallado constituye 
un marco teórico, que fundamenta una guía teó-
rica para que las empresas de desarrollo de software 
y universidades adapten los conceptos a la imple-
mentación del proceso de pruebas. Se debe tener en 
cuenta que los procesos de pruebas se desarrollan 
por personas, son susceptibles a errores y por eso se 
deben reforzar bibliográficamente.
Como lo plantean Banerjee, Chattopadhyay 
y Roychoudhury [41], en el capítulo 3 del libro 
Los avances en informática: “Para las últimas 
décadas, los sistemas integrados han ampliado su 
alcance en los principales aspectos de las vidas 
humanas. A partir de pequeños dispositivos por-
tátiles (teléfonos inteligentes), como a los sistemas 
de automoción avanzadas (como los sistemas anti-
bloqueo de frenos), el uso de sistemas embebidos 
ha aumentado a un ritmo dramático. El software 
integrado se especializó en software que se pretende 
que funcione en dispositivos embebidos. Además, 
los sistemas embebidos a menudo se requieren 
para operar en la interacción con el medio físico, la 
obtención de los componentes a factores ambienta-
les (tales como la temperatura o la presión del aire). 
La necesidad de interactuar con un entorno físico 
dinámico, a menudo no determinista, aumenta aún 
más los problemas asociados con las pruebas y vali-
dación de software embebido”. Se demuestra una 
vez más que es una necesidad vital enfocarse en los 
procesos de pruebas de calidad de software, ya que 
los sistemas están en la mayoría de los dispositivos 
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tecnológicos y muchos de ellos están presentes en 
las actividades humanas; por ende, el proceso de 
calidad debe ser sólido.
Las empresas y universidades han descuidado 
el proceso de pruebas de calidad de software y la 
esencia e importancia de la afectación en las activi-
dades cotidianas. Un adecuado proceso de pruebas 
de calidad de software mitiga la generación de ries-
gos, más cuando hoy se habla de la implicación de 
software en procesos tan críticos como las cirugías 
o procedimientos de diagnóstico médico.
Es primordial recordar que los productos de 
desarrollo software y los casos de prueba son elabo-
rados por seres humanos y que se pueden presen-
tar equivocaciones; por lo tanto, es útil conocer la 
información y el proceso de pruebas de calidad de 
software, para que dentro del ciclo de producción se 
establezcan las instrucciones, roles y responsabili-
dades de forma clara.
El equipo de desarrollo o producción debe 
tener claras las condiciones de funcionabilidad y 
usabilidad del producto software; además, es reco-
mendable realizar comparaciones con otros pro-
yectos o módulos desarrollados, no con el objetivo 
de medir la efectividad laboral, sino para tener refe-
rentes en la estructura, la organización, los tiempos 
y la calidad.
El director o gerente del proyecto debe estar 
centrado en que los clientes buscan productos que 
satisfagan sus necesidades, y la calidad es el factor 
principal; por eso se tienen que seguir unos prin-
cipios y clasificaciones, que a través de un plan de 
pruebas, sean guía para el equipo de desarrollo, y 
que este realice una optimización de las herramien-
tas, técnicas y conocimientos.
Al cliente como elemento valioso de todo pro-
yecto se le involucra en el proceso de pruebas de 
calidad, para que esté enterado de los avances, para 
que conozca los posibles fallos y qué no es un fallo; 
asimismo, para que tenga los medios para reportar 
los fallos. Es importante que en esa relación con el 
cliente el equipo de desarrollo y el gerente del pro-
yecto transmitan seguridad y franqueza, aspecto 
que permitirá tener un cliente satisfecho y una ima-
gen corporativa sólida. 
En este artículo se evidencia que hay un 
camino por recorrer y gran cantidad de infor-
mación y temáticas que se derivan del proceso de 
pruebas de software. Como trabajo futuro se plan-
tea el estudio de pruebas de calidad de software 
para el desarrollo de software móvil y la implemen-
tación de un laboratorio para prácticas de estu-
dio e investigación en la facultad de Ingenierías, 
de la Universidad Cooperativa de Colombia, sede 
Popayán.
5. Discusión
Se evidencia que hay un gran número de temáti-
cas y terminología sobre el proceso de pruebas de 
calidad de software pero es poca la valoración que 
se le está haciendo a la importancia e impacto en 
las fábricas o empresas de software y en la acade-
mia. Con este artículo se analiza la importancia del 
proceso de pruebas de calidad de software con la 
finalidad de que estas apunten a mejorar el rendi-
miento, efectividad y optimización en la calidad de 
los productos software.
Este artículo tributa a los equipos de desarro-
llo software, con el fin de que se les entregue una 
valoración importante a las pruebas de calidad y se 
conozca el estado del producto en cuanto a faltas o 
defectos encontrados, y una comparación entre las 
etapas o avances del proyecto o, si es posible, res-
pecto a otros proyectos. De esta manera, se busca 
consolidar unos niveles altos de calidad y optimi-
zar recursos. Se ayuda al director y otros responsa-
bles del proyecto. Además, se puede dimensionar 
la importancia del proceso de pruebas de calidad, 
para con ello estructurar de forma adecuada tiem-
pos, roles, responsabilidades y asignaciones que lle-
ven a un software de calidad.
Elaborar procesos de pruebas de calidad de 
software sin un orden definido o sin conocimiento 
previo no es recomendable, ya que va a dificultar la 
comprobación de la funcionabilidad y usabilidad de 
un producto de desarrollo software. Se podría argu-
mentar que la finalidad de la calidad va a ser el uso y 
el contexto de este que le brinde el cliente o usuario 
final, pero ello se puede refutar, ya que quien desa-
rrolla el producto puede tener una concepción dife-
rente y argumentada sobre el funcionamiento de 
un producto software, como el rendimiento, capa-
cidad de almacenamiento, etc. 
Como lo mencionaron Mota, Carmo, 
Mcgre gor, Santana y Romero, “en el desarrollo 
de software, la prueba es un mecanismo impor-
tante tanto para identificar defectos y asegurar 
que los productos bajo la conformidad con las 
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especificaciones. Esta es una práctica común en 
el desarrollo de un solo sistema” [42]. Así pues, se 
puede ahondar más en el tema de las pruebas como 
un factor de identificación de defectos, ya que este 
artículo apunta a la importancia de pruebas de cali-
dad de software con un enfoque hacia el asegura-
miento de esa calidad. 
Varios de los autores seleccionados en este 
artículo mencionan, de diferentes formas, que no 
existe una calidad perfecta o absoluta, y esto se 
determina por los principios de las pruebas de soft-
ware; por tanto, es recomendable que los equipos de 
desarrollo sustenten sus pruebas en observaciones 
dadas por la programación entre pares, las expe-
riencias adquiridas y las apreciaciones del cliente. 
Con ello se puede acercar a una calidad óptima, 
adecuada al contexto funcional. 
Como especifica Kuhn en su artículo: 
“Investigamos informes de error de dos proyectos 
de software de código abierto grandes, un navega-
dor y el servidor web, para proporcionar respues-
tas preliminares a tres preguntas: ¿Hay un punto 
de rendimientos decrecientes en el que la genera-
ción de todas las combinaciones de grado n es casi 
tan eficaz como las n + combinaciones de 1 grado? 
¿Cuál es el valor apropiado de n para clases particu-
lares de software? ¿Este valor difiere para diferentes 
tipos de software, y por cuánto? Nuestros hallazgos 
sugieren que más del 95 % de los errores en el soft-
ware estudiado serían detectados por los casos de 
prueba que cubren todas las combinaciones de 4 
vías de valores, y que el software del navegador y el 
servidor fueron similares en el porcentaje de errores 
detectables por combinaciones de grado 2 a 6” [43].
Por otro lado, en el caso planteado, se evi-
dencia que un 95 % de los errores fueron detecta-
dos gracias a los casos de prueba, lo que respalda 
que con este artículo se coadyuva a los potenciales 
clientes y usuarios finales, ya que son estos en reali-
dad los que interactúan con los productos software, 
pues ellos son los que detectan en su mayoría los 
defectos y pueden dar su percepción de los resul-
tados de las pruebas finales, que ya es la puesta en 
producción de un producto software.
Los docentes, estudiantes, investigadores, 
empresas de desarrollo software y comunidad inte-
resada podrán, a través de este artículo, iniciar pro-
cesos de ejercicio académico y de investigación que 
colaboren con la actualización y mejora continua 
de un proceso de pruebas de calidad de software.
6. Conclusiones
Se observa que el proceso de pruebas impacta en 
los riesgos del producto software; por ende, para las 
empresas de software es vital formular y adecuar 
un buen proceso de pruebas de calidad de software.
La mayoría de las universidades en Latinoamé-
rica han estado aisladas en cuanto a la imple-
mentación de pruebas de calidad de software y la 
generación de espacios de laboratorio para el desa-
rrollo de técnicas, métricas, indagaciones e inves-
tigación en las áreas de informática, sistemas o 
afines, que permitan afianzar el aseguramiento de 
la calidad de los productos software. 
Este artículo describe un resumen del aná-
lisis de la importancia del proceso de pruebas de 
calidad de software, como guía de estudio y análi-
sis para equipos de desarrollo software, directores y 
responsables de proyectos, clientes y usuarios fina-
les, docentes y estudiantes, demás comunidad inte-
resada para implementar, revisar y consolidar un 
adecuado proceso de pruebas de calidad software. 
Con la claridad de la importancia del proceso 
de pruebas de calidad en los productos software se 
eleva la calidad y fiabilidad dentro del ciclo de vida 
de un proyecto. Asimismo, al implementar un pro-
ceso de pruebas de calidad de software se genera un 
control y seguimiento a los defectos o faltas y a los 
fallos, de manera que las soluciones que se generen 
tengan un mayor nivel de calidad.
Es importante que los diferentes roles en una 
empresa de desarrollo software o en un equipo de 
trabajo tengan un conocimiento básico sobre el 
proceso de pruebas de calidad. Esto permite que 
en cada etapa del ciclo del proyecto se manejen 
mejores estándares de producción y por ende de 
calidad. 
En un sentido general, la implementación de 
un proceso de pruebas de calidad de software en las 
empresas o universidades instituye un gran avance 
en el intento por garantizar márgenes de calidad en 
los productos de desarrollo software, y es un ele-
mento estratégico para la imagen corporativa o 
institucional. 
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