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Hlavním cílem bakalářské práce bylo navrhnout databázovou strukturu pro 
katalogizaci zdrojových kódů a implementací algoritmů číslicového zpracování zvukových 
signálů. V práci jsou popsána kritéria, podle kterých lze dělit číslicové zvukové efekty. 
Realizovaný informační systém umožňuje přidávání projektů do databáze přes webový 
formulář. Další možností je využít automatické klasifikace. Automatickou klasifikací je 
nazývána funkce pro automatické rozpoznání informací o projektu ze souboru se zdrojovým 
kódem. Z toho důvodu byl navržen formát vhodný k zápisu katalogových údajů do 
zdrojového souboru. Tyto údaje je poté možné prostřednictvím vhodně navrženého algoritmu 
a s využitím integrovaných funkcí v jazyce PHP rozpoznat a následně uložit do databáze. V 
uložených projektech lze vyhledávat podle jména projektu, podle autorů, v popisu projektů a 









The aim of the bachelor was to design a database structure for classification source 
code and implementations of digital audio effects algorithms. Classification criteria for these 
algorithms are described in the thesis. 
A new project can be added to the database using web form or via of the automatic 
classification. The automatic classification is called a function for automatic recognition 
information in source files. For this purpose a format of saving catalog information into the 
source file was designed. These saved data can be further recognized by the suitable algorithm 
which utilizes PHP standard functions and then they inserted into the database. The saved 
projects can be searched by the project name, author’s name, the project description, or the 
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DSP – Digital Signal Processor (digitální signálový procesor), kapitola 2.2 
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1 Úvod 
Informační systémy (IS) slouží pro zpracování a následné poskytování informací a dat. 
IS, realizované jako aplikace pracující přes webové rozhraní, se s rozvojem internetu staly 
velmi oblíbenými. Data, se kterými pracují, mohou být nejrůznějšího charakteru. 
Návrh IS zahrnuje několik procesů: 
- datová a funkční analýza, 




- ověřovací provoz, 
- ostrý provoz, 
- dokumentace [6]. 
V prvním kroku návrhu databázové struktury informačního systému je třeba 
analyzovat data, která budou informačním systémem zpracovávána. V tomto případě se bude 
jednat o algoritmy realizující digitální zvukové efekty. 
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2 Kritéria dělení algoritmů číslicového zpracování signálů 
Tato kapitola je stručným výtahem z literatury [18]. 
Digitální zvukové efekty lze obdobně jako analogové zvukové efekty rozlišovat podle 
mnoha kritérií. Z pohledu uživatele lze zvukové efekty dělit podle použití (elektronické 
hudební nástroje, mixážní pulty …) a podle jejich účelu (efekty používané při uměleckém 
projevu, efekty používané ke korekcím zvukového signálu). 
Z technického hlediska je možné efekty rozdělovat například podle: 
- typu algoritmu, který realizuje zvukový efekt, 
- typu transformace zvukového signálu, kterou algoritmus provádí, 
- typu implementace (použitý programovací jazyk). 
2.1 Dělení podle typu algoritmu realizujícího zvukové efekty 
Podle typu algoritmu lze většinu algoritmů rozdělit na algoritmy pracující v časové 
oblasti, algoritmy pracující v kmitočtové oblasti a algoritmy zpracovávající bitový tok 
signálu. 
Algoritmy pracující v časové oblasti provádějí operace přímo nad číslicovým 
zvukovým signálem, tj. signálem získaným navzorkováním a kvantizací analogového 
zvukového signálu. Tyto algoritmy lze dále dělit na: 
- algoritmy provádějící kmitočtovou filtraci pomocí lineárních systémů, 
- algoritmy využívající zpožďovací linky s konstantním nebo proměnným 
zpožděním, 
- algoritmy provádějící modulaci a demodulaci zvukového signálu, 
- algoritmy využívající vlastností systémů s nelineární převodní charakteristikou 
(Nonlinear Processing), 
- algoritmy borcení časové osy signálu (Time Warping), 
- algoritmy zpracovávající časové segmenty (Timesegment Processing). 
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Jako samostatná skupina se často uvádějí prostorové efekty a simulace akustických 
prostor, které ale pouze využívají kombinací algoritmů výše uvedených skupin, především 
filtrace, zpožďovacích sítí a modulace. 
Algoritmy pracující v kmitočtové oblasti provádějí operace s vektorem hodnot 
získaným výpočtem časově-kmitočtové transformace z vektoru hodnot vstupního signálu. Po 
provedení operace se signálem pomocí algoritmu jsou vzorky signálu z kmitočtové oblasti 
převedeny pomocí zpětné transformace zpátky do časové oblasti. Tyto typy algoritmů lze 
dělit podle způsobů nahlížení na časově-kmitočtové vlastnosti zvukového signálu následovně: 
- algoritmy pracující v časově-kmitočtové oblasti (Time-frequency Processing), 
- algoritmy spektrální transformace signálů (Spectral Processing), 
- algoritmy adaptivní filtrace signálů (Source-Filter Processing), 
- algoritmy borcení kmitočtové osy signálu (Frequency Warping). 
Algoritmy zpracovávající bitový tok signálu (Bit-stream Signal Processing) byly 
vyvinuty pro použití ve spolupráci se sigma-delta modulátory, určenými pro převod 
zvukových signálů mezi analogovou a digitální oblastí. Využití lze nalézt například u 
kódování typu Direct Stream Digital (DSD) používaném na zvukových nosičích Super Audio 
Compact Disc (SACD) vyvinutými firmami Sony a Philips. 
2.1.1 Algoritmy provádějící kmitočtovou filtraci pomocí lineárních systémů 
V oblasti digitální efektů má kmitočtová filtrace zvukového signálu celou řadu 
technických i uměleckých aplikací.  
Typy filtrů používané ve zvukových efektech: 
- filtry typu dolní a horní propust, 
- filtry typu pásmová propust a zádrž, 
- filtry typu High Shelving (kombinace horní propusti a přímé větve) a Low 
Shelving (kombinace dolní propusti a přímé větve), 
- filtr typu Peak (kombinace pásmové propusti/zádrže a přímé větve), 
- úzkopásmový filtr typu Notch a hřebenový filtr. 
K realizaci se téměř výhradně používají filtry s nekonečnou impulsní charakteristikou 
(Infinite Impulse Response IIR). U filtrů IIR lze dosáhnout stejných požadavků tolerančního 
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schématu při mnohem nižším řádu přenosové funkce než při realizaci prostřednictvím filtrů 
s konečnou impulsní charakteristikou (FIR – Finite Impulse Response). S tím souvisejí 
mnohem nižší nároky na výpočetní výkon a paměť a malé zpoždění při zpracování signálu. 
2.1.2 Algoritmy využívající zpožďovací linky s konstantním nebo proměnným 
zpožděním 
Principiální schéma systému využívajícího zpožďovací linku je na obrázku 2.1. 
Vstupní signál se v přímé větvi násoben konstantou aBL (blend) a následně sečten se signálem, 
který je zpožděný o M vzorků a násobený konstantou  aFF (feed-forward). Signál na výstupu 
zpožďovací linky je vynásoben konstantou aFB (feedback) a přiveden na vstup. 
 
Obr. 2.1: Blokové schéma systému využívajícího zpožďovací linku [18] 
Zpožďovací linka s konstantním zpožděním 
Pokud je doba zpoždění zpožďovací linky menší nebo větší než jedna perioda, popř. je 
větší než několik period zvukového signálu, tak se sluchový vjem liší. 
Podle doby zpoždění zpožďovací linky lze použít rozdělení popsané v [24]: 
- zpoždění menší než 25 ms – zvukový efekt zvaný resonator, 
- zpoždění mezi 25 a 50 ms – zvukový efekt slapback, slapback echo nebo doubling, 
- zpoždění větší než 50 ms – lidským uchem vnímáno jako ozvěna vstupního 
signálu, efekt se nazývá echo, 
- zpoždění větší než 50 ms a zesílení přímé větve aBL = 0 (slyšet je pouze signál 
zpožděný) – efekt delay. 
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Zpožďovací linka s proměnným zpožděním 
U tohoto typu efektů se doba zpoždění zpožďovací linky periodicky mění. Efekty 
využívající zpožďovací linku s proměnnou dobou zpoždění jsou někdy označovány jako 
modulační efekty. Zpoždění je řízeno nejčastěji pomaloběžným oscilátorem (LFO – Low 
Frequency Oscillator) s kmitočtem řádově od 0,1 do 10 Hz. Používají se harmonické, 
impulsní, pilové, trojúhelníkové i náhodné průběhy LFO. Kmitočet LFO určuje rychlost a 
amplituda hloubku modulace. 
Efekty využívající zpožďovací linku jsou podle [24] uvedeny v tabulce 1.1. 



















Vibráto 0 0 1 0 – 3 ms Nejčastěji  sinusový 
Chorus > 0 0 > 0 1 – 30 ms Všechny, včetně náhodného 
Flanger > 0 > 0 > 0 1 – 2 ms Nejčastěji sinusový 
2.1.3 Algoritmy provádějící modulaci a demodulaci zvukového signálu 
Využití amplitudové modulace lze nalézt u efektu tremolo, který provádí modulaci 
amplitudové obálky pomocí pomaloběžného oscilátoru. Využívány jsou převážně průběhy 
harmonické, impulsní, pilové a trojúhelníkové o kmitočtu řádově 0,1 až 10 Hz. 
Kmitočtovou modulaci zvukového signálu využívají například efekty vibráto a Leslie. 
Efekt vibráto se realizuje například pomocí zpožďovací linky s proměnným zpožděním (viz. 
kapitola 2.1.2). Efekt Leslie byl poprvé realizován jako mechanické zařízení k Hamondovým 
varhanám [2]. V dnešní době se nejčastěji používá dvou zpožďovacích linek s proměnným 
zpožděním řízeným pomaloběžným oscilátorem. 
2.1.4 Algoritmy využívající vlastností systémů s nelineární převodní 
charakteristikou 
Tento typ algoritmu využívají zvukové efekty, které mění velikost zvukového signálu 
(dynamické procesory), a zvukové efekty měnící okamžitou hodnotu zvukového signálu 
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(tvarovače signálu). U nich je zvukový signál zpracován systémem s nelineární převodní 
charakteristikou. 
2.1.5 Algoritmy zpracovávající časové segmenty 
Tyto algoritmy jsou využívány zejména zvukovými efekty pro časovou kompresi a 
expanzi (time stretching) zvukových signálů a změny výšky signálu (pitch shifting). 
Časová komprese a expanze zvukového signálu může být v číslicové oblasti 
realizovaná metodou SOLA (Synchronous Overlap and Add) založené na korelačních 
technikách. Pro zpracování řečových signálů byla vyvinuta metoda PSOLA (Pitch-
synchronous Overlap and Add). 
Změna výšky neboli transpozice znamená posunutí kmitočtu základního tónu 
zvukového signálu beze změny tzv. témbru, tj. poměrů vyšších harmonických složek a tzv. 
formantů, tj. zvýraznění částí spektra zvukového signálu. Algoritmy pro změnu výšky tónu 
zvukového signálu jsou:  
- časová komprese nebo expanze a následné převzorkování, 
- modulace zpožďovací linky, 
- metoda PSOLA při zachování formantů. 
2.1.6 Algoritmy pracující v časově-kmitočtové oblasti 
Algoritmy pracující v časově-kmitočtové oblasti spočívají v analýze původního 
signálu a transformaci vlastností signálu získaných analýzou. Následně je provedena zpětná 
syntéza nového zvukového signálu založená na transformovaných vlastnostech původního 
signálu. Tyto algoritmy jsou využívány například v oblasti zpracování řečových signálů 
v úzkopásmové telefonii a označují se vokodér (vocoder, voice coder) [19]. 
2.1.7 Algoritmy spektrální transformace signálů 
Základem této skupiny algoritmů je spektrální analýza původního signálu, 
transformace jeho spektrálních vlastností a zpětná rekonstrukce nového zvukového signálu. 
Využití lze nalézt například ve výše uvedených fázových vokodérech. 
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2.1.8 Algoritmy adaptivní filtrace signálů 
Adaptivní filtr je schopen při své práci postupně získávat odhady veličin 
charakterizujících zpracovávaný signál. V důsledku toho pak s určitou rychlostí dokáže 
reagovat na změny tohoto signálu, aniž by předem znal časově proměnné parametry těchto 
procesů. Adaptivnímu filtru je však třeba poskytnout dostatečnou informaci v podobě tzv. 
trénovacího signálu přiváděného na filtr jako další vstup. Trénovací signál souvisí 
s požadovaným výstupním signálem. 
Principem adaptivní filtrace je oddělení a oddělená transformace zdroje signálu a 
systému, který provádí jeho filtraci, jejichž parametry se s časem liší. V prvním kroku je 
provedena separace spektrální obálky signálu a ta je potom trénovacím signálem pro adaptivní 
filtr. 
2.1.9 Algoritmy borcení časové a kmitočtové osy signálu 
V češtině se tyto algoritmy označují jako deformace nebo mapování osy. 
Borcení časové osy je využíváno například v elektronických hudebních syntezátorech. 
Borcení kmitočtové osy je vhodné pro efekt inharmonizer, který modifikuje spektra 
syntetických zvuků ve snaze napodobit harmonický spektra reálných akustických nástrojů, 
např. piána, jejichž vyšší harmonické složky se nenachází přesně na kmitočtech náležejících 
těmto vyšším harmonickým složkám [21]. 
2.2 Další kritéria pro dělení algoritmů číslicového zpracování signálů 
Jak již bylo uvedeno, algoritmy pro zpracování číslicových signálů se mohou také 
rozlišovat podle typu transformace, kterou algoritmus se signálem provádí. Jsou to například: 
- Fourierova transformace (v různých variantách), 
- vlnková transformace, 
- Gaborova transformace. 
Jako další kritérium lze uvažovat programovací jazyk, ve kterém je digitální zvukový 
efekt napsán. Pro vývoj nejenom digitálních zvukových efektů je často používáno vývojové 
prostředí Matlab (Matlab je vývojové prostředí i jazyk [1]) kvůli možnostem simulací a 
analýz. K implementaci zvukových efektů pro DSP (digitální signálové procesory) lze využít 
jazyky na bázi jazyka C nebo jazyk symbolických adres (Assembler). 
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3 Jazyk PHP a databáze MySQL 
PHP (PHP: Hypertext Preprocesor) je skriptovací jazyk vytvořený v roce 1994, který 
je navržen tak, aby vykonal určitou činnost v reakci na výskyt určité události – například když 
uživatel odešle vyplněný formulář nebo přejde na určitou adresu URL. Technologie PHP je 
nezávislá na platformě, určená pro servery. Skutečnost, že jde o serverovou technologii, 
znamená, že vše, co se s kódem v PHP odehrává, se odehrává na serveru. Klient (prohlížeč 
uživatele) už dostane pouze vygenerovaný HTML kód [22]. 
Hlavními důvody rozšíření PHP jsou jeho výkon, stabilita, přenositelnost a těsná 
integrace s většinou dostupných databázových serverů. 
Technologie MySQL byla vyvinuta švédskou společností MySQL AB 
(www.mysql.com). Jde o systém správy databází (DBMS, database management system) 
určený pro relační databáze. MySQL je pravděpodobně v současné době nejrozšířenější a 
nejoblíbenější databázový systém. Je charakteristický vysokým výkonem (databáze 
provozovaná na MySQL může obsahovat na 60 000 tabulek s více než 5 miliardami řádků) 
[22], spolehlivostí a minimálními pořizovacími náklady. Hlavně poslední faktor staví MySQL 
do výhodnější pozice před komerční databázové systémy jakými jsou Oracle, Microsoft SQL 
Server a další. 
Aplikace MySQL je aplikací s veřejným zdrojovým kódem, stejně jako PHP. Jazyk 
PHP vždy úzce spolupracoval s databázovým systémem MySQL [22]. Spojením PHP, 
MySQL a webového serveru Apache (všechny tři aplikace jsou dostupné zdarma) lze získat 
velmi kvalitní systém. 
 
Obr. 3.1: Princip fungování dynamických webových stránek. 
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Název SQL je zkratkou pro Structured Query Language (strukturovaný dotazovací 
jazyk). Každý větší databázový systém používá dotazovací jazyk SQL, nejinak je tomu i u 
MySQL. Jednotlivé databázové systémy používají různé dialekty jazyka SQL [22]. 
Databáze je označení kolekce tabulek obsahujících nejčastěji textové nebo číselné 
údaje, databáze může obsahovat libovolný počet tabulek. Tabulka (entita) je základní 
organizační jednotkou databáze. Řádek tabulky obsahuje informace o jedné položce. Řádky 
jsou do databáze vkládány, upravovány, vybírány případně mazány nejčastěji právě 
prostřednictvím skriptů PHP. Ve sloupci tabulky jsou vždy uloženy záznamy stejného typu 
(jméno, příjmení, věk atd.). 
3.1 Obecné zásady při návrhu databázové struktury 
Návrh databázové struktury nazývaný také jako datové modelování je pro dosažení 
dlouhodobě úspěšné správy dat naprosto klíčový. Pomocí procesu zvaného normalizace lze 
z databáze odstranit redundanci dat, zajistit integritu dat a dosáhnout tak vyššího výkonu a 
spolehlivosti. Jakékoli větší úpravy databázové struktury již naprogramovaného informačního 
systému jsou velmi složité a nevhodné, proto je potřeba návrh databáze provádět důsledně. 
Proces databázového návrhu vyústí v diagram ERD (Entity Relationship Diagram). 
Navržený ERD pro informační systém pro správu algoritmů číslicového zpracování signálů je 
na obr. 3.3. Podrobný postup návrhu databázové struktury je popsán v [8] a [22]. 
3.1.1 Klíče 
Klíče jsou data, která usnadňují vyhledávání. Existují dva typy klíčů: primární a cizí. 
Primární klíč musí být jedinečný (vlastnost UNIQUE), vždy musí obsahovat hodnotu 
(nejčastěji je to číslo, s vlastností AUTO INCREMENT, tzn. s každým novým záznamem je 
primární klíč o jednu vyšší než primární klíč předchozího záznamu) a jeho hodnota se nikdy 
nesmí změnit.  
Cizí klíče jsou zástupci primárních klíčů z ostatních tabulek. 
Primární klíč se většinou uvádí v prvním sloupci následovaný cizími klíči. 
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3.1.2 Relace 
V souvislosti s databázemi je relacemi myšlen vztah, který mají data v jedné tabulce 
k datům v jiné tabulce. Relace mezi tabulkami mohou být typu 1:1, 1:M nebo M:N. 
Relace typu 1:1 znamená, že jeden záznam v jedné tabulce souvisí pouze s jedním 
záznamem v tabulce druhé (například člověk má jedno rodné číslo a toto rodné číslo může mít 
pouze jeden člověk). 
U relace typu 1:M jednomu záznamu v jedné tabulce může odpovídat několik 
záznamů v druhé tabulce. Tento typ relace je nejčastější. 
Relace typu M:N je z hlediska redundance dat nejhorším typem. Mnoho záznamů 
z jedné tabulky může souviset s mnoha záznamy v druhé tabulce. Při použití tohoto typu 
relace bývají také problémy s integritou dat. Při správném návrhu a normalizaci by se 
v relačních databázích tento typ relace vůbec neměl objevit. 
3.1.3 Indexy 
Indexy jsou speciálním systémem, který databáze používá ke zvýšení výkonu. 
Přidáním indexu do tabulky sdělujeme databázovému serveru, aby určitému sloupci věnoval 
zvýšenou péči. MySQL server vytvoří zvláštní soubor, ve kterém spravuje indexy velmi 
efektivním způsobem. 
V MySQL může mít jedna tabulka až 32 indexů, přičemž jeden index může zahrnovat 
až 16 sloupců. Použitím indexu se zvýší rychlost vyhledávání. Index také může mít vlastnost 
UNIQUE, tj. ve sloupcích nad kterými je vytvořen, nedovolí databáze vložení duplicitních 
kombinací hodnot. 
3.1.4 Normalizace 
Relační databáze je v podstatě kolekcí dat uspořádaných do určité struktury. Sady 
pravidel pro správný návrh uspořádání dat se nazývají normálními formami (NF). Při návrhu 
se provádí normalizace do 3. případně do 4. normální formy. 
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1. NF – uložení do tabulky, 
2. NF – odstranění neúplných závislostí, 
3. NF – odstranění tranzitivních závislostí, 
4. NF – odstranění nejednoznačných závislostí. 
První normální forma 
Aby databázová struktura odpovídala první normální formě, musí každý sloupec na 
jednom řádku obsahovat pouze jednu hodnotu (musí být atomický, tj. nedělitelný). Tabulka 
také nesmí obsahovat opakující se skupiny sloupců (např. telefon1, telefon2 atd.), takového 
sloupce se osamostatní do nové tabulky. 
Druhá normální forma 
Má-li databáze odpovídat druhé normální formě, musí nejprve odpovídat první 
normální formě. Pravidla druhé normální formy vyžadují, aby všechny sloupce, jejichž 
hodnoty jsou ve více řádcích stejné, byly převedeny do vlastní tabulky. Např. v databázi 
hudebních alb by se na několika řádcích opakoval producent. Jména producentů se tedy 
převedou do samostatné tabulky, jejíž prvním sloupcem bude primární klíč. Tento primární 
klíč se umístí do tabulky alb jako cizí klíč a tím vznikne mezi tabulkami relace. Vhodným 
rozdělením tabulek se odstraní redundance a v tabulce se budou opakovat pouze čísla a 
velikost datového prostoru potřebného pro uložení čísla je o mnoho menší než pro uložení 
řetězce.  
Třetí normální forma 
Databáze odpovídá třetí normální formě, pokud odpovídá druhé normální formě a 
pokud všechny sloupce, jsou na primárním klíči přímo závislé. 
3.1.5 Tvorba databáze 
Poslední krokem při tvorbě databázové struktury je určení datových typů a názvu 
jednotlivých sloupců. 
V názvech databázových objektů se používají výhradně alfanumerické znaky, slova 
v názvech se oddělují podtržítky. Názvy objektů nesmí být delší než 64 znaků. Názvy sloupců 
by měli být jedinečné v celé databázi, výjimkou jsou klíče. 
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3.2 Návrh databázové struktury pro informační systém 
Informačním systémem lze nazývat jakoukoli webovou aplikaci pracující s nějakým 
databázovým systémem, do něhož lze přes webové rozhraní vkládat data a poté je lze opět 
přes webové rozhraní číst, upravovat, případně mazat. V každém informačnímu systému je 
potřeba zajistit, aby tyto operace mohl provádět pouze k tomu oprávněný uživatel. 
 
Obr. 3.2: ERD – příklad řešení uživatelských práv. 
Příklad ERD (entitně-relačního diagramu) pro správu uživatelů a jejich práv je na obr. 
3.2. Tento model umožňuje registraci uživatelů a jejich následnou autorizaci a přiřazení 
administrátorem informačního systému do příslušné skupiny uživatelů. Skupinám uživatelů je 
možné povolovat přístupy do různých sekcí a přidělovat oprávnění ke spouštění procesů. 
Sekcí se rozumí např. prohlížení seznamu uživatelů, nebo prohlížení detailů o uživatelích. 
Spouštěním procesů je myšleno vytváření, editace nových záznamů apod. 
Datový model z obr. 3.2, kde jsou všechny relace typu 1:M, dovoluje přiřadit jednoho 
uživatele do více uživatelských skupin. Obdobně do jedné sekce může mít právo přístupu více 
uživatelských skupin. 
Existují dva přístupy k nastavování uživatelských práv. První je, že na začátku mají 
všichni dovoleno všechno a jednotlivými záznamy v tabulce 'access_section' se zakazuje 
přístup do daných sekcí. Druhý způsob je, že na začátku nikdo nemůže nic a postupně se 
povolují přístupy do sekcí a oprávnění ke spouštění procesů.  
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Při návrhu datového modelu pro katalogizaci algoritmů číslicového zpracování 
signálů, jsem vycházel z dělení popsaného v kapitole 2. Na obr. 3.3 je kompletní navržený 
ERD. Součástí modelu je v textu výše popsaný princip řízení uživatelských práv (ERD na obr. 
3.2). 
Pomyslným středem datového modelu je tabulka „project“. V ní je uložen název 
projektu, popis, abstrakt, klíčová slova, datum přidání a příznak schválení projektu 
administrátorem. Dále tabulka obsahuje nepostradatelný primární klíč a cizí klíče (tj. primární 
klíče jiných tabulek), čímž jsou vytvořeny relace mezi tabulkami. 
Tabulky 'source', 'compiled', 'documentation' a 'image' mají stejný formát. Slouží 
k uložení informací o nahraných souborech patřících k projektu. Ke každému projektu může 
být nahrán libovolný počet těchto souborů. Například soubory zkompilované pro různé 
platformy nebo dokumentace v různých jazycích. 
Formát je následující: 
- identifikační číslo souboru (primární klíč), 
- identifikační číslo projektu (cizí klíč), 
- virtuální jméno souboru zobrazované v detailu projektu, 
- jméno souboru nahraného na server, 
- typ souboru, 
- velikost souboru, 
- popis obsahu souboru, 
- datum přidání souboru (časové razítko). 
Při ukládání souborů na serveru je nutné jejich jména upravit tak, aby při nahrání 
souborů se stejným jménem nedošlo k přepsání původního souboru. Nové jméno může být 
například formátu: identifikační číslo záznamu v tabulce následované číslem projektu, ke 
kterému soubor patří a původním jménem souboru. Jako oddělovače lze použít například 
podtržítka. 
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Obr. 3.3: ERD navržené databázové struktury. 
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Z důvodu zamezení možnosti uhádnutí jména souboru uloženého na serveru a jeho 
následnému přímému stažení přes webový prohlížeč je vhodné na konec názvu souboru 
připojit hash tzv. časového razítka vytvořený např. hashovací funkcí MD5. Časové razítko je 
v PHP získáno funkcí Time(). Tato funkce vrací čas ve speciálním unixovém formátu, kdy 
návratovou hodnotou je počet sekund, které uplynuly od půlnoci 1. 1. 1970 [8]. Časové 
razítko se ukládá automaticky při nahrání souboru do databáze společně s ostatními údaji o 
souboru. Hashovaní funkce MD5 je hashovací funkce s otiskem velikosti 128 bitů. MD5 je 
popsána v internetovém standardu RFC 1321 [17]. 
Při stahování souboru s prefixem v podobě identifikačních čísel souboru a projektu a 
se sufixem tvořeným hashem časového razítka, lze jednoduše odstranit tyto údaje ze jména 
souboru. Uživatel tak dostane soubor s původním jménem. 
Dále navržený datový model umožňuje uvést u jednoho projektu několik autorů (často 
na jednom projektu může spolupracovat několik vývojářů), přičemž v pořadí v jakém jsou 
uvedeni při ukládání do databáze jsou i zobrazováni v detailu konkrétního projektu. Také se 
počítá s tím, že uživatel, který projekt do databáze přidává, nemusí být nutně autor, proto u 
každého projektu je uvedena informace o uživateli, který projekt přidal. 
Podobně lze uvažovat i při rozdělování projektů do kategorií popsaných v kapitole 2. 
Často může jeden hudební efekt pracovat s více typy algoritmů (např. efekty simulující 
akustické prostory či prostorové efekty využívají několika typů algoritmů) [18]. Proto i 
navržená databáze umožňuje zařadit projekt do několika kategorií. 
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Konfigurace informačního systému 
Parametry, které je potřeba měnit většinou pouze při instalování informačního systému 
na server, jsou načítány ze souboru vloženého do skriptu. Jedná se například o údaje potřebné 
pro připojení k databázovému serveru. Oproti tomu parametry, u kterých může vzniknout 
potřeba provést změny v průběhu provozu IS, jsou uloženy v databázi. V pohledu 
administrátora tak lze úpravu nastavení provést pohodlněji. Datový model takové tabulky je 
na obrázku 3.4. 
 
Obr. 3.4: Datový model tabulky s konfigurací 
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4 Popis realizovaného informačního systému 
Tato kapitola pojednává o způsobu řízení uživatelských oprávnění k přístupu do 
jednotlivých modulů informačního systému. Dále je popsán způsob vytváření a prohlížení 
projektů z pohledu uživatele. 
4.1 Uživatelské skupiny a oprávnění uživatelských skupin 
Uživatelům je umožněna registrace prostřednictvím registračního formuláře. Nově 
zaregistrovaný uživatel je automaticky zařazen do uživatelské skupiny „registrovaný“. Dokud 
však není autorizován administrátorem, má stejná práva jako neregistrovaný (nepřihlášený) 
uživatel. Administrátor může nově zaregistrovaného uživatele autorizovat a zároveň ho 
přeřadit do jiné uživatelské skupiny. 
V informačním systému je použita filozofie řízení přístupu taková, kdy na začátku 
nemá nikdo přístup nikam a v administraci je poté povolován přístup jednotlivým 
uživatelským skupinám do konkrétních modulů. Tento způsob je výhodný v tom, že v případě 
opomenutí nějakého pravidla se nepovolaný uživatel nemůže dostat kam nemá. Postup 
zjištění oprávnění připojeného uživatele je na obrázku 4.1. 
 
Obr. 4.1: Diagram - načtení oprávnění pro uživatelské skupiny 
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Názvy položek menu a odkazy na jednotlivé moduly jsou také uloženy v databázi 
v tabulce section. V administraci informačního systému tak lze snadno upravovat názvy již 
existujícím položkám menu a v případě vytvoření nového modulu přidat novou položku 
menu. 
V administraci je možné v případě potřeby vytvářet nové uživatelské skupiny a 
registrované uživatele libovolně přeřazovat mezi těmito skupinami. Již autorizovaným 
„problémovým“ uživatelům je možné účet zablokovat a tito uživatelé pak po přihlášení mají 
stejná práva jako nepřihlášení uživatelé. Zároveň jim je zobrazena zpráva o blokaci účtu. 
Pokud uživatel zapomene heslo, bude mu po zadání emailu uvedeného při registraci 
vygenerováno a zasláno heslo nové. Staré heslo není možné zaslat, protože v databázi je 
uložen pouze otisk (hash) hesla vytvořeného pomocí šifrovacího algoritmu SHA-1, ze kterého 
není jednoduchým způsobem možné získat původní heslo. Algoritmus SHA-1 je označován 
za nástupce šifrovací funkce MD5 [3]. Je tak velmi sníženo riziko „odposlechnutí“ hesla 
útočníkem při přihlašování uživatele. 
Při registraci uživatele je vyžadováno zadání emailové adresy. Formát emailové 
adresy je kontrolován způsobem popsaným v [23]. 
4.2 Seznam autorů 
Z tohoto seznamu jsou při přidávání nového projektu do databáze vybírání autoři. 
Nové autory je povoleno přidávat do databáze registrovaným uživatelům zařazeným 
v uživatelské skupině s patřičným oprávněním. Možné jsou dva způsoby. Buď lze zapsat 
údaje o autorovi ručně do formuláře, nebo je autor vytvořen automaticky rozpoznáním 
katalogových údajů uložených v souboru se zdrojovým kódem. Způsob vytvoření autora 
v režimu „Automatické klasifikace“ je popsán v kapitole 5.3.5. 
Informace o autorovi může upravovat uživatel, který autora do databáze přidal, a 
administrátor informačního systému.  
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4.3 Seznam projektů 
4.3.1 Vytváření a úprava projektů 
Při vytváření nového projektu lze postupovat dvěma způsoby. Prvním je vyplnění 
všech údajů o projektu ručně do formuláře, a po uložení těchto údajů je možné přidávat 
k projektu související soubory. 
Druhou možností je nejprve přes webový formulář nahrát na server soubor se 
zdrojovým kódem, který obsahuje hlavičku v určitém tvaru s informacemi o projektu. Formát 
této hlavičky a způsob jejího zpracování je popsán v kapitole 5. Po uložení souboru na serveru 
skript automaticky rozpozná údaje a získané informace uloží do databáze.  
Pouze uživatel, který projekt přidal do databáze, může následně upravovat informace o 
projektu a přidávat či mazat související soubory, jako například dokumentace, přeložené 
soubory, obrázky. Tyto stejná práva má i administrátor. 
4.3.2 Prohlížení projektů 
V seznamu projektů je možné vyhledávání podle několika kritérií. Lze hledat text 
obsažený v názvu nebo v popisu projektu. Dále lze filtrovat projekty jen od určitého autora, 
projekty, v nichž je použit konkrétní algoritmus nebo transformace prováděná se signálem, či 
podle použitého programovacího jazyka. 
 
 
Obr. 4.2: Filtr pro vyhledávání projektů 
 24
Databáze algoritmů číslicového zpracování signálů 
s automatickou klasifikací a vyhledáváním využívající webové rozhraní Petr Kouba 
Po kliknutí na požadovaný projekt jsou zobrazeny detailní informace o projektu, 
včetně možnosti stažení přidružených souborů. 
Registrovaní autorizovaní uživatelé mohou psát k projektům komentáře. Tyto 
komentáře jsou zobrazeny v detailu projektu ve spodní části. Autorům komentáře je 
umožněno svůj již napsaný komentář upravovat. Po úpravě je v komentáři uvedena 
informace, že byl komentář upravován, a to včetně data a času úpravy. Administrátor může 
jakýkoliv komentář také upravovat, případně smazat. 
 
 
Obr. 4.3: Ukázka komentářů 
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5 Automatická klasifikace 
V režimu „Automatické klasifikace“ je možné přidávat projekty do databáze nahráním 
souboru se zdrojovým kódem, obsahujícím informace o projektu. V této kapitole je popsán 
tvar zápisu katalogových informací do zdrojových souborů a způsob jejich získání v jazyce 
PHP. 
5.1 Návrh systému jednotného ukládání katalogových informací do 
zdrojových souborů 
Aby bylo možné vytvořit systém pro automatické získávání katalogových údajů ze 
zdrojového souboru, je nutné nejprve specifikovat, jaký mají mít tyto informace formát. Je 
zřejmé, že musejí být označeny jako komentář, aby došlo k oddělení od programového kódu 
zdrojového souboru a tak byly ignorovány překladačem daného programovacího jazyka. 
Syntaxe komentářů vybraných programovacích jazyků je popsána v kapitole 5.2. 
Z pohledu programátora by bylo nejvhodnější stanovit jakési značky (podobné např. 
HTML tagům), které by obklopovaly konkrétní katalogový údaj. Formát hlavičky obsahující 
katalogové údaje však byl navrhován s cílem, aby byl uživatelsky co nejpřívětivější. Jako 
jedno z řešení se nabízí, uvést před každou informaci specifické klíčové slovo. Vícenásobné 
údaje jsou každý na samostatném řádku, nesmí však mezi nimi být volný řádek, a nebo před 
každým musí být opět uvedeno klíčové slovo. 
Přestože je blok s katalogovými údaji nazýván hlavičkou, může být umístěn kdekoliv 
v souboru se zdrojovým kódem. Nevadí ani rozmístění jednotlivých katalogových údajů na 
více místech v souboru. 
Blok s katalogovými údaji může mít například takovýto formát: 
Name: název projektu, 
author: autor projektu (v pořadí titul jméno příjmení, titul), 
description: popis projektu, 
abstract: abstrakt, 
algorithm: typ použitého algoritmu, 
implementation: použitý programovací jazyk, 
 26
Databáze algoritmů číslicového zpracování signálů 
s automatickou klasifikací a vyhledáváním využívající webové rozhraní Petr Kouba 
transformation: typ prováděné transformace. 
V sekci „Author“ a „Algorithm“ lze uvést více položek, text v blocích „Name“, 
„Description“ a „Abstract" může být na více řádků. Jednotliví autoři a kategorie algoritmů se 
uvedou na samostatný řádek. 
5.2 Syntaxe komentářů vybraných programovacích jazyků 
Pro automatickou klasifikaci bude stanoven předpoklad, že algoritmus pro realizaci 






- jazyk symbolických adres (Assembler). 
Syntaxe komentářů jazyka Matlab 
V Matlabu začíná komentář znakem % a končí s koncem řádku [1]. 
% komentář do konce řádku 
programový kód  % komentář do konce řádku 
V Matlabu by tedy hlavička souboru obsahující katalogové údaje mohla mít tento tvar: 
% Name: Název projektu 
% Author: 1. autor projektu 
%         2. autor projektu 
% Description: Popis projektu, 
%              může být i víceřádkový 
% Abstract: Abstrakt může být 
%           také víceřádkový 
% Algorithm: Typ použitého algoritmu 
% Transformation: Typ prováděné transformace 
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Syntaxe komentářů jazyka C/C++, C# a Java 
Syntaxe komentářů v jazycích C/C++, C# a Java jsou stejné a lze je zapsat několika 
způsoby. Je tedy nutné, aby systém rozpoznávání uměl pracovat se všemi těmito způsoby 
zápisu. Komentáře v jazyce C/C++, C# a Java mají následující formát [5]: 
 
// jednořádkový komentář 
 
/* Komentář 
   na více 
   řádků */ 
 
/* 
* I takhle může 
* vypadat komentář 
* na více řádků 
*/ 
 Hlavička by tedy mohla vypadat například takto: 
// Name: Název projektu 
// Author: 1. autor projektu 
//         2. autor projektu 
// Description: Popis projektu, 
//              může být i víceřádkový 
// Abstract: Abstrakt může být 
//           také víceřádkový 
// Algorithm: Typ použitého algoritmu 
// Transformation: Typ prováděné transformace 
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nebo takto: 
/* 
Name: Název projektu 
Author: 1. autor projektu 
        2. autor projektu 
Description: Popis projektu, 
             může být i víceřádkový 
Abstract: Abstrakt může být 
          také víceřádkový 
Algorithm: Typ použitého algoritmu 
Transformation: Typ prováděné transformace 
*/ 
Syntaxe komentářů jazyka Pascal 
V Pascalu je za komentář považována posloupnost libovolných znaků ohraničená 
složenými závorkami { } nebo symboly (* a *) a neobsahující symbol, kterým se označuje 
konec komentáře [4]. 
{ komentář } 
(* komentář *) 
{ komentář  
  na více řádků } 
(* víceřádkový 
   komentář *) 
 Příklad hlavičky zdrojového souboru napsaného v jazyce Pascal: 
{ 
Name: Název projektu 
Author: 1. autor projektu 
        2. autor projektu 
Description: Popis projektu, 
             může být i víceřádkový 
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Abstract: Abstrakt může být 
          také víceřádkový 
Algorithm: Typ použitého algoritmu 
Transformation: Typ prováděné transformace 
} 
Syntaxe komentářů jazyka symbolických adres (Assembler) 
V jazyce symbolických adres mají komentáře pouze jeden možný formát, podobně 
jako v jazyce Matlab. Za komentář jsou považovány všechny znaky následující za znakem ; 
(středník). 
; komentář do konce řádku 
programový kód   ; komentář do konce řádku 
Příklad hlavičky v jazyce symbolických adres: 
; Name: Název projektu 
; Author: 1. autor projektu 
;         2. autor projektu 
; Description: Popis projektu, 
;              může být i víceřádkový 
; Abstract: Abstrakt může být 
;           také víceřádkový 
; Algorithm: Typ použitého algoritmu 
; Transformation: Typ prováděné transformace 
5.3 Rozpoznávání textu 
5.3.1 Regulární výrazy 
Regulární výrazy (regular expression, zkráceně regexp či regex) jsou velmi mocným 
nástrojem pro práci s textovými řetězci [11]. Regulární výraz je speciální sekvence znaků, 
která představuje jakýsi vzor (neboli masku), se kterým jsou textové řetězce porovnávány a 
tak je možné: 
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- získat a dále zpracovat požadovaný text, 
- velmi efektivně vyhledávat v textech, 
- nahrazovat v textech různé údaje. 
Běžně je možné se setkat se dvěma typy regulárních výrazů [10]: 
- POSIX, 
- Perl-compatible (PCRE). 
Regulární výrazy je možné najít v mnoha programovacích jazycích (C#, Java, 
Javascript, .NET, Perl, PHP, Visual Basic a jiné) a programech pro Unix a Linux [11]. 
Jazyk PHP umožňuje práci s oběma typy. Regulární výrazy typu POSIX jsou 
jednodušší na tvorbu, výrazy Perl-Compatible však umožňují vytvářet komplikovanější 
výrazy. Pro automatickou klasifikaci jsou v informačním systému využívány téměř výhradně 
regulární výrazy typu Perl-Compatible. 
Regulární výrazy – norma Perl-Compatible 
Nejjednodušším regulárním výrazem je jedno písmeno, případně slovo. Regulárnímu 
výrazu 'b' vyhoví např. řetězec 'b' nebo 'abc', podobně výrazu 'bcd' vyhoví např. 'abcd'.  
Regulární výrazy mohou obsahovat alfanumerické znaky, ale také tzv. metaznaky. 
Mezi metaznaky patří: \, ^, $, ., [, ], |, (, ), ?, *, +, {, }. Pokud je třeba použít metaznak v 
původním významu, předřadí se mu '\' (zpětné lomítko - backslash). Zápisu se říká escape 
sekvence. 
Metaznak tečka zastupuje jeden libovolný znak (kromě znaku konce řádku \n). Výrazu 
a.a vyhoví např. 'aaa', 'aha', 'a3a'. 
Kvantifikátory jsou konstrukce, vyjadřující kolikrát se jim bezprostředně předcházející 
znak má opakovat. Základními kvantifikátory jsou metaznaky *, ? a +. Pomocí metaznaků { a 
} lze počet opakování vyjádřit přesněji. Význam jednotlivých kvantifikátorů i s příklady je 
uveden v tabulce 5.1 [10]. 
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Tab. 5.1: Přehled kvantifikátorů 
Kvantifikátor Počet výskytů Příklady odpovídající regulárnímu výrazu'abkvantifikátorc' 
? minimálně 0-krát, maximálně 1-krát ac, abc 
* minimálně 0-krát (maximálně neomezeno) ac, abc, abbc, … 
+ minimálně 1-krát (maximálně neomezeno) abc, abbc, abbbc, … 
{n} právě n-krát abbbbc (pro n = 4) 
{m,n} minimálně m-krát, maximálně n-krát abbc, abbbc, abbbbc (pro m = 2, n = 4) 
{m,} minimálně m-krát (maximálně neomezeno) abbc, abbc, abbbbc, … (pro m = 2) 
 
Metaznaky ^ a $ umožňují určit, zda se požadovaný text má nacházet na začátku nebo 
na konci porovnávaného řetězce. Regulárnímu výrazu ^ab vyhoví pouze řetězce začínají 
znaky 'ab'. Oproti tomu výrazu 'cd$' budou odpovídat pouze řetězce končící znaky 'cd'. 
Pokud se na určité pozici v řetězci může vyskytovat pouze určitá skupina znaků, lze 
tyto znaky vyjmenovat za sebou ohraničené v metaznacích [ a ]. Regulárnímu výrazu a[bc]d 
budou vyhovovat řetězce obsahující 'abd' nebo 'acd'. Lze uvést i interval, například výrazu 
'a[A-Z]b' budou odpovídat řetězce obsahující mezi znaky 'a' a 'b' jedno velké písmeno 
anglické abecedy. Pokud je třeba zapsat několik intervalů za sebou provede se to takto: '[a-
zA-Z0-9]'. 
Kromě možnosti definovat množinu povolených znaků lze také definovat množinu 
zakázaných znaků. V tom případě se hned za metaznakem [ uvede ^. Výrazu 'a[^0-9]b' vyhoví 
řetězec, který bude mít mezi písmeny 'a' a 'b' libovolný znak, který není číslice. 
Pokud je potřeba použít v množině znaků některý z metaznaků \, ^, -, ] v jeho 
původním významu, je nutné ho zapsat jako tzv. escape sekvenci, nebo musí být na pozici, 
kde ho nebude funkce zpracovávající regulární výrazy považovat za metaznak. Metaznak ^ 
tak musí být na jiné pozici než na první, metaznak - na první nebo poslední pozici ve skupině 
znaků a metaznak ] se bude chovat jako běžný znak, pokud bude zapsán hned za otevírací 
závorkou. Možné zápisy jsou tedy např. '[]^abc-]' nebo '[\^\-\]abc]'. 
Pro často používané znaky nabízí norma zástupné zkratky uvedené v tabulce 5.2 [10]. 
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Tab. 5.2: Zkratky pro často používané množiny znaků v regulárních výrazem 
Zkratka Ekvivalentní zápis Popis 
\d [0-9] číslice desítkové soustavy 
\D [^0-9] cokoli kromě číslic desítkové soustavy 
\w [a-zA-Z0-9_] tzv. „znaky slova“ (word characters) 
\W [^a-zA-Z0-9_] cokoli kromě „znaků slova“ (non-word characters) 
\s [ \n\r\t\f] tzv. „bílé znaky“ (whitespace characters) – mezera, line feed, carriage return, tab, form feed 
\S [^ \n\r\t\f] cokoli kromě „bílých znaků“ 
 
Metaznak | rozdělí regulární výraz na dvě části a tak regulárnímu výrazu 'big|small' 
bude odpovídat řetězec obsahující buď slovo 'big' nebo slovo 'small'. 
Použitím metaznaků ( a ) lze regulární výraz rozdělit na tzv. subvýrazy. Pak výrazu 
'(big|small) stone' bude odpovídat řetězec obsahující slovní spojení 'big stone' nebo 'small 
stone'. Pokud je bezprostředně za subvýrazem některý kvantifikátor, vztahuje se tak na celý 
subvýraz. Výrazu '(ab){2,3}' budou odpovídat pouze řetězce 'abab' a 'ababab'. 
5.3.2 Použití regulárních výrazů v PHP 
Pro práci s regulárními výrazy vytvořenými podle normy Perl-Compatible jsou v PHP 
určeny funkce začínající prefixem 'preg_'. Regulární výraz předaný takovéto funkci musí být 
ohraničen oddělovači (delimiters). Jako oddělovač smí být použit libovolný nealfanumerický 
znak kromě zpětného lomítka (\). Podle definice syntaxe Perl-Compatible regulárních výrazů 
[15] se často jako oddělovač používá lomítko (/). Pokud pak samotný regulární výraz lomítko 
obsahuje, zapíše se jako tzv. escape sekvence, tj. s předřazeným zpětným lomítkem. Stručný 
popis funkcí použitých při realizaci projektu a uvedených dále v textu je v příloze 3. 
5.3.3 Rozpoznávání katalogových údajů 
V předchozích kapitolách byl navržen formát hlavičky obsahující katalogové údaje o 
projektu, syntaxe komentářů v různých programovacích jazycích sloužících k psaní algoritmů 
a způsob rozpoznávání textu v jazyce PHP. V dalším kroku lze tedy přistoupit k tvorbě 
konkrétních regulárních výrazů, potřebných k získání požadovaných informací. Tvary 
regulárních výrazů sloužících pro rozpoznání jednotlivých katalogových údajů jsou uvedeny 
v tabulce 5.3. 
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Všechny tyto regulární výrazy jsou téměř totožné, liší se pouze klíčovým slovem. Jsou 
sestaveny jako nezávislé na použitém programovacím jazyce. Není tedy nutné např. podle 
přípony zdrojového souboru zjišťovat použitý programovací jazyk a z toho plynoucí formát 
komentářů. Je uvažováno použití komentářů typu C/C++, Matlabu, jazyka symbolických 
adres a případně Pascalu. 
Vzhledem k podobnosti stačí popsat jakýkoli z výše uvedených regulárních výrazů. 
/(\s|%|\/|\*|{|\(\*)*(Name\s*:?\s*)(.*)/ 
Regulární výraz je sestaven ze tří subvýrazů, ohraničených oddělovači (/) 
vyžadovanými funkcemi pro práci s regulárními výrazy v PHP. Z rozpoznávaného souboru je 
text načítán po řádcích, proto první subvýraz '(\s|%|\/|\*|{|\(\*)' regulárního výrazu 
očekává na začátku řetězce sekvenci znaků, které se v bloku s komentáři mohou vyskytnout 
na začátku řádku. Jsou vypsány v tabulce 5.4. Zároveň tyto znaky mohou být libovolně 
obklopeny tzv. bílými znaky (mezera, tabulátor, znak nového řádku). 
Tab. 5.4: Sekvence znaků označující začátek komentáře 
Programovací jazyky Znaky označující začátek komentáře 
C/C++, C#, Java // nebo /* nebo /** nebo * 
Matlab % 
Jazyk symbolických adres (Assembler) ; 
Pascal { nebo (* 
 
Vyhoví však i řetězec, který na začátku řádku (před klíčovým slovem) nebude mít 
žádný znak. Takový případ může nastat při zápisu víceřádkového komentáře například 
v jazyce C/C++, jak je popsáno v kapitole 5.2. 
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Druhý subvýraz očekává klíčové slovo následované nepovinnou dvojtečkou a 
libovolným počtem „bílých znaků“. Tento subvýraz tedy jasně určuje o jakou informaci se 
jedná. 
Třetí subvýraz '(.*)' označuje jakýkoli text, v tomto případě je to tedy vlastní 
katalogový údaj. Pokud tedy řádek odpovídá regulárnímu výrazu, bude do pole, které je 
předáno funkci preg_match(), na index 3 tento katalogový údaj uložen. Obdobně by šlo 
využít funkci preg_replace(), jak názorně ukazuje následující příklad. 
 
$regexp = "/(\s|%|\/|\*|{|\(\*)*(Name\s*:?\s*)(.*)/"; 
$str = "  /* Name: Projekt XY */ "; 
//----------------------------------------// 
/* 1. způsob: Využití funkce preg_match() */ 
preg_match($regexp, $str, $matched); 
echo $matched[3]; // zobrazí "Projekt XY */" 
//----------------------------------------// 
/* 2 .způsob: Využití funkce preg_replace() */ 
$replacement = "\\3"; 
$str = preg_replace($regexp, $replacement, $str); 
echo $str; // zobrazí "Projekt XY */" 
Z příkladu je vidět, že za jménem projektu zbývá ještě odstranit sekvenci pro označení 
konce komentáře. V regulárním výrazu je opět nutné postihnout všechny situace, které mohou 
nastat (viz. tabulka 5.5). 
Tab. 5.5: Sekvence znaků označující konec komentáře 
Programovací jazyky Znaky označující začátek komentáře 
C/C++, C#, Java */ 
Pascal } nebo *) 
 
Vyhoví tedy regulární výraz '/(.*)(\}|\*\)|\*\/)/'. Využít lze opět například 
funkci preg_replace().  
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5.3.4 Načítání textu ze souborů 
Text ze souboru je načítán pomocí funkce fgets(), které je předán popisovač na 
otevřený soubor se zdrojovým kódem, nahraným před webový formulář. Načítání probíhá po 
jednom řádku, do doby než je dosaženo konce souboru. Některé katalogové údaje např. popis 
projektu nebo seznam autorů mohou být uvedeny na více řádcích a bylo by nevhodné, pokud 
by před každým dalším řádkem muselo být uvedeno opět stejné klíčové slovo. Řešení tohoto 
problému popisuje diagram na obrázku 5.1. 
 
Obr. 5.1: Algoritmus načítání katalogových údajů ze souboru se zdrojovým kódem 
Pokud načtený řádek obsahuje klíčové slovo, tak je informace za ním na řádku jasně 
identifikovatelná. Informace na bezprostředně následujících řádcích, jimž nepředchází klíčové 
slovo, jsou považovány za pokračování předchozích informací, dokud není načten 
„oddělovací“ řádek (řádek neobsahující alfanumerické znaky) nebo dokud není načten řádek 
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obsahující některé klíčové slovo. Názorněji je to ukázáno na následujícím příkladu. Pro 
usnadnění popisu jsou řádky očíslovány. 
1 /* 
2  * Author: Jan Novák 
3  *         Ing. Josef Dobrý, PhD. 
4  * 
5  *         Bc. Antonín Nejedlý 
6  */ 
Pouze text na řádku 2 a 3 bude rozpoznán jako jména autorů. Text na řádku 5 bude 
považován za neznámý text a bude ignorován, protože mezi 3. a 5. řádkem je „oddělovací“ 
řádek. Obdobně je to s popisem projektu. 
% ... 
% Description: Popis projektu ve zdrojovém souboru Matlabu 
% pokračuje na dalším řádku. 
% Toto je také ještě popis. 
% 
% Toto již není považováno za popis. 
% ... 
Kódování textu v souborech 
Na počítači je každý znak uložen jako posloupnost čísel – bitů nabývajících hodnot 0 a 
1. Minimální počet bitů potřebných pro uložení znaků je sedm (kódování ASCII). V kódování 
ASCII lze tedy uložit 27 = 128 znaků. To je velmi málo. Proto vznikly další typy kódování 
(znakové sady) [20]. 
Zdrojové soubory z různých vývojových prostředí a z různých operačních systémů tak 
mohou být uloženy v odlišném kódování. Před rozpoznáváním katalogových údajů je nutné 
zjistit kódování, ve kterém je soubor uložen a následně případně provést převod do jiného 
kódování. V operačních systémech rodiny Windows se pro ukládání češtiny používají 
převážně kódování CP 1250 a UTF-8. Systémy UNIX a Linux pracují převážně s kódováním 
ISO-8859-2. V informačním systému je tak implementováno spolehlivé rozpoznávání údajů 
v souborech uložených v některém z těchto tří kódování. 
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5.3.5 Rozpoznávání jmen autorů 
V kapitole 5.1 byla navržena hlavička a jedním z hlavních údajů je jméno autora či 
autorů. Formát zapisování byl zvolen jako uživatelsky přívětivý a to ve tvaru: titul před, 
jméno, příjmení, titul za. Pokud je potřeba zapsat více autorů, musí být každý na samostatném 
řádku. Do databáze jsou však jednotlivé údaje o autorech ukládány do samostatných sloupců, 
proto je nutné správně oddělit jméno, příjmení a tituly. K tomu lze využít funkci 
preg_split(). 
 
$author = "Ing. Jan Novák, PhD."; 
$part = preg_split("/(\s|,)+/", $author); 
var_dump($author); 
array(4) { 
  [0] => string(4) "Ing." 
  [1] => string(3) "Jan" 
  [2] => string(5) "Novák" 
  [3] => string(4) "PhD." 
} 
Podle regulárního výrazu bude za oddělovač považován alespoň jeden „bílý znak“ 
nebo čárka. Jednotlivé části jsou potom uloženy do pole. 
Dále je třeba rozlišit jméno a příjmení od titulů. Titul je řetězec alespoň dvou 
bezprostředně následujících písmen zakončených tečkou [16]. Výjimkou ze všeobecně 
známých titulů je pouze titul MBA, proto je u každé části jména autora ještě zjišťováno, zda 
řetězec neodpovídá tomuto titulu. Ke zjištění zda je řetězec jméno nebo příjmení slouží opět 
funkce preg_match() a regulární výraz '/^(.\.|[^\.]*)$/'.  
Význam: Řetězec odpovídá regulárnímu výrazu, pokud obsahuje jeden znak zakončený 
tečkou (první znak křestního jména) nebo pokud obsahuje více znaků a zároveň neobsahuje 
tečku. Regulárnímu výrazu tedy vyhoví pouze jméno, příjmení a zkratka křestního jména.  
Postup rozpoznávání jednotlivých údajů o autorovi je znázorněn diagramem na 
obrázku 5.2. 
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Pole s jednotlivými částmi jména autora je procházeno odzadu. Je to z důvodu, že 
občas se může vyskytnout situace, kdy bude mít autor dvě křestní jména. Po získání příjmení 
jsou všechna další slova neodpovídající titulům vyhodnocena jako křestní jména. 
 
 
Obr. 5.2: Algoritmus rozpoznávání jednotlivých částí jména autora 
Rozpoznané jméno a příjmení je poté porovnáno se jmény autorů již uložených 
v databázi a v případě shody je zjištěno ID tohoto autora, které je následně uloženo 
k projektu. Tituly nejsou při hledání shody porovnány. Pokud je nalezeno více shodných 
záznamů, je uživatel požádán, aby označil správného autora. V případě, že není nalezena 
shoda, vytvoří se nový záznam v tabulce autorů. 
5.3.6 Rozpoznávání typu algoritmu 
Za klíčovým slovem 'Algorithm:' je očekáván název některé kategorie uvedené 
v tabulce 5.6 (odpovídá dělení popsanému v kapitole 2.1). 
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Tab. 5.6: Kategorie typů algoritmů ve výchozí konfiguraci informačního systému 
Algoritmy provádějící kmitočtovou filtraci pomocí lineárních systémů 
Algoritmy využívající zpožďovací linky s konstantním nebo proměnným zpožděním
Algoritmy provádějící modulaci a demodulaci zvukového signálu 
Algoritmy využívající vlastností systémů s nelineární převodní charakteristikou 
Algoritmy borcení časové osy 
Algoritmy zpracovávající časové segmenty 
Algoritmy pracující v časově-kmitočtové oblasti 
Algoritmy spektrální transformace signálů 
Algoritmy adaptivní filtrace signálů 
Algoritmy borcení kmitočtové osy 
 
Název získaný ze souboru je porovnáván s kategoriemi uloženými v databázi a projekt 
je do patřičné kategorie zařazen. Pokud není odpovídající kategorie nalezena, je následně 
zjišťována podobnost kategorie uvedené ve zdrojovém souboru s kategoriemi uloženými 
v databázi. K tomu v jazyce PHP slouží funkce similar_text(). Funkce zjišťuje 
procentuální podobnost dvou řetězců. Projekt je tak přirazen do kategorie, u níž je zjištěna 
nejvyšší procentuální podobnost s požadovanou kategorií, nesmí však být menší než 75 %. 
Důvodem tohoto opatření je odhalit případné překlepy a lehce odlišné formulace v názvu typu 
algoritmu. Přesnější hodnotu podobnosti by bylo možné získat při dlouhodobějším provozu 
informačního systému. Pokud není nalezena shoda ani podobnost, je požadavek na zařazení 
projektu do kategorie typu algoritmu ignorován. V takovém případě je nutné upravit název 
kategorie ve zdrojovém souboru na některý podporovaný typ, případně novou kategorii 
vytvořit v administraci. 
5.3.7 Rozpoznávání dalších katalogových údajů 
Aby mohl být projekt vytvořen v režimu „Automatické klasifikace“, musí soubor se 
zdrojovým kódem obsahovat alespoň název projektu. 
Typ implementace a typ transformace je porovnán s patřičnými údaji v tabulkách 
databázové struktury, je zjištěno odpovídající ID a následně dojde k uložení tohoto ID 
k vytvářenému projektu. Typy transformací a implementací dostupné ve výchozí konfiguraci 
informačního systému jsou uvedeny v tabulkách 5.7 a 5.8. 
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Jazyk symbolických adres (Assembler)
 
Aktuálně podporované typy algoritmů, typy transformací a implementace jsou 
zobrazeny na stránce s formulářem pro nahrání zdrojového souboru s katalogovými 
informacemi. Pokud by bylo požadováno založení nového typu transformace či 
programovacího jazyka, lze to provést v administraci. 
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6 Závěr 
V rámci bakalářské práce byl realizován informační systém umožňují katalogizaci 
zdrojových kódů algoritmů číslicového zpracování zvukových signálů, včetně možnosti 
ukládání zkompilovaných souborů a dalších doplňkových souborů. Informační systém 
využívá spolupráce skriptovacího jazyka PHP a relačního databázového systému MySQL. 
Informační systém umožňuje registraci uživatelů, jejich následné autorizování a 
seskupování do uživatelských skupin administrátorem. V administraci pak lze jednotlivým 
uživatelským skupinám přidělovat různá oprávnění k přístupu do modulů informačního 
systému. Přihlášeným a autorizovaným uživatelům je povoleno psát k jednotlivým projektům 
své komentáře. 
Oprávnění uživatelé mají možnost přidávat své projekty do databáze dvěma způsoby. 
Manuální zadávání spočívá v ručním vyplnění formuláře a v následném ukládání zdrojových 
a dalších souborů. Pro režim „Automatické klasifikace“ byl definován formát, v jakém lze 
údaje o projektu zapsat přímo do souboru se zdrojovým kódem. Tento soubor se poté nahraje 
přes formulář do informačního systému a dojde k automatickému rozpoznání požadovaných 
údajů a k uložení do databáze. 
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Příloha 1: Obsah přiloženého CD 
 
Adresář Obsah  
\docs - elektronická verze bakalářské práce, soubor s metadaty a popis instalace 
informačního systému na server 
\source_files - zdrojové soubory 
\db_files - SQL soubory pro vytvoření databázové struktury na databázovém serveru 
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Příloha 2: Popis instalace informačního systému 
 
Informační systém lze provozovat na webovém serveru s instalovaným modulem PHP 
verze 4 a vyšší. Pro ukládání dat je nutný databázový server MySQL verze 4 a vyšší. 
Adresářová struktura uložená na přiloženém CD v adresáři \source_files se zkopíruje 
prostřednictvím protokolu FTP na webový server. Adresářům /files/compiled, 
/files/documentation, /files/image, /files/source je nutné nastavit práva pro zápis. Lze to 
provést například prostřednictvím příkazu chmod 777 xx. Při aktuální pozici v adresáři /files 
označují znaky xx jméno jednoho z vnořených adresářů. 
V souboru /includes/configure.php se nastavují základní konfigurační údaje potřebné 
pro provoz informačního systému. V následující tabulce je uveden význam jednotlivých 
parametrů. 
Tab.: Význam konfiguračních hodnot v souboru /includes/configure.php 
Konfigurační hodnota Příklad 
DB_PREFIX   define('DB_PREFIX', 'alg_'); 
Význam: V jedné databázi se mohou vyskytovat tabulky různých webových aplikací, tato 
hodnota slouží k rozlišení tabulek těchto aplikací. Výchozí hodnota je nastavena na alg_. 
DB_SERVER   define('DB_SERVER', 'mysql.server.cz'); 
Význam: Adresa databázového serveru. 
DB_SERVER_USERNAME   define('DB_SERVER_USERNAME', 'jmeno); 
Význam: Přihlašovací jméno k databázovému serveru. 
DB_SERVER_PASSWORD   define('DB_SERVER_PASSWORD', 'heslo'); 
Význam: Heslo pro přihlášení k databázovému serveru. 
DB_DATABASE   define('DB_DATABASE', 'databaze'); 
Význam: Jméno databáze na databázovém serveru. 
HTTP_SERVER   define('HTTP_SERVER', 'http://www.server.cz'); 
Význam: Adresa webového serveru. 
DIR_WS_CATALOG 
  define('DIR_WS_CATALOG', '/'); 
nebo 
  define('DIR_WS_CATALOG', '/algoritmy/'); 
Význam: Umístění (vnoření) informačního systému na serveru. Výchozí hodnota je 
nastavena na '/' – kořenový adresář. 
 47
Databáze algoritmů číslicového zpracování signálů 
s automatickou klasifikací a vyhledáváním využívající webové rozhraní Petr Kouba 
Ostatní hodnoty není třeba měnit. 
SQL soubor ze složky \db_files umístěné na přiloženém CD se přes administraci 
databáze (nejčastěji se to děje prostřednictvím aplikace phpMyAdmin) nahraje do databáze a 
tím se vytvoří potřebná databázová struktura. 
V informačním systému je vytvořen výchozí uživatelský účet s přihlašovacím jménem 
admin012 a heslem admin. Tento účet má přidělena administrátorská práva. Bezprostředně po 
instalaci je důrazně doporučeno změnit heslo k tomuto účtu. 
Po přihlášení administrátora je třeba nastavit email administrátora v Nastavení -> 
Konfigurace u hodnoty EMAIL_CONTACT_US. Na tento email budou přicházet hlášení 
v případě výskytu chyby informačního systému zasílaná uživateli (například nemožnost přidat 
nový projekt či nahrát nový soubor atd). 
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Příloha 3: Základní funkce pro práci s regulárními výrazy v jazyce PHP 
 
preg_match() 
int preg_match(string $pattern, string $subject [, array &$matches [, int 
$flags [, int $offset ]]] ) 
Funkce preg_match()vrací TRUE, pokud řetězec ($subject) odpovídá regulárnímu 
výrazu ($pattern). Jako první nepovinný parametr ($matches) lze funkci předat pole, do 
kterého budou uloženy části řetězce odpovídající jednotlivým subvýrazům. Indexy pole 
odpovídají číslu subvýrazu definovaném v regulárním výrazu. V poli na indexu nula je uložen 
řetězec, který odpovídá celému regulárnímu výrazu. 
$regexp = "/^(\S+) (\S+)$/";  
$string = "Jan Novák";  
preg_match($regexp, $string, $matched); 
Funkce var_dump() zobrazí obsah pole $matched: 
var_dump($matched); 
array(3) {  
  [0]=> string(9) "Jan Novák"  
  [1]=> string(3) "Jan"  
  [2]=> string(5) "Novák"  
} 
preg_split() 
array preg_split(string $pattern, string $subject [, int $limit [, int 
$flags ]] ) 
Funkce preg_split() rozdělí řetězec ($subject) na části, které jsou oddělené 
regulárním výrazem ($pattern). Funkce vrací pole, ve kterém jsou uloženy jednotlivé části 
řetězce. Prostřednictvím nepovinného parametru $limit lze definovat, na jaký maximální 
počet částí se řetězec rozdělí. 
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preg_replace() 
mixed preg_replace(mixed $pattern, mixed $replacement, mixed $subject [, 
int $limit [, int &$count ]] ) 
Funkce preg_replace() zjistí, zda řetězec ($subject) odpovídá regulárnímu 
výrazu ($pattern), a pokud ano, nahradí jej řetězcem $replacement. V opačném případě vrátí 
původní řetězec ($subject). Funkce preg_replace() disponuje možností provést náhradu 
($replacement) pomocí tzv. zpětné reference. Tato vlastnost je předvedena na následujícím 
příkladu [9]. 
$regexp = "/^(\S+) (\S+)$/"; 
$string = "Jan Novák"; 
$replacement = "\\2 \\1"; 
$result = preg_replace ($regexp, $replacement, $string); 
Čísla v proměnné $replacement označují pořadí jednotlivých subvýrazů v proměnné 
$regexp. Obsah proměnné $result poté je: 
var_dump($result); 
string(9) "Jan Novák" 
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Příloha 4: Screenshot webové aplikace – příklad vyhledávání projektů 
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Příloha 5: Screenshot webové aplikace – příklad detailu projektu 
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