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Abstrakt
Tato práce se zabývá seznámením se se zpětným inženýrstvím, způsoby jeho použití a zne-
užití v praxi a seznámením se s existujícími nástroji na ochranu softwaru a s nástroji
projektu Lissom. Zaměřuje se také na analýzu existujících způsobů narušení ochrany a ná-
vrh ochrany pro aplikace projektu Lissom ve spolupráci s licenčním serverem pro operační
systém Windows.
Abstract
This thesis deals with familiarization with the reverse engineering, the modalities of its
use and misuse in practice and becoming familiar with existing tools to protect software
and tools developed within the Lissom project. It also focuses on the analysis of existing
methods of security breaches and the proposal of protection for Lissom project applications
in collaboration with the license server for operating system Windows.
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Kapitola 1
Úvod
Už oddávna sa ľudia snažili chrániť si svoje vynálezy a nápady najrôznejším spôsobom.
Z rozvojom počítačov a informačných technológii sa taktiež začali objavovať prípady krá-
deží alebo kopírovania, či už hardwaru alebo softwaru. Preto sa nastkytla otázka, akým
spôsobom chrániť vytvorený harware či software, aby sa zabránilo jeho zneužitiu a zároveň,
aby daná ochrana nemala vplyv na fungovanie produktu. Ochrana a metódy prelamovania
ochrany sa vyvíjajú spoločne a nie je možné ich od seba oddeľovať. Je zbytočné snažiť sa
chrániť produkt bez znalosti metód na prelomenie ochrán. Bez znalosti týchto metód tak-
tiež nie je možné adekvátne otestovať ochranu daného produktu. Táto práca sa zameriava
na ochranu softwaru, takže si priblížime práve túto problematiku.
Pri pohľade do histórie môžeme povedať, že nie je možné vytvoriť ochranu, ktorá nebu-
de nikdy prelomená. Hlavným zámerom je preto vytvoriť takú ochranu, ktorú neprekoná
vačšina útočníkov a ktorej prekonanie bude časovo náročné. Čas je v tejto problematike
práve tým ukazovateľom úspešnosti, či naopak neúspešnosti ochrany. Ochrana, ktorá zo-
stane neprelomená veľmi dlhú dobu, je považovaná za úspešnú. Postupy obchádzania alebo
prelamovania ochrán sa súhrnne nazývajú cracking a ľudia, ktorý sa práve crackingom
zaoberajú sú tzv. crackeri.
Táto práca vzniká ako súčasť projektu Lissom prebiehajúceho na Fakultě informačních
technologií v Brně. Projekt Lissom sa zaoberá vytvorením automatizovaných prostriedkov
pre návrh hardwaru i softwaru aplikačne špecifických procesorov [4].
Cieľom práce je vytvorenie ochrany pre nástroje vytvorené v rámci projektu Lissom,
ktoré pobežia na operačnom systéme Windows. Ochrana bude pracovať v spolupráci s exis-
tujúcou ochranou licenčného serveru. Vývoj ochrany bude pokračovať aj po dokončení tejto
bakalárskej práce, čomu odpovedá aj rozsah návrhu ochrany obsiahnutý v tejto práci. Ďal-
ší návrh ochrany a jejho zlepšovanie je plánované ako súčasť budúcich rozšírení tohoto
projektu.
Práca nadväzuje na rovnomenný semestrálny projekt, ktorý sa zaoberal existujúcimi
nástrojmi, spôsobmi ochrany, návrhom a implementáciou prvotných metód ochrany. Tieto
informácie sú obsiahnuté v kapitolách 3 a 4.
V druhej kapitole práce si podrobne predstavíme tzv. spätné inžinierstvo (reverse en-
gineering), ktoré je základným kameňom crackingu. Ďalej sa v tejto kapitole dozvieme
o použití a zneužití spätného inžinierstva a taktiež o nástrojoch, ktoré sa pri spätnom
inžinierstve využívajú.
Tretia kapitola pojednáva o existujúcich metódach ochrany, ktoré sa používajú v praxi
a o existujúcich nástrojoch, ktoré tieto metódy obsahujú.
V štvrtej kapitole sa nachádza návrh ochrany nástrojov projektu Lissom a spolupráca
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ochrany s licenčným serverom. Zároveň si predstavíme samotný projekt Lissom.
Piata kapitola obsahuje popis implementácie oboch úrovní ochrany.
Šiesta kapitola je zameraná na výsledky testovania vytvorenej ochrany a jej dopad
na dobu vykonávania aplikácii.
V poslednej kapitole sú zhrnuté dosiahnuté výsledky a taktiež je načrtnutá budúca práca
na tomto projekte.
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Kapitola 2
Spätné inžinierstvo
Spätné inžinierstvo je proces získavania znalostí alebo designu plánov od všetkého, čo vy-
tvoril človek. Tento koncept bol známy už ďaleko pred príchodom prvých počítačov a mo-
derných technológií a pravdepodobne siaha až do obdobia technickej revolúcie. Spätné
inžinierstvo je veľmi podobné vedeckému výskumu, avšak na rozdiel od vedeckého výsku-
mu, kde je predmetom šetrenia prirodzený jav, v spätnom inžinierstve je skúmaný predmet
vytvorený človekom.
Táto kapitola obsahuje informácie získané z knihy Eldada Eilama [6], knihy Jakuba
Zemánka [10], diplomovej práce Jakuba Křoustka [7] a diplomovej práce Roberta Šefra
[11].
Cieľom spätného inžinierstva je získať chýbajúce poznatky, nápady alebo filozofiu de-
signu, keď tieto informácie nie sú k dispozícii. V niektorých prípadoch sú informácie vo
vlastníctve niekoho, kto nie je ochotný sa o ne podeliť, v iných boli tieto informácie stratené
alebo zničené.
2.1 Definícia spätného inžinierstva
Spätné inžinierstvo je proces analýzy systému vedúci k odhaleniu komponent systému a ich
vzájomnej previazanosti a následný popis systému inou formou alebo použitím vyššej úrovne
abstrakcie.
2.2 Spätné inžinierstvo mimo informačné technológie
Tradične bolo spätné inžinierstvo vykonávané fyzickým rozobratím produktov na jednotlivé
časti a následné odhaľovanie ich konštrukcie a funkcionality.
Aj keď pojem spätné inžinierstvo je väčšinou spájaný so softwarom, môžeme nájsť mno-
ho oblastí, kde sa používajú veľmi podobné princípy.
2.2.1 Spätné inžinierstvo vo vojenstve
Spätné inžinierstvo vo vojenstve je veľmi často zneužívané. Národy sa pomocou neho
snažia dohnať technologickú vyspelosť svojho nepriateľa. Zariadenia, informácie a zbrane
sú najskôr získavané pomocou špionáže alebo vojakmi priamo na bojovom poli a následne
sú potom získané predmety skúmané vedcami v laboratóriách, kde sa pokúšajú ich opäť
sami vytvoriť.
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Počas 2. svetovej vojny a studenej vojny bola táto technika zneužívaná najviac. Príkla-
dom môže byť odkopírovanie nemeckej rakety V2 2.1 (v ľavo) Sovietskym zväzom a následné
vytvorenie vlastnej rakety s názvom R-2 2.1 (v pravo).
Obrázok 2.1: Príklad spätného inžinierstva vo vojenstve.
Ďalej môžeme taktiež spomenúť vytvorenie iránskej protitankovej strely Toophan podľa
vzoru strely BGM-71 TOW, ktorú vyrobila americká spoločnosť Hughes Aircraft.
Ako ochrana proti takýmto praktikám sa používa integrácia fatálnych chýb do návrhov
nových technológií. Tieto chyby v návrhoch spôsobia, po zostrojení výrobku niekým ne-
povolaným, minimálne nefunkčnosť. Podobné praktiky sa v súčasnosti využívajú aj ako
logické bomby v software, napríklad v komerčných aplikáciách ako súčasť ochrany proti
kopírovaniu apod.
2.2.2 Ďalšie využitie
Spätné inžinierstvo sa ďalej využíva v oblastiach ako sú architektúra, medicína, stavebníctvo
atď. a v odboroch, kde je nutné testovať vlastnosti finálneho výrobku. Svoje uplatnenie
nachádza spätné inžinierstvo aj v okamihu, kedy potrebujeme zistiť postup výroby diela,
ktoré sme kedysi vytvorili, ale už sme stratili výrobný postup. Tak isto môže byť použité
aj vo firme, ktorá stratila kľúčového pracovníka, ktorý nezanechal podklady k svojej práci.
2.3 Spätné inžinierstvo v informačných technológiách
Spätné inžinierstvo v informačných technológiách vyžaduje kombináciu zručností, dôkladnej
znalosti počítačov a vývoja softwaru, ale ako u väčšiny odvetví aj tu je hlavným predpo-
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kladom silná zvedavosť a túžba sa čo najviac naučiť.
Proces spätného inžinierstva si môžeme predstaviť ako inverzný proces ku klasickému
softwarovému inžinierstvu. V oboch postupoch sa nachádzajú totožné kroky (návrh, im-
plementácia, zdrojový kód, výsledný binárny produkt, . . . ), s tým rozdielom, že u spätného
inžinierstva, na rozdiel od softwarového inžinierstva, sú chronologicky opačne usporiadané.
Na obrázku 2.2 je vidieť prehľad jednotlivých metód spätného inžinierstva.
Obrázok 2.2: Prehľad jednotlivých metód spätného inžinierstva [7].
Spätné inžinierstvo sa používa k rôznym účelom. Využitia, ktoré sú v súčasnosti menej
známe si spomenieme v nasledujúcom texte.
2.3.1 Interoperabilita softwaru
Pokiaľ nie je verejne k dispozícii formát dát, pomocou ktorých je možné komunikovať s ne-
jakým programom alebo s ktorými takýto program pracuje, môžeme za pomoci spätného
inžinierstva tento formát popísať. Príkladom môže byť aplikácia ukladajúca dáta vo svo-
jom proprietárnom formáte. Na základe formátu popísaného analytikom bude vývojár
iného softwaru schopný pridať podporu tohto formátu.
Ďalším príkladom použitia spätného inžinierstva môže byť zle zdokumentované alebo
nezdokumentované API1 nejakej knižnice, či aplikácie, kde spätné inžinierstvo pomôže v po-
1API – Application Programming Interface alebo rozhranie pre programovanie aplikácií je zbierka funkcií
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užití tohto rozhrania. Bez spätného inžinierstva by bolo nutné všetky služby, ktoré takéto
API poskytuje, naprogramovať znovu.
2.3.2 Získavanie skúseností a poznatkov
Ak programy nemajú zverejnený zdrojový kód, je možné pomocou spätného inžinierstva
pochopiť postupy ostatných vývojárov. Vzhľadom k náročnosti spätného inžinierstva sa dá
takýto postup vykonávať skôr u vybraných častí programu. Učenie sa zo znalostí a skúse-
ností ostatných je prirodzené, ale nesmie sa jednať iba o prosté kopírovanie.
2.3.3 Ďalšie využitie
Stručný zoznam ďalších využití spätného inžinierstva v praxi:
• Snaha o opätovné zistenie fungovania produktu kvôli stratenej alebo nenapísanej do-
kumentácie
• Analýza produktu pre vytvorenie vyššej úrovne abstrakcie
• Oprava chýb a vytváranie nových lepších verzií produktov
• Bezpečnostný audit – kontrola a testovania zabezpečenia produktu
2.4 Spätné inžinierstvo a bezpečnosť
V počítačovej bezpečnosti hrá spätné inžinierstvo dôležitú, ale často aj spornú rolu. Pre
niektorých ľudí spojenie medzi bezpečnosťou a spätným inžinierstvom nemusí byť okamžite
jasné. Spätné inžinierstvo je spojené s niekoľkými rôznymi aspektmi počítačového zabez-
pečenia. Napríklad, bolo využité vo výskume šifrovanie, kedy výskumný pracovník skúma
zašifrovaný produkt a hodnotí úroveň zabezpečenia, ktoré mu toto šifrovanie poskytuje.
Spätné inžinierstvo sa tiež často používa v spojení so škodlivým softwarom. Je používané
ako vývojármi malwaru2 tak vývojármi, ktorí sa snažia software chrániť. Napokon, spätné
inžinierstvo je veľmi populárne u crackerov3, ktorí ho využívajú k analýze a nakoniec k pre-
lomeniu rôznej ochrany proti kopírovaniu. Všetky tieto aplikácie sú popísané v sekciách,
ktoré nasledujú.
2.4.1 Škodlivý software
Internet úplne zmenil počítačový priemysel a aspekty zabezpečenia, najmä vo výpočtovej
technike. Škodlivý softvér, ako sú napríklad vírusy a červy, sa šíri oveľa rýchlejšie vo svete,
kde sú milióny užívateľov pripojených na internet a denne používajú e-mail. Len pred
niekoľkými rokmi musel vírus zvyčajne sám seba nakopírovať na disketu a disketa musela
byť vložená do iného počítača, aby sa mohol vírus šíriť. Infekcia vírusmi bol pomerne
pomalý proces a obrana bola omnoho jednoduchšia, pretože možností infekcie bolo málo
a vyžadovali si ľudský zásah na to, aby sa program mohol šíriť. To je všetko dávna história.
a tried, ktoré určujú akým spôsobom sa majú funkcie knižníc volať zo zdrojového kódu programu.
2malware – je všeobecné označenie škodlivého softvéru. Patria sem napríklad vírusy, trójske kone, spyware
a adware. Malware sa do počítača v dnešnej dobe dostáva zvyčajne cez Internet, hlavne pri prezeraní
škodlivých stránok s nie dobre zabezpečeným systémom.
3cracker – osoba odstraňujúca ochranné prvky proprietárneho softvéru pomocou rôznych nástrojov.
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Internet vytvoril virtuálne spojenie medzi takmer všetkými počítačmi na svete. V dnešnej
dobe sa moderné červy môžu šíriť automaticky na milióny počítačov bez akéhokoľvek ľudskej
intervencie.
Tak ako je spätné inžinierstvo značne používané vývojármi antivírusového softwaru,
je tak isto zneužívané vývojármi škodlivého softwaru. Vývojári škodlivého softwaru čas-
to používajú spätné inžinierstvo k nájdeniu zraniteľných miest v operačných systémoch
a ďalších softwaroch. Takéto chyby môžu byť použité na preniknutie do systému obrannej
vrstvy a umožnenie infekcie. Obvykle sa takýto sotware dostane do užívateľského počítača
prostredníctvom internetu. Po infikovaní môžu takéto programy získať prístup k citlivým
informáciám alebo dokonca prevziať plnú kontrolu nad systémom. Na druhej strane, vý-
vojári antivírusového softwaru rozpitvávajú a analyzujú každý škodlivý program, ktorý sa
im dostane do rúk. Používajú techniky spätného inžinierstva na sledovanie každého kroku,
ktorý program spraví a zisťujú poškodenie, ktoré by mohol spôsobiť, očakávanú mieru in-
fekcie programom, ako by to mohlo byť program odstránený z infikovaných systémov a či sa
dá danej infekcii vyhnúť úplne. Na obrázku 2.3 je znázornená vnútorná štruktúra malwaru,
konkrétne trojského koňa.
Obrázok 2.3: Vnútorná štruktúra malwaru, konkrétne trojského koňa [2].
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2.4.2 Open-source verzus proprietárny software
Jednou zo silných stránok open-source softwaru je, že je často vo svojej podstate spoľahlivý
a bezpečný. Bez ohľadu na skutočné zabezpečenia, ktoré poskytuje, je jednoducho oveľa
bezpečnejšie spúšťať software, ktorý bol často preverený a schvaľovaný tisíckami nestran-
ných softwarových inžinierov. Netreba dodávať, že open-source software tiež poskytuje
niektoré skutočné, hmatateľné kvalitatívne výhody. S open-source softwarom, ktoré majú
otvorený prístup k zdrojovému kódu programu,môžu byť niektoré zraniteľnosti a bezpe-
čnostné diery objavené veľmi skoro, často skôr, ako ich škodlivé programy môžu využiť. Na
druhej strane je táto otvorenosť taktiež nevýhodou práve z toho hľadiska, že potenciálny
útočník nemusí vynaložiť toľko úsilia na nájdenie rôznych chýb a zraniteľností.
Pri práci s knižnicou proprietárneho softwaru alebo pri používaní API funkcií proprie-
tárneho operačného systému, býva dokumentácia takmer vždy nedostatočná. Bez ohľadu
na to, ako veľmi sa predajca knižnice snažil zabezpečiť, aby boli všetky možné prípady
chovania obsiahnuté v dokumentácii, používatelia sa takmer vždy ocitnú v situácii kedy si
s problémom nevedia dať rady. Použitím spätného inžinierstva je možné vyriešiť mnohé
z týchto problémov vo veľmi krátkom čase a s relatívne malým úsilím.
U proprietárneho softwaru, pre ktorý nie je zdrojový kód k dispozícii, je spätné inži-
nierstvo často jediná alternatíva pre hľadanie bezpečnostnej chyby. Samozrejme, spätné
inžinierstvo nemôže urobiť proprietárny software skoro rovnako prístupný a čitateľný ako
open-source software, ale zručným užívateľom umožňuje zobraziť kód a zhodnotiť rozličné
bezpečnostné riziká, ktoré prináša.
2.4.3 Cracking
Crackingom býva označovaný súbor mnohých postupov, pri ktorých dochádza k úpravám
alebo skúmaniu a pozorovaniu funkcií, metód a princípov programového kódu bez možnosti
užitia zdrojového kódu programovacieho jazyka, v ktorom bol program vytvorený.
Ako už bolo spomenuté, základným stavebným kameňom crackingu je spätné inžinier-
stvo, pri ktorom dochádza k spätnému prekladu programu (reverzii) do určitého progra-
movacieho jazyka. Najčastejšie je to ten najnižší, ktorým je jazyk symbolických inštrukcií
(Assembler). Existujú aj dekompilátory (spätný prekladač), ktoré sú schopné preložiť prog-
ram späť i do vyšších programovacích jazykov, ale v praxi sú veľmi nespoľahlivé, problémové
a často nedosahujú požadovaný stupeň presnosti.
Aplikácie, ktoré nie sú chránené vôbec alebo majú len veľmi jednoduchú ochranu môže
útočník bez väčšej námahy analyzovať.
Obrázok 2.4: Príklad spätného prekladu do jazyku symbolických inštrukcií [8].
Na obrázku 2.4 je vidieť akým spôsobom sa spätné inžinierstvo používa k získaniu
zdrojového kódu aplikácie v určitom programovacom jazyku. Útočník vezme spustiteľný
súbor a pomocou nástrojov ako disassembler, dekompiler alebo ladiaci nástroj (debugger),
ktoré si bližšie predstavíme v nasledujúcej kapitole, analyzuje aplikáciu kvôli odstráneniu
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nejakej ochrany alebo, pri nechránených aplikáciách, priamo získa daný zdrojový kód, ktorý
môže ďalej skúmať.
Pravdou je, že každá ochrana sa dá prelomiť, ale záleží na tom, koľko času, úsilia
a znalostí bude potrebovať útočník k prelomeniu danej ochrany. Ak bude prelomenie časovo
náročné alebo budú potrebné značné znalosti, može to potencionálneho útočníka odradiť
a v tom prípade bola ochrana úspešná. Preto by mali byť aplikácie zamerané na komerčné
využitie čo najlepšie chránené.
2.5 Jazyk symbolických inštrukcií
Jazyk symbolických inštrukcií je najnižšia úroveň reprezentácie softwaru, čo ho robí neuve-
riteľne vhodným pre spätné inžinierstvo. Ak software vykoná operácie, potom tieto operácie
musia byť viditeľné v kóde jazyka symbolických inštrukcií. Jazyk symbolických inštrukcií je
jazyk spätného inžinierstva. Ak sa chce človek stať skutočne dobrý v spätnom inžinierstve,
musí si vytvoriť solídne znalosti jazyka symbolických inštrukcií na zvolenej platforme. Ja-
zyk symbolických inštrukcií je v podstate trieda jazykov, nie jeden jazyk. Každá platforma
má svoj vlastný jazyk symbolických inštrukcií, ktorý je zvyčajne úplne odlišný od všetkých
ostatných.
Ďalším dôležitým konceptom je strojový kód (často nazývaný aj binárny kód, alebo
objektový kód). Ľudia niekedy robia tú chybu, že si myslia, že strojový kód je ”rýchlejší“
alebo ”nižšej úrovne“, ako jazyk symbolických inštrukcií. Strojový kód a jazyk symbolických
inštrukcií sú dve rôzne reprezentácie toho istého. CPU4 číta strojový kód, ktorý nie je
ničím iným ako sekvenciou bitov, ktoré obsahujú zoznam inštrukcií, ktoré sú vykonávané
procesorom. Jazyk symbolických inštrukcií je jednoducho textová reprezentácia týchto
bitov. Prvky týchto sekvencií kódu sa pomenovávajú iba kvôli tomu, aby boli pre ľudí
čitateľnejšie. Namiesto toho, aby sme skúmali mystické hexadecimálne čísla, môžeme sa
pozrieť na textové inštrukcie, ktorých mená sú napríklad MOV (Move), XCHG (Exchange),
a tak ďalej.
Každý príkaz jazyka symbolických inštrukcií je reprezentovaný číslom, tzv. kódom
operácie alebo operačným kódom. Strojový kód je v podstate postupnosť operačných kódov
a ďalších čísel, ktoré sa používajú v súvislosti s operačnými kódmi pri vykonávaní danej
operácie. CPU neustále číta strojový kód z pamäte, dekóduje ho a následne koná na základe
pokynov v ňom obsiahnutých.
Keď vývojári píšu kód v jazyku symbolických inštrukcií (pomerne zriedkavé v týchto
dňoch), používajú program, ktorý preloží textový kód jazyka symbolických inštrukcií do
binárneho kódu, ktorý je potom dekódovaný CPU. V opačnom smere, ktorý je pre túto
prácu viac relevantný, sa používa nástroj disassembler, ktorý robí presný opak. To znamená,
že spracováva strojový kód a generuje textové mapovanie jednotlivých inštrukcií, ktoré sa
v strojovom kóde nachádzajú. To je pomerne jednoduchá operácia, pretože textový jazyk
symbolických inštrukcií je jednoducho len iná reprezentácia strojového kódu. Disassemblery
sú kľúčovým nástrojom pre spätné inžinierstvo a sú diskutované podrobnejšie neskôr v tejto
kapitole.
4CPU – central processing unit, často prekladané ako centrálna procesorová jednotka je hlavný procesor
počítača. Interpretuje, vykonáva alebo spracúva inštrukcie alebo dáta programu vo forme strojového kódu.
Dnes sú centrálne procesorové jednotky takmer vždy realizované vo forme mikroprocesora.
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2.6 Nástroje
Pri spätnom inžinierstve sa využívajú mnohé nástroje a aplikácie ako napr. :
• Ladiaci nástroj
• Disassembler
• Dumper
• Loader
• Hexadecimálny editor
• Dekodér
• Dekompresor
• atď.
Najvyužívanejšími nástrojmi, ktoré sa používajú pri spätnom inžinierstve skoro vždy, sú
ladiaci nástroj (debugger), disassembler a dumper. Hlavne potom debugger je nástroj, bez
ktorého by sa nezaobišiel žiaden cracker. Preto je vhodné zamerať ochranu hlavne na tieto
tri nástroje. Samozrejme aj ostatné nástroje sa veľmi často používajú a preto je potrebné
chrániť aplikáciu aj proti týmto nástrojom, ale pri použití týchto nástrojov útočník vychá-
dza z poznatkov, ktoré získal pomocou debuggeru, disasembleru alebo dumperu a preto by
mala byť ochrana proti debuggerom, disasemblerom a dumperom najprepracovanejšia.
2.6.1 Debugger
Debugger je špeciálny nástroj, ktorý sa používa na odladenie a testovanie programu. Prog-
ramy sú v dnešných dňoch príliš zložité na to, aby človek len pohľadom do zdrojového
kódu dokázal nájsť chyby. Debugger je program, ktorý umožňuje programátorovi vidieť,
čo jeho aplikácia vykonáva. Dokáže zobrazovať stav programu priamo za behu pomocou
hodnôt a stavov premenných, registrov procesora, zásobníka, či prípadne ďalších. Deje sa
tak pomocou dvoch základných metód – krokovania a breakpointu. Krokovanie dáva prog-
ramátorovi možnosť pohybovať sa programom inštrukciu za inštrukciou a vidieť aktuálne
tok programu. Inštrukcie môžu byť buď rovno príkazy programovacieho jazyka, v ktorom
je program písaný (napr.: Pascal, C, . . .) alebo inštrukcie na najnižšej úrovni interpreta-
čného prostriedku (napr.: bytecode v jazyku Java alebo jazyk symbolických inštrukcií pre
procesory u skompilovaných programov). Breakpoint je funkcia, ktorá pri splnení určitých
podmienok zastaví na zvolenom mieste beh programu. Podmienkou môže byť napríklad
spracovávanie označenej inštrukcie alebo hodnota niektorej premennej v určitom mieste
programu. Debugger môže byť priamo implementovaný v programovacom prostredí (na-
pr.: Microsoft Visual Studio) alebo existovať ako separátne aplikácie (Ollydbg, Compuware
DriverStudio, prípadne staršie NuMega SoftICE).
Medzi najznámejšie debuggery patria:
• GDB5 a DDD6 – GNU debugger a jeho grafická nadstavba. GDB samotné pracuje
iba v príkazovom riadku, DDD pridáva ústretovejšie užívateľské rozhranie. Otcom
5GDB – referencia na projekt http://www.gnu.org/software/gdb/
6DDD – referencia na projekt http://www.gnu.org/software/ddd/
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projektu je Richard Stallman. GDB pracuje s mnohými programovacími jazykmi,
napr. C, C++, Ada, Fortran. Podporuje cez dve desiatky architektúr procesorov.
Ako prvý debugger podporoval vzdialené ladenie (remote debugging).
• Microsoft Visual Studio Debugger7 – Tento debugger je súčasťou každej verzie vývojo-
vého prostredia Visual Studio. NET. Funkčne vychádza z aplikácie CodeView, čo bol
textový debugger v prostredí Microsoft Visual C++. Je stabilný, rýchly a jednoduchý
na použitie. Záporom je neschopnosť ladiť funkcie jadra operačného systému.
• WinDbg8 – Debugger od firmy Microsoft. Je určený len pre Microsoft Windows.
Jedná sa o viacúčelový nástroj, ktorý je schopný okrem iného aj ladiť ovládače či
služby jadra operačného systému. Využíva sa tiež pri skúmaní pádov operačného
systému (tzv. Blue Screen of Death).
• SoftICE – Ide o veľmi mocný debugger, ktorý pracuje na najnižšej vrstve operačného
systému. V roku 1987 vytvorila spoločnosť Numero prvú verziu tohto debuggeru,
vyvíjaný bol bezmála 20 rokov až do roku 2006, kedy bol jeho ďalší vývoj pozastave-
ný. Ako jeho nasledovníci vznikli debugger Syser a Rasta Ring 0 Debugger. SoftICE
pracuje pod operačným systémom Microsoft Windows (predtým tiež pod Microsoft
MS-DOS). Tento debugger je určený predovšetkým pre ladenie ovládačov hardvéro-
vých zariadení, ale vďaka svojim vlastnostiam je používaný aj pre ladenie ostatných
programov či pre tzv. software cracking. V dnešnej dobe sa už pomaly nevyužíva
a jeho miesto nahrádza debugger Ollydbg.
• Ollydbg9 – Veľmi vydarený freeware debugger pre operačný systém Microsoft Windo-
ws, ktorého autorom je Oleh Yuschuk. Vďaka obrovskej užívateľskej základni existuje
veľké množstvo rozšírení a vylepšení pre tento program. V roka 2009 bola dokonče-
ná druhá verzia tohto programu, ktorá priniesla mnoho revolučných metód do tohto
odboru spätného inžinierstva.
Pri audite vytvoreného programu sa zisťuje okrem iného aj úroveň bezpečnosti. Pomo-
cou rady monitorovacích aplikácií sa skúma jeho komunikácia s okolitým svetom. Programy,
ktoré nedávajú príliš najavo svoje vnútorné stavy a chyby sú horšie prelomiteľné. Pomo-
cou programov typu Ethereal či Wireshark sa dá pozorovať aj spôsob sieťovej komunikácie
a simulovať prípadné útoky pri absencii šifrovania prenosu.
2.6.2 Disassembler
Disassembler je počítačový program, ktorý prekladá strojový kód do jazyka symbolických
inštrukcií. Tento nástroj je používaný pre tzv. spätný preklad a pracuje opačným spôsobom
ako jazyk symbolických inštrukcií. Výstupom býva väčšinou ľudsky čitateľný kód, niekedy
tiež nazývaný ako mŕtvy kód 2.4. Vyplýva to z jeho povahy, kedže sa po vytvorení už
nijako nemení. Disassembler je tiež základnou časťou debuggeru a dekompilátoru. Pokiaľ
sa kód po jeho spustení sám upravuje v RAM10 pamäti alebo ho upravuje iný proces tak
sa tieto zmeny vo výpise nezobrazia.
7Microsoft Visual Studio Debugger – referencia na projekt http://msdn.microsoft.com/en-
us/library/sc65sadd.aspx
8WinDbg – referencia na projekt http://www.windbg.org/
9Ollydbg – referencia na projekt http://www.ollydbg.de/
10RAM – Random Access Memory je pamäť s voľným (náhodným, ľubovoľným) prístupom (čítanie alebo
zápis, podľa potreby). Čas zápisu do pamäte je rovnaký bez ohľadu na umiestnenie údaja v pamäti.
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Proces prevodu zo strojového kódu do jazyka symbolických inštrukcií je silne závislý
na architektúre procesora a na type inštrukčnej sady. Tie sa od seba dosť líšia a je značne
náročné vytvoriť disassembler, ktorý by umožňoval prácu s inštrukčnými sadami viacerých
procesorov. Samotný prevod nie je triviálny a pri jeho vykonávaní nastáva rad problémov.
Preto všetky metódy a algoritmy použité pri tomto procese majú za výsledok iba približnú
podobu originálneho programu. Snahou je preto maximalizovať ich úspešnosť.
Komerčných aj voľne šíriteľných disassemblerov je celá rada. Tie najznámejšie sú:
• IDA Pro11 – Zrejme najpoužívanejší disassembler, ktorého autorom je Ilfak Guilfanov.
Obsahuje celý rad inštrukčných sád a funkcií (automatické komentovanie, vstavaný
debugger, rozšíriteľnosť pomocou zásuvných modulov, atď.). Veľkým kladom je multi–
platformnosť, teda dostupnosť programu na väčšine operačných systémov. Projekt je
komerčný.
• BDASM – Alternatíva k projektu IDA Pro, ktorú vytvoril Manuel Jiménez. Rovnako
ako IDA Pro je aj BDASM komerčne predávaný produkt. Jednou z jeho výhod je
schopnosť pracovať s inštrukčnými sadami niektorých herných konzolí.
• BORG12 – Freeware disassembler vytvorený Paulom Youngom. Disassembler je jed-
noduchý, ale veľmi rýchly a efektívny. Je zameraný iba na 32-bitovú architektúru
Intel x86.
• XDASM13 – Komerčný disassembler schopný pracovať s inštrukčnými sadami mno-
hých 8 alebo 16–bitových procesorov. Obsahuje taktiež rozhrania pre pridávanie
nových sád inštrukcií.
• Objconv – Tento voľne šíriteľný disassembler pracuje na 16, 32 a 64–bitových archi-
tektúrach x86. Podporuje najnovšie inštrukčné sady (SSE4, AVX, FMA a XOP),
niekoľko formátov objektových súborov a dialektov jazyka symbolických inštrukcií
a využíva inteligentnú analýzu. Je schopný pracovať na platformách Windows, Li-
nux, BSD a Mac OS.
• obj2asm14 – Program napísaný Robinom Hilliard a šírený pod licenciou GNU. Pracuje
s formátom OBJ, ktorý je niekedy používaný pre šírenie knižníc.
• WDASM – Legenda v reverznom inžinierstve pre platformu Windows. Zaviedla nie-
ktoré funkcie, ktoré sa používajú až dodnes. Prvá verzia tohto programu bola už pre
operačný systém Windows 3.11. Jej autorom je Eric Grass. Projekt bol komerčný,
ale posledných niekoľko rokov sa už nevyvíja.
• GDA (Generic disassembler) – Tento všeobecný disassembler bol vytvorený Ing. Ja-
kubom Křoustkom ako súčasť jeho bakalárskeho projektu. Program je možné oboha-
covať o nové inštrukčné sady vo forme zásuvných modulov a tým užívateľom posky-
tovať prostriedok pre ladenie a overovanie ich nových procesorov. Ďalšou výhodou
je multi–platformnosť a jednoduchosť obsluhy docielená použitím grafického užívateľ-
ského rozhrania.
11IDA Pro – referencia na projekt http://www.hex-rays.com/idapro/
12BORG – referencia na projekt http://www.caesum.com/download.php
13XDASM – referencia na projekt http://www.mpeforth.com/xdasm.htm
14obj2asm – referencia na projekt http://www.digitalmars.com/ctg/obj2asm.html
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• Lissom disassembler[4] – Nástroj vyvinutý ako súčasť aplikačného balíka v projekte
Lissom. Je založený na formálnych modeloch, které umožňujú transformácie oboma
smermi [9]. Vďaka tomu je disassembler schopný vykonávať inverzné transformácie
voči jazykom symbolických inštrukcií.
Použitie disassembleru:
• Skúmanie optimalizačnej sily prekladačov a ich postupov. Prekladače sú pri vhodnom
nastavení schopné vygenerovať programový kód, ktorý ani vzdialene nepripomína
pôvodný zámer tvorcu, a aj tak funguje korektne a niekoľkokrát rýchlejšie.
• Prelomenie jednoduchších ochrán programov typu shareware, trial apod. Táto prakti-
ka spravidla spočíva vo vystopovaní kľúčovej podmienky (ktorá rozhoduje, či program
napr. prijme zadané registračné číslo) a jej následnom obrátení.
• Prenos programu, dostupného iba vo forme strojového kódu, na inú počítačovú plat-
formu. Historicky takéto prípady nastávali napríklad v ére domácich osembitových
počítačov. I v súčasnej dobe sa disassemblery využívajú týmto spôsobom - naprí-
klad pri vývoji emulátorov, umožňujúcich spúšťať v užívateľom zvolenom prostredí
programy určené pre úplne iný operační systém alebo dokonca pre nekompatibilný
hardware.
• Analýza a štúdium chovania vírusov pri tvorbe antivírusov.
Keďže disassembler skúma mŕtvy kód a aktívna ochrana je teda neúčinná, najlepšou ochra-
nou proti disassemblerom je zašifrovanie spustiteľných súborov a knižníc danej aplikácie.
Tento a ďalšie spôsoby ochrany si predstavíme v kapitole 3.
2.6.3 Dumper
Dumping je špeciálny termín používaný v oblasti spätného inžinierstva. Táto technika býva
najčastejšie používaná ak program dešifruje (alebo inak mení) nejaké dáta počas svojho
behu a je potrebné získať ich v dešifrovanej podobe. Dumper je program, ktorý umožňuje
ukladať práve tieto dešifrované dáta z operačnej pamäte na disk 2.5. Útočník iba počká
na uvedenie dát do korektnej podoby a následne si ich, pomocou dumperu, uloží pre ďalšie
spracovávanie alebo skúmanie.
Najpoužívanejšie dumpery sú:
• ProcDump15 – je univerzálny dekompresor/dešifer spustitelných súborov a knižníc
spĺňajúcich PE–formát 3.3, ktorý je kombinovaný s dumperom a editorom PE–súborov.
Je to komplexný program pre dekomprimovanie, dešifrovanie a dumpovanie súborov
podporujúcich PE–formát so všetkým, čo k tomu človek potrebuje. Jeho popularita
je spôsobená predovšetkým ľahkosťou, s akou môže byť odstránená drvivá väčšina
ochrán. Vďaka neuveriteľnej flexibilite tohto programu je možné neustále rozširovať
jeho možnosti a schopnosti, a to aj napriek tomu, že bol jeho vývoj dávno zastavený.
• OllyDump – je jedným z moderných nástrojov na dumping pamäte. Je vytvorený ako
plugin do debuggeru Ollydbg a je veľmi jednoduchý na použitie. Akonáhle je daný
proces za behu debuggovaný, OllyDump automaticky vyhľadáva sekcie nachádzajúce
sa v PE–súboroch. Jeho nevýhodou je, že nedokáže automaticky vyhľadať OEP16.
15obj2asm – referencia na projekt http://www.fortunecity.com/millenium/firemansam/962/html/procdump.html
16OEP – Original Entry Point obsahuje adresu inštrukcie, od ktorej sa program začína vykonávať.
15
Obrázok 2.5: Diagram zobrazujúci techniku dumpingu [1].
OEP musíte vyhľadať a zapísať do okna OllyDumpu ručne.
• IDA Process Dump – jednoduchý plugin do programu IDA Pro, ktorý vykonáva dum-
ping spustených procesov.
• IczDump – je ďalší z rady dumperov určených na PE–súbory. Je však odlišný od
ostatných tým, že vďaka tomu, že je to DLL17, može bežať v rovnakom procese ako
cieľ. Akonáhle je DLL súčasťou procesu, má rovnaké práva ako cieľ. Umožňuje to
dumping súborových štruktúr ako sú DOS18–hlavičky, PE–hlavičky a sekcie. Tento
nástroj umožňuje zadať rozsah adries, ktoré chcete dumpovať. Je veľmi náročné
odhaliť tento nástroj, pretože nevyužíva žiadne ladiace API funkcie.
17DLL – Dynamic Link Library je skratka pre dynamicky pripojenú knižnicu. Táto knižnica sa používa
pod operačným systémom Windows od firmy Microsoft.
18DOS – je skratka pre diskový operačný systém (Disk Operating System).
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Kapitola 3
Ochrana softwaru proti spätnému
inžinierstvu
Ochranu softwaru proti spätnému inžinierstvu si môžeme predstaviť aj ako preteky medzi
útočníkmi, snažiacimi sa prelomiť danú ochranu a vývojármi, ktorý sa snažia zarobiť na
svojich produktoch. Niektorý vývojári vkladajú všetko svoje úsilie na tvorbu efektívne-
ho a správne pracujúceho programu, avšak často zabúdajú adekvátnym spôsobom svoje
produkty chrániť. A pritom ochrana duševného vlastníctva je v tomto prípade tou najdô-
ležitejšou vecou, ktorú je treba adekvátne zvážiť. Byť zoznámený s najlepšími ochrannými
metódami a sledovať trendy a novinky nám pomáha robiť správne rozhodnutia pre naše
projekty. Pri prijímaní opatrení, v súvislosti s ochranou softwaru, je vhodné mať na pamäti
niekoľko kľúčov k úspechu:
• Je potrebné starostlivo zvážiť akú techniku ochrany vybrať, pretože môže mať dopad
na výkon produktu.
• Vyberajte ochranu, ktorá nie je známa, a ktorá zapadá do okolitého kódu.
• Tiež si treba uvedomiť, že každá ochrana môže zlyhať ak je útočník vytrvalý a vysoko
kvalifikovaný.
V tejto kapitole sa vyskytujú poznatky získané z knihy Christiana Collberga a Jasvira
Nagra [5], knihy Jakuba Zemánka [10] a diplomovej práce Jakuba Křoustka [7].
Nasledujúce pravidlá pre ochranu softwaru vznikli už dávnejšie, ale aj tak sa z nich
môžeme mnohému priučiť.
Markove pravidlá:
• Nepoužívajte zmysluplné názvy funkcií, súborov, atď., ktoré hneď prezradia ich funk-
čnosť(napr. BoloZadaneSpravneHeslo napr. u knižníc DLL) a zároveň je vhodné
do kontrolných funkcií uložiť kód potrebný pre správnu funkčnosť programu. Ak
útočník funkciu vymaže alebo preskočí program nebude správne pracovať.
• Neinformujte užívateľa o vzniknutej chybe v ochrannom algoritme ihneď. Počkajte
pokiaľ je to možné niekoľko minút, hodín alebo aj pár dní.
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• Používajte v EXE1 a DLL súboroch kontrolu integrity. Kľudne nechajte jeden súbor
preverovať ostatné. Nie je to síce najlepšie ale ani najhoršie.
• Pred začiatkom overovania správnosti zadaného hesla, čísla, atď., vždy počkajte nie-
koľko sekúnd. Zníži to možnosť útoku hrubou silou(brute force) na minimum.
• Používajte seba modifikujúci kód. Rovnako ako modemy alebo pevné disky používajú
korekciu chýb, môžete aj vy opravovať kód svojho programu. Hlavnou výhodou je, že
dekompilovaný kód programu môže obsahovať inštrukcie, ktoré tam už dávno nie sú.
• Meňte kód programu tak, aby zakaždým boli volané iné kontrolné rutiny.
• Ukladajte pre ochranu dôležité dáta na neobvyklé miesta.
• Ukladajte ich na viacej miest.
• Nikdy sa nespoliehajte na dátum a čas udávaný systémom. Zistite ich napríklad z ne-
jakého súboru(napr. SYSTEM.BAT, BOOTLOG.TXT) a porovnajte so systémom
uvádzanými hodnotami.
• Nepoužívajte reťazce pre správu o stave ochranného systému. Väčšinou je to prvá vec,
ktorú útočník využije k nájdeniu a odstráneniu ochrany. Generujte reťazce dynamicky
alebo ich zašifrujte.
• Zavaľte útočníka atrapami, falošnými funkciami a dátami.
• Nepoužívajte overovacie funkcie. Ak chcete nejakú hodnotu overiť tak ju k niečomu
použite.
• Pri používaní zašifrovaných dát sa snažte, aby vyzerali ako časť programového kódu,
volanie funkcie, a pod. Taktiež to môže zmiasť niektoré dekompilátory.
• Nikomu neprezraďte, ako chránite software.
Tieto staršie pravidlá si rozšírime o niekoľko novších pravidiel, ktoré nám taktiež môžu
výrazne pomôcť pri zlepšení ochrany softwaru.
Ďalšie pravidlá:
• Nevytvárajte nové okná a dialógy pre informovanie užívateľa o nejakej chybe ochrany.
Žiadne okná žiadajúce o registráciu, NAG-screeny2, atď. Existuje omnoho viacej
spôsobov ako užívateľovi niečo oznámiť.
• Pokiaľ program nemá v danej verzii ukladať, nenechávajte v programe kód, ktorý
ukladanie umožňuje. Neukladať znamená neukladať.
• Pokiaľ je nutné aby kód funkcie v programe zostal(napr. pre neskoršiu možnosť akti-
vácie), nikdy sa nespoliehajte iba na deaktivovanie ovládacieho prvku, ktorý funkciu
volá. Urobiť z deaktivovaného tlačidla aktívne je otázkou pár sekúnd. Vykonajte viac
kontrol alebo dáta zašifrujte, poprípade inak modifikujte.
1EXE – je prípona názvu počítačového súboru, ktorá označuje spustiteľný súbor – počítačový program
spĺňajúci PE–formát. Tieto súbory sa primárne spájajú s platformov Microsoft Windows.
2NAG-screeny – inzercia v programe, ktorá stále žiada užívateľa, aby sa zaregistroval a zaplatil za
software.
18
• Vložte aspoň časť ochranného algoritmu do miest, kde by ho nikto nečakal a vyko-
návajú sa tam nejaké rozsiahle a zložité operácie s dátami. Rozpoznanie niekoľkých
správnych inštrukcií medzi stovkami ostatných nie je nič jednoduché.
• Ochranu, ktorá sa neustále chová rovnako a reaguje na všetky stavy a podnety totožne
býva veľmi ťažké prelomiť. Napr. ochrana, ktorá zadaným heslom iba dešifruje nejaké
dáta a nestará sa o to, či boli dešifrované správne alebo nie.
• Najlepším spôsobom ochrany a obmedzení funkcií je napríklad v shareware verzii
programu využitie už vytvorených funkcií, ktoré program používa k mnohým účelom
a s ochranou nijako nesúvisia.
• Ochrana nikdy nesmie byť navrhnutá tak, aby mala jeden centrálny bod, ktorý ovláda
všetko ostatné. Nevytvárajte na kontrolné účely jedinú funkciu, ktorá bude opakovane
volaná. Stačí potom iba zmeniť kód jedinej funkcie a ochrana je odstránená bez ohľadu
na to, koľkokrát je funkcia volaná. Vždy vytvárajte veľké množstvo samostatných
kontrolných bodov.
• Vždy si pamätajte, že funkcie vytvorené pre ochranné účely nemusia nutne slúžiť iba
k ochrane. Volajte tieto funkcie viackrát a pre úplné iné potreby. Tým zaistíte aspoň
čiastočnú väzbu programu a týchto funkcií.
• Snažte sa ochranu vytvoriť na základe čo najmenej pevne stanovených bodov. Čím
viac bude ochrana pracovať na princípoch náhodných kontrol, tým lepšie.
• Útočník musí, pri svojom skúmaní reakcií ochranného systému, často preskúmavať
veľké množstvo podmienok, na ktoré ochranný mechanizmus reaguje. Pridávajte pre-
to kódu plno nezmyselných podmienok, ktoré budú kľudne zakaždým splnené alebo
naopak. Môžete tiež jednu podmienku kontrolovať viackrát na viacerých miestach.
Výsledný kód bude omnoho menej prehľadný, a taktiež bude veľmi ľahké detekovať, či
program práve niekto crackuje – bola splnená podmienka, ktorá pri normálnom behu
programu nemôže byť splnená.
• Pokiaľ je to možné, nevykonávajte kontroly dôležitých podmienok naraz. Napr. pri
overovaní správnosti hesla, čísla, atď. rozdeľte kontrolu do viacerých miest. Každá
môže kontrolovať určitú jeho časť.
• Neustále zisťujte, čo je nového. Nebojte sa používať tie najmodernejšie spôsoby ochra-
ny, nezabúdajte ich ale poriadne otestovať.
3.1 Existujúce nástroje
• Themida
• SoftwarePassport
• PEScrambler
• Exe Stealth Protector
• AntiDebugLIB
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• PELock
• atď.
Nástrojov na ochranu proti spätnému inžinierstvu je veľké množstvo a rozlišujú sa v tom,
na aký typ ochrany je daný nástroj zameraný. Tieto nástroje umožňujú zákazníkom, ktorý
si nevytvárajú vlastnú ochranu, chrániť ich produkty. Nevýhodou týchto nástrojov je to, že
po určitej dobe sa zistí spôsob, akým daný nástroj chráni aplikácie a následne je vytvorený
nástroj, ktorý dokáže obísť alebo odstrániť danú ochranu. Tým pádom sa stáva daný
ochranný nástroj neúčinný. Preto je vhodné, aby komerčné nástroje mali prepracovanú
a hlavne originálnu ochranu.
Spôsob ochrany aplikácií, ktorý sa používa v dnešnej dobe si predstavíme na komerčnom
nástroji Themida [8], ktorý využíva práve tento moderný prístup k ochrane.
3.2 Spôsoby ochrany
V dnešnej dobe sa využíva prístup vrstvenia jednotlivých úrovní ochrán na seba. Týmto
prístupom sa docieli, že každá úroveň ochrany chráni zároveň aplikáciu a tiež bráni nižšie
úrovne ochrany.
3.2.1 1. úroveň
V prvej úrovni ochrany sa jednotlivé metódy ochrany vkladajú priamo do zdrojového kódu
aplikácie 3.1. Sú to metódy ochrany proti rôznym nástrojom, ktoré sa pri spätnom inži-
nierstve využívajú. Hlavne sa to týka nástrojov ako debugger, disassembler a dumper, ale
je vhodné chrániť aplikáciu proti čo možno najväčšiemu množstvu nástrojov.
.
Obrázok 3.1: Prvá úroveň ochrany
Nástroj Themida vytvára ochranu prvej úrovne trochu iným spôsobom, keďže nemá
prístup k zdrojovým kódom programov. Vezme spustiteľný súbor EXE a dekompiluje ho
na určité bloky. Do týchto blokov vloží metódy ochrany prvej úrovne, poskladá jednotlivé
chránené bloky naspäť do celku. Výsledkom je spustiteľný súbor obsahujúci ochranu prvej
úrovne 3.2.
Obrázok 3.2: Prvá úroveň ochrany vytvorený nástrojom Themida [8].
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Ako je vidieť je vhodné vkladať ochranné metódy na viaceré miesta v zdrojovom kóde
aplikácie, pretože to zvýši robustnosť ochrany. Útočník bude musieť lokalizovať všetky
miesta, kde sa dané metódy nachádzajú, aby kompletne odstránil ochranu z programu.
3.2.2 Vyššie úrovne ochrany
Metódy vyššej úrovne ochrany sa ,na rozdiel od metód prvej úrovne, už nevkladajú do zdro-
jového kódu, ale pracujú priamo s celým spustiteľným súborom, využívajúc jeho štruktúru.
Medzi takéto metódy patrí napr. zašifrovanie sekcií spustiteľného súboru, presun tabuľky
importovaných funkcií vrámci spustiteľného súboru a mnohé ďalšie.
Obrázok 3.3: Vyššie úrovne ochrany vytvorené nástrojom Themida [8].
Pri vytváraní vyšších úrovní ochrany Themida vezme spustiteľný súbor chránený me-
tódami prvej úrovne ochrany a aplikuje naň metódy vyšších úrovní ako je znázornené na
obrázku 3.3. Takýmto spôsobom sa docieli už spomínané vrstvenie úrovní ochrany.
Čo sa týka ochranných metód, postupom času je spôsob ochrany u starších a často
používaných metód odhalený a útočníci si s nimi dokážu ľahko poradiť. Preto je vhodné
neustále hľadať novšie a prepracovanejšie spôsoby ochrany.
3.3 PE–kompresory/šifery
3.3.1 PE súborový formát
PE alebo Portable Executable slúži, ako už samotný názov napovedá, ako univerzálny
formát spustiteľných súborov všetkých platforiem Win323 a Win644. Každá platforma
kompatibilná s týmto formátom ho rozpozná a vie s ním pracovať bez ohľadu na CPU,
na ktorom operačný systém pracuje. Všetky spustiteľné súbory platformy Win32 a Win64
okrem knižníc VxD5 a 16–bitových knižníc DLL spĺňajú a využívajú tento formát.
Hlavička DOS MZ (DOS MZ header) je v PE–formáte obsiahnutá iba pre zachovanie
kompatibility s DOSom. Ak je takýto súbor spúšťaný v DOSe, je operačným systémom
vďaka hlavičke DOS MZ vyhodnotený ako korektný a následne pokračuje spustením úseku
pre DOS (tzv. DOS stub). Tu býva u väčšiny dnešných Win32 a Win64 aplikácií uložený
známy text: ”This program cannot be run in DOS mode“. V minulosti existovali však aj
programy, ktoré v tejto časti mali uloženú verziu programu pre DOS.
Pokiaľ je súbor spúšťaný na operačnom systéme, ktorý je kompatibilný s PE–formátom
a vie ho rozpoznať a spracovať, nájde PE–loader v hlavičke DOS MZ umiestnenie PE–
hlavičky, preskočí úsek pre DOS a následne spracuje PE–hlavičku (PE–header). V tej je
uložená asi najdôležitejšia štruktúra PE–formátu s názvom IMAGE NT HEADERS.
3Win32 – skratka pre operačný systém od firmy Windows, ktorý používa 32-bitové jadro.
4Win64 – skratka pre operačný systém od firmy Windows, ktorý používa 64-bitové jadro.
5VxD – je model ovládača zariadenia použitý v Microsoft Windows. Tieto ovládače majú prístup k pamäti
jadnra a všetkých bežiacich procesov ako aj priamy prístup k hardwaru.
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Obrázok 3.4: Štruktúra PE–formátu [3].
Skutočný obsah PE–súboru je rozdelený do blokov dát, ktoré sa nazývajú sekcie. Dáta
nie sú do nich rozdelené na základe logických, ale charakteristických atribútov dát – napr.
read-only, executable, writable atď. Nesmieme preto chápať sekcie ako nejaké logické
celky dát, kódu atď. V mnohých prípadoch tomu tak síce je, je treba si pamätať, že záleží
iba na ich atribútoch. Má to svoj dobrý dôvod, prečo to je takýmto spôsobom riešené.
Napr. pri načítaní súboru do pamäti môžu byť veľmi rýchlo zistené atribúty, ktoré majú
byť na dané miesta v pamäti pridelené.
Vďaka rozdeleniu obsahu súboru do sekcií, musía byť niekde o daných sekciách uložené
najrôznejšie informácie – umiestnenie, veľkosť, charakteristika atď. Presne k tomuto účelu
slúži tabuľka sekcií (Section Table). Jedná sa o pole štruktúr, ktorého každý prvok predsta-
vujúci túto štruktúru obsahuje informácie o jednej sekcii. Pokiaľ má teda PE–súbor napr.
štyri sekcie, bude mať toto pole, za normálnych okolností, štyri prvky.
3.3.2 Čo je to PE–kompresor/šifer a ako pracuje
PE–kompresory/šifery sú v tejto dobe veľmi používanou možnosťou ochrany pred spätným
inžinierstvom. Boli vytvorené vďaka jednotnej a komplexnej štruktúre PE–súborov. Zá-
kladná myšlienka spočíva v zašifrovaní (v prípade kompresie skomprimovaní) jednotlivých
sekcií v akomkoľvek PE–súbore a ich dešifrovaní pri jeho spustení – tým sa dosiahne nemo-
žnosti priamej editácie programového kódu. Aby súbor naďalej zostal plne funkčný a nebol
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potrebný ďalší software k spusteniu, je do neho pridaný režijný kód6, ktorý zaisťuje dešifro-
vanie a tiež môže obsahovať ďalšie anti-crackingové prvky. Niektoré dnešné PE–kompresory
sú zamerané skôr na zmenšenie ako na ochranu programu.
Dalo by sa teda povedať, že sú PE–kompresory/šifery akousi komplexnou ochranou,
ktorá umožňuje pridávanie mnohých ochranných prvkov do často existujúcich programov.
Súbor nie je možné editovať v hexadecimálnom editore (kvôli kompresii, šifrovaniu), sa-
mozrejme ho nie je možné ani disassemblovať (lepšie povedané ide, ale útočník uvidí len
nezmyselné zašifrované dáta) a pri použití ďalších ochranných techník je taktiež veľmi ná-
ročné takýto súbor debuggovať poprípade dumpovať.
Ako už bolo spomenuté, hlavným účelom je zamedziť editácii programového kódu –
zbytok je väčšinou iba ochrana pred pokusom útočníka dešifrovať súbor manuálne a tým
dosiahnuť možností editácie. Najčastejšie tak môže byť PE–kompresor/šifer videný ako
ochrana nejakej inej ochrany, ktorá je už v programe prítomná (napr. CD–check, time trial
atď.). Špeciálnym druhom PE–kompresorov/šiferov sú najrôznejšie (najčastejšie komerčné)
komplexné ochranné systémy, ktoré tieto ochrany priamo v sebe obsahujú. Po ich aplikácii
sa tak môže z plnohodnotného programu stať napríklad časovo obmedzené demo.
Rovnako ako u ostatných druhov ochrán a programov je možné vykonávať editáciu
nie len priamo v hexidecimálnom editore, ale tiež prepísaním pamäti. Rada kompreso-
rov/šiferov doplatila práve na to, že na túto možnosť editácie programového kódu zabudla.
3.3.3 Nevýhody PE–kompresorov/šiferov
Asi najväčšov nevýhodov PE–kompresorov/šiferov je skutočnosť, že s jednoduchosťou s akou
sú aplikované, môžu byť vo väčšine prípadov po svojom prelomení tiež odstránené naprog-
ramovaním určitého druhu univerzálneho dekompresoru/dešiferu. V tom je istá nevýhoda
oproti bežným typom ochrán, pretože je tak často možné veľmi rýchlo a jednoducho od-
strániť ochranu z viacerých programov zašifrovaných rovnakým PE–kompresorom/šiferom.
Pravda je taká, že je často odstránenie bežných typov ochrany časovo zrovnateľné s vytvo-
rením dešiferu.
V prvom rade ale záleží na naprogramovaní samotného PE–kompresoru/šiferu. Nájdu
sa aj také, ktoré používajú najrôznejšie metódy náhodného generovania a spracovania napr.
režijného kódu dešifrovacích rutín a pod., vďaka ktorým je veľmi náročné alebo dokonca
nemožné naprogramovať univerzálny dekompresor/dešifer.
3.3.4 Používané PE–kompresory/šifery
ASPack
Tento komprimačný program pre PE–súbory disponuje jednoznačne najlepším kompresným
pomerom a rýchlosťou zo všetkých PE–kompresorov na trhu. Jeho kompresný algoritmus
sa stal základom pre PE–kompresor s názvom ASProtect a dosahuje lepších výsledkov ako
obľúbený ZIP alebo RAR.
Hlavnou chybou tohto kompresoru je veľmi slabá ochrana pred debuggingom a kom-
pletná absencia ochrany pred editáciou kódu v pamäti. Všetko je možné elegantne vyriešiť
loaderom, čo výrazne degraduje ochranu komprimovaného súboru.
6Režijný kód – je kód, ktorý je vložený PE–šiferom do programu, a ktorý zabespečuje všetko potrebné
spracovanie a dešifrovanie. Vďaka tomuto kódu, ktorý sa musí vykonať vždy pred samotným spustením
funkcionality programu, beží program aj po zašifrovaní v poriadku.
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Tak ako ASProtect, obsahuje aj ASPack o niečo lepšiu ochranu pôvodnej tabuľky im-
portov ako je obvyklé, čo o niečo sťažuje dumping. Ten ale s využitím loaderu ani nie je
potrebný.
CodeSave
CodeSave je PE–kompresor pre všetky Win32 platformy. Kompresia zďaleka nie je najlepšia
a s predchádzajúcim kompresorom sa nedá príliš zrovnávať. Zato ale program disponuje
niekoľkými skutočne dobrými nápadmi, ako o niečo sťažiť cracking chráneného súboru.
Adresy importovaných funkcií nie sú zisťované štandardným spôsobom cez volanie funkcie
API GetProcAddress, ale pomocou zatiaľ nie príliš známeho spôsobu, ktorý využíva PE–
formátu. Autor Zhang De Hua si skutočne dal záležať a potvrdil, že tento formát naozaj
ovláda. Prvých päť bajtov každej importovanej funkcie chráneného súboru je síce kon-
trolovaných na prítomnosť bpx breakpointov, ale na iné druhy breakpointov autor zjavne
zabudol.
NeoLite
Výborne naprogramovaný PE–šifer zjavne určený pre ochranu súborov pred crackingom. Je
použité veľké množstvo anti-debuggovacích a anti-disassemblovacích metód, ktoré potrápia
aj skúseného crackera. Bohužiaľ je zašifrovaný súbor funkčný iba pod Windows 9x/Me, čo
výrazne obmedzuje jeho použitie.
PE–Compact
Ďalší z rady PE–kompresorov určených predovšetkým pre zmenšenie a nie pre ochranu sú-
borov. Program používa ku kompresii dva algoritmy. Prvým je známa kompresná knižnica
Aplib a druhý je dielom samotného autora PE–Compactu s názvom JCALG.
Dekomprimačná rutina neobsahuje žiadne ochranné prvky a tak je manuálna dekom-
primácia rovnako ako v mnohých predchádzajúcich prípadoch hračkou.
PE–Crypt
Názorná ukážka toho, čo znamená, keď sa povie použitie SMC7. Tento vynikajúci PE–
kompresor/šifer je kompletne založený na používaní SMC a náležite toho využíva. V spo-
jení s jeho jedinečnou aplikáciou je takmer nemožné ho debuggovať alebo disassemblovať.
Navyše sú do dešifrovacej rutiny pridané aj ďalšie anti-debuggingové algoritmy a algoritmy
pre kontrolu bpx a bpm breakpointov.
Vďaka tomu, že je celý kód dešifrovacej rutiny doslova preplnený SMC–kódom, je aj
nájdenie inak jednoducho odhaliteľných ochranných metód veľmi zložité.
Bohužiaľ aj na tento PE–kompresor/šifer vznikol dešifer a taktiež bol už dávnejšie uko-
nčený vývoj tohto nástroja.
PE–Shield
Tento PE–šifer sa preslávil hlavne vďaka neuveriteľne dlhej dobe, počas ktorej na neho
neexistoval univerzálny dešifer. Bolo to spôsobené skvelým spracovaním, ktoré bolo práva
proti tomuto zamerané. Jednak boli použité štandardné spôsoby ochrany proti genetickým
7SMC – Self Modifying Code je úžívaný spôsob obrany pred disassemblingom [10].
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dešiferom ako je ProcDump, anti-tracingové algoritmy (algoritmy zamerané proti trasovaniu
programu) a hlavne do tej doby snáď ešte nepoužité polymorfné šifrovanie. Dešifrovacia
rutina navyše obsahuje rôzne anti-breakpointové (aj proti hardwarovým breakpointom)
a anti–debuggingové metódy. Aj na tento výborný PE–šifer už dávnejšie vznikol univerzálny
dešifer.
Petite
Tento kompresor sa nie len svojou vyššou cenou radí skôr do komerčnej sféry. Nedosahuje
síce takých kompresných kvalít ako ASPack, ale v žiadnom prípade nepodáva zlé výsled-
ky. Tento produkt sa skôr radí do kategórie komprimačných ako ochranných prostriedkov.
Dešifrovacia rutina síce obsahuje anti–debuggingové metódy ale manuálne dešifrovanie chrá-
neného súboru nie je problém a tak pre skutočnú ochranu nie je najlepším riešením.
UPX
UPX alebo Ultimate Packer for Executables je jedným z najuniverzálnejších PE–kompresorov.
Podporuje nie len všetky platformy Win32, ale tiež DOS a dokonca Linux. Kompresné vý-
sledky sú porovnateľné s ASPackom. Program však vie programy nie len komprimovať, ale
aj spätne dekomprimovať a taktiež neobsahuje žiadne ochranné metódy.
3.3.5 Kryptografia
Kryptografia je náuka o šifrách a utajovaní textov správ. Názov pochádza z gréckych slov
kryptós a graf čiže tajne písaný. Kryptografia a kryptoanalýza (niekedy tiež lámanie hesiel)
sú spoločne pomenované ako kryptológie (skúmanie tajov).
Správa, ktorá je pomocou niektorej kryptografickej metódy zašifrovaná, by mala byť
čitateľná len so znalosťou princípu či kľúča potrebného k dešifrovaniu správy. Jednotlivé
metódy šifrovania môžeme rozdeliť do niekoľkých kategórií:
• Posuny písmen a aditívne šifry – Posun písmen v správe používala už veľmi stará
a jednoduchá metóda rímskeho Caesara. Každý znak je posunutý o zvolený počet
pozícií v abecede. Na túto metódu nadväzuje Vigenérova šifra. Každé písmeno hesla
tu udáva abecedný posun nasledujúceho znaku šifrovanej správy.
• Substitučné šifry – Sú založené na nahradení určitých znakov alebo skupín znakov
inými znakmi. Kľúč k dešifrovaniu spočíva v znalosti substitúcie – čím sú ktoré
znaky nahradené.
• Transpozičné šifry – Pôvodná správa je zapísaná do tabuľky o určitom počte stĺpcov
a riadkov. Kľúčom šifrovania je zámena stĺpcov a (alebo) riadkov v danom poradí.
• Šifrovacie stroje – Boli veľmi používané začiatkom 20. storočia a ich vrcholom bol
stroj Enigma počas 2. svetovej vojny. Jednalo sa o pomerne zložitý stroj, ktorý
transformoval vstupný text na výstupný šifrovaný text podľa určitého algoritmu.
• Symetrické šifry – Moderné poňatie šifrovania za pomoci počítačov. Pre šifrovanie
aj dešifrovanie je použitý jediný kľúč. Sú výpočtovo nenáročné, ale vzniká problém
s utajením kľúča. Príkladom sú napr. šifry DES, AES a Blowfish.
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• Asymetrické šifry – Často sa tieto metódy používajú pre digitálny podpis alebo uta-
jenie počítačovej komunikácie. Šifruje sa pomocou dvojice kľúčov, súkromného a ve-
rejného. Oproti symetrickým šifrám sú výpočtovo mnohonásobne pomalšie, ale zato
poskytujú mnohé výhody. Základom šifier sú matematické metódy ako faktorizácia
veľkých čísel, eliptické krivky či diskrétny logaritmus. Príkladom sú šifry ElGamal,
RSA alebo DSS / DSA.
Reverzné inžinierstvo tu nachádza uplatnenie predovšetkým v kryptoanalýze. Krypto-
analytici sa zaoberajú prevažne úrovňou bezpečnosti jednotlivých šifier. Pomocou rôznych
metód sa šifry snažia prelomiť (anglicky sa kryptografii niekedy taktiež hovorí codebrea-
king) a tým demonštrovať ich zastaranosť. Takto znehodnotené šifry by sa mali čo najskôr
nahradiť novými silnejšími šiframi. To je dôležité predovšetkým v bankovníctve a vo vládnej
sfére.
V spojení s PE–šifermi sa najviac využívajú symetrické šifry. Rýchlosť symetrických
šifrovacích algoritmov je rádovo mnohonásobne vyššia ako rýchlosť asymetrických šifrova-
cích algoritmov, vďaka čomu sú pre použitie v PE–šiferoch oveľa vhodnejšie. Existuje veľké
množstvo symetrických šifrovacích algoritmov, tie najznámejšie si teraz predstavíme:
• IDEA – Algoritmus sa vyznačuje hlavne vysokou rýchlosťou šifrovania (omnoho vy-
ššou ako DES) a dostatočnou dĺžkou kľúča – 128 bitov. Vlastníkom patentov pre
väčšinu európskych krajín a USA je firma Ascom–Tech.
• BlowFish – Algoritmus s maximálnou dĺžkou kľúča až 448 bitov a vysokou rýchlosťou
šifrovania od Bruce Schneiera. Nie je patentovaný a je určený k voľnému využitiu, čo
z neho vytvára vynikajúcu voľbu pre väčšinu programátorov.
• CAST – Algoritmus získal názov podľa svojich tvorcov Carlisle Adamsema a Stafforda
Tavernsema. Jedná sa o algoritmus veľmi podobný algoritmu BlowFish, avšak nie je
určený na voľné použitie.
• DES – Kryptografický štandard vyvinutý firmou IBM, ktorý sa stal v roku 1977
americkou vládnou normou pre šifrovanie. Dĺžka kľúča tohto algoritmu je iba 56 bitov,
čo je v dnešnej dobe už nedostatočné a je možné ho prelomiť útokom hrubou silou.
Preto bol tento algoritmus nahradený novým štandardom, ktorým sa stal algoritmus
AES.
• 3DES – Jednoducho povedané sa jedná o algoritmus DES, ktorým sú dáta šifrované
hneď trikrát. Dĺžka kľúča je dvojnásobná (112 bitov), ale rýchlosť je logicky degra-
dovaná na jednu tretinu pôvodnej.
• AES – Federálny štandard prijatý za algoritmus DES platný od 25. 5. 2002. AES
inak povedané aj Advanced Encryption Standard podporuje maximálnu dĺžku kľúča
256 bitov a ponúka koeficient bezpečnosti s odhadovanou životnosťou cez 20 rokov.
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Kapitola 4
Návrh ochrany aplikácii
vytvorených v projekte Lissom
Tento obsah je klasifikovaný ako utajený, viz. licenčné ujednanie.
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Kapitola 5
Implementácia ochrany aplikácii
vytvorených v projekte Lissom
Tento obsah je klasifikovaný ako utajený, viz. licenčné ujednanie.
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Kapitola 6
Testovanie
Ochrana bola testovaná na schopnosť detekcie a rýchlosť vykonávania. Testovanie pre-
biehalo na rekurzívnom algoritme Fibonacciho postupnosti pre rôzny počet iterácii a na
programe, ktorý prechádzal v cykle veľké množstvo statických dát. Ochranné metódy prvej
úrovne boli volané v každej iterácii výpočtu v oboch programoch. V poslednom teste však
boli ochranné metódy volané už len v každej tisícej iterácii cyklu. Testovanie prebiehalo na
notebooku s operačným systémom Windows 7 64-bit Professional, CPU Intel Core 2 Duo
T5250 1.50GHz, RAM 2xDDR 1024MB 667Hz.
Fibonacciho postupnosť so 40 iteráciami:
Číslo testu 1 2 3 4 5 6 7 priemer priemerná
odchýlka
Čas bez ochrany 8,0 8,0 8,0 8,1 7,9 8,0 7,9 7,986 0,0489
Čas s ochranou
1. úrovne 8,5 8,7 8,8 8,7 8,5 8,6 8,5 8,614 0,102
Čas s ochranou
vyššej úrovne 8,6 8,6 8,5 8,7 8,8 8,7 8,7 8,657 0,0633
Tabuľka 6.1: Čas vykonávania Fibonacciho postupnosti v sekundách.
Fibonacciho postupnosť so 45 iteráciami:
Číslo testu 1 2 3 4 5 6 7 priemer priemerná
odchýlka
Čas bez ochrany 85,7 85,9 85,6 87,7 84,3 84,3 85,4 85,557 0,7633
Čas s ochranou
1. úrovne 92,2 92,4 92,4 92,6 92,5 92,1 92,0 92,31 0,1843
Čas s ochranou
vyššej úrovne 92,6 92,7 92,3 92,4 92,4 92,6 92,6 92,514 0,1266
Tabuľka 6.2: Čas vykonávania Fibonacciho postupnosti v sekundách.
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Program prechádzajúci veľké množstvo statických dát a ochranné metódy
1. úrovne sú volané v každom cykle.
Číslo testu 1 2 3 4 5 6 7 priemer priemerná
odchýlka
Čas bez ochrany 7,6 8,4 8,3 8,2 8,6 7,7 7,5 8,043 0,3571
Čas s ochranou
1. úrovne 78,7 77,3 76,8 78,6 74,5 78,2 73,5 76,8 1,6
Čas s ochranou
vyššej úrovne bez šifrovania
dátovej sekcie 76,6 78,7 77,3 78,5 75,4 78,3 77,8 77,5143 0,9265
Čas s ochranou
vyššej úrovne so šifrovaním
všetkých sekcií 78,8 79,0 78,5 79,4 77,6 80,3 78,2 78,83 0,633
Tabuľka 6.3: Čas vykonávania programu v sekundách.
Program prechádzajúci ceľké množstvo statických dát a ochranné metódy
1. úrovne sú volané iba v každej tisícej iterácii cyklu.
Číslo testu 1 2 3 4 5 6 7 priemer priemerná
odchýlka
Čas bez ochrany 7,6 8,4 8,3 8,2 8,6 7,7 7,5 8,043 0,3571
Čas s ochranou
1. úrovne 7,7 7,6 8,0 8,4 8,8 7,9 8,4 8,1143 0,3592
Čas s ochranou
vyššej úrovne bez šifrovania
dátovej sekcie 8,1 8,2 7,8 8,5 7,8 8,4 8,2 8,143 0,2081
Čas s ochranou
vyššej úrovne so šifrovaním
všetkých sekcií 8,4 9,3 8,1 8,7 8,1 9,0 8,6 8,6 0,3429
Tabuľka 6.4: Čas vykonávania programu v sekundách.
Z výsledkov testovania je vidieť, že nie je vhodné volať ochranné metódy 1. úrovne
v každej iterácii nejakého cyklu. Je vhodnejšie vložiť volania priamo pred takýto cyklus
a priamo za neho alebo ak je potrebné ich volať vrámci cyklu, je vhodné nejakým spôsobom
obmedziť počet ich volaní. Každopádne by nemali byť volania týchto ochrán iba na jed-
nom mieste, ale na druhej strane by nemaly byť ani volané prehnane veľakrát, lebo takto
zbytočne spomaľujú program. Ďalej je vidieť, že aj pri použití veľkého množstva statických
dát, dešifrovanie dátovej sekcie nemá významný vpliv na rýchlosť programu.
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Kapitola 7
Záver
Cieľom tejto práce bolo navrhnutie a následné implementovanie ochrany proti spätnému
inžinierstvu pre nástroje vytvorené v projekte Lissom. Pre správny návrh takejto ochrany
bolo potrebné naštudovanie problematiky spätného inžinierstva a taktiež bolo potrebné
sa zamerať na problematiku crackingu. Práve vďaka týmto dvom témam a taktiež vďaka
štúdiu už existujúcich nástrojov na ochranu, mohol vzniknúť plnohodnotný základ ochrany,
ktorý bude v budúcnosti ďalej vylepšovaný.
Základným kameňom ochrany je vytvorenie kvalitného PE–šiféru, ktorý bude vhodným
spôsobom nie len šifrovať dáta, ale zároveň bude zapuzdrovať metódy nižšej úrovne ochrany
a taktiež ochranu už existujúcim licenčným serverom. V tejto práci bolo vytvorených
niekoľko metód ochrany nižšej úrovne, ktoré dokážu úspešne odhaliť prípadných útočníkov.
Tieto metódy sú potom chránené jednoduchým PE–šiferom založeným na šifrovaní pomocou
inštrukcie XOR.
Ďalším postupom rozširovania tejto práce bude postupné vylepšovanie ochrany. Hlav-
ným cieľom bude zdokonaliť PE–šifer a to napr. použitím kvalitnejšieho šifrovacieho algo-
ritmu, lepším zamaskovaním skoku na pôvodný PEP, zakomponovaním hashovacích funkcií
na kontrolu integrity súboru a mnohými ďalšími metódami. Cieľom do budúcna je tiež
použitie ďalšej úrovne ochrany, ktorá by určitým spôsobom dokázala zapuzdriť ochranu,
ktorú poskytuje PE–šifer. Takýmto spôsobom by sa v budúcnosti mohli jednotlivé úrovne
ochrany na seba nabaľovať a tým by prispievali k zvyšovaniu odolnosti danej ochrany.
Počítačové pirátstvo tu bolo, je a bude a čím ďalej tým viac sa stávajú spôsoby prela-
movania ochrán sofistikovanejšie. Za príklad stojí vytváranie celých balíčkov obsahujúcich
všemožné nástroje potrebné práve k prelamovaniu mnohých druhov ochrán. Preto je potreb-
né, aby sa metódy ochrany neustále vyvíjali a nachádzali sa stále novšie nezdokumentované
spôsoby chránenia aplikácii.
31
Literatúra
[1] An Anti-Reverse Engineering Guide. [online], [cit. 2011-05-15].
URL http://www.codeproject.com/KB/security/AntiReverseEngineering.aspx
[2] The inner structure of a trojan horse. [online], [cit. 2011-05-15].
URL http:
//www.megapanzer.com/2009/04/15/the-inner-structure-of-a-trojan-horse
[3] PE File Structure. [online], [cit. 2011-05-15].
URL http:
//www.thehackademy.net/madchat/vxdevl/papers/winsys/pefile/pefile.htm
[4] Projekt Lissom. [online], [cit. 2011-05-10].
URL http://www.fit.vutbr.cz/research/groups/lissom/
[5] Christian Collberg, J. N.: Surreptitious Software: Obfuscation, Watermarking, and
Tamperproofing for Software Protection. Addison-Wesley Professional, 2009, ISBN
0-321-54925-2.
[6] Eilam, E.: Reversing: Secrets of Reverse Engineering. Wiley Publishing, Inc., 2005,
ISBN 0-7645-7481-7.
[7] Křoustek, J.: Analýza a převod kódů do vyššího programovacího jazyka. Diplomová
práce, Vysoké Učení Technické v Brně, 2009.
[8] Oreans: Themida. [online], [cit. 2011-05-10].
URL http://www.oreans.com/themida.php
[9] Tomáš Hruška, R. L., Dušan Kolár; Zámečníková, E.: Two-Way Coupled Finite
Automata and Its Usage in Translators. In New Aspects of Circuits, Heraklion, 2008,
s. 445–449, greece.
[10] Zemánek, J.: Cracking bez tajemství. Computer Press, první vydání, 2002, ISBN
80-7226-703-5.
[11] Šefr, R.: Reverzní inženýrství. Diplomová práce, Masarykova Univerzita, 2009.
32
Dodatok A
Obsah CD
doc . . . zložka obsahujúca dokumentáciu bakalárskej práce
PEcryptor . . . zložka obsahujúca šifrovaní program
fibonacci . . . zložka obsahujúca program na výpočet fibonacciho postupnosti pre n čísel
určený na testovanie
staticke data . . . zložka obsahujúca program, ktorý prechádza pole s veľkým množstvom
statických dát a vypisuje ich na výstup určený na testovanie.
README.TXT . . . súbor popisujúci, čo všetko sa na CD nachádza.
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