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BAB 1  
PENDAHULUAN 
 
1.1 Latar Belakang 
Ujian sekolah yang dilakukan oleh SMA Negeri 
merupakan salah satu kebutuhan tahunan pada dunia 
pendidikan. Dengan banyaknya SMA Negeri yang ada di 
Jawa Timur, sehingga Dinas Pendidikan Provinsi Jawa Timur 
membuat ujian sekolah dengan sistem online. Beberapa tahun 
terakhir sudah diterapkan pelaksaan ujian sekolah dengan 
sistem online tersebut dan dilaksanakan secara serentak pada 
Provinsi Jawa Timur. Pada tahun ajaran 2019/2020 ujian 
sekolah berbasis online tersebut mengalami perkembangan. 
Perkembangan tersebut adalah ujian tidak hanya dapat 
dilakukan pada komputer, akan tetapi ujian juga dapat 
dilakukan dengan menggunakan smartphone. Sehingga pada 
tahun ajaran 2019/2020, Ujian Sekolah Berbasis Online 
berganti nama menjadi Ujian Satuan Pendidikan Berbasis 
Komputer dan Smartphone (USP-BKS). Untuk memudahkan 
dalam proses pemantauan selama USP-BKS berlangsung, 




Satuan Pendidikan Berbasis Komputer dan Smartphone 
(USP-BKS).  
 
1.2 Maksud dan Tujuan 
Dokumen ini berisi spesifikasi Aplikasi Portal 
Manajemen Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS) SMA Negeri Tahun Pelajaran 
2019/2020 di Wilayah Jawa Timur. Maksud dari pekerjaan 
ini adalah untuk melakukan penyusunan aplikasi Portal 
Manajemen Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS) SMA Negeri Provinsi Jawa Timur 
Tahun Pelajaran 2019/2020. 
Tujuan dari pekerjaan ini yaitu mendukung proses 
pemantauan ujian sekolah SMA Negeri Provinsi Jawa Timur 
pada tahun pelajaran 2019/2020 dengan menggunakan 
Aplikasi Portal Manajemen Ujian Satuan Pendidikan 
Berbasis Komputer dan Smartphone (USP-BKS). Sedangkan 
tujuan dari penulisan dokumen ini adalah untuk memberikan 
penjelasan mengenai perangkat lunak yang akan dibangun 






Sasaran dari pekerjaan ini yaitu menyelesaikan 
Aplikasi Portal Manajemen Ujian Satuan Pendidikan 
Berbasis Komputer dan Smartphone (USP-BKS) SMA 
Negeri pada tahun pelajran 2019/2020 di Provinsi Jawa 
Timur dengan pelayanan yang baik dan sesuai dengan 
kebutuhan. Sedangkan sasaran dari dokumen ini adalah akan 
digunakan sebagai bahan acuan dalam proses pengembangan 
dan sebagai bahan evaluasi pada saat proses pengembangan 
perangkat lunak maupun di akhir pengembangannya. Dengan 
adanya dokumen ini diharapkan pengembangan perangkat 
lunak akan lebih terarah dan lebih terfokus serta tidak 
menimbulkan ambiguitas terutama bagi pengembang 
perangkat lunak sistem informasi. 
 
1.4 Ruang Lingkup 
Aplikasi Portal Manajemen Ujian Satuan Pendidikan 
Berbasis Komputer dan Smartphone (USP-BKS) merupakan 
aplikasi untuk manajemen dan monitoring ujian sekolah 
siswa SMA Negeri di wilayah Jawa Timur. Sistem ini dapat 




Pengguna sistem informasi antara lain proktor, dan 
administrator sistem. Dengan adanya Aplikasi Portal 
Manajemen Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS) diharapkan kegiatan ujian siswa 
SMA Negeri menjadi lebih terstruktur dan dapat 
dimonitoring dengan baik. Pada Aplikasi Portal Manajemen 
USP-BKS ini mencakup beberapa fungsi utama, antara lain: 
- Fungsi Monitoring Jadwal 
- Fungsi Monitoring Admin 
- Fungsi Monitoring Download 
- Fungsi Monitoring SN dan Server 
- Fungsi Monitoring Hasil Ujian 
- Fungsi Manajemen SN dan Server 
- Fungsi Manajemen Akses Download Kabupaten/Kota 
- Fungsi Manajemen Ujian 
- Fungsi Manajemen Paket Soal 
- Fungsi Manajemen Sekolah 
- Fungsi Manajemen User 
- Fungsi Manajemen Mata Pelajaran 




- Fungsi Impor Data Pelajaran, Sekolah, Siswa, Data Ujian 
dan Soal 
- Fungsi Unduh dan Cetak Berita Acara, Daftar Hadir, dan 
Kartu Peserta 
- Fungsi Koreksi dan Lihat Hasil Ujian 
 
1.5 Ikhtisar Dokumen 
Dokumen ini secara garis besar terdiri dari 6 bab 
dengan perincian sebagai berikut : 
● Bab 1 Pendahuluan, merupakan pengantar 
dokumen yang berisi latar belakang penulisan 
dokumen, maksud dan tujuan dari pengerjaan 
aplikasi dan penulisan dokumen, sasaran aplikasi 
dan dokumen, ruang lingkup pengerjaan aplikasi,  
serta deskripsi umum dokumen yang merupakan 
ikhtisar dokumen. 
● Bab 2 Deskripsi Umum Aplikasi, yang berisi 
deskripsi umum sistem, karakteristik pengguna, 
lingkungan operasi, serta batasan perancangan 




● Bab 3 Proses Bisnis Aplikasi, mendeskripsikan 
proses-proses bisnis yang akan dilakukan pada 
Aplikasi Portal Manajemen Ujian Satuan 
Pendidikan Berbasis Komputer dan Smartphone 
(USP-BKS). 
● Bab 4 Perancangan Data Model, yang 
mendeskripsikan model data yang digunakan 
dalam pembuatan Aplikasi Portal Manajemen 
Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS). 
● Bab 5 User Guide Proktor, yang menjelaskan 
cara penggunaan dari Aplikasi Portal Manajemen 
Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS) untuk proktor. 
● Bab 6 User Guide Administrator, yang 
menjelaskan cara penggunaan dari Aplikasi Portal 
Manajemen Ujian Satuan Pendidikan Berbasis 
Komputer dan Smartphone (USP-BKS) untuk 
administrator. 
● Bab 7 Implementasi Sistem, yang berisi code 




Portal Manajemen Ujian Satuan Pendidikan 







DESKRIPSI UMUM APLIKASI 
 
2.1. Deskripsi Umum Sistem  
Aplikasi Portal Manajemen Ujian Satuan Pendidikan 
Berbasis Komputer dan Smartphone (USP-BKS) merupakan 
sebuat perangkat lunak sistem informasi berbasis website 
yang digunakan untuk memenuhi segapa bentuk proses bisnis 
yang berhubungan dengan aktivitas manajemen dan 
monitoring ujian siswa SMA Negeri di wilayah Jawa Timur 
sehingga mempermudah dalam memantau dan mengatur 
jalannya ujian sekolah online tersebut.  
Aplikasi Portal Manajemen Ujian Satuan Pendidikan 
Berbasis Komputer dan Smartphone (USP-BKS) digunakan 
oleh 2 pengguna yaitu proktor sebagai pengguna yang 
melakukan manajemen terhadap ujian yang berlangsung, dan 
administrator sebagai pengguna yang memiliki hak akses 
penuh terhadap sistem. Dimana adiminstrator dapat 
melakukan manajemen sekolah, user, pelajaran, siswa, ujian, 
paket soal, monitorin ujian, dan lain sebagainya. Aplikasi ini 




terhadap Aplikasi Portal Manajemen Ujian Satuan 
Pendidikan Berbasis Komputer dan Smartphone (USP-BKS). 
2.2. Karakteristik Pengguna 
Karakteristik pengguna dijabarkan dalam tabel berikut ini: 
Tabel 2  Karakteristik Pengguna 
Kategori 
Pengguna 






- Proktor dapat 
melakukan download 
data ujian 
- Proktor dapat 
melakukan download 
data siswa 
- Proktor dapat 
melakukan request 
server 
- Proktor dapat mengubah 
password portal 
- Proktor dapat 












- Administrator dapat 
melihat log update 
jadwal 
- Administrator dapat 
melihat log admin 
- Administrator dapat 
melakukan 
monitoring download 
- Administrator dapat 
melakukan 
monitoring SN dan 
Server 
- Administrator dapat 
melakukan 
monitoring hasil ujian 
- Administrator dapat 
melakukan 
manajemen SN dan 
Server 







- Administrator dapat 
melakukan 
manajemen ujian 
- Administrator dapat 
melakukan 
manajemen paket soal 
- Administrator dapat 
melakukan 
manajemen sekolah 
- Administrator dapat 
melakukan 
manajemen pengguna 
- Administrator dapat 
melakukan 
manajemen pelajaran 







2.3. Lingkungan Operasi 
Lingkungan operasi untuk menjalankan Aplikasi USP-BKS 
ini adalah sebagai berikut : 
1. Aplikasi USP-BKS hanya dapat dijalankan pada sistem 
operasi Windows 7 SP1 yang telah memiliki VHD. 
2. Komputer yang digunakan memiliki ruang kosong pada 
harddisk minimal 40GB dan memory 2GB. 
3. Aplikasi USP-BKS hanya dapat dijalankan pada 
smarphone Android yang sudah terinstall exam browser 
yang sudah disediakan dengan sistem operasi minimal 
Android 5 
4. Aplikasi USP-BKS dapat dijalankan di komputer dan 
smartphone dengan browser yang tersambung dengan 
internet 
 
2.4. Batasan Perancangan dan Implementasi Sistem 
Pengembangan Aplikasi USP-BKS ini memiliki 
keterbatasan-keterbatasan yaitu sebagai berikut  : 
1. Aplikasi USP-BKS dibuat dengan menggunakan bahasa 




2. Hak akses pengguna hanya dimiliki oleh pengguna yang 
terdaftar hak aksesnya di dalam database 










PROSES BISNIS APLIKASI 
 
Di dalam Aplikasi Portal Manajemen Ujian Satuan 
Pendidikan Berbasis Komputer dan Smartphone (USP-BKS) 
terdapat 2 hak akses yang berbeda yaitu Proktor, dan 
Administrator. Dimana alurnya dimulai dari Proktor yang 
melakukan download data pelajaran, sekolah, & siswa dan 
juga data jadwal & soal, Proktor juga dapat melakukan 
request server, mengubah password, dan mengunduh soal 
essai. Sedangkan administrator akan melakukan manajemen 
dan monitoring penuh terhadap aplikasi. 
3.1 Proses 1 
Proktor melakukan melakukan download data 
pelajaran, sekolah, & siswa dan juga data jadwal & soal, 
kemudian proktor dapat melakukan request server sesuai 
dengan jumlah server yang diperlukan pada sekolah masing-
masing. Proktor juga dapat mengubah password portal agar 
lebih mudah diingat dan lebih aman. Kemudian proktor juga 
dapat mengunduh soal esai yang diujikan pada ujian untuk 




3.2 Proses 2 
Administrator akan melakukan monitoring dan 
manajemen terhadap keseluruhan Aplikasi Portal Manajemen 
Ujian Satuan Pendidikan Berbasis Komputer dan 
Smartphone (USP-BKS). Administrator memiliki hak penuh 
terhadap aplikasi USP-BKS tersebut. Monitoring yang 
dilakukan meliputi log update jadwal, log admin, monitoring 
download, monitoring SN dan Server dan monitoring hasil 
ujian. Sedangkan pada bagian manajemen, administrator 
dapat melakukan manajemen SN dan Server, akses download 
kabupaten / kota, manajemen ujian, manajemen paket soal, 
manajemen sekolah, manajemen user, manajemen pelajaran 









PERANCANGAN DATA MODEL 
 
4.1 Data Model Aplikasi Portal Manajemen USP-BKS 
Data model yang digunakan dalam Aplikasi Portal 











4.1.1 Tabel encryption_keys 
Tabel encryption_keys merupakan tabel yang 
digunakan untuk menyimpan kunci untuk membuka ujian. 
Tabel ini memiliki beberapa atribut, antara lain adalah id, 
jadwal_ujian_id, key, dan is_announce. Dimana atribut id 
merupakan primary key dari tabel encryption_keys. 
Sedangkan atribut jadwal_ujian_id merupakan foreign key 
dari atribut id pada tabel jadwal_ujian. 
No Atribut Tipe Data Panjang 
1 id int 10 
2 jadwal_ujian_id char 36 
3 key varchar 191 
4 is_announce  varchar 191 
 
4.1.2 Tabel jadwal_ujian 
Tabel jadwal_ujian merupakan tabel yang digunakan 
untuk menyimpan data-data lengkap mengenai jadwal ujian 
yang akan dilakukan. Tabel ini memiliki beberapa atribut, 
antara lain adalah id, deskripsi, sesi, waktu_mulai, 
waktu_selesai, durasi, tipe_ujian, string_hook, status, dan 




tabel jadwal_ujian. Sedangkan atribut pelajaran_id 
merupakan foreign key dari atribut id pada tabel pelajaran. 
No Atribut Tipe Data Panjang 
1 id char 36 
2 deskrpsi varchar 191 
3 sesi varchar 191 
4 waktu_mulai datetime - 
5 waktu_selesai datetime - 
6 durasi int 11 
7 tipe_ujian varchar 191 
8 string_hook varchar 191 
9 status varchar 191 
10 pelajaran_id varchar 191 
 
4.1.3 Tabel kab_kota 
Tabel kab_kota merupakan tabel yang digunakan 
untuk menyimpan daftar kabupaten/kota yang akan 
mengikuti ujian. Tabel ini memiliki beberapa atribut, antara 
lain adalah id, kd_prop, kd_rayon, download, dan nama. 





No Atribut Tipe Data Panjang 
1 id bigint 20 
2 kd_prop varchar 8 
3 kd_rayon varchar 8 
4 download int 11 
5 nama varchar 50 
 
4.1.4 Tabel log_sn 
Tabel log_sn merupakan tabel yang digunakan untuk 
menyimpan riwayat perubahan SN yang pernah dilakukan. 
Tabel ini memiliki beberapa atribut, antara lain adalah id, 
nama_user, penjelasan, dan server_id. Dimana atribut id 
merupakan primary key dari tabel log_sn. 
No Atribut Tipe Data Panjang 
1 id bigint 20 
2 nama_user varchar 500 
3 penjelasan varchar 500 






4.1.5 Tabel Paket 
Tabel paket merupakan tabel yang digunakan untuk 
menyimpan data paket yang ada pada USP-BKS. Tabel ini 
memiliki beberapa atribut, antara lain adalah id, nama, 
deskripsi, dan pelajaran_id. Dimana atribut id merupakan 
primary key dari tabel paket. Sedangkan atribut pelajaran_id 
merupakan foreign key dari atribut id pada tabel pelajaran. 
 
 
No Atribut Tipe Data Panjang 
1 id char 36 
2 nama varchar 191 
3 deskripsi varchar 191 
4 pelajaran_id int 11 
 
4.1.6 Tabel pelajaran 
Tabel pelajaran merupakan tabel yang digunakan 
untuk menyimpan data pelajaran yang ada pada USP-BKS. 




nama, jenjang, dan kurikulum. Dimana atribut id merupakan 
primary key dari tabel pelajaran. 
No Atribut Tipe Data Panjang 
1 id int 10 
2 nama varchar 191 
3 jenjang varchar 191 
4 kurikulum varchar 191 
 
4.1.7 Tabel sekolah 
Tabel sekolah merupakan tabel yang digunakan untuk 
menyimpan data sekolah yang mengikuti USP-BKS. Tabel 
ini memiliki beberapa atribut, antara lain adalah id, nama, 
alamat, dan kode. Dimana atribut id merupakan primary key 
dari tabel sekolah. 
No Atribut Tipe Data Panjang 
1 id char 36 
2 nama varchar 191 
3 alamat varchar 191 





4.1.8 Tabel serial_numbers 
Tabel serial_numbers merupakan tabel yang 
digunakan untuk menyimpan data serial numbers yang 
digunakan pada USP-BKS. Tabel ini memiliki beberapa 
atribut, antara lain adalah id, sn, permission, state, 
sekolah_id, dan server_id. Dimana atribut id merupakan 
primary key dari tabel serial_numbers. Sedangkan atribut 
sekolah_id merupakan foreign key dari atribut id pada tabel 
sekolah. 
No Atribut Tipe Data Panjang 
1 id int 10 
2 sn varchar 191 
3 permission varchar 191 
4 state int 11 
5 sekolah_id varchar 191 
6 server_id varchar 191 
 
4.1.9 Tabel settings 
Tabel settings merupakan tabel yang digunakan untuk 
menyimpan peraturan yang digunakan pada USP-BKS 




memiliki beberapa atribut, antara lain adalah id, dan value. 
Dimana atribut id merupakan primary key dari tabel settings. 
No Atribut Tipe Data Panjang 
1 id varchar 191 
2 value varchar 191 
 
4.1.10 Tabel soal 
Tabel soal merupakan tabel yang digunakan untuk 
menyimpan data lengkap semua soal yang digunakan pada 
USP-BKS. Tabel ini memiliki beberapa atribut, antara lain 
adalah id, deskripsi, pilihan_a, pilihan_b, pilihan_c, 
pilihan_d, pilihan_e, tingkat_kesulitan, level_kognitif, 
paket_id, tipe_soal, dan anchor_number. Dimana atribut id 
merupakan primary key dari tabel soal. Sedangkan atribut 
paket_id merupakan foreign key dari atribut id pada tabel 
paket. 
No Atribut Tipe Data Panjang 
1 id char 36 
2 deskripsi longtext - 




4 pilihan_b longtext - 
5 pilihan_c longtext - 
6 pilihan_d longtext - 
7 pilihan_e longtext - 
8 tingkat_kesulitan int 11 
9 level_koginitif varchar 191 
10 paket_id char 36 
11 tipe_soal varchar 191 
12 anchor_number int 11 
 
4.1.11 Tabel ujian_paket 
Tabel ujian_paket merupakan tabel hasil relasi dari 
tabel paket dan tabel jadwal_ujian yang digunakan untuk 
menyimpan data jadwal ujian dan paket soal yang digunakan 
pada USP-BKS. Tabel ini memiliki 2 atribut yaitu 
jadwal_ujian_id dan paket_id. Kedua atribut tersebut 
merupakan primary key pada tabel ujian_paket. Dimana 
atribut jadwal_ujian_id juga merupakan foreign key dari 
atribut id pada tabel jadwal_ujian, dan atribut paket_id 
merupakan foreign key dari atribut id pada tabel paket. 




1 jadwal_ujian_id char 36 
2 paket_id char 36 
 
4.1.12 Tabel ujian_siswa 
Tabel ujian_siswa merupakan tabel yang digunakan 
untuk menyimpan data ujian siswa yang merupakan data soal 
yang dikerjakan siswa beserta kunci jawaban dan jawaban 
siswa tersebut. Tabel ini memiliki beberapa atribut, antara 
lain adalah id, random_soal, kunci_jawaban, 
random_jawaban, jawaban_siswa, waktu_mulai, 
waktu_selesai, jumlah_benar, jumlah_salah, jumlah_kosong, 
status, keterangan, paket_id, user_id, dan jadwal_ujian_id. 
Dimana atribut id  merupakan primary key dari tabel 
ujian_siswa. Sedangkan atribut paket_id, user_id, dan 
jadwal_ujian_id merupakan foreign key. Atribut paket_id 
merupakan foreign key dari atribut id pada tabel paket, atribut 
user_id merupakan foreign key dari atribut id pada paket user, 
dan atribut jadwal_ujian_id merupakan foreign key dari 





No Atribut Tipe Data Panjang 
1 id char 36 
2 random_soal text - 
3 kunci_jawaban text - 
4 random_jawaban text - 
5 jawaban_siswa text - 
6 waktu_mulai datetime - 
7 waktu_selesai datetime - 
8 jumlah_benar int 11 
9 jumlah_salah int 11 
10 jumlah_kosong int 11 
11 status varchar 191 
12 keterangan varchar 191 
13 paket_id char 36 
14 user_id char 36 
15 jadwal_ujian_id char 36 
 
4.1.13 Tabel user 
Tabel user merupakan tabel yang digunakan untuk 
menyimpan data pengguna dengan berbagai kategori 
pengguna yang memiliki hak akses terhadap USP-BKS. 
Tabel ini memiliki beberapa atribut, antara lain adalah id, 




username, password, password_siswa, remember_token, 
level, nomer_peserta, agama, jenjang, jurusan, sekolah_id, 
dan pelajaran_id. Dimana atribut id  merupakan primary key 
dari tabel user. Sedangkan atribut sekolah_id dan 
pelajaran_id merupakan foreign key. Atribut sekolah_id 
merupakan foreign key dari atribut id pada tabel sekolah, 
sedangkan atribut pelajaran_id merupakan foreign key dari 
atribut id pada tabel pelajaran. 
No Atribut Tipe Data Panjang 
1 id char 36 
2 nama varchar 191 
3 foto varchar 191 
4 jenis_kelamin varchar 191 
5 tempat_lahir varchar 191 
6 tanggal_lahir varchar 191 
7 nisn varchar 191 
8 username varchar 191 
9 password varchar 191 
10 password_siswa varchar 191 
11 remember_token varchar 191 
12 level varchar 191 




14 agama varchar 191 
15 jenjang varchar 191 
16 jurusan varchar 191 
17 sekolah_id char 36 






USER GUIDE PROKTOR 
 
5.1. Halaman Utama Portal Proktor 
Proktor merupakan pengguna aplikasi USP-BKS 
yang memiliki hak akses untuk melakukan manajemen dan 
monitoring ujian yang berlangsung. Setiap sekolah memiliki 
proktor masing-masing. 
1. Proktor mengakses alamat USP-BKS yaitu 
uspbks.smajatim.com pada browser di komputer 
 






3. Proktor melakukan login dengan memilih menu  
maka akan muncul halaman dialog login. Masukkan 
username dan password pada form yang tersedia. 
 






5. Pada halaman proktor terdapat 4 menu yaitu Download 
Data, Request Server, Ubah Password Portal, dan 
Download Soal Esai. 
• Download Data digunakan untuk mengunduh data 
pelajaran, sekolah & siswa dan juga data jadwal & 
soal. 
• Request Server digunakan untuk melakukan 
request jumlah server yang akan digunakan oleh 
sekolah yang bersangkutan. 
• Ubah Password Portal digunakan untuk mengubah 
password. 
• Download Soal Esai digunakan untuk mengunduh 





5.2. Menu Download Data 
Menu download data digunakan untuk mengunduh 
data pelajaran, sekolah & siswa dan juga data siswa & ujian. 
1. Setelah proktor melakukan login, pada halaman 
utama terdapat menu untuk melakukan download 
data. Di dalam menu tersebut terdapat 2 submenu, 
yaitu submenu untuk mengunduh data pelajaran, 
sekolah & siswa dan untuk mengunduh data jadwal & 
soal. 
 
2. Untuk mengunduh data pelajaran, sekolah 
& siswa klik submenu 
 
3. Klik pada kolom untuk mencentang data sekolah yang 





4. Klik download data  
 
 
5. Untuk mengunduh data jadwal & soal klik submenu  






5.3. Menu Request Server 
Menu request server digunakan untuk melakukan 
request jumlah server yang akan digunakan pada sekolah 
tersebut. 
1. Setelah proktor melakukan login, pada halaman 
utama terdapat menu untuk melakukan request server. 
 
2. Untuk melakukan request server, masukkan jumlah 
server yang dibutuhkan pada kolom yang tersedia. 
Kemudian klik submit. 
 
Id server tersebut akan digunakan untuk melakukan login 





5.4. Menu Ubah Password Portal 
Menu ubah password portal digunakan oleh proktor 
untuk mengubah password agar proktor lebih mudah dalam 
mengingat password dan lebih aman. 
1. Setelah proktor melakukan login, pada halaman 
utama terdapat menu untuk melakukan ubah 
password portal. 
 
2. Klik menu ubah password portal 
 
3. Masukkan password baru pada kolom yang sudah 








5.5. Menu Download Soal Esai 
Menu download soal esai digunakan untuk 
mengunduh soal esai yang digunakan pada ujian di setiap 
mata pelajaran. 
1. Setelah proktor melakukan login, pada halaman 
utama terdapat menu untuk mengunduh soal esai. 
 





3. Klik tombol download pada kolom “Action” sesuai 
dengan mata pelajaran yang diinginkan. 
 
 







USER GUIDE ADMINISTRATOR 
 
6.1. Halaman Utama Portal Proktor 
Administrator merupakan pengguna aplikasi USP-
BKS yang memiliki hak akses penuh terhadap aplikasi portal 
manajemen USP-BKS. Administrator dapat melakukan 
monitoring dan juga manajemen terhadap semua menu yang 
ada pada USP-BKS. 
1. Administrator mengakses alamat USP-BKS yaitu 
uspbks.smajatim.com pada browser di komputer 
 
 





3. Administrator melakukan login dengan memilih menu  
maka akan muncul halaman dialog login. Masukkan 
username dan password pada form yang tersedia. 
 
4. Setelah login, akan muncul halaman utama 





5. Pada halaman administrator menu dibagi menjadi 2 
menu utama yaitu menu untuk melakukan monitoring 
dan menu untuk melakukan manajemen. 
• Menu Monitoring 
Pada menu ini dibagi lagi menjadi beberapa 
submenu, yaitu Log Update Jadwal, Log Admin, 
Monitoring Download, Monitoring SN dan Server, 
dan Monitoring Hasil Ujian. 
i. Log Update Jadwal, digunakan untuk 
melakukan monitoring terhadap update jadwal 
yang pernah dilakukan. 
ii. Log Admin, digunakan untuk melakukan 
monitoring terhadap perubahan yang 




iii. Monitoring Download, digunakan untuk 
melakukan monitoring terhadap kegiatan 
download yang dilakukan oleh pengguna 
USP-BKS. 
iv. Monitoring SN dan Server, digunakan untuk 
melakukan monitoring terhadap perubahan 
yang terjadi pasa SN dan Server di setiap 
sekolah. 
v. Monitoring Hasil Ujian, digunakan untuk 
melakukan monitoring terhadap hasil ujian 
setiap siswa di setiap sekolah pada semua mata 
pelajaran. 
 
• Menu Manajemen 
Pada menu ini dibagi lagi menjadi beberapa 
submenu, yaitu Manajemen SN dan Server, Akses 
Download Kabupaten/Kota, Manajemen Ujian, 
Manajemen Paket-Soal, Manajemen Sekolah, 





i. Manajemen SN dan Server, digunakan untuk 
melihat, merubah, dan menghapus server yang 
ada pada setiap sekolah. 
ii. Akses Download Kabupaten / Kota, 
digunakan untuk merubah izin untuk 
melakukan download pada kabupaten/kota. 
iii. Manajemen Ujian, digunakan untuk 
melakukan manajemen terhadap semua mata 
pelajaran yang akan diujikan. 
iv. Manajemen Paket-Soal, digunakan untuk 
melakukan manajemen terhadap semua paket 
soal yang akan diujikan. 
v. Manajemen Sekolah, digunakan untuk 
melakukan manajemen terhadap semua 
sekolah yang akan mengikuti ujian. 
vi. Manajemen User, digunakan untuk 
melakukan manajemen terhadap semua 
pengguna yang memiliki hak akses terhadap 
aplikasi USP-BKS. 
vii. Manajemen Pelajaran, digunakan untuk 
melakukan manajemen terhadap semua 




viii. Manajemen Siswa, digunakan untuk 
melakukan manajemen terhadap semua siswa 
yang akan mengikuti ujian. 
 
6.2. Menu Log Update Jadwal 
Menu Log Update Jadwal merupakan menu yang 
berisi riwayat permintaan izin untuk merubah jadwal yang 
dilakukan oleh setiap sekolah pada beberapa mata pelajaran 
yang diinginkan. Data yang ditampilkan antara lain id server, 
nama ujian, data awal, data baru, dan waktu request.  
 
6.3. Menu Log Admin 
Menu Log Admin merupakan menu yang berisi 




dari riwayat pemberian akses untuk merubah jadwal, 
menghapus server, mereset SN, dan lain sebagainya. Data 
yang ditampilkan pada menu ini antara lain adalah nama user, 
penjelasan, server id, dan waktu. 
 
6.4.  Menu Monitoring Download 
Menu Monitoring Download merupakan menu yang 
berisi riwayat download yang dilakukan oleh setiap sekolah. 
Data yang ditampilkan pada menu ini antara lain adalah nama 






6.5. Menu Monitoring SN dan Server 
Menu Monitoring SN dan Server merupakan menu 
yang berisi data sekolah beserta id server dan serial 
numbernya. Pada menu ini juga menyimpan jumlah dari izin 
merubah jadwal dan jumlah reset SN yang pernah dilakukan 
oleh setiap sekolah. Pada menu ini juga dapat memberikan 
aksi untuk melakukan reset SN, menghapus Id Server, dan 





Untuk melakukan reset SN, tekan tombol “Reset SN” 
yang ada pada kolom “Action” sesuai dengan sekolah yang 
diinginkan. 
 
Untuk menghapus Id Server, tekan tombol “Delete 






Untuk memberikan izin merubah jadwal, tekan 
tombol “Izinkan Ubah Jadwal” yang ada pada kolom 
“Action” sesuai dengan sekolah yang diinginkan. 
 
6.6. Menu Monitoring Hasil Ujian 
Menu Monitoring Hasil Ujian merupakan menu yang 
berisi hasil dari ujian semua siswa pada semua mata pelajaran 
di semua SMA Negeri yang ada pada kabupaten/kota di 
Provinsi Jawa Timur. Pada halaman awal pada menu ini, akan 
ditampilkan semua daftar kabupaten/kota yang ada pada 





Kemudian klik “Lihat”  pada kabupaten / kota yang 
dikehendaki.  
 
Akan ditampilkan semua SMA Negeri yang ada pada 
kabupaten / kota yang telah dipilih.  
 
Kemudian klik “Lihat”  lagi pada SMA yang dikehendaki 
untuk melihat daftar siswa yang ada pada SMA tersebut 








6.7. Menu Manajemen SN dan Server 
Menu Manajemen SN dan Server merupakan menu 
yang digunakan untuk mengatur server yang ada pada setiap 
sekolah. Pada menu ini dapat melihat, mengubah, dan juga 





Untuk melihat data lengkap server yang ada pada sekolah 
tersebut, klik pada tombol “Lihat”. 
 
Pada data server yang ditampilkan, dapat dilakukan beberapa 
aksi yaitu memberikan izin untuk merubah jadwal, reset SN, 
dan delete ID.  
 
Untuk memberikan izin ubah jadwal pada sebuah server, klik 






Untuk melakukan reset SN pada server sekolah, klik tombol 




Sedangkan untuk menghapus Id server, klik tombol “Delete 
ID” pada kolom “Action” pada server yang dikehendaki. 
 
 
Sedangkan untuk menambah jumlah server yang ada pada 
sekolah tersebut, klik pada tombol “Edit”. 
 
Isi data yang di perlukan pada form yang disediakan, 





Sedangkan untuk menghapus server yang ada pada sekolah 
tersebut, klik pada tombol “Hapus”. 
 
6.8. Menu Akses Download Kabupaten/Kota 
Menu Akses Download Kabupaten/Kota merupakan 




download pada kabupaten/kota yang dikehendaki. 
 
Untuk mencabut izin, klik tombol “Cabut Izin” pada kolom 
“Aksi” yang ada pada kabupaten/kota yang dikehendaki. 
 
6.9. Menu Manajemen Ujian 
Menu Manajemen UJian merupakan menu yang 
digunakan untuk mengatur ujian yang akan dilakukan.  Pada 







Untuk menambahkan jadwal ujian, klik “Jadwal Ujian 
Online” 
 
Isi data yang diperlukan pada form yang muncul. Kemudian 
klik “Lanjutkan” 
 






Isi data yang diperlukan pada form yang disediakan, 
kemudian klik “Lanjutkan” 
 
Sedangkan untuk menghapus jadwal yang sudah ada, klik 
tombol merah 
 














Kemudian akan muncul modal sebagai berikut. Pada modal 






Sedangkan untuk melakukan monitoring terhadap ujian yang 
sedang berlangsung, klik tombol abu-abu. 
 
 







Pilih sekolah yang akan dilihat hasil ujiannya 
 
Maka akan muncul hasil ujian pada sekolah yang sudah 
dipilih. 
 
Sedangkan untuk mengubah kunci untuk membuka ujian, 









Pada submenu ini selain digunakan untuk mengubah 
password, juga dapat melakukan share password, dan 
membatalkan share password. 
 
6.10. Menu Manajemen Paket-Soal 
Menu Manajemen Paket-Soal merupakan menu yang 
digunakan untuk mengatur paket soal yang akan digunakan 
pada saat ujian berlangsung. Pada menu ini terdapat fitur 
untuk mengatur batas input soal, melihat detail paket soal, 





Untuk merubah batas input soal, klik tombol “Batas Input 












Sedangkan untuk melihat detail dari paket soal, klik tombol 
“Detail” pada mata pelajaran yang dikehendaki. 
 
Kemudian akan muncul daftar paket dari mata pelajaran yang 
dipilih. Pada halaman ini dapat melakukan penambahan 





Untuk menambah paket soal, tekan tombol “Tambah Paket” 





Isi data yang diperlukan pada form yang disediakan, 
kemudian klik “Tambah”. 
 
Sedangkan untuk mengubah paket soal yang sudah ada, klik 
tombol biru. 
 
Isi data yang diperlukan pada form yang disediakan, 






Sedangkan untuk menghapus paket soal yang sudah ada, klik 
tombol berwarna merah. 
 
 
Jika sudah yakin untuk menghapus paket soal tersebut, klik 
tombol “Hapus” pada modal konfirmasi yang muncul. 
 
6.11. Menu Manajemen Sekolah 
Menu Manajemen Sekolah merupakan menu yang 
digunakan untuk mengelola data sekolah yang ikut 
berpartisipasi dalam USP-BKS. Pada menu ini dapat melihat 
semua data sekolah pada setiap kabupaten/kota dan dapat 





Untuk melihat daftar sekolah pada sebuah kabupaten/kota, 
tekan tombol “Lihat” pada kolom aksi sesuai dengan 






Kemudian akan ditampilkan semua sekolah yang ada pada 





Untuk mengubah data sekolah tekan tombol “Edit” pada 
kolom “Action” sesuai dengan sekolah yang dipilih. 
 
Isi data yang diperlukan pada form yang disediakan. Tekan 







6.12. Menu Manajemen User 
Menu Manajemen User merupakan menu yang 
digunakan untuk mengelola user yang menggunakan sistem 
ini. Pada menu ini terdapat fitur untuk menambah, mengubah 
dan menghapus pengguna. 
 
Untuk menambahkan pengguna, tekan tombol “Tambah 
User” pada pojok kanan atas. 
 
Isi data yang diperlukan pada form yang telah disediakan. 
Jika sudah selesai mengisi, tekan tombol “Submit” untuk 






Sedangkan untuk mengubah data pengguna yang sudah ada, 
tekan tombol “Edit”. 
 
Isi data yang diperlukan pada form yang disediakan, jika 
sudah selesai mengisi tekan tombol “Submit” untuk 






Untuk menghapus data pengguna yang sudah ada, klik 
tombol “Hapus” 
 
Jika sudah yakin untuk menghapus data tersebut, klik tombol 





6.13. Menu Manajemen Pelajaran 
Menu Manajemen Pelajaran merupakan menu yang 
digunakan untuk mengelola pelajaran yang akan diujikan 
pada saat ujian berlangsung. Pada menu ini terdapat fitur 
untuk menambahkan, mengubah dan menghapus pelajaran. 
 
Untuk menambahkan pelajaran, tekan tombol “Tambah 
Pelajaran” pada pojok kanan atas. 
 
Isi data yang diperlukan pada form yang disediakan. Jika 








Sedangkan untuk mengubah data pelajaran yang sudah ada, 
klik tombol “Edit” pada kolom perintah sesuai dengan 
pelajaran yang ingin diubah. 
 
Isi data yang diperlukan pada form yang disediakan. Jika 
sudah selesai mengisi, klik “Update” untuk menyimpan 





Untuk menghapus data pelajaran yang sudah ada, klik tombol 
“Hapus” 
 
Jika sudah yakin akan menghapus data tersebut, klik tombol 







6.14. Menu Manajemen Siswa 
Menu Manajemen Siswa merupakan menu yang 
digunakan untuk mengelola data siswa yang akan mengikuti 
ujian. Pada menu ini dapat melihat data siswa pada seluruh 
SMA Negeri di setiap kabupaten/kota. 
 
Untuk melihat daftar SMA Negeri yang ada pada 
kota/kabupaten yang diinginkan, tekan tombol “Lihat” pada 
kolom “Aksi” 
 
Akan ditampilkan daftar seluruh SMA Negeri yang ada pada 





Untuk melihat daftar siswa pada SMA Negeri yang 
diinginkan, tekan tombol “Lihat” pada kolom “Aksi” 
 
Dan akan ditampilkan daftar seluruh siswa yang ada pada 





















class EncryptionKey extends Model 
{ 




    public function jadwal_ujian() 
    { 
        return $this-
>belongsTo('App\Models\JadwalUjian'); 
    } 
} 
 







class JadwalUjian extends Model 
{ 
 




     * Config this model 
     * jika incrementing false maka kita 
pakai UUID 
     */ 
     protected $primaryKey='id'; 
     public $incrementing = false; 
 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'jadwal_ujian'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 
    'id', 
    'deskripsi', 
    'sesi', 
    'waktu_mulai', 
    'waktu_selesai', 
    'durasi', 
    'tipe_ujian', 
    'pelajaran_id' 
    ]; 
 
    /** 
     * One to Many relation 
     *  
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 
     */ 




        return $this-
>hasMany('App\Models\UjianSiswa'); 
    } 
 
    public function uploads(){ 
        return $this-
>hasMany('App\Models\Uploads'); 
    } 
 
    public function pakets(){ 
        return $this-
>belongsToMany('App\Models\Paket','ujian_pa
ket')->withTimestamps(); 
    } 
 
    public function jawabanEssai() 
    { 
        return $this-
>hasManyThrough('App\Models\JawabanEssai', 
'App\Models\UjianSiswa', 'jadwal_ujian_id', 
'ujian_siswa_id', 'id', 'id'); 
    } 
 
    public function encryption_key() 
    { 
        return $this-
>hasOne('App\Models\EncryptionKey'); 
    } 
 
    public function pelajaran() 
    { 
        return $this-
>belongsTo('App\Models\Pelajaran'); 
    } 
} 
 










class KabKota extends Model 
{ 













class Paket extends Model 
{ 
 
    /** 
     * Config this model 
     * jika incrementing false maka kita 
pakai UUID 
     */ 
     protected $primaryKey='id'; 
     public $incrementing = false; 
 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'paket'; 
 




     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 
    'id', 
    'nama', 
    'deskripsi', 
    'pelajaran_id' 
    ]; 
 
    /** 
     * One to Many relation 
     *  
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 
     */ 
    public function soals(){ 
        return $this-
>hasMany('App\Models\Soal'); 
    } 
 
    /** 
     * One to Many relation 
     *  
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 
     */ 
     public function ujianSiswas(){ 
        return $this-
>hasMany('App\Models\UjianSiswa'); 
    } 
 
    /** 
     * One to Many relation 




     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
    public function pelajaran(){ 
        return $this-
>belongsTo('App\Models\Pelajaran'); 
    } 
 
    public function jadwalujians(){ 
        return $this-
>belongsToMany('App\Models\JadwalUjian','uj
ian_paket')->withTimestamps(); 











class Pelajaran extends Model 
{ 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'pelajaran'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 




     */ 
    protected $fillable =[ 
    'id', 
    'nama', 
    'jenjang', 
    'kurikulum' 
    ]; 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 
     */ 
    public function pakets(){ 
        return $this-
>hasMany('App\Models\Paket'); 
    } 
 
    public function user(){ 
        return $this-
>hasMany('App\Models\User'); 
    } 
 
    public function jadwals(){ 
        return $this-
>hasMany('App\Models\JadwalUjian'); 















class Sekolah extends Model 
{ 
    /** 
     * Config this model 
     */ 
    protected $primaryKey = 'id'; 
    public $incrementing = false; 
 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'sekolah'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable = [ 
        'id', 
        'nama', 
        'alamat', 
        'npsn', 
        'kurikulum', 
        'kode' 
    ]; 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 




    public function users() 
    { 
        return $this-
>hasMany('App\Models\User'); 
    } 
 
    public function server() 
    { 
        return $this-
>hasMany('App\Models\Server'); 
    } 
 
    public function ujians() 
    { 
        return $this-
>hasManyThrough('App\Models\UjianSiswa', 
'App\Models\User'); 
    } 
 
    public function namaSekolahCleaned() 
    { 
        return preg_replace('/[^\da-z]/i', 
'', $this->nama); 
    } 
 
    public function serial_numbers(){ 
        return $this-
>hasMany('App\Models\SerialNumber'); 














class SerialNumber extends Model 
{ 
    // 
    public function sekolah() 
    { 
        return $this-
>belongsTo('App\Models\Sekolah'); 











class Settings extends Model 
{ 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'settings'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 
    'id', 
    'value' 


















class Soal extends Model 
{ 
    /** 
     * Config this model 
     */ 
     protected $primaryKey='id'; 
     public $incrementing = false; 
 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'soal'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 




    'deskripsi', 
    'pilihan_a', 
    'pilihan_b', 
    'pilihan_c', 
    'pilihan_d', 
    'pilihan_e', 
    'kunci_jawaban', 
    'tipe_soal', 
    'bobot_essai', 
    'tingkat_kesulitan', 
    'level_kongnitif', 
    'paket_id',     
    'anchor_number' 
    ]; 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\hasM
any 
     */ 
    public function latexs(){ 
        return $this-
>hasMany('App\Models\Latex'); 
    } 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
    public function paket(){ 
        return $this-
>belongsTo('App\Models\Paket'); 





    public function jawabanEssai() 
    { 
        return $this-
>hasMany('App\Models\JawabanEssai'); 
    } 
 
    public function users() 
    { 
        return $this-
>hasMany('App\Models\KorektorSoal'); 
    } 
 
    public function correctionCounter() { 
        return $this-
>belongsTo('App\Models\SoalCorrectionsCount
er', 'id'); 











class UjianSiswa extends Model 
{ 
    /** 
     * Config this model 
     * jika incrementing false maka kita 
pakai UUID 
     */ 
    protected $primaryKey='id'; 
    public $incrementing = false; 
 




     * The database table used by the model. 
     * 
     * @var string 
     */ 
    protected $table = 'ujian_siswa'; 
 
    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 
    'id', 
    'random_soal', 
    'random_jawaban', 
    'jawaban_siswa', 
    'waktu_mulai', 
    'waktu_selesai', 
    'jumlah_benar', 
    'jumlah_salah', 
    'jumlah_kosong', 
    'nilai_uraian', 
    'paket_id', 
    'user_id', 
    'server_id', 
    'jadwal_ujian_id' 
    ]; 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
     public function server(){ 





    } 
 
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
     public function user(){ 
        return $this-
>belongsTo('App\Models\User'); 
    } 
     
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
     public function user(){ 
        return $this-
>belongsTo('App\Models\User'); 
    } 
     
    /** 
     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
     public function jadwalUjian(){ 
        return $this-
>belongsTo('App\Models\JadwalUjian'); 
    } 
 




     * One to Many relation 
     * 
     * @return 
Illuminate\Database\Eloquent\Relations\Belo
ngsTo 
     */ 
     public function jawabanEssai(){ 
        return $this-
>hasMany('App\Models\JawabanEssai'); 
    } 
 
    public function paket(){ 
        return $this-
>belongsTo('App\Models\Paket'); 
    } 
 
    public function soal($id) 
    { 
        $soal = Soal::find($id); 
        return $soal; 











class Uploads extends Model 
{ 
    /** 
     * The database table used by the model. 
     * 
     * @var string 
     */ 





    /** 
     * The attributes that are mass 
assignable. 
     * 
     * @var array 
     */ 
    protected $fillable =[ 
    'id', 
    'jenis', 
    'nama_file', 
    'path_file' 
    ]; 
 
    public function sekolah(){ 
        return $this-
>belongsTo('App\Models\Sekolah'); 
    } 
 
    public function jadwalUjian(){ 
        return $this-
>belongsTo('App\Models\JadwalUjian'); 























class AuthController extends Controller 
{ 
    public function index() 
    { 
        return view('login'); 
    } 
 
    public function login(Request $request){ 
        $users = User::where('username', 
$request->input('username'))->get(); 
 
        foreach ($users as $user)  
        { 
            if(Hash::check($request-
>input('password'),$user->password)) { 
                Auth::loginUsingId($user-
>id, TRUE); 
                if(Auth::user()->level === 
'proktor') 
                { 
                    $log_file = 
base_path('storage/logs/proktor_log.txt'); 
                    $content = 
'['.Carbon::now('Asia/Jakarta')->format('d-
m-y H:i:s').'] '.$request->ip()." - LOGGED 
IN \n"; 
                    File::append($log_file, 
$content); 
                } 
                return redirect('/home'); 
            } 




        return redirect('/')-
>with('error','Username atau Password 
salah!!'); 
    } 
     
 
    public function home() 
    { 
        $data['user'] = Auth::user(); 
        $data['jadwals'] = 
EncryptionKey::where('is_announce', 'Yes')-
>get(); 
         
        switch(Auth::user()->level){ 
            case 'admin': 
                return 
view('pages.admin.index', $data); 
                break; 
            case 'guru': 
                return 
view('pages.guru.index', $data); 
                break; 
            case 'proktor': 




                $data['sekolah'] = 
Sekolah::where('id',$data['user']-
>sekolah_id)->first(); 
                return 
view('pages.proktor.index', $data); 
                break; 
            case 'korektor': 
                return 
view('pages.korektor.index', $data); 
                break; 
            default: 




                return redirect('/')-
>with('error','user tidak dikenali'); 
        } 
    } 
 
    public function logout(Request $request) 
    { 
        $user = Auth::User(); 
        Auth::logout(); 
        if($user->level == 'siswa'){ 
            $ujiansiswas = 
UjianSiswa::where('user_id', $user->id)-
>get(); 
            if(count($ujiansiswas)) 
            { 
                $ujiansiswa = $ujiansiswas-
>first(); 
                $ujiansiswa->status = 0; 
                $ujiansiswa->save(); 
            } 
            return redirect('/')-
>with('success','logout berhasil'); 
        } 
        if($user->level == 'proktor' || 
$user->level == 'admin' || $user->level == 
'guru' || $user->level == 'korektor'){ 
            $log_file = 
base_path('storage/logs/proktor_log.txt'); 
            $content = 
'['.Carbon::now('Asia/Jakarta')->format('d-
m-y H:i:s').'] '.$request->ip()." - LOGGED 
OUT \n"; 
            File::append($log_file, 
$content); 
            return redirect('/')-
>with('success','logout berhasil'); 
        } 





    public function indexGuruGantiPassword() 
    { 
        return 
view('pages.guru.ganti_password'); 
    } 
    public function 
guruGantiPassword(Request $request) 
    { 
        $guru = User::find(Auth::user()-
>id); 
        $guru->password = bcrypt($request-
>password); 
        $guru->save(); 
        return redirect()->back()-
>with('success', 'Berhasil Ubah Password'); 













class EnkripsiController extends Controller 
{ 
    public function getKeyByJadwal($id) 
    { 
        $key = 
EncryptionKey::where('jadwal_ujian_id', 
$id)->firstOrFail(); 
        return response()->json($key); 





    public function update(Request $request) 
    { 
        if($request->type == "edit") { 
            $jadwal_ujian = 
JadwalUjian::findOrFail($request-
>input('id')); 
            $key = $jadwal_ujian-
>encryption_key; 
            if($key) 
                $key->key = $request-
>input('key'); 
            else 
            { 
                $key = new EncryptionKey; 
                $key->key = $request-
>input('key'); 
                $key->jadwal_ujian_id = 
$jadwal_ujian->id; 
            } 
 
            $key->save(); 
 
            return back()->with('success', 
'Berhasil merubah password enkripsi'); 
        } else if ($request->type == 
"delete"){ 








            if($new) { 
                $new->is_announce = NULL; 




                return back()-
>with('success', 'Berhasil menyembunyikan 
password enkripsi'); 
            } else { 
                return back()->with('error', 
'Gagal menyembunyikan password enkripsi'); 
            } 
             
        } else { 
            $new = 
EncryptionKey::where('jadwal_ujian_id', 
$request->input('id'))->first(); 
            if($new) { 
                $new->is_announce = 'Yes'; 
                $new->save(); 
                return back()-
>with('success', 'Berhasil share password 
enkripsi'); 
            } else { 
                return back()->with('error', 
'Gagal share password enkripsi'); 
            } 
 
        } 
         



























class HasilController extends Controller 
{ 
    public function index() 
    { 
        $now = Carbon::now('Asia/Jakarta'); 




        return 
view('pages.proktor.hasil.index',$data); 
    } 
 
    public function show($id) 
    { 
        $data['jadwal_ujian'] = 
JadwalUjian::find($id); 
        $data['ujian_siswas'] = 
$data['jadwal_ujian']->ujianSiswas; 
        return 
view('pages.proktor.hasil.show',$data); 
    } 
 
    public function koreksi($id) 
    { 





        $ujian_siswas = $jadwal_ujian-
>ujianSiswas; 
        foreach($ujian_siswas as 
$ujian_siswa){ 
            $soals = 
json_decode($ujian_siswa->random_soal); 
            $jawaban_posisi = 
json_decode($ujian_siswa->random_jawaban); 
            $jawabans = 
json_decode($ujian_siswa->jawaban_siswa); 
            $jawaban_benar = 0; 
            $jawaban_kosong = 0; 
            $jawaban_salah = 0; 
            foreach($soals as $key => 
$soal_id){ 
                $soal = 
Soal::find($soal_id); 
                if($soal->tipe_soal == 
"pilihan_ganda"){ 
                    if($jawabans[$key] == " 
"){ 
                    $jawaban_kosong+=1; 
                    }else{ 
                        $inttochar = 
array("1" => 
"a","2"=>"b","3"=>"c","4"=>"d","5"=>"e"); 
                        $arr_random = 
array("a" => 
$inttochar[$jawaban_posisi[$key][0]], 
                                            
"b" => $inttochar[$jawaban_posisi[$key][1]], 
                                            
"c" => $inttochar[$jawaban_posisi[$key][2]], 
                                            
"d" => $inttochar[$jawaban_posisi[$key][3]], 






                        
if($arr_random[strtolower($jawabans[$key])] 
== strtolower($soal->kunci_jawaban)){ 
                            
$jawaban_benar+=1; 
                        }else{ 
                            
$jawaban_salah+=1; 
                        } 
                    } 
                } 
 
                $ujian_siswa->jumlah_benar = 
$jawaban_benar; 
                $ujian_siswa->jumlah_salah = 
$jawaban_salah; 
                $ujian_siswa->jumlah_kosong 
= $jawaban_kosong; 
                $ujian_siswa->save(); 
            } 
        } 
        $jadwal_ujian->status = 
'Terkoreksi'; 
        $jadwal_ujian->save(); 
        return redirect()->back(); 
    } 
 
    public function download(){ 
            return response()-
>download(storage_path('app/hasil.xlxs')); 
    } 
 
    public function sekolah($id) 
    { 
        $kode_kota = '__'.$id.'%';  





        $data['sekolah'] = 
Sekolah::where('kode','LIKE',$kode_kota)-
>get(); 
        $data['no'] = 1;    
        return 
view('pages.admin.hasil.sekolah', $data); 
    } 
 
    public function all($ujian, $id_sekolah) 
    { 
        if ($ujian == "all") { 
            $data['hasil'] = 
DB::select('SELECT *, us.nama, p.deskripsi 
AS mapel FROM ujian_siswa uj JOIN user us ON 
uj.user_id = us.id JOIN jadwal_ujian p ON 
uj.jadwal_ujian_id = p.id WHERE uj.user_id 
IN (SELECT id FROM user u WHERE 
u.sekolah_id= :id) ORDER BY 
uj.jadwal_ujian_id',[ 
                'id' => $id_sekolah 
            ]); 
        } 
        else { 
            $data['hasil'] = 
DB::select('SELECT *, us.nama, p.deskripsi 
AS mapel FROM ujian_siswa uj JOIN user us ON 
uj.user_id = us.id JOIN jadwal_ujian p ON 
uj.jadwal_ujian_id = p.id WHERE uj.user_id 
IN (SELECT id FROM user u WHERE 
u.sekolah_id= :id) and uj.jadwal_ujian_id 
= :ujian ORDER BY uj.jadwal_ujian_id',[ 
                'id' => $id_sekolah, 
                'ujian' => $ujian 
            ]); 
        } 






>where('deskripsi', 'not like', 
"%|OFFLINE|%")->get(); 
 
        $data['sekolah'] = 
Sekolah::where('id',$id_sekolah)->first(); 
        $data['no'] = 1;     
        return view('pages.admin.hasil.all', 
$data); 












class ImportController extends Controller 
{ 
    public function index() 
    { 
        $data['pelajaran'] = 
Uploads::where('jenis','pelajaran')-
>first(); 
        $data['sekolah'] = 
Uploads::where('jenis','sekolah')->first(); 
        $data['siswas'] = 
Uploads::where('jenis','siswa')->get(); 
        $data['nosiswa'] = 1; 
        $data['ujians'] = 
Uploads::where('jenis','ujian')->get(); 
        $data['noujian'] = 1; 
        return 
view('pages.proktor.import.index', $data); 





    public function 
importDataToDatabase(Request $request) 
    { 
        $file_path = 'public/zipfile'; 
        $file_name = $request['file']-
>getClientOriginalName(); 
        $path = $request->file('file')-
>storeAs('public/zipfile', $file_name); 
 
        $path_file = '/var/www/html/usek-
2017/storage/app/public/zipfile/'.$file_nam
e; 
        $path_file2 = 
'/tmp/mysql/'.$file_name; 
 
        $command = 'sudo mv '.$path_file.' 
'.$path_file2; 
        $command = escapeshellcmd($command); 
        $output = shell_exec($command); 
         
        $command = 'sudo chown mysql:mysql 
'.$path_file2; 
        $command = escapeshellcmd($command); 
        $output = shell_exec($command); 
 
        $output = ""; 
        $jenis =""; 
        if (stripos($file_name, 
'sekolah') !== false) { 
            $jenis = 'sekolah'; 
            $command = 'sudo python 
/var/www/html/usek-
2017/script_python/unpak_package.py master1 
' . $file_name; 
            $command = 
escapeshellcmd($command); 




        } else if (stripos($file_name, 
'pelajaran') !== false) { 
            $jenis = 'pelajaran'; 




            $command = 
escapeshellcmd($command); 
            $output = shell_exec($command); 
        } else if (stripos($file_name, 
'siswa') !== false) { 
            $jenis = 'siswa'; 
            $command = 'sudo python 
/var/www/html/usek-
2017/script_python/unpak_package.py master2 
' . $file_name; 
            $command = 
escapeshellcmd($command); 
            $output = shell_exec($command); 
        } else { 
            $jenis = 'ujian'; 
            $command = 'sudo python 
/var/www/html/usek-
2017/script_python/unpak_package.py master3 
' . $file_name; 
            $command = 
escapeshellcmd($command); 
            $output = shell_exec($command); 
        } 
 
        $command = 'rm ' . $path_file2; 
        $command = escapeshellcmd($command); 
        $output = shell_exec($command); 
 
        $status = TRUE;//TODO cek output 
python script 
 




        { 
            $this->create($file_name, 
$jenis); 
            return redirect('/import')-
>with('Import Berhasil'); 
        } 
        else 
            return redirect('/import')-
>with('Import Gagal'); 
    } 
 
    protected function create(String 
$nama_file, String $jenis) { 
        $upload = new Uploads(); 
        $upload->nama_file = $nama_file; 
        $upload->jenis = $jenis; 
        $upload->save(); 
    } 
 
    public function reset() { 
        $id = request('id'); 
        //TODO validation ujian 
 
        Uploads::find($id)->delete(); 
 
        return response()->json($id); 































class JadwalUjianController extends 
Controller 
{ 
    // menampilkan seluruh data jadwal 
    public function index() 
    { 
        $pelajarans = Pelajaran::all(); 
        return 
view('pages.proktor.ujian.jadwal',compact('
pelajarans')); 
    } 
 
    //memamsukkan data jadwal ke database 
    public function storeJadwal(Request 
$request) 
    { 
        $data = $request->except('_token', 
'key'); 
        $data['id'] = Uuid::generate()-
>string; 
        DB::beginTransaction(); 




            $jadwal = 
JadwalUjian::create($data); 
            $data_key = [ 
                'key' => $request-
>input('key'), 
                'jadwal_ujian_id' => 
$jadwal->id 
            ]; 
            
EncryptionKey::create($data_key); 
            DB::commit(); 
        } catch (\Exception $e) { 
            DB::rollback(); 
            dd($e); 
            return back()->with('error', 
'Gagal menambahkan jadwal ujian'); 
        } 
        return 
redirect('/jadwal/pilih_paket/'.$data['id']
); 
    } 
 
    public function storeJadwalMany(Request 
$request)  
    { 
        $data = $request->except('_token', 
'key', 'number'); 
        try { 
            for ($i=0; $i < $request-
>number; $i++) {  
                DB::beginTransaction(); 
                $data['id'] = 
Uuid::generate()->string; 
                $jadwal = 
JadwalUjian::create($data); 
                DB::commit(); 
            } 
        } catch (\Exception $e) { 




            dd($e); 
            return back()->with('error', 
'Gagal menambahkan jadwal ujian'); 
        } 
        return redirect()->back()-
>with('success','Berhasil Membuat Jadwal'); 
    } 
 
    //merubah data jadwal yang ada didatabase 
    public function updateJadwal(Request 
$request) 
    { 
        $data = $request->all(); 
        $jadwal = 
JadwalUjian::find($data['id']); 
        $jadwal->deskripsi = 
$data['deskripsi']; 
        $jadwal->sesi = $data['sesi']; 
        $jadwal->pelajaran_id = 
$data['pelajaran_id']; 
        $jadwal->waktu_mulai = 
$data['waktu_mulai']; 
        $jadwal->waktu_selesai = 
$data['waktu_selesai']; 
        $jadwal->durasi = $data['durasi']; 
        $jadwal->save(); 
 
        return 
redirect('/jadwal/pilih_paket/'.$data['id']
); 
    } 
    public function 
updateWaktuJadwal(Request $request) 
    { 
        $data = $request->all(); 
        $jadwal = 
JadwalUjian::find($data['id']); 





        $jadwal->waktu_selesai = 
$data['waktu_selesai']; 
        $jadwal->durasi = $data['durasi']; 
        $jadwal->save(); 
 
        $ujians = $jadwal->ujianSiswas; 
        foreach ($ujians as $ujian) 
        { 
            $ujian->waktu_mulai = $jadwal-
>waktu_mulai; 
            $ujian->waktu_selesai = $jadwal-
>waktu_selesai; 
            $ujian->durasi = $jadwal-
>durasi; 
            $ujian->save(); 
        } 
 
        return redirect('/jadwal'); 
    } 
 
    //untuk ajax mendapatkan jadwal 
    public function getJadwal(Request 
$request) 
    { 
        $id = $request->input('id'); 
        $jadwal = JadwalUjian::find($id); 
 
        return response()->json($jadwal); 
    } 
 
    public function getSiswa(Request 
$request) 
    { 
        $id = $request->input('id'); 
        $jadwal_ujian = 
JadwalUjian::find($id); 
        foreach($jadwal_ujian->ujianSiswas 
as $key => $ujian_siswa){ 




            array_push($nestedData,$key+1); 
            
array_push($nestedData,$ujian_siswa->user-
>username); 
            $data[] = $nestedData; 
        } 
        $json_data =array( 
                    "data" => $data 
                    ); 
        return response()->json($json_data); 
    } 
 
    public function getJadwalServer(Request 
$request) 
    { 
        $id = $request->input('id'); 
        $jadwal = JadwalUjian::find($id); 
 
        return response()->json($jadwal); 
    } 
 
    //untuk hapus data jadwal yang ada 
didatabase (ajax) 
    public function deleteJadwal(Request 
$request) 
    { 
        $id = $request->input('id'); 
        $jadwal = JadwalUjian::find($id); 
        $jadwal->pakets()->detach(); 
        $jadwal->encryption_key()-
>delete(); 
        $jadwal->delete(); 
        return response()->json($id); 
    } 
 
    public function deletePaketUjian(Request 
$request) 
    { 




        $ujians = 
UjianSiswa::where('jadwal_ujian_id', $id)-
>get(); 
        foreach ($ujians as $ujian) { 
            $ujian->delete(); 
        } 
        return response()->json("sukses"); 
    } 
 
    public function ajaxDatatables(Request 
$request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
                        0 =>'deskripsi', 
                        1=> 'sesi', 
                        2=> 'waktu_mulai', 
                        3=> 'waktu_selesai', 
                        4=> 'durasi', 
                        5=> 'jumlah_upload', 
                        6=> 'key', 
                        7=> 'tipe_ujian', 
                        8=> 'action' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = JadwalUjian::count(); 
 
        $totalFiltered = $totalData; 
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
 





        { 
            $jadwals = 
JadwalUjian::offset($start) 
                         ->limit($limit) 
                         -
>orderBy('deskripsi','ASC') 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $jadwals =  
JadwalUjian::where('deskripsi','LIKE',"%{$s
earch}%") 
                            // -
>orWhere('title', 'LIKE',"%{$search}%") 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy('deskripsi','ASC') 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
JadwalUjian::where('deskripsi','LIKE',"%{$s
earch}%") 
                             // -
>orWhere('title', 'LIKE',"%{$search}%") 
                             ->count(); 





        $data = array(); 
        if(!empty($jadwals)) 
        { 
            foreach ($jadwals as $jadwal) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['deskripsi'] = 
$jadwal->deskripsi.'<br>'; 
                foreach($jadwal->pakets as 
$paket){ 






                } 
                 
                $nestedData['key'] = null;    
                $key = $jadwal-
>encryption_key; 
                if($key) { 
                    $nestedData['key'] = 
$key->key;    
                    if($key->is_announce == 
'Yes') { 
                        
$nestedData['deskripsi'] = 
$nestedData['deskripsi'].'<span class="badge 
bg-red">Announced</span>';     
                    } 
                } 
                $nestedData['sesi'] = 
$jadwal->sesi; 
 
                // ID setter, untuk 




                $nestedData['DT_RowId'] = 
$jadwal->id; 
 
                $nestedData['waktu_mulai'] = 
$jadwal->waktu_mulai; 
                
$nestedData['waktu_selesai'] = $jadwal-
>waktu_selesai; 
                $nestedData['durasi'] = 
$jadwal->durasi; 
 




                // if($jadwal->tipe_ujian == 
1) $tipex = 'Offline'; 
                // else if($jadwal-
>tipe_ujian == 2) $tipex = 'Online'; 
                // $tipex = $jadwal-
>tipe_ujian; 
 
                // $nestedData['tipe_ujian'] 
= $tipex; 
 
                $nestedData['action'] = 























                if(auth()->user()->level === 
'admin'){ 
                    $nestedData['action'] = 















                } 
                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 
                    "recordsTotal"    => 
intval($totalData), 





                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function showPackets($jadwal_id) 
    { 
        $jadwal = 
JadwalUjian::find($jadwal_id); 
        $data['jadwalUjian'] = $jadwal; 
        $data['pelajarans'] = 
Pelajaran::all(); 
        return 
view('pages.proktor.ujian.pilih_paket', 
$data); 
    } 
 
    public function choosePackets(Request 
$request, $jadwal_id) 
    { 
        $pakets = $request->input('pakets'); 
        $jadwal = 
JadwalUjian::findOrFail($jadwal_id); 
        $jadwal->pakets()->detach(); 
        if($pakets){ 
            foreach ($pakets as $paket) 
            { 
                $jadwal->pakets()-
>attach($paket); 
            } 
        } 
 
        return redirect('/jadwal')-
>with('success', 'Berhasil menambah jadwal 
ujian'); 





    public function showSiswas($jadwal_id){ 
        $data['jadwalUjian'] = 
JadwalUjian::find($jadwal_id); 
        $data['sekolahs'] = Sekolah::all(); 
        return 
view('pages.proktor.ujian.pilih_siswa',$dat
a); 
    } 
 
    public function chooseSiswas(Request 
$request, $jadwal_id) 
    { 
        $siswas = $request->input('siswas'); 
        $jadwal = 
JadwalUjian::findOrFail($jadwal_id); 
 
        if($siswas) 
        { 
            foreach($siswas as $siswa) 
            { 
                $data['user_id'] = $siswa; 
                $data['id'] = 
Uuid::generate()->string; 
                $data['paket_id'] = "0"; 
                $data['jadwal_ujian_id'] = 
$jadwal_id; 
                $data['waktu_mulai'] = 
$jadwal->waktu_mulai; 
                $data['waktu_selesai'] = 
$jadwal->waktu_selesai; 
                $data['durasi'] = $jadwal-
>durasi; 
                $ujian_siswa = 
UjianSiswa::create($data, ['except' => 
['_token', 'submit']]); 
            } 





        return 
redirect('/jadwal/random/'.$jadwal_id); 
    } 
 
    public function random($jadwal_id){ 
        $jadwal_ujian = 
JadwalUjian::find($jadwal_id); 
        $pakets = $jadwal_ujian->pakets; 
        $ujian_siswas = $jadwal_ujian-
>ujianSiswas; 
        foreach($ujian_siswas as 
$ujian_siswa){ 
            $i = rand(0,$pakets->count()-1); 
            $paket = $pakets[$i]; 
            $arr_soal_id_with_essai = 
array(); 
 
            //pilgan 
            $soals = $paket->soals-
>where('tipe_soal','pilihan_ganda'); 
            $arr_soal_id = array(); 
            $arr_random_jawaban = array(); 
            $arr_jawaban = 
array("1","2","3","4","5"); 
            $arr_jawaban_siswa = array(); 
            foreach($soals as $soal){ 
                shuffle($arr_jawaban); 
                
array_push($arr_soal_id,$soal->id); 
                
array_push($arr_random_jawaban,$arr_jawaban
); 
                
array_push($arr_jawaban_siswa," "); 
            } 
            shuffle($arr_soal_id); 
            // dd($arr_soal_id); 





                
array_push($arr_soal_id_with_essai, 
$soal_id); 
            } 
            // dd($arr_soal_id_with_essai); 
 
            //essai 
            $soals_essai = $paket->soals-
>where('tipe_soal','essai'); 
            foreach ($soals_essai as 
$soal_essai) { 
                
array_push($arr_soal_id_with_essai, 
$soal_essai->id); 
            } 
            // dd($arr_soal_id_with_essai); 
 
 
            $ujian_siswa->paket_id = $paket-
>id; 
            $ujian_siswa->random_soal = 
json_encode($arr_soal_id_with_essai); 
            $ujian_siswa->random_jawaban = 
json_encode($arr_random_jawaban); 
            $ujian_siswa->jawaban_siswa = 
json_encode($arr_jawaban_siswa); 
            $ujian_siswa->save(); 
        } 
        // dd($ujian_siswas[0]); 
        return redirect('/jadwal'); 
    } 
 
    public function monitoring($id) 
    { 
      $jadwal = JadwalUjian::find($id); 
      return 
view('pages.admin.upload.monitoring', 
compact('jadwal', 'uploads')); 





    public function 
datatablesUploadMonitoring(Request $request) 
    { 
        // format : 5->idujian 6->idsekolah 
        //Isi dengan kolom 
        $columns = array( 
                        0 => 'sekolah_id', 
                        1 => 'nama_file', 
                        2 => 'server', 
                        3 => 
'tanggal_ujian', 
                        4 => 'created_at' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = 
Uploads::where('jadwal_ujian_id', $request-
>input('id'))->count(); 
        $totalFiltered = $totalData; 
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
 
        if(empty($request-
>input('search.value'))) 
        { 
            $uploads = 
Uploads::where('jadwal_ujian_id', $request-
>input('id')) 
                         ->offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 




        } 
        else { 
            $search = $request-
>input('search.value'); 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $uploads =  
Uploads::where('jadwal_ujian_id', $request-
>input('id')) 
                            -
>where(function ($q) use ($search){ 
                              $q-
>where('nama_file','LIKE',"%{$search}%"); 
                              $q-
>orWhereHas('sekolah', function($query) use 
($search){ 
                                $query-
>where('nama', 'LIKE', "%{$search}%"); 
                              }); 
                              $q-
>orWhereHas('jadwalUjian', function($query) 
use ($search){ 
                                $query-
>where('waktu_mulai', 'LIKE', 
"%{$search}%"); 
                              }); 
                              $q-
>orWhere('created_at', 'LIKE', 
"%{$search}%"); 
                            }) 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 




            $totalFiltered = $uploads-
>count(); 
        } 
 
        $data = array(); 
        $data_uploads = $uploads; 
        if(!empty($data_uploads)) 
        { 
            foreach ($data_uploads as $index 
=> $upload) 
            { 
                $nestedData['sekolah_id'] = 
$upload->sekolah->nama; 
                $ujian = $upload-
>jadwalUjian; 
                $nestedData['nama_file'] = 
$upload->nama_file; 
                $nestedData['server'] = 
explode("_",$upload->nama_file)[6][0]; 
                
$nestedData['tanggal_ujian'] = date('d/m/Y', 
strtotime($ujian->waktu_mulai)); 




                $data[] = $nestedData; 
            } 
        } 
 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 
                    "recordsTotal"    => 
intval($totalData), 





                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function checkPassword(Request 
$request){ 
        $server_id = $request->server_id; 
 
        $check = 
SerialNumber::where('server_id',$server_id)
->exists(); 
        // return response()->json($check); 
        if ($check) { 
            $now = 
Carbon::now('Asia/Jakarta'); 




            if (count($data) > 0) { 
                return response()-
>json($data); 
            } 
            else { 
                return response()-
>json('no_current',404); 
            } 
        } 
        else { 
            return response()-
>json('unregistered_server',400); 
        } 





    public function izinUpdate(Request 
$request){ 
        if (!$request->server_id) { 
            return response()-
>json('not_permmited',401); 
        } 
 
        $server_id = $request->server_id; 
        $serial_number = 
SerialNumber::where('server_id',$server_id)
->first(); 
        if (!$serial_number) { 
            return response()-
>json('not_found',400); 
        } 
         
        if ($serial_number->permission == 0) 
{ 
            return response()-
>json('not_permitted',401); 
        } 
 
        $query = array([ 
            'server_id' => $server_id, 
            'data_awal' => $request-
>data_awal, 
            'data_baru' => $request-
>data_baru, 
            'created_at' => Carbon::now() 
        ]); 
 
        $db = 
DB::table('log_perubahan_jadwal_ujian')-
>insert($query); 
        if (!$db) { 
            return response()->json('400'); 
        } 
 




        // $serial_number->save(); 
 
        return response()->json('200',200); 
    } 
 
     
    public function updateLog() 
    { 
        $log = 
DB::table('log_perubahan_jadwal_ujian')-
>get(); 
        return 
view('pages.admin.server.updatelog', 
compact('log')); 
    } 
 
    public function ajaxLog(Request 
$request){ 
        //Isi dengan kolom 
         
        $columns = array( 
            0 =>'server_id', 
            1 =>'nama_ujian', 
            2 => 'data_awal', 
            3 => 'data_baru', 
            4 => 'waktu_request', 
        ); 
         
        //<-- Gak Perlu Diubah --> 
        $totalData = 
DB::table('log_perubahan_jadwal_ujian')-
>count(); 
         
        $totalFiltered = $totalData; 
         
        $limit = $request->input('length'); 
        $start = $request->input('start'); 





        $dir = $request-
>input('order.0.dir'); 
         
        if(empty($request-
>input('search.value'))) 
        { 
            $logs = 
DB::table('log_perubahan_jadwal_ujian')-
>offset($start) 
            ->limit($limit) 
            ->orderBy($order,$dir) 
            ->get(); 
            // return response()-
>json('here',200); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $logs =  
DB::table('log_perubahan_jadwal_ujian')-
>where('server_id','LIKE',"%{$search}%") 
                            // -
>orWhere('title', 'LIKE',"%{$search}%") 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
DB::table('log_perubahan_jadwal_ujian')-
>where('server_id','LIKE',"%{$search}%") 





                             ->count(); 
        } 
 
        $data = array(); 
        if(!empty($logs)) 
        { 
            foreach ($logs as $log) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['server_id'] = 
$log->server_id; 
                $data_log = 
explode('|',$log->data_awal); 
                $nestedData['nama_ujian'] = 
$data_log[0]; 
                $nestedData['data_awal'] = 
$data_log[1].' <strong>-</strong> 
'.$data_log[2]; 
                $data_log = 
explode('|',$log->data_baru); 
                $nestedData['data_baru'] = 
$data_log[1].' <strong>-</strong> 
'.$data_log[2]; 




                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 





                    "recordsFiltered" => 
intval($totalFiltered), 
                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
         














class KabKotaController extends Controller 
{ 
    public function index(){ 
        $data['kota'] = 
KabKota::orderBy('kd_rayon')->get(); 
        $data['no'] = 1;    
        return 
view('pages.admin.kabkota.index', $data); 
    } 
 
    public function limitDownload(Request 
$request, $action){ 
        if ($action == 'akses') { 





            $kabkota->download = 1; 
            $kabkota->save(); 
            return redirect()->back()-
>with('success','Izin berhasil diberikan'); 
        } else if ($action == 'cabut') { 
            $kabkota = 
KabKota::find($request->kota_id); 
            $kabkota->download = 0; 
            $kabkota->save(); 
            return redirect()->back()-
>with('success','Izin berhasil diberikan'); 
        } else { 
            return 
redirect(route('kabkota.index')); 
        } 
















class MonitoringDocumentController extends 
Controller 
{ 
    public function index() 
    { 





    } 
 
    public function datatables(Request 
$request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
                        0 =>'created_at', 
                        1=> 'jenis', 
                        2=> 'pelajaran', 
                        3=> 'sesi', 
                        4=> 'server', 
                        5=> 'ruangan', 
                        6=> 'action' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = Dokumen::count(); 
 
        $totalFiltered = $totalData; 
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
 
        if(empty($request-
>input('search.value'))) 
        { 
            $dokumens = 
Dokumen::offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 




            $search = $request-
>input('search.value'); 
 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $dokumens =  
Dokumen::where('jenis','LIKE',"%{$search}%"
) 
                            -
>orWhere('sesi', 'LIKE',"%{$search}%") 
                            -
>orWhere('server', 'LIKE',"%{$search}%") 
                            -
>orWhere('ruangan', 'LIKE',"%{$search}%") 
                            -
>orWhereHas('pelajaran',function($query) use 
($search){ 
                                $query-
>where('nama', 'LIKE', "%{$search}%"); 
                            }) 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
Dokumen::where('jenis','LIKE',"%{$search}%"
) 
                            -
>orWhere('sesi', 'LIKE',"%{$search}%") 
                            -
>orWhere('server', 'LIKE',"%{$search}%") 





                            -
>orWhereHas('pelajaran',function($query) use 
($search){ 
                                $query-
>where('nama', 'LIKE', "%{$search}%"); 
                            }) 
                            ->count(); 
        } 
 
        $data = array(); 
        if(!empty($dokumens)) 
        { 
            foreach ($dokumens as $dokumen) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['jenis'] = 
$dokumen->jenis; 
                $nestedData['sesi'] = 
$dokumen->sesi; 
                $nestedData['server'] = 
$dokumen->server; 
                $nestedData['ruangan'] = 
$dokumen->ruangan; 
                $nestedData['pelajaran'] = 
$dokumen->pelajaran->nama; 
                $nestedData['created_at'] = 
$dokumen->created_at->format('d F Y H:i'); 
                $nestedData['action'] = '<a 
href="/dokumen/monitor/download/'.$dokumen-
>id.'" class="btn btn-sm btn-primary">  
                                    
<span>Download</span>  
                                </a><button 
class="btn bg-red" 
onclick="showDokumen(\''.$dokumen-
>file.'\', \''.$dokumen->id.'\')">  





                                
</button>'; ; 
 
                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 
                    "recordsTotal"    => 
intval($totalData), 
                    "recordsFiltered" => 
intval($totalFiltered), 
                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function download($id) 
    { 
        $dokumen = Dokumen::findOrFail($id); 
        $path = $dokumen->getFileFullPath(); 
        return response()->download($path); 
    } 
 
    public function preview($id){ 
        $dokumen = Dokumen::findOrFail($id); 
 
        $path = $dokumen->getFileFullPath(); 
        $file = File::get($path); 
        $type = File::mimeType($path); 
 





        $response->header("Content-Type", 
$type); 
 
        return $response; 

















class MonitoringServerController extends 
Controller 
{ 
    public function setState(Request 
$request) 
    { 
        $data = $request->only(['server_id', 
'jadwal_ujian_id', 'sekolah_id', 'state']); 
        $jadwal = 
JadwalUjian::find($data['jadwal_ujian_id'])
; 
        $sekolah = 
Sekolah::find($data['sekolah_id']); 
 
        $data['deskripsi_jadwal'] = 




        $data['sekolah_nama'] = $sekolah-
>nama; 
 





        if($server) { 
            //apabila server bawah ngesubmit 
finished tapi ternyata sudah upload 
            if($data['state'] == 'Finished' 
&& $server->state == 'Uploaded') 
            { 
                LogServer::create($data); 
//create log finished 
                return response()-
>json('200'); 
            } 
            else 
            { 
                //create new for history, 
update for monitoring 
                if($server->update($data) && 
LogServer::create($data)) { 
                    return response()-
>json('200'); 
                } else { 
                    return response()-
>json('500'); 
                } 
            } 
        } else { 
            //create new 
            
if(MonitoringServer::create($data) && 
LogServer::create($data)) { 





            } else { 
                return response()-
>json('500'); 
            } 
        } 
    } 
 
    public function monitorServer() 
    { 
        //belum filter ujian yang jalan hari 
ini 
        $data['tanggal_ujians'] = 
MonitoringServer::select(DB::raw('DATE(crea
ted_at) as date'))->groupBy('date')->get(); 
        foreach ($data['tanggal_ujians'] as 
$key => $tanggal) 
        { 
            $date_now = 
Carbon::parse($tanggal->date); 
            $date_besoknya = 
Carbon::parse($tanggal->date)->addDay(); 






        } 
        return 
view('pages.admin.server.monitoring', 
$data); 
    } 
 
    public function getServerSekolah(Request 
$request) 
    { 







        return $sekolahs; 
    } 
 
    public function getServer(Request 
$request) 
    { 





        return $servers; 
    } 
 
    public function historyServer() 
    { 
        return 
view('pages.admin.server.history'); 
    } 
 
    public function 
historyServerDatatables(Request $request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
                        0 =>'sekolah_nama', 
                        1=> 'server_id', 
                        2=> 
'deskripsi_jadwal', 
                        3=> 'state', 
                        4=> 'created_at' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = LogServer::count(); 
 





        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
 
        if(empty($request-
>input('search.value'))) 
        { 
            $logs = 
LogServer::offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $logs =  
LogServer::where('sekolah_nama','LIKE',"%{$
search}%") 
                            -
>orWhere('server_id', 'LIKE',"%{$search}%") 
                            -
>orWhere('deskripsi_jadwal', 
'LIKE',"%{$search}%") 
                            -
>orWhere('state', 'LIKE',"%{$search}%") 
                            -
>offset($start) 




                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
LogServer::where('sekolah_nama','LIKE',"%{$
search}%") 
                            -
>orWhere('server_id', 'LIKE',"%{$search}%") 
                            -
>orWhere('deskripsi_jadwal', 
'LIKE',"%{$search}%") 
                            -
>orWhere('state', 'LIKE',"%{$search}%") 
                             ->count(); 
        } 
 
        $data = array(); 
        if(!empty($logs)) 
        { 
            foreach ($logs as $jadwal) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['sekolah_nama'] 
= $jadwal->sekolah_nama; 
                $nestedData['server_id'] = 
$jadwal->server_id; 
                
$nestedData['deskripsi_jadwal'] = $jadwal-
>deskripsi_jadwal; 
                $nestedData['state'] = 
$jadwal->state; 
                $nestedData['created_at'] = 
$jadwal->created_at->format('d F Y H:i'); 
 
                $data[] = $nestedData; 




        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 
                    "recordsTotal"    => 
intval($totalData), 
                    "recordsFiltered" => 
intval($totalFiltered), 
                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function checkUpload(Request 
$request) 
    { 





        if($server) 
            return response()->json($server-
>state); 
        else 
            return response()->json('Not 
Found'); 


















class MonitoringUjianController extends 
Controller 
{ 
    public function index() 
    { 
        $now = Carbon::now('Asia/Jakarta'); 




        // dd($data['jadwals'], $now); 
        return 
view('pages.proktor.monitoring.index',$data
); 
    } 
     
    public function ujianSiswa($id) 
    { 
        $siswas = 
UjianSiswa::where('jadwal_ujian_id', $id)-
>get(); 
        $chunks = $siswas->chunk(6); 
        $rows = count($chunks); 
        // parse waktu ujian 
         
        $jadwal_ujian = 
JadwalUjian::find($id);        















        $jadwal_id = $id; 
        return 
view('pages.proktor.monitoring.ujiansiswa', 
compact('chunks', 'rows', 'waktu_mulai', 
'waktu_selesai', 'waktu_sekarang', 
'jadwal_id')); 
    } 
 
    public function getUjianSiswa(Request 
$request) 
    { 




        //$ujian = 
UjianSiswa::where('user_id', $request->id)-
>first(); 
        $data['siswa'] = 
User::find($request->id); 
        return response()->json($data); 
    } 
 
    public function 
getStatusUjianSiswa(Request $request) 
    { 






        return response()->json($siswas); 
















class PaketController extends Controller 
{ 
    /* Constructor 
        -Only auth 
    */ 
    public function __construct() 
    { 
        // $this->middleware('auth'); 
    } 
 
    /* Read 
        - Read 
            tampilkan paket 
    */ 
    public function index() 
    { 
        $user = Auth::user(); 







        foreach ($pakets as $paket) { 
            $paket['jumlah_soal'] = 
Soal::where('paket_id',$paket->id)-
>count(); 
        } 
        $no = 1; 
        $pelajarans = Pelajaran::all(); 
        return view('pages/guru/paket', 
compact('pakets','no','pelajarans')); 
    } 
 
    /* Edit 
        - Edit 
            tampilan editing nya pake modal 
            berupa ajax request 
    */ 
    public function edit() 
    { 
        $data = request()->all(); 
 
        $paket = 
Paket::find($data['paket_id']); 
 
        $paket->nama = $data['nama']; 
        $paket->deskripsi = 
$data['deskripsi']; 
        // $paket->pelajaran_id = 
$data['pelajaran_id']; 
 
        $paket->save(); 
        if(Auth::user()->level=='admin'){ 
            return 
redirect('/paketsoal/'.$paket-
>pelajaran_id); 
        } 
        return redirect('/paket'); 
    } 
 




    { 
        $data = request()->all(); 
        $data['id'] = Uuid::generate()-
>string; 
        $paket = Paket::create($data, 
['except' => ['_token', 'submit']]); 
 
        return redirect()->action( 
            'SoalController@index',['id' => 
$data['id']] 
        ); 
    } 
 
    public function delete() 
    { 
        $id = request('id'); 
        $paket = Paket::find($id); 
        $paket->delete(); 
        $soals = 
Soal::where('paket_id',$id); 
        $soals->delete(); 
 
        return response()->json($id); 
    } 
 
    public function copy() 
    { 
        $id = request('id'); 
        $paket = Paket::find($id); 
 
        $new_paket = $paket->replicate(); 
        $new_paket['id'] = Uuid::generate()-
>string; 
        $new_paket->push(); 
 
        $soals = 
Soal::where('paket_id',$id)->get(); 
        foreach ($soals as $soal) { 




            $new_soal['id'] = 
Uuid::generate()->string; 
            $new_soal['paket_id'] = 
$new_paket['id']; 
 
            $new_soal->push(); 
        } 
    } 
 
    public function getPaket() 
    { 
        $id = request('id'); 
        $paket = Paket::find($id); 
 
        return response()->json($paket); 
    } 
 
    public function printPaket() 
    { 
        return redirect('/paket'); 














class PaketSoalController extends Controller 
{ 
    public function index() 




        $data['pelajarans'] = 
Pelajaran::all(); 
        $data['limit'] = 
Settings::where('id','batas_input_soal')-
>first(); 
        return 
view('pages.admin.paket.index',$data); 
    } 
 
    public function detail($pelajaran_id) 
    { 
        $pakets = 
Paket::where('pelajaran_id',$pelajaran_id)-
>orderBy('created_at', 'asc')->get(); 
        foreach ($pakets as $paket) { 
            $paket['jumlah_soal'] = $paket-
>soals->count(); 
        } 
        $no = 1; 
        $pelajarans = Pelajaran::all(); 
        return 
view('pages/admin/paket/detail', 
compact('pakets','no','pelajarans')); 
    } 
 
    public function updateLimit(Request 
$request) 
    { 
        $settings = 
Settings::where('id','batas_input_soal')-
>first(); 
        $date = Carbon::createFromFormat('Y-
m-d', $request->batas_input_soal); 
        $date->hour = 0; 
        $date->minute = 0; 
        $date->second = 0; 
         
        $settings->update([ 




        ]); 
        return redirect('/paketsoal')-
>with('success','Batas input soal telah 
dirubah'); 
















class PelajaranController extends Controller 
{ 
    public function index() 
    { 
        $data['pelajarans'] = 
Pelajaran::all(); 
        return 
view('pages.admin.pelajaran.index',$data); 
    } 
 
    public function create(Request $request) 
    { 
        $data = $request->all(); 
        $pelajaran = 
Pelajaran::create($data, 
['except'=>'_token']); 




                ->with('success',"Berhasil 
Menambahkan Pelajaran"); 
    } 
 
    public function get(Request $request) 
    { 
        $pelajaran = 
Pelajaran::find($request->id); 
        return response()->json($pelajaran); 
    } 
 
    public function update(Request $request) 
    { 
        $pelajaran = 
Pelajaran::find($request->id); 
        $pelajaran->nama = $request->nama; 
        $pelajaran->jenjang = $request-
>jenjang; 
        $pelajaran->jenjang = $request-
>jenjang; 
        $pelajaran->kurikulum = $request-
>kurikulum; 
        $pelajaran->save(); 
        return redirect()->to('pelajaran') 
                ->with('success',"Berhasil 
Update Pelajaran"); 
    } 
 
    public function delete(Request $request) 
    { 
        $pelajaran = 
Pelajaran::find($request->id); 
        $pelajaran->delete(); 
        //paket with this pelajaran delete 
        return response()->json($request-
>id); 





    public function deleteAll(Request 
$request) 
    { 
        $pakets = 
Paket::where('pelajaran_id', $request->id)-
>get(); 
        foreach ($pakets as $paket) { 
            $paket->jadwalujians()-
>detach(); 
            $soals = Soal::where('paket_id', 
$paket->id)->get(); 
            foreach ($soals as $soal) { 
                $soal->delete(); 
            } 
            $ujian_siswas = 
UjianSiswa::where('paket_id', $paket->id)-
>get(); 
            foreach ($ujian_siswas as 
$ujian_siswa) { 
                $ujian_siswa->delete(); 
            } 
            $paket->delete(); 
        } 
        return response()->json(); 
    } 
} 
 
















class PesertaController extends Controller 
{ 
    public function index() 
    { 
        $jadwals = JadwalUjian::all(); 
        $options = ''; 
        foreach ($jadwals as $jadwal)  
        { 
            if($jadwal->ujianSiswas-
>count() == 0) 




        } 
        return 
view('pages.proktor.sesi.sesi', 
compact('options')); 
    } 
 
    public function showDatatables() 
    { 
        return 
view('pages.proktor.sesi.datatables'); 
    } 
 
    public function masukkanKeUjian() 
    { 
        $sesi_ids = 
array_unique(request('sesi')); 
        $siswas = User::whereIn('id', 
request('siswas'))->get(); 
        foreach ($sesi_ids as $id_jadwal)  
        { 
            $jadwal = 
JadwalUjian::find($id_jadwal); 
            foreach ($siswas as $siswa)  




                $data['user_id'] = $siswa-
>id; 
                $data['id'] = 
Uuid::generate()->string; 
                $data['paket_id'] = "0"; 
                $data['jadwal_ujian_id'] = 
$jadwal->id; 
                $data['waktu_mulai'] = 
$jadwal->waktu_mulai; 
                $data['waktu_selesai'] = 
$jadwal->waktu_selesai; 
                $ujian_siswa = 
UjianSiswa::create($data); 
            } 
            $this->random($jadwal->id); 
        } 
 
        return redirect('/jadwal')-
>with('success', 'Peserta ujian berhasil 
diperbaharui'); 
    } 
 
    public function random($jadwal_id){ 
        $jadwal_ujian = 
JadwalUjian::find($jadwal_id); 
        $pakets = $jadwal_ujian->pakets; 
        $ujian_siswas = $jadwal_ujian-
>ujianSiswas; 
        foreach($ujian_siswas as 
$ujian_siswa){ 
            // dd($ujian_siswa); 
            $i = rand(0,$pakets->count()-1); 
            $paket = $pakets[$i]; 
            $arr_soal_id_with_essai = 
array(); 
 
            //pilgan 





            $arr_soal_id = array(); 
            $arr_random_jawaban = array(); 
            $arr_jawaban = 
array("1","2","3","4","5"); 
            $arr_jawaban_siswa = array(); 
            foreach($soals as $soal){ 
                shuffle($arr_jawaban); 
                
array_push($arr_soal_id,$soal->id); 
                
array_push($arr_random_jawaban,$arr_jawaban
); 
                
array_push($arr_jawaban_siswa," "); 
            } 
            shuffle($arr_soal_id); 
            // dd($arr_soal_id); 
            foreach ($arr_soal_id as 
$soal_id) { 
                
array_push($arr_soal_id_with_essai, 
$soal_id); 
            } 
            // dd($arr_soal_id_with_essai); 
             
            //essai 
            $soals_essai = $paket->soals-
>where('tipe_soal','essai'); 
            foreach ($soals_essai as 
$soal_essai) { 
                
array_push($arr_soal_id_with_essai, 
$soal_essai->id); 
            } 
            // dd($arr_soal_id_with_essai); 
 
 





            $ujian_siswa->random_soal = 
json_encode($arr_soal_id_with_essai); 
            $ujian_siswa->random_jawaban = 
json_encode($arr_random_jawaban); 
            $ujian_siswa->jawaban_siswa = 
json_encode($arr_jawaban_siswa); 
            $ujian_siswa->save(); 
        } 
        // dd($ujian_siswas[0]); 
        return; 
    } 
 
    public function datatables(Request 
$request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
                        0 => 'id', 
                        1 => 'nisn', 
                        2 => 'nama', 
                        3 => 
'jenis_kelamin', 
                        4 => 'sekolah_id' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = 
count(User::where('level', 'siswa')->get()); 
             
        $totalFiltered = $totalData;  
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 




        if(empty($request-
>input('search.value'))) 
        {             
            $siswas = 
User::where('level','siswa') 
                         ->offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $siswas =  User::where('level', 
'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                  -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                  -
>orWhereHas('sekolah', function($query) use 
($search){ 
                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 




        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
User::where('level', 'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                -
>orWhereHas('sekolah', function($query) use 
($search){ 
                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                             ->count(); 
        } 
 
        $data = array(); 
        $data_siswas = $siswas; 
        if(!empty($data_siswas)) 
        { 
            foreach ($data_siswas as $index 
=> $siswa) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData[0] = $siswa->id; 
                $nestedData[1] = $siswa-
>nisn; 
                $nestedData[2] = $siswa-
>nama; 
                $nestedData[3] = $siswa-
>jenis_kelamin; 
                $sekolah = 
Sekolah::find($siswa->sekolah_id); 




                { 
                    $sekolah = $siswa-
>sekolah->nama; 
                } 
                else 
                { 
                    $sekolah = 'Data Sekolah 
Siswa Belum Terinput'; 
                } 
                $nestedData[4] = $sekolah; 
 
                $data[] = $nestedData; 
 
            } 
        } 
         
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')),   
                    "recordsTotal"    => 
intval($totalData),   
                    "recordsFiltered" => 
intval($totalFiltered),  
                    "data"            => 
$data    
                    ); 
 
         
        return json_encode($json_data);  
        //<-- Gak Perlu Diubah END --> 


























class PilganController extends Controller 
{ 
    public function pilihSoal($sekolah_id, 
$id) 
    { 
        $data['id'] = $id; 
        $data['ujian'] = 
JadwalUjian::find($id); 
        $data['sekolah'] = 
Sekolah::find($sekolah_id); 




        return 
view('pages.admin.korektor.pilih_siswa', 
$data); 
    } 
 
    public function pilihSekolah($id) { 
        $data['sekolahs'] = 





        $data['id'] = $id; 
        return 
view('pages.admin.korektor.pilih_sekolah', 
$data); 
    } 
 
    public function 
detailJawaban($jadwal_id, $user_id) 
    { 
        $url = url()->previous(); 




        $soals = 
json_decode($data['ujian_siswa']-
>random_soal); 
        $jawabans_siswa = 
json_decode($data['ujian_siswa']-
>jawaban_siswa); 




        $jumlah = count($jawabans_siswa); 
        $data['results'] = array(); 
        $data['arr_random'] = array(); 
        $data['new_jawabans'] = array(); 
        for ($i=0; $i < $jumlah; $i++) {  
            $inttochar = array("1" => 
"a","2"=>"b","3"=>"c","4"=>"d","5"=>"e"); 
            $data['arr_random'] = array("a" 
=> $inttochar[$jawaban_posisi[$i][0]], 
                                "b" => 
$inttochar[$jawaban_posisi[$i][1]], 
                                "c" => 
$inttochar[$jawaban_posisi[$i][2]], 





                                "e" => 
$inttochar[$jawaban_posisi[$i][4]]); 
            if($jawabans_siswa[$i]== " ") 
                $data['new_jawabans'][$i] = 
'kosong'; 
            else{ 
                $data['new_jawabans'][$i] = 
$data['arr_random'][strtolower($jawabans_si
swa[$i])]; 
            } 
            $hehe['kunci'][$i] = 
$data['ujian_siswa']->soal($soals[$i])-
>kunci_jawaban; 
            $data['results'][$i] = 
array($soals[$i], 
$data['new_jawabans'][$i]); 
        } 
        $uri = explode('/', $url); 
        $data['url_prev'] = 
$uri[3].'/'.$uri[4]; 
        return 
view('pages.admin.korektor.pilgan.index', 
$data); 
    } 
 
    public function koreksiUlang(Request 
$request) 
    { 
        $jadwal_ujian = 
JadwalUjian::find($request->ujian_id); 
        $sekolah = Sekolah::where('nama', 
$request->nama_sekolah)->first(); 
        if($sekolah) 
        { 
            $ujian_siswas = $sekolah-
>ujians()->where('jadwal_ujian_id', 
$request->ujian_id)->get(); 





                try{ 
                    $soals = 
json_decode($ujian_siswa->random_soal); 
                    $jawaban_posisi = 
json_decode($ujian_siswa->random_jawaban); 
                    $jawabans = 
(array)json_decode($ujian_siswa-
>jawaban_siswa); 
                    $jawaban_benar = 0; 
                    $jawaban_kosong = 0; 
                    $jawaban_salah = 0; 
                    foreach($soals as $key 
=> $soal_id){ 
                        $soal = 
Soal::find($soal_id); 
                        if($soal->tipe_soal 
== "pilihan_ganda"){ 
                            
if(!isset($jawabans[$key])){ 
                                throw new 
Exception("Notice: Undefined offset: 
".$key); 
                            } 
                            
if($jawabans[$key] == " "){ 
                            
$jawaban_kosong+=1; 
                            }else{ 
                                $inttochar = 
array("1" => 
"a","2"=>"b","3"=>"c","4"=>"d","5"=>"e"); 
                                $arr_random 
= array("a" => 
$inttochar[$jawaban_posisi[$key][0]], 
                                                    
"b" => $inttochar[$jawaban_posisi[$key][1]], 
                                                    




                                                    
"d" => $inttochar[$jawaban_posisi[$key][3]], 
                                                    
"e" => 
$inttochar[$jawaban_posisi[$key][4]]); 
                                
if($arr_random[strtolower($jawabans[$key])] 
== strtolower($soal->kunci_jawaban)){ 
                                    
$jawaban_benar+=1; 
                                }else{ 
                                    
$jawaban_salah+=1; 
                                } 
                            } 
                        } 
                        else if ($soal-
>tipe_soal == 'essai') 
                        { 




                            
if(!$jawaban_essai || !$jawaban_essai-
>jawaban_siswa) 
                            
$jawaban_kosong+=1; 
                        } 
 
                        $ujian_siswa-
>jumlah_benar = $jawaban_benar; 
                        $ujian_siswa-
>jumlah_salah = $jawaban_salah; 
                        $ujian_siswa-
>jumlah_kosong = $jawaban_kosong; 
                        $ujian_siswa-
>save(); 




                } catch (Exception $e) { 
                    $ujian_siswa-
>jumlah_benar = -2; 
                    $ujian_siswa-
>jumlah_salah = -2; 
                    $ujian_siswa-
>jumlah_kosong = -2; 
                    $ujian_siswa->save(); 
                } 
            } 
            $jadwal_ujian->status = 
'Terkoreksi'; 
            $jadwal_ujian->save(); 
            return redirect()->back(); 
        } 
        return redirect()->back(); 
    } 
} 
 







class ProktorController extends Controller 
{ 
    public function index() 
    { 
        return 
view('pages.proktor.ganti_password'); 
    } 
 
    public function changePassword() 
    { 
        $this->validate(request(), [ 





        ]); 
 
        $user = auth()->user(); 
        $user->password = 
bcrypt(request('password')); 
        $user->save(); 
 
        return back()->with('success', 
'Password berhasil diubah!'); 













class SekolahController extends Controller 
{ 
    /* Constructor 
        -Only auth 
    */ 
    public function __construct() 
    { 
        // $this->middleware('auth'); 
    } 
 
    /* Read 
        - Read 
            tampilkan sekolah 
    */ 
    public function index($id) 




        $kode_kota = '__'.$id.'%';  
        $sekolahs = 
Sekolah::where('kode','LIKE',$kode_kota)-
>orderBy('created_at', 'asc')->get(); 
        $no = 1; 
        return 
view('pages/admin/sekolah/sekolah', 
compact('sekolahs', 'no')); 
    } 
 
    /* Edit 
        - Edit 
            tampilan editing nya pake modal 
            berupa ajax request 
    */ 
    public function edit() 
    { 
        $data = request()->all(); 
 
        $sekolah = 
Sekolah::find($data['sekolah_id']); 
        $sekolah->nama = $data['nama']; 
        $sekolah->alamat = $data['alamat']; 
        $sekolah->kurikulum = 
$data['kurikulum']; 
        $sekolah->npsn = $data['npsn']; 
        $sekolah->kode = $data['kode']; 
        $sekolah->save(); 
 
        return redirect()-
>route('sekolah.kota','sekolah')-
>with('flash_success', 'Sekolah berhasil 
diperbarui'); 
    } 
 
    public function create() 
    { 




        $data['id'] = Uuid::generate()-
>string; 
        $sekolah = Sekolah::create($data, 
['except' => ['_token', 'submit']]); 
 
        return redirect()-
>route('sekolah.kota','sekolah')-
>with('flash_success', 'Sekolah berhasil 
dibuat'); 
    } 
 
    public function delete() 
    { 
        $id = request('id'); 
        $sekolah = Sekolah::find($id); 
        $sekolah->delete(); 
        // $servers = 
Server::where('sekolah_id',$id); 
        // $servers->delete(); 
        return response()->json($id); 
    } 
 
    public function getSekolah() 
    { 
        $id = request('id'); 
        $sekolah = Sekolah::find($id); 
 
        return response()->json($sekolah); 
    } 
 
    public function getSchools(Request 
$request) 
    { 
        $term = trim($request->q); 
        if (empty($term)) { 
            return response()->json([]); 
        } 





            ->get(); 
 
        $formatted_tags = []; 
        foreach ($schools as $tag) { 
            $formatted_tags[] = ['id' => 
$tag->id, 'text' => $tag->nama, 'value' => 
$tag->id]; 
        } 
        return response()-
>json($formatted_tags); 





















class SerialNumberController extends 
Controller 
{ 
    /** 
     * Display a listing of the resource. 
     * 




     */ 
    public function index() 
    { 
        // 
    } 
 
    /** 
     * Show the form for creating a new 
resource. 
     * 
     * @return \Illuminate\Http\Response 
     */ 
    public function create() 
    { 
        // 
    } 
 
    /** 
     * Store a newly created resource in 
storage. 
     * 
     * @param  \Illuminate\Http\Request  
$request 
     * @return \Illuminate\Http\Response 
     */ 
    public function store(Request $request) 
    { 
        // 
    } 
 
    /** 
     * Display the specified resource. 
     * 
     * @param  \App\Models\SerialNumber  
$serialNumber 
     * @return \Illuminate\Http\Response 
     */ 





    { 
        // 
    } 
 
    /** 
     * Show the form for editing the 
specified resource. 
     * 
     * @param  \App\Models\SerialNumber  
$serialNumber 
     * @return \Illuminate\Http\Response 
     */ 
    public function edit(SerialNumber 
$serialNumber) 
    { 
        // 
    } 
 
    /** 
     * Update the specified resource in 
storage. 
     * 
     * @param  \Illuminate\Http\Request  
$request 
     * @param  \App\Models\SerialNumber  
$serialNumber 
     * @return \Illuminate\Http\Response 
     */ 
    public function update(Request $request, 
SerialNumber $serialNumber) 
    { 
        // 
    } 
 
    /** 
     * Remove the specified resource from 
storage. 




     * @param  \App\Models\SerialNumber  
$serialNumber 
     * @return \Illuminate\Http\Response 
     */ 
    public function destroy(SerialNumber 
$serialNumber) 
    { 
        // 
    } 
 
    public function register(Request 
$request){  
        $server_id = 
SerialNumber::where('server_id',$request-
>server_id)->first(); 
        if (!$server_id) { 
            return response()->json('server 
id tidak ditemukan',404); 
        } 
 
        $server_id->sn = $request->SN; 
        $server_id->state = 1; 
         
        $sekolah_id = $server_id-
>sekolah_id; 
         
        $sekolah_nama = 
Sekolah::find($sekolah_id)->nama; 
         
        $server_id->save(); 




    } 
 
    public function check(Request $request){  
        $version = $request->version; 




        try { 
            $process = new Process('git 
describe origin/dev-jatim-bawah-2020 --
tag'); 
            $process->run(); 
 
            if (!$process->isSuccessful()) { 
                throw new 
ProcessFailedException($process); 
            } 
        } catch (\Throwable $th) { 
            return response()-
>json('old_version',400); 
        } 
        $recent_ver = explode("\n", 
$process->getOutput()); 
        $recent_ver = 
$recent_ver[sizeof($recent_ver)-2]; 
        $recent_ver = explode("-
",$recent_ver); 
        $recent_ver = $recent_ver[0].'-
'.$recent_ver[1]; 
 
        $version = explode("-",$version); 
        $version = $version[0].'-
'.$version[1]; 
 
        if ($version != $recent_ver) { 
            return response()-
>json('old_version',400); 
        } 
     
 
        $sn = $request->sn; 
        $server_id = $request->server_id; 
        $server = 
SerialNumber::where('server_id',$server_id)
->first(); 




            return response()-
>json('not_found',400); 
        } 
 
        if (!$server->sn) { 
            $server->sn = $sn; 
        } 
 
        else if ($server->sn != $sn) { 
            return response()-
>json('no_match',400); 
        } 
 
        // dd($server,$sn, $server_id); 
        // var_dump($sn); 
        // die(); 
        try { 
            $server->state = 1; 
            $server->save(); 
        } catch (\Throwable $th) { 
            return response()-
>json('used_sn',400); 
        } 
         
        $sekolah_id = $server->sekolah_id; 
         
        $sekolah_nama = 
Sekolah::find($sekolah_id)->nama; 
 




    } 
 
    public function requestServer() 




        $serial_number = 
SerialNumber::where('sekolah_id',Auth::user
()->sekolah_id)->get(); 
        return 
view('pages/proktor/serial_number/index', 
compact('serial_number')); 
    } 
 
    public function 
requestServerSubmit(Request $request) 
    { 
        return redirect()->back()-
>with('error','Request server dikunci!'); 
        $sekolah = 
Sekolah::find(Auth::user()->sekolah_id); 
        $jumlah_sn = 
SerialNumber::where('sekolah_id','=',$sekol
ah->id)->count(); 
        if ($jumlah_sn + $request-
>jumlah_server > 25) { 
            return redirect()->back()-
>with('error', 'Jumlah Request Server Telah 
Mencapai Batas. Maksimal 25 Server!'); 
        } 
        if ($request->jumlah_server < 1) { 
            return redirect()->back()-
>with('error', 'Format Salah!'); 
        } 
        for ($i=0; $i < $request-
>jumlah_server; $i++, $jumlah_sn++) {  
            $serial_number = new 
SerialNumber(); 
            $serial_number->sekolah_id = 
$sekolah->id; 
            $serial_number->sn = null; 
            $serial_number->server_id = 
'U'.$sekolah->kode.'-
'.$jumlah_sn.strtoupper(str_random(3)); 




            $serial_number->save(); 
        } 
        return redirect()->back()-
>with('success', 'Jumlah Server Berhasil 
Ditambahkan'); 
    } 
 
    public function showMonitoring() 
    { 
        return 
view('pages.admin.serialnumber.index'); 
    } 
 
    public function indexSekolah() 
    { 
        $sekolahs = 
Sekolah::orderBy('created_at', 'asc')-
>get(); 
        $no = 1; 
        return 
view('pages.admin.serialnumber.indexsekolah
', compact('sekolahs','no')); 
    } 
 
    public function deleteSN() 
    { 
        $id = request('id'); 
        $serialnumber = 
SerialNumber::where('sekolah_id',$id); 
        $serialnumber->delete(); 
        return response()->json($id); 
    } 
 
    public function getJmlServer() 
    { 
        $id = request('id'); 




        $serialnumber = 
SerialNumber::where('sekolah_id',$id)-
>count(); 
        $sekolah->jmlServer = $serialnumber; 
        return response()->json($sekolah); 
    } 
 
    public function editJmlServer(Request 
$request) 
    { 
        $sekolah = Sekolah::find($request-
>sekolah_id); 
        $jumlah_sn = 
SerialNumber::where('sekolah_id','=',$sekol
ah->id)->count(); 
        $sekolah_nama = explode(' 
',$sekolah); 
        $server_id = 
$sekolah_nama[1].substr($sekolah_nama[2],0,
3); 
        for ($i=0; $i < $request-
>tmbhServer; $i++) {  
            $serial_number = new 
SerialNumber(); 
            $serial_number->sekolah_id = 
$sekolah->id; 
            $serial_number->sn = null; 
            $serial_number->server_id = 
'U'.$sekolah->kode.'-
'.$jumlah_sn.strtoupper(str_random(3)); 
            $serial_number->state = 0; 
            $serial_number->save(); 
        } 
        return redirect()->back()-
>with('success', 'Jumlah Server Berhasil 
Ditambahkan'); 
    } 
 




    { 
        $sekolah = Sekolah::find($id); 
        $serial_number = 
SerialNumber::where('sekolah_id',$id)-
>get(); 
        return 
view('pages.admin.serialnumber.detail', 
compact('sekolah','serial_number')); 
    } 
 
    public function resetSN(Request 
$request) 
    { 
        $serial_number = 
SerialNumber::where('server_id',$request-
>server_id)->first(); 
        $serial_number->sn = NULL; 
        $serial_number->save(); 
 
        $server_id = $request->server_id; 
        $this->logAdmin('Reset 
SN',$server_id); 
        return redirect()->back()-
>with('success','SN berhasil direset!'); 
    } 
 
    public function beriAkses(Request 
$request) { 
        $serial_number = 
SerialNumber::where('server_id',$request-
>server_id)->first(); 
        $serial_number->permission = 1; 
        $serial_number->save(); 
 
        $server_id = $request->server_id; 





        return redirect()->back()-
>with('success','Hak izin berhasil 
diberikan!'); 
    } 
 
    public function cabutAkses(Request 
$request) { 
        $serial_number = 
SerialNumber::where('server_id',$request-
>server_id)->first(); 
        $serial_number->permission = 0; 
        $serial_number->save(); 
 
        $server_id = $request->server_id; 
        $this->logAdmin('Cabut akses rubah 
jadwal',$server_id); 
        return redirect()->back()-
>with('success','Hak izin berhasil 
dicabut!'); 
    } 
 
    public function showLog(){ 
         
        $log = DB::table('log_sn')->get(); 
        return 
view('pages.admin.serialnumber.actionlog', 
compact('log')); 
    } 
 
    public function ajaxLog(Request 
$request){ 
        //Isi dengan kolom 
         
        $columns = array( 
            0 =>'nama_user', 
            1 =>'penjelasan', 
            2 => 'server_id', 
            3 => 'created_at', 




         
        //<-- Gak Perlu Diubah --> 
        $totalData = DB::table('log_sn')-
>count(); 
         
        $totalFiltered = $totalData; 
         
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
         
        if(empty($request-
>input('search.value'))) 
        { 
            $logs = DB::table('log_sn')-
>offset($start) 
            ->limit($limit) 
            ->orderBy($order,$dir) 
            ->get(); 
            // return response()-
>json('here',200); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $logs =  DB::table('log_sn')-
>where('nama_user','LIKE',"%{$search}%") 
                            // -
>orWhere('title', 'LIKE',"%{$search}%") 
                            -
>offset($start) 




                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
DB::table('log_sn')-
>where('nama_user','LIKE',"%{$search}%") 
                             // -
>orWhere('title', 'LIKE',"%{$search}%") 
                             ->count(); 
        } 
 
        $data = array(); 
        if(!empty($logs)) 
        { 
            foreach ($logs as $log) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['nama_user'] = 
$log->nama_user; 
                $nestedData['penjelasan'] = 
$log->penjelasan; 
                $nestedData['server_id'] = 
$log->server_id; 
                $nestedData['created_at'] = 
$log->created_at; 
 
                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 





                    "recordsFiltered" => 
intval($totalFiltered), 
                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
         
    } 
 
    public function deleteServer(Request 
$request) { 
        $server_id = $request->server_id; 
        $server = 
SerialNumber::where('server_id',$server_id)
->first(); 
        $sekolah = $server->sekolah; 
        if (Auth::user()->sekolah_id != 
$sekolah->id) { 
            return redirect()->back()-
with('error','Terjadi error dalam menghapus 
id server'); 
        } 
        $server->delete(); 
        return redirect()->back()-
>with('success','id server berhasil 
dihapus'); 
    } 
 
    public function adminDelete(Request 
$request) { 
        $server_id = $request->server_id; 
        $server = 
SerialNumber::where('server_id',$server_id)
->first(); 





        $this->logAdmin('Hapus 
server',$server_id); 
        return redirect()->back()-
>with('success','id server berhasil 
dihapus'); 
    } 
 
    private function 
logAdmin($penjelasan,$server_id) { 
 
        $nama = Auth::user()->nama; 
        if (!$nama) { 
            $nama = Auth::user()->id; 
        } 
 
        $query = array([ 
            'server_id' => $server_id, 
            'nama_user' => $nama, 
            'penjelasan' => $penjelasan, 
            'created_at' => Carbon::now() 
        ]); 
         
        $db = DB::table('log_sn')-
>insert($query); 
        return 'sukses'; 
 
    } 
 
    public function ajaxDatatables(Request 
$request) { 
        //Isi dengan kolom 
        $columns = array( 
                        0 =>'server_id', 
                        1=> 'sekolah_nama', 
                        2=> 'sn', 
                        3=> 'permission', 
                        4=> 'sn_reset', 
                        5=> 'action', 





        //<-- Gak Perlu Diubah --> 
        $totalData = SerialNumber::count(); 
 
        $totalFiltered = $totalData; 
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
        $check_arr = 
['sn','server_id','sn_reset','permission']; 
        if (!in_array($order,$check_arr)) { 
            return response()-
>json('Error',400); 
        } 
        if(empty($request-
>input('search.value'))) 
        { 
            $q = "SELECT sn.* , lsn.sn_reset 
FROM serial_numbers sn LEFT JOIN (SELECT 
server_id, COUNT(*) as sn_reset FROM log_sn 
WHERE penjelasan = 'Reset SN' GROUP BY 
server_id) lsn ON sn.server_id = 
lsn.server_id"; 
            if ($dir == 'asc') { 
                $q = $q." ORDER BY ".$order." 
ASC"; 
            } else { 
                $q = $q." ORDER BY ".$order." 
DESC"; 
            } 
            $q = $q." LIMIT :limit"; 
            $q = $q." OFFSET :start"; 





            $serial_numbers = 
DB::select($q,[ 
                'limit' => $limit, 
                'start' => $start 
            ]); 
        } 
        else { 
            $search = $request-
>input('search.value'); 
 
        //<-- Gak Perlu Diubah END --> 
            $q = "SELECT sn.* , lsn.sn_reset 
FROM serial_numbers sn LEFT JOIN (SELECT 
server_id, COUNT(*) as sn_reset FROM log_sn 
WHERE penjelasan = 'Reset SN' GROUP BY 
server_id) lsn ON sn.server_id = 
lsn.server_id where"; 
            $q = $q." sn.server_id 
like :search1"; 
            $q = $q." OR sn.sn 
like :search2"; 
            if ($dir == 'asc') { 
                $q = $q." ORDER BY ".$order." 
ASC"; 
            } else { 
                $q = $q." ORDER BY ".$order." 
DESC"; 
            } 
            $q = $q." LIMIT :limit"; 
            $q = $q." OFFSET :start"; 
            // DB::enableQueryLog(); 
 
            $serial_numbers = 
DB::select($q,[ 
                'search1' => 
'%'.$search.'%', 
                'search2' => 
'%'.$search.'%', 




                'start' => $start 
            ]); 
 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
count($serial_numbers); 
        } 
 
        $data = array(); 
        if(!empty($serial_numbers)) 
        { 
            foreach ($serial_numbers as 
$serial_number) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['server_id'] = 
$serial_number->server_id; 
                // dd($serial_number-
>sekolah); 
                $sekolah = 
Sekolah::find($serial_number->sekolah_id); 
                $nestedData['sekolah_nama'] 
= $sekolah->nama; 
                $nestedData['sn'] = 
$serial_number->sn; 
                $nestedData['permission'] = 
$serial_number->permission; 
                if ($serial_number-
>sn_reset) { 
                    $jumlah_sn = 
$serial_number->sn_reset; 
                } else { 
                        $jumlah_sn = 0; 
                } 
                $nestedData['sn_reset'] = 
$jumlah_sn; 




                ' 
                <td> 
                    <form 
action="/serialnumber/reset_sn" 
method="post"> 
                        <input type="text" 
name="_token" value="'.Session::token().'" 
hidden> 
                        <input type="text" 
name="server_id" value="'.$serial_number-
>server_id.'" hidden> 
                        <button class="btn 
btn-primay" type="submit">Reset SN</button> 
                    </form> 
                </td> 
                <td> 
                    <form 
action="/serialnumber/server/delete" 
method="post"> 
                        <input type="text" 
name="_token" value="'.Session::token().'" 
hidden> 
                        <input type="text" 
name="server_id" value="'.$serial_number-
>server_id.'" hidden> 
                        <button class="btn 
btn-primay deleteButton" type="button" 
onClick=deleteButton(this)>Delete 
ID</button> 
                    </form> 
                </td>'; 
                if($serial_number-
>permission){ 
                    $nestedData['action'] = 
$nestedData['action'].'  






                        <input type="text" 
name="_token" value="'.Session::token().'" 
hidden> 
                        <input type="text" 
name="server_id" value="'.$serial_number-
>server_id.'" hidden> 
                        <button class="btn 
btn-primay" type="submit">Cabut 
Izin</button> 
                    </form>'; 
                } else { 
                    $nestedData['action'] = 
$nestedData['action'].'  
                    <form 
action="/serialnumber/give_permission" 
method="post"> 
                        <input type="text" 
name="_token" value="'.Session::token().'" 
hidden> 
                        <input type="text" 
name="server_id" value="'.$serial_number-
>server_id.'" hidden> 
                        <button class="btn 
btn-primay" type="submit">Izinkan Ubah 
Jadwal</button> 
                    </form>'; 
                } 
                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')), 
                    "recordsTotal"    => 
intval($totalData), 





                    "data"            => 
$data 
                    ); 
 
        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 
    }     
} 
 










class ServerController extends Controller 
{ 
    /* Constructor 
        -Only auth 
    */ 
    public function __construct() 
    { 
        // $this->middleware('auth'); 
    } 
 
    /* Read 
        - Read 
            tampilkan sekolah 
    */ 
    public function index($sekolah_id) 
    { 
        $sekolah = 
Sekolah::find($sekolah_id); 





            message' => 'Sekolah 
'.$sekolah_id.' belum dibuat' 
        ]); 
 
        $servers = 
Server::where('sekolah_id', $sekolah_id)-
>orderBy('created_at', 'asc')->get(); 
         
        $no = 1; 
        return 
view('pages/admin/server/server', 
compact('servers','sekolah','no')); 
    } 
 
    /* Edit 
       - Edit 
            tampilan editing nya pake modal 
            berupa ajax request 
    */ 
    public function edit() 
    { 
        $data = request()->all(); 
 
        $server = 
Server::find($data['server_id']); 
 
        $server->nama = $data['nama']; 
        $server->ip = $data['ip']; 
 
        $server->save(); 
 
        return back(); 
    } 
 
    public function create() 
    { 
        $data = request()->all(); 





        // dd($data); 
        $server = Server::create($data, 
['except' => ['_token', 'submit']]); 
 
        return back(); 
    } 
 
    public function delete() 
    { 
        $id = request('id'); 
        $server = Server::find($id); 
        $server->delete(); 
 
        return response()->json($id); 
    } 
     
    public function getServer() 
    { 
        $id = request('id'); 
        $server = Server::find($id); 
 
        return response()->json($server); 





























class SiswaController extends Controller 
{ 
    /* Constructor 
        -Only auth 
    */ 
    public function __construct() 
    { 
        // $this->middleware('auth'); 
    } 
 
    /* Read 
        - Read 
            tampilkan soal menurut paket 
    */ 
 
    public function kota($id) 
    { 
        $data['id'] = $id; 
        $data['kota'] = 
KabKota::orderBy('kd_rayon')->get(); 
        $data['no'] = 1;    
        return 
view('pages.admin.siswa.kota', $data); 
    } 
 
    public function sekolah($id) 
    { 




        $data['kota'] = 
KabKota::where('kd_rayon', $id)->first(); 
        $data['sekolah'] = 
Sekolah::where('kode','LIKE',$kode_kota)-
>get(); 
        $data['no'] = 1;    
        return 
view('pages.admin.siswa.sekolah', $data); 
    } 
 
    public function all($id_sekolah) 
    { 
        $data['sekolah'] = 
Sekolah::where('id',$id_sekolah)->first(); 
        $data['siswa'] = 
User::where('sekolah_id', $id_sekolah)-
>where('level', 'siswa')->get(); 
        $data['no'] = 1;    
        return view('pages.admin.siswa.all', 
$data); 
    } 
 
    public function 
listUjianSiswa($id_siswa) 
    { 
        $data['ujian_siswas'] = 
UjianSiswa::where('user_id', $id_siswa)-
>get(); 
        $data['user_id'] = $id_siswa; 
        return 
view('pages.admin.user.ujian', $data); 
    } 
 
    public function 
averageUjianSiswa($id_siswa, $ujian_id) 
    { 
        $siswa = User::find($id_siswa); 





        $sekolah = Sekolah::find($siswa-
>sekolah_id); 
 
        $pelajaran = $jadwal->pelajaran; 
        $jadwals = $pelajaran->jadwals-
>pluck('id'); 
        $data['ujians'] = $sekolah->ujians-
>whereIn('jadwal_ujian_id', $jadwals)-
>where('jumlah_benar', '>', 0); 
        return 
view('pages.admin.user.average', $data); 
    } 
    public function updateUjianSiswa(Request 
$request) 
    { 
        $ujian_siswa = 
UjianSiswa::find($request->ujian_siswa_id); 
        $counter = $request->jumlah_benar-
$ujian_siswa->jumlah_benar; 
        if($counter<0) { 
            return redirect()->back(); 
        } 
        $cek = 0; 
        return $ujian_siswa->kunci_jawaban; 
        foreach ($ujian_siswa->kunci_jawaban 
as $key => $kunci) { 
            $cek++;    
        } 
        return $cek; 
    } 
    public function index() 
    { 
        return 
view('pages.proktor.siswa.index'); 
    } 
 
    public function datatables(Request 
$request) 




        //Isi dengan kolom 
        $columns = array( 
                        0 => 'nisn', 
                        1 => 'nama', 
                        2 => 
'jenis_kelamin', 
                        3 => 'sekolah_id', 
                        4 => 'username', 
                        5 => 'action' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = 
count(User::where('level', 'siswa')->get()); 
             
        $totalFiltered = $totalData;  
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
             
        if(empty($request-
>input('search.value'))) 
        {             
            $siswas = 
User::where('level','siswa') 
                         ->offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 
        else { 
            $search = $request-
>input('search.value'); 




        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $siswas =  User::where('level', 
'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                  -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                  -
>orWhere('username', 'LIKE', "%{$search}%") 
                                  -
>orWhereHas('sekolah', function($query) use 
($search){ 
                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
User::where('level', 'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                -




                                -
>orWhereHas('sekolah', function($query) use 
($search){ 
                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                             ->count(); 
        } 
 
        $data = array(); 
        $data_siswas = $siswas; 
        if(!empty($data_siswas)) 
        { 
            foreach ($data_siswas as $index 
=> $siswa) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['nisn'] = 
$siswa->nisn; 
                $nestedData['nama'] = 
$siswa->nama; 
                
$nestedData['jenis_kelamin'] = $siswa-
>jenis_kelamin; 
                $sekolah = 
Sekolah::find($siswa->sekolah_id); 
                if($siswa->sekolah) 
                { 
                    $sekolah = $siswa-
>sekolah->nama; 
                } 
                else 
                { 
                    $sekolah = 'Data Sekolah 
Siswa Belum Terinput'; 




                $nestedData['sekolah_id'] = 
$sekolah; 
                $nestedData['username'] = 
$siswa->username; 
                $nestedData['action'] = '<a 
href="/siswa/edit/'.$siswa->id.'"><button 
class="btn bg-blue edit"><i class="material-
icons">mode_edit</i><span>Edit</span></butt
on></a> 
                    </button><button 







                    <button class="btn bg-







class="btn btn-default" type="button">Reset 
Password</button>'; 
 
                // ID setter, untuk 
keperluan ajax delete 
                $nestedData['DT_RowId'] = 
$siswa->id; 
 
                $data[] = $nestedData; 
 
            } 
        } 
         




        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')),   
                    "recordsTotal"    => 
intval($totalData),   
                    "recordsFiltered" => 
intval($totalFiltered),  
                    "data"            => 
$data    
                    ); 
         
        return json_encode($json_data);  
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function viewCreate() 
    { 
        $sekolahs = Sekolah::all(); 
 
        return 
view('pages.proktor.siswa.create', 
compact('sekolahs')); 
    } 
 
    public function viewImport() 
    { 
        return 
view('pages.proktor.siswa.import'); 
    } 
 
    public function viewImportPhoto() 
    { 
        return 
view('pages.proktor.siswa.import_photo'); 
    } 
 
    public function create() 
    { 





        $this->validate(request(), [ 
            'nisn' => 
'required|unique:user,nisn', 
            'username' => 
'required|unique:user,username', 
            'password' => 
'required|confirmed|min:8|max:40', 
            'foto' => 
'mimes:jpeg,png,jpg,gif,svg|max:2048' 
        ]); 
 
        $data = request()->all(); 
 
        // file upload 
        $imagename = 
$data['nisn'].'.'.request()->file('foto')-
>getClientOriginalExtension(); 




        $data['id'] = Uuid::generate()-
>string; 
        $data['foto'] = $imagename; 
        $data['password'] = 
bcrypt($data['password']); 
        $data['level'] = 'siswa'; 
        // dd($data); 
 
        $siswa = User::create($data, 
['except' => ['_token', 'submit', 
'password_confirmation']]); 
 
        return redirect('/siswa'); 
    } 
 
     




    { 
        $siswa = User::find($siswa_id); 
        $sekolahs = Sekolah::all(); 
 
        return 
view('pages.proktor.siswa.edit', 
compact('siswa', 'sekolahs')); 
    } 
 
    public function edit() 
    { 
        $data = request()->all(); 
 
        Validator::make($data,[ 
            'nisn' => ['required', 
Rule::unique('user')-
>ignore($data['siswa_id']),], 
            'username' => ['required', 
Rule::unique('user')-
>ignore($data['siswa_id']),], 
            'password' => ['nullable', 
'confirmed', 'min:8', 'max:40'], 
            'foto' => 
['mimes:jpeg,png,jpg,gif,svg', 'max:2048'], 
        ]); 
 
        $siswa = 
User::find($data['siswa_id']); 
 
        $siswa->nisn = $data['nisn']; 
        $siswa->nama = $data['nama']; 
        $siswa->jenis_kelamin = 
$data['jenis_kelamin']; 
        $siswa->tempat_lahir = 
$data['tempat_lahir']; 
        $siswa->tanggal_lahir = 
$data['tanggal_lahir']; 





        $siswa->username = 
$data['username']; 
 
        if(isset($data['foto'])) 
        { 
            $imagename = 
$data['nisn'].'.'.request()->file('foto')-
>getClientOriginalExtension(); 
            request()->file('foto')-
>move(base_path(). 
'/public/img/foto_siswa/', $imagename); 
            $siswa->foto = $imagename; 
        } 
 
        $siswa->save(); 
         
        return redirect('/siswa')-
>with('success', 'Data berhasil diubah'); 
    } 
 
    public function resetPassword() 
    { 
        $siswa = 
User::find(request('siswa_id')); 
        $password = 
strtoupper(str_random(6)); 
        $siswa->password = 
bcrypt($password); 
 
        $siswa->save(); 
 
        return response()->json($password); 
    } 
 
     
    public function delete() 
    { 
        $id = request('id'); 




        $siswa->delete(); 
         
        return response()->json($id); 
    } 
 
    public function getSiswa() 
    { 
        $id = request('id'); 
        $siswa = User::find($id); 
        $siswa->nama_sekolah = $siswa-
>sekolah->nama; 
 
        return response()->json($siswa); 
    } 
 
    public function uploadExcel() 
    { 
        return back(); 
 
        $this->validate(request(), [ 
            'excel_import' => 'required' 
        ]); 
 









        $count = 0; 
        try 
        { 
            
Excel::load('/public/imports/'.$filename, 




                foreach($reader->toArray() 
as $row) 
                { 
                    $sekolah_id = 
Sekolah::where('nama', $row['sekolah_id'])-
>pluck('id')->first(); 
                    $row['sekolah_id'] = 
$sekolah_id; 
                    $row['id'] = 
Uuid::generate()->string; 
                    $row['level'] = 'siswa'; 
                    $row['username'] = 
$row['nisn']; 
                    $row['foto'] = 
$row['nisn'].'.jpg'; 
                    $row['password'] = 
bcrypt($row['nisn']); 
 
                    User::create($row); 
                    $count++; 
                } 
            }); 
        } catch (\Exception $e) { 
            
unlink(base_path().'/public/imports/'.$file
name); 




        } 
        return redirect('/siswa')-
>with('success', 'Data sebanyak '.$count.' 
siswa berhasil diimpor'); 
    } 
 
    public function uploadPhoto() 
    { 




        $original_filename = pathinfo($zip-
>getClientOriginalName(), 
PATHINFO_FILENAME); 




        $path = 
base_path().'/public/imports/'; 
        $zip->move($path, $filename); 




        return redirect('/siswa')-
>with('success', 'Foto berhasil diimpor'); 
    } 
 
    public function updateKeterangan() 
    { 
        $ujian_siswa = 
UjianSiswa::find(request('id')); 
        $ujian_siswa->keterangan = 
request('keterangan'); 
        $ujian_siswa->save(); 
 
        return response()->json('ok'); 
    } 
 
    //print kartu peserta 
    public function indexPrintKartuPeserta()  
    { 
        return 
view('pages.proktor.siswa.print_kartu_peser
ta'); 
    } 
 
    public function showDatatableskp() 




        return 
view('pages.proktor.siswa.print_kartu_peser
ta_datatables'); 
    } 
 
    public function masukkanKeUjian() 
    { 
        $sesi_ids = 
array_unique(request('sesi')); 
        $siswas = User::whereIn('id', 
request('siswas'))->get(); 
        foreach ($sesi_ids as $id_jadwal)  
        { 
            $jadwal = 
JadwalUjian::find($id_jadwal); 
            foreach ($siswas as $siswa)  
            { 
                $data['user_id'] = $siswa-
>id; 
                $data['id'] = 
Uuid::generate()->string; 
                $data['paket_id'] = "0"; 
                $data['jadwal_ujian_id'] = 
$jadwal->id; 
                $data['waktu_mulai'] = 
$jadwal->waktu_mulai; 
                $data['waktu_selesai'] = 
$jadwal->waktu_selesai; 
                $ujian_siswa = 
UjianSiswa::create($data); 
            } 
            $this->random($jadwal->id); 
        } 
 
        return redirect('/jadwal')-
>with('success', 'Peserta ujian berhasil 
diperbaharui'); 





    public function datatableskp(Request 
$request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
                        0 => 'id', 
                        1 => 'nisn', 
                        2 => 'nama', 
                        3 => 
'jenis_kelamin', 
                        4 => 'sekolah_id' 
                    ); 
 
        //<-- Gak Perlu Diubah --> 
        $totalData = 
count(User::where('level', 'siswa')->get()); 
             
        $totalFiltered = $totalData;  
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 
        $order = $columns[$request-
>input('order.0.column')]; 
        $dir = $request-
>input('order.0.dir'); 
             
        if(empty($request-
>input('search.value'))) 
        {             
            $siswas = 
User::where('level','siswa') 
                         ->offset($start) 
                         ->limit($limit) 
                         -
>orderBy($order,$dir) 
                         ->get(); 
        } 




            $search = $request-
>input('search.value'); 
        //<-- Gak Perlu Diubah END --> 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $siswas =  User::where('level', 
'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                  -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                  -
>orWhereHas('sekolah', function($query) use 
($search){ 
                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                            -
>offset($start) 
                            ->limit($limit) 
                            -
>orderBy($order,$dir) 
                            ->get(); 
        //Tambah orWhere di kolom yang akan 
dijadikan di search 
            $totalFiltered = 
User::where('level', 'siswa') 
                            -
>where(function ($q) use ($search) { 
                                $q-
>where('nama','LIKE',"%{$search}%") 
                                -
>orWhere('nisn', 'LIKE',"%{$search}%") 
                                -





                                    $query-
>where('nama', 'LIKE', "%{$search}%"); 
                                }); 
                            }) 
                             ->count(); 
        } 
 
        $data = array(); 
        $data_siswas = $siswas; 
        if(!empty($data_siswas)) 
        { 
            foreach ($data_siswas as $index 
=> $siswa) 
            { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData[0] = $siswa->id; 
                $nestedData[1] = $siswa-
>nisn; 
                $nestedData[2] = $siswa-
>nama; 
                $nestedData[3] = $siswa-
>jenis_kelamin; 
                $sekolah = 
Sekolah::find($siswa->sekolah_id); 
                if($siswa->sekolah_id) 
                { 
                    $sekolah = $siswa-
>sekolah->nama; 
                } 
                else 
                { 
                    $sekolah = 'Data Sekolah 
Siswa Belum Terinput'; 
                } 
                $nestedData[4] = $sekolah; 
 





            } 
        } 
         
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
                    "draw"            => 
intval($request->input('draw')),   
                    "recordsTotal"    => 
intval($totalData),   
                    "recordsFiltered" => 
intval($totalFiltered),  
                    "data"            => 
$data    
                    ); 
 
         
        return json_encode($json_data);  
        //<-- Gak Perlu Diubah END --> 
    } 
 
    public function printKartuPeserta()  
    { 
        $siswas = User::whereIn('id', 
request('siswas'))->get(); 
        // dd($siswas); 
        $server = Server::first(); 
 
        $data['siswas'] = $siswas; 
        $data['server'] = $server->nama; 
        $pdf = 
PDF::loadView('pages.proktor.siswa.print.ka
rtupeserta', $data); 
        return $pdf->download('Kartu 
Peserta.pdf'); 
    } 
    //print kartu peserta END 
 




        return 
view('pages.admin.ujian.index'); 
    } 
    // get details of finished (status == 2) 
siswa's ujian 
    public function findSiswa($no_peserta) { 
        $siswa_details = 
User::where('nomer_peserta', $no_peserta)-
>first(); 
        if (!$siswa_details) { 
            return response()-
>json(['message' => 'Not found.'], 404); 
        } 
        $siswa = $siswa_details; 
        $ujian = $siswa_details-
>ujianSiswas->where('status', 2); 
        $packet = $siswa_details-
>ujianSiswas[0]->paket->nama; 
        $pelajaran = $siswa_details-
>ujianSiswas[0]->paket->pelajaran->nama; 
 
        $sekolah = $siswa_details->sekolah-
>nama; 
        // TODO: nilai pilgan from where? 
        return response()->json([ 
            'siswa' => [ 
                'id' =>  $siswa->id, 
                'nama' => $siswa->nama, 
                'no_peserta' => $siswa-
>nomer_peserta 
            ], 
            'ujian' => $ujian,  
            // 'packet' => $packet, 
            // 'pelajaran' =>  $pelajaran 
            'sekolah' => $sekolah 
        ]); 





    public function 
detailUjianSiswa($ujian_id) { 
        $ujian = 
UjianSiswa::find($ujian_id); 
        // get packet n mapel info 
        $packet = $ujian->paket->nama; 
        $mapel = $ujian->paket->pelajaran-
>nama; 
        $nama_siswa = $ujian->user->nama; 
         
        // turn json into array, count 
variables are to  figure out how many soals 
there are 
        $jawaban_siswa = json_decode($ujian-
>jawaban_siswa, true); 
        $kunjaw = json_decode($ujian-
>kunci_jawaban, true); 
 
        $total_soal_count = count($kunjaw); 
        $total_essai_count = 
$total_soal_count - count($jawaban_siswa); 
 
        $soal_order = json_decode($ujian-
>random_soal, true); 
 
        $esai_idx_start = $total_soal_count 
- $total_essai_count; 
 
        // get ids of jawaban essai 
        $essai_ids = 
array_slice($soal_order, $esai_idx_start); 
 
        $jawaban_siswa_essai = array(); 
        // get jawaban essai of siswa 
        for ($i=0; $i < count($essai_ids); 
$i++) {  






                        ->where('user_id', 
$ujian->user->id)->first(); 
            
array_push($jawaban_siswa_essai, $essai-
>jawaban_siswa); 
        } 
        // saves pilgan n essay jawaban 




        return 
view('pages.admin.ujian.hasil_print', 
compact('jawaban_siswa', 'kunjaw', 'packet', 
'mapel', 'nama_siswa')); 
    } 
 
    public function 
hasilUjianPerJadwal($jadwal_id) { 
        $jadwal = 
JadwalUjian::find($jadwal_id);         
        $schools = Sekolah::all(); 
        return 
view('pages.admin.ujian.index_jadwal', 
compact('jadwal', 'schools')); 
    } 
 
    public function 
getHasilUjianJadwal($jadwal_id, $sekolah_id) 
{ 
        // get ujian siswas according to 
given jadwal 
        try { 








                $query-
>where('jadwal_ujian_id', $jadwal_id); 
            })->with('ujianSiswas')->get(); 
     
            $sekolah = 
Sekolah::find($sekolah_id); 
            $jadwal = 
JadwalUjian::find($jadwal_id); 
        } catch (Exception $e) { 
            Log::info('Error message: ' . 
$e->getMessage()); 
            return redirect()->back(); 
        }         
 
        // return $sekolah_id; 
         




         



























class SoalController extends Controller 
{ 
    /* Constructor 
        -Only auth 
    */ 
    public function __construct() 
    { 
        // $this->middleware('auth'); 
    } 
 
    /* Read 
        - Read 
            tampilkan soal menurut paket 
    */ 
    public function index($paket_id) 
    { 
        $paket = Paket::find($paket_id); 
        if(!$paket) return 
redirect('paket')->withErrors([' 
            message' => 'Paket '.$paket_id.' 
belum dibuat' 
        ]); 
         
        // modify soals ordering 
 
        $id = $paket_id; 
         












                        ->toArray(); 
        $soals_pilgan = 
RandomizeHelper::randomizeQuestions($soals_
pilgan)['questions'];         





        $mudah = Soal::where('paket_id', 
$paket_id)->where('tingkat_kesulitan', 1)-
>count(); 
        $sedang = Soal::where('paket_id', 
$paket_id)->where('tingkat_kesulitan', 2)-
>count(); 




        $soals = array_merge($soals_pilgan, 
$soals_essay); 
 
        $no = 1; 
        return view('pages/guru/soal', 
compact('soals', 'no', 'paket', 'mudah', 
'sedang', 'sulit')); 
    } 
 
    public function create(Request 
$request,$paket_id){ 
        $date = Carbon::now(); 
        $limit = 
Settings::where('id','batas_input_soal')-
>first(); 




            return back()-
>with('error','Batas waktu sudah lewat!'); 
         
        $request->session()-
>put('paket_id',$paket_id); 
        $data['paket_id'] = $paket_id;         
 
        if ($request->input('tipe') == 
'essai'){ 
            $data['min_anchor'] = 
Soal::where('paket_id', $paket_id)-
>where('tipe_soal', 'pilihan_ganda')-
>count() + 1;             
            $data['max_anchor'] = 
Soal::where('paket_id', $paket_id)-
>where('tipe_soal', 'essai')->count(); 
            return 
view('/pages/guru/soal_create_essai', 
$data); 
        } 
             
        else if ($request->input('tipe') == 
'pilihan_ganda'){ 
            // max_anchor is used to set 
maximum ordering of anchor number 
            $data['max_anchor'] = 
Soal::where('paket_id', $paket_id)-
>where('tipe_soal', 'pilihan_ganda')-
>count() + 1; 
            return 
view('/pages/guru/soal_create', $data); 
        } 
             
    } 
 
    public function storeUpload(Request 
$request) 
    { 





        $mime = $file->getMimeType(); 
 
        if(strstr($mime, "image/")) 
        { 
            $filename = 'img-soal-
'.Uuid::generate()->string.'.'.$file-
>getClientOriginalExtension(); 




            // $file->move(base_path(). 
'/public/img/foto_siswa/', $imagename); 
            $file_path = 
'/imports/soal_media/'.$request->session()-
>get('paket_id').'/images/'.$filename; 
            $file_type = 'image'; 
        } 
        else if(strstr($mime, "video/")) 
        { 
            $filename = 'video-soal-
'.Uuid::generate()->string.'.'.$file-
>getClientOriginalExtension(); 




            // $file->move(base_path(). 
'/public/img/foto_siswa/', $imagename); 
            $file_path = 
'/imports/soal_media/'.$request->session()-
>get('paket_id').'/videos/'.$filename; 
            $file_type = 'video'; 
        } 
        else if(strstr($mime, "audio/")) 




            $filename = 'audio-soal-
'.Uuid::generate()->string.'.'.$file-
>getClientOriginalExtension(); 




            // $file->move(base_path(). 
'/public/img/foto_siswa/', $imagename); 
            $file_path = 
'/imports/soal_media/'.$request->session()-
>get('paket_id').'/audio/'.$filename; 
            $file_type = 'audio'; 
        } 
 
 
        $data = array( 
            'file_path' => $file_path, 
            'file_name' => $filename, 
            'file_type' => $file_type, 
            'status' => 200 
        ); 
 
        return response()->json($data); 
    } 
 
    public function deleteUpload() 
    { 
        $filename = request('filename'); 
 
        if(strstr($filename, 'img-soal')) 
        { 




        } 





        { 




        } 
        else if(strstr($filename, 'video-
soal')) 
        { 




        } 
 
        return response()->json(200); 
    } 
 
    public function viewUpload() 
    { 
        return 
view('/pages/guru/image_uploader/_image-
dialog'); 
    } 
 
    public function updateBobot($paket_id) 
    { 
        $paket = Paket::find($paket_id); 
        $paket->bobot_pilihan_ganda = 
request('bobot_pilihan'); 
        $paket->save(); 
 
        return back(); 
    } 
 
    private function insertLatex($text, 
$soal_id) 




        Latex::where('Soal_id',$soal_id)-
>delete(); 
        $arrayLatex = []; 
        $textReplace = str_replace('<img 
title=','<latex>',$text); 
        $textReplace = str_replace(' 
/>','</latex>',$textReplace); 
        $posisiAwal = strpos($textReplace, 
'<latex>'); 
        if($posisiAwal!==false){ 
            while (1) { 
                $posisiAkhir = 
strpos($textReplace, 
'</latex>',$posisiAwal); 
                $latex = 
substr($textReplace, $posisiAwal+7, 
$posisiAkhir-($posisiAwal+7)); 
                array_push($arrayLatex, 
$latex); 
                $posisiAwal = 
strpos($textReplace, '<latex>', 
$posisiAwal+8); 
                if($posisiAwal===false) 
break; 
            } 
        } 
        foreach ($arrayLatex as $value) { 
            $domCodeCogs = '<img 
title='.$value.' />'; 




            $newLatex = new Latex(); 
            $newLatex->Soal_id = $soal_id; 
            $newLatex->latex_codecogs = 
$domCodeCogs; 





            $newLatex->save(); 
        } 
    } 
 
    public function viewEditor($soal_id) 
    { 
        $date = Carbon::now(); 
        $limit = 
Settings::where('id','batas_input_soal')-
>first(); 
        if($date > $limit->value) 
            return back()-
>with('error','Batas waktu sudah lewat!'); 
         
        $soal = Soal::find($soal_id); 
         
        if (request('tipe') == 'essai'){             
            $min_anchor = 
Soal::where('paket_id', $soal->paket_id)-
>where('tipe_soal', 'pilihan_ganda')-
>count() + 1;             








        }             
        else if (request('tipe') == 
'pilihan_ganda'){ 










        } 
             
    } 
 
    /* Edit 
        - Edit 
            tampilan editing nya pake modal 
    */ 
    public function edit() 
    { 
         
        $data = request()->all(); 
     
        // check for duplicates 
        if (isset($data['anchor_number']) && 
$data['anchor_number']) { 
            // check anchor number - cannot 
be more than available questions 
            $is_over_max = 
Soal::where('paket_id', $data['paket_id'])-
>count()  < $data['anchor_number'] ? true : 
false; 
             
            if ($is_over_max) { 
                return redirect()->back()-
>withInput()->withErrors('Nomor urutan 
anchor melebihi jumlah soal yang ada. Mohon 
pilih nomor yang lebih kecil.'); 
            } 
            // find if any questions excecpt 
current one has same anchor num 
            $duplicate = 
Soal::where('paket_id', $data['paket_id']) 
                ->where('anchor_number', 
$data['anchor_number']) 
                ->where('id', '!=', 
$data['soal_id']) 
                ->count();    




                if ($duplicate) { 
                    return redirect()-
>back()->withInput()->withErrors('Sudah ada 
nomor urutan untuk soal ini. Mohon untuk 
pilih nomor urutan yang berbeda'); 
                } 
 
        } 
 
        if(is_null($data['anchor_number'])) 
{ 
            $anchor_number = 0; 
        } else { 
            $anchor_number = 
$data['anchor_number']; 
        } 
         
        $soal = 
Soal::find($data['soal_id']); 
 
      $soal->deskripsi = $data['deskripsi']; 
      $soal->tingkat_kesulitan = 
$data['tingkat_kesulitan']; 
      if(isset($data['level_kongnitif'])) 
        $soal->level_kongnitif = 
$data['level_kongnitif']; 
      $soal->kunci_jawaban = 
$data['kunci_jawaban']; 
      $soal->anchor_number = $anchor_number; 
 
        if ($soal->tipe_soal == 
'pilihan_ganda') 
        { 
            $soal->pilihan_a = 
$data['pilihan_a']; 
            $soal->pilihan_b = 
$data['pilihan_b']; 





            $soal->pilihan_d = 
$data['pilihan_d']; 
            $soal->pilihan_e = 
$data['pilihan_e']; 
            $soal->kunci_jawaban = 
$data['kunci_jawaban']; 
             
            if($soal->save()) 
            { 





            } 
        } 
        else if ($soal->tipe_soal == 
'essai') 
        { 
            // $soal->bobot_essai = 
$data['bobot_essai']; 
            if($soal->save()) 
            { 
                $this-
>insertLatex($data['deskripsi'], 
$data['soal_id']); 
            } 
        } 
 
      $soal->save(); 
 
      return 
redirect('/soal/'.$data['paket_id']); 
    } 
 
    // function to store new soal 
    public function store(Request $request, 
IEssayCounter $ec) 




        $data = request()->all(); 
        $data['id'] = Uuid::generate()-
>string; 
         
        if ($request->anchor_number) { 
            // check anchor number - cannot 
be more than available questions 
            $is_over_max = 
Soal::where('paket_id', $request->paket_id)-
>count() + 1 < $request->anchor_number ? 
true : false; 
             
            if ($is_over_max) { 
                return redirect()->back()-
>withInput()->withErrors('Nomor urutan 
anchor melebihi jumlah soal yang ada. Mohon 
pilih nomor yang lebih kecil.'); 
            } 
 
            // check for duplicates 
            $duplicate = 
Soal::where('paket_id', $request->paket_id) 
                ->where('anchor_number', 
$request->anchor_number) 
                ->count();    
 
                if ($duplicate) { 
                    return redirect()-
>back()->withInput()->withErrors('Sudah ada 
nomor urutan untuk soal ini. Mohon untuk 
pilih nomor urutan yang berbeda'); 
                } 
        } 
 
        if(is_null($data['anchor_number'])) 
{ 
            $data['anchor_number'] = 0; 
        } 




        $soal = Soal::create($data, 
['except' => ['_token', 'submit']]); 
 
        if($data['tipe_soal'] == "essai") 
            $ec->initSoalCounter($soal-
>id); 
 
        return 
redirect('/soal/'.$data['paket_id']); 
    } 
 
    public function delete() 
    { 
        $date = Carbon::now(); 
        $limit = 
Settings::where('id','batas_input_soal')-
>first(); 
        if($date > $limit->value) 
            return response()->json(['error' 
=> 'Batas waktu sudah lewat!']); 
 
        $id = request('id'); 
        $soal = Soal::find($id); 
        $soal->delete(); 
        Latex::where('Soal_id',$id)-
>delete(); 
        return response()->json($id); 
    } 
 
    public function getSoal() 
    { 
        $id = request('id'); 
        $soal = Soal::find($id); 
 
        return response()->json($soal); 
    } 
 
    public function getAllSoal() 




        $id = request('id'); 
        try { 




            ->toArray(); 
 








                        ->toArray(); 
 




        } catch (Exception $e) { 
            Log::info('Error message: ' . 
$e->getMessage()); 
            return; 
        } 
         
        $arr_soals = array_merge($soals, 
$soals2); 
 
        return response()->json($arr_soals); 
    } 
 
    public function printSoal() 
    { 





        if (!(in_array(Auth::user()->id, 
$user_offline) || Auth::user()->level == 
"admin")) { 
            $text = "Alamat IP telah 
tersimpan";  
            return $text; 
        } 
        $id = request('id'); 
        $packet = Paket::find($id); 
        if (Auth::user()->id != '411b9720-
4128-11ea-b496-0b1bcee8dc25' && 
Auth::user()->level == "admin" && $packet-
>nama[-1]!="5") { 
            return redirect()->back()-
>with('error', 'Akses ditolak'); 
        } 




'not like', "%|SUSULAN|%")->first(); 
 
        try { 




            ->toArray(); 
 

















        } catch (Exception $e) { 
            Log::info('Error message: ' . 
$e->getMessage()); 
            return; 
        } 
         
        $arr_soals = array_merge($soals, 
$soals2); 
  
        return view('pages.guru.soal_print', 
['soals' => $arr_soals, 'packet' => 
$packet]);         
    } 
 
 
    public function hapusPilihan() 
    { 
        $id = request('id'); 
        $soal = Soal::find($id); 
        $soal->pilihan_e = null; 
        $soal->save(); 
 
        return response()->json($id); 
    } 
    // find if any chosen anchor_number has 
been set 
    public function 
checkAnchorNumberDuplicates(Request 
$request, $packet_id) { 
        try { 
            // for new soal 
            if ($request->type == "create") 
{ 





                ->where('anchor_number', 
$request->anchor_number) 
                ->count();             
            } else { 
                // for edited soal, dont 
count current soal 
                $duplicate = 
Soal::where('paket_id', $packet_id) 
                ->where('anchor_number', 
$request->anchor_number) 
                ->where('id', '!=', 
$request->id) 
                ->count();      
            } 
             
        } catch (Exception $e) { 
            return response()-
>json(['message' => $e->getMessage()], 500); 
        } 
 
     
        return response()->json(['message' 
=> $duplicate]); 



























class UjianController extends Controller 
{ 
    public function login(Request $request){ 
        if(Auth::attempt(['username' => 
$request->input('username'), 
        'password' => $request-
>input('password')])) { 
            // Auth::user()->ujiansiswa-
>status=1; 
            $ujiansiswas = 
UjianSiswa::where('user_id', Auth::user()-
>id)->get(); 
            if(count($ujiansiswas)) 
            { 
                $ujiansiswa = $ujiansiswas-
>first(); 
                $ujiansiswa->status=1; 
                $ujiansiswa->save(); 
            } 
            return redirect()-
>action('UjianController@dataPeserta'); 
        } 
        return redirect('/')-
>with('error','Username atau Password 
salah'); 
    } 
 
    public function index(){ 
        return view('welcome'); 





    public function serverName() 
    { 
        $server = new Server; 
        $server->nama = request('server'); 
        $server->save(); 
 
        $sekolah = Sekolah::first(); 
        $sekolah->nama = request('sekolah'); 
        $sekolah->save(); 
 
        return redirect('/'); 
    } 
 
    public function 
getSoal($ujian_siswa_id){ 
        $user = Auth::user(); 
         
        $ujian_siswa = 
UjianSiswa::find($ujian_siswa_id); 
        $paket = 
Paket::where('id',$ujian_siswa->paket_id)-
>first(); 
         
        $random_soal = 
json_decode($ujian_siswa->random_soal); 
        $random_soal_ori = $random_soal; 
        $jumlah_soal = sizeof($random_soal); 
        $random_soal = implode('\',\'', 
$random_soal); 
        $random_soal = 
substr_replace($random_soal, '\'', 0, 0); 




        $random_jawaban = 
json_decode($ujian_siswa->random_jawaban); 




         




        foreach ($soals as $soal) { 
            $latexs = 
Latex::where('soal_id', $soal->id)->get(); 
            foreach ($latexs as $key => 
$valueLatex) { 
























            } 
        } 





        $soals->random_jawaban = 
$random_jawaban; 
 
        $jawabans = $ujian_siswa-
>jawaban_siswa; 
 
        $jawabans = json_decode($jawabans); 
 
        $jumlah_esai = $jumlah_soal - 
sizeof($jawabans); 
        $jumlah_pilgan = sizeof($jawabans); 
        $jawabans_essai = array(); 
        for ($i=0; $i < $jumlah_esai; $i++) 
{  
            $soal_id = 
$random_soal_ori[$jumlah_pilgan - $i]; 





            $hasil = ''; 
            if($jawaban_essai) { 
                $len = 
strlen($jawaban_essai->jawaban_siswa); 
                if($jawaban_essai-
>jawaban_siswa[0]=='*' && $jawaban_essai-
>jawaban_siswa[$len-1]=='*') 
                    $hasil = '*'; 
                else $hasil = 'O'; 
            } else { 
                $hasil = ' '; 
            } 
 
            array_push($jawabans_essai, 
$hasil); 
        } 

















        $data['soals'] = $soals; 
        $data['ujian_siswa_id'] = 
$ujian_siswa_id; 
        $data['waktu_mulai'] = $waktu_mulai; 
        $data['waktu_sekarang'] = 
$waktu_sekarang; 
        $data['waktu_selesai'] = 
$waktu_selesai; 
        $data['jawabans'] = $jawabans; 
        $data['jumlah_pilgan'] = 
$jumlah_pilgan; 
        $data['jawabans_essai'] = 
$jawabans_essai; 
 
        return view('pages.siswa.soal', 
$data); 
    } 
 
    public function postJawaban() { 
        if(request('tipe_soal')=='essai') { 
            $jawaban = request('jawaban'); 
            $ujian_siswa_id = request('id'); 
            $soal_id = request('soal_id'); 
            $no = request('no')-1; 
             







            if($jawaban_essai) { 
                // dd($jawaban_essai); 
                $jawaban_essai-
>jawaban_siswa = $jawaban; 
                $jawaban_essai->save(); 
            } else { 
                // dd($soal_id); 
                $jawaban_essai = new 
JawabanEssai(); 
                $jawaban_essai->id = 
Uuid::generate(); 
                $jawaban_essai->soal_id = 
$soal_id; 
                $jawaban_essai-
>ujian_siswa_id = $ujian_siswa_id; 
                $jawaban_essai-
>jawaban_siswa = $jawaban; 
                $jawaban_essai->save(); 
            } 
            return redirect()->back()-
>with('show', 'Sukses Menyimpan Jawaban'); 
        } 
        else { 
            $jawaban = request('jawaban'); 
            $ujian_siswa_id = request('id'); 
            $no = request('no')-1; 
             
            $ujian_siswa = 
UjianSiswa::where('id',$ujian_siswa_id)-
>first(); 
            $jawabans = 
json_decode($ujian_siswa->jawaban_siswa); 
            if($jawaban == null) 
                $jawabans[$no] = " "; 
            else 




            $ujian_siswa->jawaban_siswa = 
json_encode($jawabans); 
            $ujian_siswa->save(); 
        } 
    } 
 
    public function getJawaban() { 
        $ujian_siswa_id = request('id'); 
        $tipe_soal =request('tipe_soal'); 
        // return response()-
>json(request('soal_id')); 
        if($tipe_soal == 'essai') { 
            $soal_id = request('soal_id'); 




            $str = $jawaban_essai-
>jawaban_siswa; 
            $len = strlen($str); 
            if($str[0] == '*' && $str[$len-
1]=='*') { 
                $str = substr($str, 1, -1); 
                return response()->json([ 
                    'jawaban' => $str, 
                    'status' => '*' 
                ]); 
            }  
            return response()->json([ 
                    'jawaban' => $str, 
                    'status' => '' 
                ]); 
        } else { 
            $no = request('no')-1; 
 
            $ujian_siswa = 
UjianSiswa::where('id',$ujian_siswa_id)-
>first(); 




            // return response()-
>json($ujian_siswa_id); 
            $jawabans = 
json_decode($ujian_siswa->jawaban_siswa); 
            $jawaban = $jawabans[$no]; 
 
            return response()-
>json($jawaban); 
        } 
    } 
 
    public function finish(){ 
        $user = Auth::user(); 
 
        return 
view('pages.siswa.finish',compact('user')); 
    } 
 
    public function dataBelum(){ 
        return 
view('pages.siswa.konfirmasi.data-belum'); 
    } 
 
    public function dataPeserta(){ 
        $user = Auth::user(); 
         
        return 
view('pages.siswa.konfirmasi.data-peserta', 
compact('user')); 
    } 
 
    public function dataTes(){ 
        $user = Auth::user(); 
        $tanggal_sekarang = 
Carbon::now('Asia/Jakarta'); 







        if($ujian_siswa == null) 
        { 
            return 
view('pages.siswa.konfirmasi.data-tes-
tidakada',compact('user','ujian_siswa')); 
        } 




        setlocale(LC_TIME, 'id_ID.utf8'); 
        $tanggal_tes_mulai = 
Carbon::parse($jadwal_ujian->waktu_mulai, 
'Asia/Jakarta'); 
        
$tanggal_tes_selesai=Carbon::parse($jadwal_
ujian->waktu_selesai, 'Asia/Jakarta'); 
        $waktu_mulai = $tanggal_tes_mulai-
>timestamp*1000; 










    } 
 
    public function konfirmasiUjian(){ 
        $user = 
Auth::user();$tanggal_sekarang = 
Carbon::now('Asia/Jakarta'); 








        $random_soal = 
json_decode($ujian_siswa->random_soal); 
        $random_soal_ori = $random_soal; 
        $jumlah_soal = sizeof($random_soal); 
         
        $jawabans = $ujian_siswa-
>jawaban_siswa; 
        $jawabans = json_decode($jawabans); 
        $jumlah_esai = $jumlah_soal - 
sizeof($jawabans); 
        $jumlah_pilgan = sizeof($jawabans); 
        $jawabans_essai = array(); 
        for ($i=0; $i < $jumlah_esai; $i++) 
{  
            $soal_id = 
$random_soal_ori[$jumlah_pilgan - $i]; 





            $hasil = ''; 
            if($jawaban_essai) { 




                $str = $jawaban_essai-
>jawaban_siswa; 
                $len = strlen($str); 
                if($str[0] == '*' && 
$str[$len-1]=='*') { 
                    $str = substr($str, 1, -
1); 
                } 
                $hasil = $str; 
            } else { 




            } 
 
            array_push($jawabans_essai, 
$hasil); 
        } 
 
        $data['jawabans'] = $jawabans; 
        $data['jawabans_essai'] = 
$jawabans_essai; 
 
        return view('pages.siswa.soal-
component.logout-soal', $data); 
    } 
 
    public function gantiPassword(Request 
$request) 
    { 
        $validator = 
Validator::make($request->all(), [ 
                    'password' => 'min:8', 
        ]); 
        if($validator->fails()) { 
            return redirect('/ujian/data-
peserta')->with('error', 'Password Minimal 8 
Karakter'); 
        } 
        else 
        { 
            if($request->password != 
$request->confirm_password) 
            { 
                return 
redirect('/ujian/data-peserta')-
>with('error', 'Password Konfirmasi Tidak 
Cocok'); 
            } 
            else  
            { 




                $siswa = 
User::find(Auth::user()->id); 
                $data['password'] = 
bcrypt($request->password); 
                $siswa->update($data);     
                return 
redirect('/ujian/data-peserta')-
>with('success', 'Password Berhasil 
Dirubah'); 
            } 
        } 
















class UserController extends Controller 
{ 
 
    public function index() 
    { 
        $data['users'] = 
User::where('level', '!=', 'siswa')-
>paginate(5); 
        $data['paginate'] = 5; 





    } 
 
    public function create() 
    { 
        $data['sekolahs'] = Sekolah::all(); 
        $data['pelajarans'] = 
Pelajaran::all(); 
        return 
view('pages.admin.user.create', $data); 
    } 
 
    public function store(Request $request) 
    { 
        $user = new User(); 
        $user->id = Uuid::generate(); 
        $user->nama = $request->nama; 
        $user->foto = $request->foto; 
        $user->jenis_kelamin = $request-
>jenis_kelamin; 
        $user->tempat_lahir = $request-
>tempat_lahir; 
        $user->tanggal_lahir = $request-
>tanggal_lahir; 
        $user->nisn = $request->nisn; 
        $user->username = $request-
>username; 
        $user->password = bcrypt($request-
>password); 
        $user->level = $request->level; 
        $user->sekolah_id = $request-
>sekolah_id; 
        $user->pelajaran_id = $request-
>pelajaran_id; 
        $user->save(); 
        return redirect('/users'); 
    } 
 
    public function show($paginate) 




        $data['users'] = 
User::paginate($paginate); 
        $data['paginate'] = $paginate; 
        return 
view('pages.admin.user.index', $data); 
    } 
 
    public function edit($id) 
    { 
        $data['user'] = User::find($id); 
        $data['sekolahs'] = Sekolah::all(); 
        $data['pelajarans'] = 
Pelajaran::all(); 
 
        return view('pages.admin.user.edit', 
$data); 
    } 
 
    public function update($id, UserRequest 
$request) 
    { 
        $user = User::find($id); 
        $user->id = Uuid::generate(); 
        $user->nama = $request->nama; 
        $user->foto = $request->foto; 
        $user->jenis_kelamin = $request-
>jenis_kelamin; 
        $user->tempat_lahir = $request-
>tempat_lahir; 
        $user->tanggal_lahir = $request-
>tanggal_lahir; 
        $user->nisn = $request->nisn; 
        $user->username = $request-
>username; 
        $user->password = bcrypt($request-
>password); 
        $user->level = $request->level; 





        $user->sekolah_id = $request-
>sekolah_id; 
        $user->save(); 
 
        return redirect()-
>route('users.index')-
>with('flash_success', 'User berhasil 
diperbarui'); 
    } 
 
    public function destroy($id) 
    { 
        $user = User::find($id); 
        $user->delete(); 
        return redirect('/users'); 
    } 
 
    public function datatables(Request 
$request) 
    { 
        //Isi dengan kolom 
        $columns = array( 
            0 => 'nama', 
            1 => 'username', 
            2 => 'level', 
            3 => 'action' 
        ); 
 
        //<-- Gak Perlu Diubah --> 




        $totalFiltered = $totalData; 
 
        $limit = $request->input('length'); 
        $start = $request->input('start'); 





        $dir = $request-
>input('order.0.dir'); 
 
        if (empty($request-
>input('search.value'))) { 
            $users = User::where('level', 
'!=', 'siswa') 
                ->offset($start) 
                ->limit($limit) 
                ->orderBy($order, $dir) 
                ->get(); 
        } else { 
            $search = $request-
>input('search.value'); 
            //<-- Gak Perlu Diubah END --> 
            //Tambah orWhere di kolom yang 
akan dijadikan di search 
            $users =  User::where('level', 
'!=', 'siswa') 
                ->where(function ($q) use 
($search) { 
                    $q->where('nama', 
'LIKE', "%{$search}%") 
                        -
>orWhere('username', 'LIKE', "%{$search}%") 
                        ->orWhere('level', 
'LIKE', "%{$search}%") 
                        -
>orWhereHas('sekolah', function ($query) use 
($search) { 
                            $query-
>where('nama', 'LIKE', "%{$search}%"); 
                        }); 
                }) 
                ->offset($start) 
                ->limit($limit) 
                ->orderBy($order, $dir) 




            //Tambah orWhere di kolom yang 
akan dijadikan di search 
            $totalFiltered = 
User::where('level', 'siswa') 
                ->where(function ($q) use 
($search) { 
                    $q->where('nama', 
'LIKE', "%{$search}%") 
                        -
>orWhere('username', 'LIKE', "%{$search}%") 
                        ->orWhere('level', 
'LIKE', "%{$search}%") 
                        -
>orWhereHas('sekolah', function ($query) use 
($search) { 
                            $query-
>where('nama', 'LIKE', "%{$search}%"); 
                        }); 
                }) 
                ->count(); 
        } 
 
        $data = array(); 
        if (!empty($users)) { 
            foreach ($users as $user) { 
                //Apa yang akan ditampilkan 
di tiap2 row 
                $nestedData['nama'] = $user-
>nama; 
                $sekolah = 
Sekolah::find($user->sekolah_id); 
                if ($user->sekolah) { 
                    $sekolah = $user-
>sekolah->nama; 
                } else { 
                    $sekolah = 'Data Sekolah 
Siswa Belum Terinput'; 




                $nestedData['sekolah'] = 
$sekolah; 
                $nestedData['username'] = 
$user->username; 
                $nestedData['level'] = 
$user->level; 
                $nestedData['action'] = '<a 
href="/users/' . $user->id . '/edit"><button 
class="btn bg-blue edit"><i class="material-
icons">mode_edit</i><span>Edit</span></butt
on></a> 
                    </button><button 
class="btn bg-red delete" data-
toggle="modal" data-target="#ModalDelete" 
onclick="deleteClickFunction(\'' . $user-





                // ID setter, untuk 
keperluan ajax delete 
                $nestedData['DT_RowId'] = 
$user->id; 
 
                $data[] = $nestedData; 
            } 
        } 
 
        //<-- Gak Perlu Diubah --> 
        $json_data = array( 
            "draw"            => 
intval($request->input('draw')), 
            "recordsTotal"    => 
intval($totalData), 
            "recordsFiltered" => 
intval($totalFiltered), 
            "data"            => $data 





        return json_encode($json_data); 
        //<-- Gak Perlu Diubah END --> 













class WebController extends Controller 
{ 
    public function timeline() 
    { 
        $jadwal = Settings::find('jadwal'); 
        $data['jenis'] = 
Settings::find('jenis')->value; 
        if($jadwal){ 
            $data['jadwal'] = $jadwal-
>value; 
        }else{ 
            $data['jadwal'] = ''; 
        } 
        return view('timeline',$data); 
    } 
 
    public function vhd() 
    { 
        $vhdlink1 = 
Settings::find('vhdlink1'); 
        if ($vhdlink1 == NULL) { 




        } else { 
            $vhdlink1 = $vhdlink1->value; 
        } 
        $vhdlink2 = 
Settings::find('vhdlink2'); 
        if ($vhdlink2 == NULL) { 
            $vhdlink2 = ''; 
        } else { 
            $vhdlink2 = $vhdlink2->value; 
        } 
        $vhdlink3 = 
Settings::find('vhdlink3'); 
        if ($vhdlink3 == NULL) { 
            $vhdlink3 = ''; 
        } else { 
            $vhdlink3 = $vhdlink3->value; 
        } 
        return view('pages.proktor.vhd', 
compact('vhdlink1','vhdlink2','vhdlink3') ); 
    } 
} 
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