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¿Què tenen en comú una petita ermita perduda en una vall del Pirineu, una segona residència o una nau 
industrial temporalment desocupada?. En primer lloc, són espais tancats on no hi hauria d'haver cap 
presència humana però que cal vigilar (o, com a mínim, tenir cura de les condicions ambientals) on 
potser no disposarem de telèfon ni d'energia elèctrica. Son indrets, en definitiva, on no es pot recomanar 
la instal lació d'un sistema informàtic complet per a dur tasques de supervisió domòtica. En aquestes·  
condicions sembla molt mes adient instal-lar una central de telecontrol, un petit sistema encastat de baix 
cost que sigui capaç de treballar de forma autònoma en resposta a les variacions de l'entorn 
(bàsicament: avisar-nos si entra algú, si la temperatura es molt alta o molt baixa, etc.). El problema, però, 
és la comunicació amb l'usuari. Gran part d'aquestes centrals utilitzen la xarxa de telefonia fixa. Nosaltres 
hem construït un prototip que utilitza la xarxa de telefonia mòbil per a comunicar-se amb l'usuari final.
Dedicarem la resta d'aquest capítol a fixar una mica de terminologia i definir una petita sèrie de 
conceptes. Trobarem la llista de requeriments dins el capítol 2 i dedicarem el capítol 3 les 
especificacions formals. En el capítol 4 es troba el disseny del hardware del sistema. En el capítol cinquè, 
presentarem el disseny del software i en el darrer capítol, el sisè, presentarem les conclusions.
2. Antecedents i definicions
Tothom sap que és una llar domòtica, l'àrea on podem inscriure el sistema, però d'altres conceptes com 
la diferència entre un microcontrolador i un microprocessador o la pròpia definició de sistema encastat 
mereixen una breu introducció. Moltes de les definicions que presentarem a continuació han estat 
introduïdes a l'assignatura SDMI (Sistemes Digitals i Microcontroladors) o bé pertanyen als web dels 
fabricants de l'element. 
2.1. Domòtica.
La domòtica consisteix en la creació d'habitatges i edificis automàtics amb la finalitat de millorar-ne la 
gestió energètica i la qualitat de vida dels seus habitants. Les instal lacions de domòtica evolucionen cap·  
a la integració de tots els sistemes de control en una única xarxa de comandament, creant el que 
s'anomena llar digital. Un habitatge o edifici domòtic és aquell dotat d'automatismes amb la finalitat de 
millorar la qualitat de vida de les persones que hi viuen, tot reduint el treball domèstic, augmentant la 
seva seguretat, racionalitzant els diferents consums i optimitzant els recursos. Un sistema domòtic ha de 




La domòtica és aplicada bàsicament sobre quatre àrees: benestar, estalvi, seguretat i comunicacions, i té 
com un dels seus objectius l'optimització en la gestió de consums: energia elèctrica, gas o recursos 
hídrics, amb una important aportació de l'ús de les energies renovables: energia solar, energia 
geotèrmica, energia eòlica. 
2.2. Sistemes encastats.
Tot i que en parlarem més endavant, els sistemes encastats (“embedded systems”, sistemes integrats o 
també sistemes incrustats) acostumen a poder-se modelar com a màquines d'estats finites alimentades 
per esdeveniments externs. Per exemple, un sistema encarregat d'apagar els llums d'una habitació si no 
hi ha ningú. Un sistema (“conjunt de regles, mecanismes, elements, instruments, etc. que tenen relació entre 
ells i que estan organitzats per fer una activitat determinada”) encastat és un petit sistema informàtic que 
és capaç d'efectuar, de forma autònoma, una acció en resposta a un fet o succés rellevant que passa (un 
esdeveniment). A diferència d'un ordinador d'ús general, és un sistema informàtic d'ús especialitzat, amb 
un petit nombre de funcions (de fet un únic programa) i que és encapsulat totalment pel dispositiu que 
controla. Els sistemes encastats tenen requisits específics, realitzen tasques predefinides i han estat 
dissenyats generalment per a realitzar funcions seleccionades per un baix cost. El sistema pot necessitar 
executar ràpidament algunes funcions, però la majoria de les seves altres funcions no necessitaran molta 
velocitat. Així doncs, moltes parts d'un sistema encastat tindran sovint un rendiment de funcionament 
baix. La lentitud no és la velocitat de rellotge. L'arquitectura sencera d'un sistema encastat sovint se 
simplifica intencionadament per obtenir costos més baixos comparats al maquinari d'ús general. Per 
exemple, els sistemes encastats utilitzen sovint els perifèrics controlats per les interfícies síncrones sèrie, 
que són centenars de voltes més lents que els perifèrics usats als PC. Ja que molts sistemes encastats són 
produïts en massa i per milions, la reducció del cost és una preocupació important. Alguns sistemes 
encastats no requereixen gran capacitat de procés o recursos i això permet que el cost de producció 
sigui reduït al mínim usant un processador relativament lent i un àrea de memòria reduïda. El firmware 
és el nom per al programari que s'encaixa en el maquinari del dispositiu, programat en una o més 
memòries ROM/Flash.
Els programes sobre un sistema encastat funcionen sovint amb constrenyiments en temps real amb els 
recursos de maquinari limitats: sovint no hi ha accionament de disc, sistema operatiu, teclat o pantalla. El 
programari pot no tindre un sistema de fitxers, o si un està present, una memòria flash pot substituir els 
mitjans usuals d'emmagatzemament. Si una interfície de manegament està present, pot ser un teclat 
numèric petit i/o un indicador de vidre líquid.
A més, el sistema encastat pot estar fora de l'abast d'éssers humans (baix d'una perforació d'un pou de 
petroli, llançat en l'espai exterior, etc), de manera que el sistema encastat deu poder recomençar-se fins i 
tot si ha ocorregut una corrupció catastròfica de les dades. Això s'assoleix generalment amb un 
component electrònic, estàndard, anomenat "watchdog" que reajusti la computadora llevat que el 
programari reajusti periòdicament el comptador de temps.
Els sistemes encastats resideixen a les màquines que s'espera que funcionin contínuament per anys i 
sense errors, el seu programari (anomenat firmware) es desenvolupa generalment amb més cura que no 
pas el programari per als ordinadors personals. Substituir un sistema d'ús general (un PC en la gran 
majoria dels casos) per un sistema encastat té molts avantatges. En disminuir el nombre de components 
en disminueix també el nombre d'avaries simplificant el manteniment i facilitant la reutilització del 
circuit (només cal canviar el firmware). I això és el que està succeint, els sistemes encastats són cada 
vegada més presents en totes les àrees. 
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◦ Un sistema incrustat(*) (sistema encastat, sistema integrat o embedded system en anglès) és un sistema informàtic 
d'ús específic, que és encapsulat totalment pel dispositiu que controla. Un sistema encastat té requisits específics i 
realitza tasques predefinides, a diferència d'un ordinador personal d'ús general. Com a exemple de aquests sistemes es 
poden esmentar els següents dispositius:
• Caixers automàtics (ATMs) 
• Telèfons portàtils i commutadors telefònics 
• Equips de xarxa d'ordinadors, incloent enrutadors, servidors de temps i tallafocs. 
• Impressores, Copiadores, Calculadores 
• Accionaments de disc (impulsions de disqueteres i impulsions de disc dur) 
• Controladors de motors i controladors antibloqueig del fre per als automòbils 
• Productes casolans d'automatització, com els termòstats, condicionadors d'aire, sistemes de reg, i  
sistemes de supervisió de seguretat 
• Aparells electrodomèstics, incloent els forns de microones, rentadores, televisions, reproductors i  
gravadors de DVD 
• Sistemes d'inèrcia i d'adreçament, equips i programes de computació dels comandaments de vol  
i altres sistemes integrats en l'avió i míssils 
• Equips mèdics 
• .../... 
(*)Font: Viquipèdia, l'enciclopèdia lliure.
Els sistemes de supervisió de seguretat són uns dels exemples clàssics de sistema encastat. Es poden 
incloure en una de les quatre àrees bàsiques d'aplicació de la domòtica,: la seguretat. 
Els elements que constitueixen un sistema encastat són:
• una placa hardware que permeti comunicar el microcontrolador amb el món exterior
• un microcontrolador que governi el sistema 
• un software d'ús específic (firmware) que executi les funcionalitats dissenyades
2.3. Microcontroladors(*) i Microprocessadors.
• A micro-controller (also microcomputer, MCU or µC) is a small computer on a single integrated circuit consisting 
internally of a relatively simple CPU, clock, timers, I/O ports, and memory. Program memory in the form of NOR flash or  
OTP ROM is also often included on chip, as well as a typically small amount of RAM. Micro-controllers are designed for 
small or dedicated applications. A micro-controller can be considered a self-contained system with a processor, memory 
and peripherals and can be used with an embedded system. (Only the software needs be added.). The majority of 
micro-controllers in use today are embedded in other machinery, such as automobiles, telephones, appliances, and 
peripherals for computer systems. These are called embedded systems. While some embedded systems are very 
sophisticated, many have minimal requirements for memory and program length, with no operating system, and low 
software complexity. Typical input and output devices include switches, relays, solenoids, LED’s, small or custom LCD 
displays, radio frequency devices, and sensors for data such as temperature, humidity, light level etc. Embedded systems 
usually have no keyboard, screen, disks, printers, or other recognizable I/O devices of a personal computer, and may 
lack human interaction devices of any kind. 
Els microprocessadors (µP) són només un dels components d'un ordinador (ja sigui vell o de nova 
generació, un portàtil, un ordinador personal o un mainframe d'altes prestacions). Per construir un 
ordinador ens fan falta altres elements: memòria externa (RAM per executar, disc i cintes per 
emmagatzemar els resultats), un teclat i una pantalla per interaccionar amb el sistema, ratolins, 
impressores, programari de base (sistemes operatius, compiladors, muntadors) i d'aplicació (editors de 
text, fulls de càlcul, nòmines, simuladors, etc). Els ordinadors s'han desenvolupat a partir del model 
teòric de la Màquina de Turing. En consequencia, la majoria de microprocessadors segueixen 
l'arquitectura Von Newmann.
◦ Un microprocessador(*) és un processador miniaturitzat fins al punt de fer possible de tenir un únic circuit integrat 
amb totes o la major part de les seves funcionalitats. Els primers microprocessadors van aparèixer al principi de la 
dècada del 1970 a les calculadores electròniques, utilitzaven una aritmètica BCD amb paraules de 4 bits. Alguns 
sistemes encastats utilitzaven microprocessadors de 4 i 8 bits com les terminals, les impressores, diversos tipus 
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d'autòmats, etc. L'aparició dels microprocessadors de 8 bits amb adreçament de 16 bits a preus assequibles van portar a 
l'aparició del primer microordinador a mitjans de la dècada del 1970. 
◦ L'arquitectura de von Neumann és la d'un ordinador amb un sistema d'emmagatzematge principal on es guarden tan 
les instruccions com les dades. El model defineix un ordinador que segueix el model referencial de la Màquina 
Universal de Turing. 
Tanmateix, els microcontroladors (µC) de la gamma PIC, responen a la Arquitectura Harvard. Són 
sistemes molt més autosuficients, pensats per executar només un programa (en certs cassos fins i tot en 
condicions extremes) i que responen de forma automàtica a estímuls provinents de l'exterior (per 
exemple, engegant la calefacció si la temperatura disminueix per sota dels 15 graus o apagant els llums 
d'una llar si no hi ha ningú).
◦ Un microcontrolador(*) -µC- és un microprocessador especialitzat en controlar equips electrònics, i inclou en un sol  
xip les tres unitats funcionals d'un ordinador: una CPU, memòria i unitats d'E/S (Entrada/Sortida), és a dir, es tracta d'un 
computador complet en un sol circuit integrat. Els µC representen la immensa majoria dels xips d'ordinadors venuts, 
més d'un 50% són controladors "simples" i la resta corresponen a DSPs més especialitzats. És habitual disposar d'un o 
dos microprocessadors de propòsit general a casa (per exemple en un ordinador), en qualsevol llar es poden trobar 
entre els seus electrodomèstics una o dues dotzenes de microcontroladors. Són presents en gairebé qualsevol dispositiu 
elèctric com ara automòbils, rentadores, forns microones, telèfons, etc.
◦ L'arquitectura Harvard és una arquitectura d'ordinador que tracta separadament les instruccions i les dades quant al  
emmagatzematge i a la senyalització. El terme ve de l'ordinador basat en relés Harvard Mark I que llegia les instruccions 
d'una cinta perforada, i emmagatzemava les dades en comptadors electromecànics. Aquests ordinadors primerencs 
tenien un espai d'emmagatzematge de dades contingut enterament dins la unitat de procés de dades i no tenien accés a 
les instruccions com a dades.
Si els microprocessadors són el cor dels ordinadors d'abast general que hom estem acostumats a 
utilitzar, els µC son el cor, les mans i el cervell dels sistemes encastats. Un sistema encastat ha de ser 
autosuficient, no hi ha Sistema Operatiu que respongui a les interrupcions ni interfícies d'usuari per 
rebre ordres. No existeix la figura de l'administrador del sistema, no hi ha memòria externa (disc, cintes) 
ni accés a Internet. En un sistema encastat totes les funcionalitats han de ser suportades pel 
microprograma que s'hagi instal-lat.  
1.3.1 Els microcontroladors PIC(*).
• PIC is a family of Harvard architecture micro-controllers made by Microchip Technology, derived from the PIC1640 
originally developed by General Instrument's Microelectronics Division. The name PIC initially referred to 
"Programmable Interface Controller". Pics are popular with both industrial developers and hobbyists alike due to 
their low cost, wide availability, large user base, extensive collection of application notes, availability of low cost or free 
development tools, and serial programming (and re-programming with flash memory) capability. Microchip announced 
on February 2008 the shipment of its six billionth PIC processors. These properties have made it difficult to develop 
compilers that target PIC micro-controllers While several commercial compilers are available, in 2008, Microchip finally 
released their C compilers, C18, and C30 for their line of 18f 24f and 30/33f processors. By contrast, Atmel's AVR micro-
controllers—which are competitive with PIC in terms of hardware capabilities and price, but feature a RISC instruction 
set—have long been supported by the GNU C Compiler. 
Hi ha una gran quantitat de fabricants de µC. Encara que Intel i Motorola son els més coneguts no són, ni 
de bon tros, els fabricants més venuts en aquest segment (això sí, Intel és el lider mundial en el camp 
dels microprocessadors). Nosaltres hem escollit els µC PIC de l'empresa americana Microchip 
Technology (http://www.microchip.com/) per dos motius: és el fabricant del µC utilitzat en les pràctiques de 
SDMI. El segon motiu és prou evident, es tracta del primer fabricant mundial del sector.
2.4. Microprogramari (firmware).
◦ El microprogramari(*) firmware en anglès o programació en firm és un bloc d'instruccions de programa per a propòsits  
específics, gravat en una memòria ROM, que establix la lògica de més sota nivell que controla els circuits electrònics 
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d'un dispositiu de qualsevol tipus. Al estar integrat en l'electrònica del dispositiu és en part maquinari, però també és 
programari, ja que proporciona lògica i es disposa en algun tipus de llenguatge de programació. Funcionament, el 
firmware és l'intermediari (interfície) entre les ordres externes que rep el dispositiu i la seva electrònica, ja que és 
l'encarregat de controlar a aquesta última per a executar correctament aquestes ordres externes. Trobem el firmware en 
memòries ROM dels sistemes de diversos dispositius perifèrics, com en monitors de vídeo, unitats de disc, impressores, 
etc., però també en els propis microprocessadors, xips de memòria principal, en general en qualsevol circuit integrat i  
també en els reproductors MP3 o MP4. Molts dels firmwares emmagatzemats en ROM estan protegits per drets d'autor. 
El microprograma ha de resoldre funcions de molt baix nivell (encara es poden trobar sistemes 
programats en llenguatge assemblador, fins i tot en la assignatura SDMI en varem fer una pràctica). En un 
sistema encastat la memòria no volàtil forma part del mateix µC i és directament controlada pel firmware. 
En definitiva, dins d'un sistema encastat no es pot delegar cap responsabilitat, totes les funcionalitats (en 
particular, aquelles que hom acostuma a delegar en un Sistema Operatiu) hauran de ser suportades pel 
nostre microprograma. A diferència d'un sistema basat en microprocessadors (els ordinadors d'abast 
general), en un sistema encastat només s'hi pot executar un programa. 
3. Objectius del projecte 
Bé, ara ja sabem que són els sistemes encastats i que els µC són a la base de qualsevol sistema encastat. 
També estem en condicions d'afirmar que bona part dels sistemes de supervisió de seguretat es resolen 
o contenen sistemes encastas. Sembla doncs un bon moment per dedicar el PFC a construir o dissenyar 
un sistema encastat.  Per tant, ja podem definir correctament l'abast del projecte: 
• Construir el prototip d'una central de telecontrol domèstica mitjançant la programació 
d'una placa hardware estàndard basada en un microcontrolador PIC per tal 
d'implementar un sistema encastat consistent en una central domòtica.
• Dotar al sistema d'una interfície de telefonia mòbil per tal de poder configurar-lo i rebre 
les incidències de forma que la central de telecontrol pugui funcionar de forma autònoma 
i es pugui ubicar en indrets aïllats on el senyal de telèfon fix i/o el corrent elèctric puguin 
deixar d'estar presents.
3.1. Central de Telecontrol.
Encara que la xarxa de telefonia mòbil s'estén cada cop més, ens trobem que part de les actuals centrals 
de telecontrol utilitzen sovint la xarxa de telefonia fixa tant per comunicar incidències com per 
configurar el sistema. Una llar que no contracti els serveis de telefonia fixa no podrà utilitzar aquest tipus 
de centrals. En conseqüència, sembla un bona idea programar una central de telecontrol domèstica que 
pugui comunicar-se amb l'exterior via  sms   utilitzant la xarxa de telefonia mòbil  .  
Construir, o fins i tot dissenyar, un sistema domòtic real queda fora de l'abast d'aquesta enginyeria. Per 
tant, hem de construir la nostra Central de Telecontrol, el nostre particular sistema encastat, combinant 
correctament altres peces existents en el mercat, com si fos un trencaclosques electrònic, i dotar-lo 
d'ànima pròpia (el firmware). 
Pel que fa al hardware, primer hem d'escollir un microcontrolador i una placa base (el nucli hardware del 
sistema). Després haurem d'escollir els perifèrics (conjunt de peces hardware encarregades de capturar 
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les condicions ambientals: sensors de temperatura, pressió, fum, etc.).
Pel que fa al firmware, l'objectiu principal del projecte és, precisament, desenvolupar-lo. Caldrà doncs 
escollir un llenguatge de programació i un entorn integrat de desenvolupament (Integrated Development 
Environment: -IDE- la nostra particular caixa d'eines) que haurà d'haver estat dissenyat específicament 
per a treballar amb µC.  
3.2. Funcionalitats bàsiques.
Dedicarem els Capítol 2 i 3 a descriure els requeriments del sistema, el problema que volem resoldre. 
Però en podem un avanç de les funcionalitats del nostre sistema.  
• Supervisió d'una petita xarxa de sensors. En el nostre cas: un termòmetre, un detector de 
presència i un detector d'humitat (simulat amb un potenciòmetre i un convertidor A/D).
• Comunicació d'incidències. Via telefonia mòbil utilitzant un mòdem-GSM l'usuari rebrà 
els missatges corresponents a la activitat rellevant del sistema (alarmes).
• Configuració. També amb missatges SMS. 
3.3. Planificació inicial.
Inicialment havíem dividit el procés de desenvolupament del firmware en tres fases: 
• Programació d'un prototip. En aquest punt el sistema és capaç de portar el rellotge del 
sistema (bàsic en tot sistema que hagi de funcionar en temps real), llegir la temperatura 
ambient, presentar la lectura pel visor LCD, llegir un missatge de control i enviar una 
resposta amb les dades ambients.
• Sistema bàsic. Supervisió de sensors, control de presència, emulació de lectures 
analògiques (cabdal d'aigua), activació / desactivació (amb emulació) de perifèrics. 
Serveis d'administració (menú d'usuari en mode caràcter amb lectura pel visor LCD, 
gestió de contrasenya, canvi d'hora, planificació, etc).
• Sistema ampliat. Si tenim prou temps afegirem una interfície gràfica i un menú avançat 
amb selecció d'opcions per pantalla tàctil. 
La planificació original de les tasques durant les primeres 15 setmanes era la següent:
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Varem tindre, però, un greu problema amb un dels elements hardware del sistema: no vam disposar a 
temps de la placa-modem que havia d'encarregar-se de les comunicacions amb la xarxa GSM. Això i una 
errada en les connexions va fer que no puguèssim presentar el projecte quan tocava. En el capítol 6, 
dedicat a les conclusions, presentem la planificació final i mirarem d'explicar-ne les desviacions.
4. Estat de l'art
En el mercat es poden trobar un bon grapat de centrals de telecontrol amb connexió GSM. A continuació 
en presentem alguns models dels fabricants més representatius. A diferència del nostre, tots aquests 




• SimonVOX.2 es el sistema de telecontrol y seguridad de la vivienda y negocio sencillo y eficaz que le 
aporta tranquilidad y comodidad.
• SEGURIDAD TÉCNICA: Tómese un respiro. Su seguridad es cosa nuestra. Si se produce un escape de gas 
SimonVOX.2 corta el suministro y le avisa inmediatamente.
• SEGURIDAD PERSONAL: Proteja su hogar esté donde esté. Podrá ver como cuidan a su hijo o familiares 
mientras esté de viaje. 
• CONFORT: Disfrute del ambiente que desee y de una mayor comodidad. Con una sola pulsación apague 
todas las luces y baje todas las persianas antes de salir de casa.
• TELEGESTIÓN: Su hogar siempre con usted: controle y gestione su casa fácilmente. Ponga en marcha la 




• SimonVIT@ es un nuevo sistema domótico con gran capacidad de adaptación, que ofrece un amplio 
abanico de soluciones en aplicaciones para vivienda y terciario. 
• Las características de SimonVIT@ permiten su adaptación a las necesidades específicas de cada usuario, 
ofreciendo desde soluciones locales (como la automatización de una única persiana) hasta proyectos 
globales (como la centralización de persianas). 
• La tecnología aplicada a SimonVIT@ es LonWorks*. Se trata de una tecnología utilizada por más de 4.000 
empresas en todo el mundo que diseñan soluciones en sectores como el transporte, la industria, la 
robotización de edificios y viviendas, etc.
• SimonVIT@ permite la integración de varios sistemas interrelacionados, lo que facilita la gestión y 
posibilita conseguir una mayor eficiencia en el control energético. 
És veritablement un sistema domòtic. Inclou el concepte de xarxa de sensors. LON (Local Operating 
Networks) és la abreviatura de LonWorks(*), tecnologia basada en el protocol LonTalk que proporciona 
totes les eines per a la implementació de xarxes de control distribuides. 
• (*)LonWorks is a networking platform specifically created to address the needs of control applications. The platform is  
built on a protocol created by Echelon Corporation for networking devices over media such as twisted pair, powerlines, 




• El Hermes LC2 es un completo sistema de telecontrol GSM que permite controlar desde un teléfono GSM y mediante el 
servicio de mensajes cortos las incidencias en instalaciones remotas de manera que al generarse una condición de 
alarma en el sistema monitorizado el Hermes envía un mensaje corto con el texto descriptivo del tipo de alarma, la 
fecha y el nombre de la estación. Ha esto hay que añadir su capacidad como registrador de datos “Datalogger”.
• El equipo cuenta con 8 entradas digitales y la capacidad de leer hasta 4 sondas de temperatura. Cuenta así mismo con 2 
salidas a rele para actuar sobre dispositivos remotos desde un simple SMS. Se alimenta directamente a 220v (110v en 
opción) y cuenta con una batería interna de litio polímero que permite el funcionamiento sin alimentación externa 
durante al menos una hora. Esto permite al equipo notificar la condición de fallo de alimentación sin necesidad de 
ningún accesorio externo.
• La configuración del Hermes LC2 permite generar una alarma cuando una de sus entradas digitales se activa durante 
determinado tiempo, cuando cualquiera de sus sondas de temperatura excede el rango predefinido, ya sea por arriba o 
por abajo así como ante la combinación de distintas combinaciones de estado de sus entradas. 
• El Hermes LC2 cuenta con una interfaz One Wire que le permite leer simultáneamente hasta 4 sondas de temperatura o 
humedad. La configuración permite definir el tipo de sonda conectado así como las condiciones bajo las cuales se debe 
notificar de alarmas en el canal. La lectura de las sondas se realiza cada 10 segundos.
El sistema Hermes, tot i ser un producte d'abast domèstic, inclou tot un complet sistema d'alarma i 
comunicacions via mòdem GSM.
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2.1. Descripció del problema
La solució a qualsevol problema d'enginyeria es pot realitzar amb software, hardware, manualment, o bé i 
com sol succeir en realitat, amb una combinació de tots tres. En qualsevol cas, abans de dissenyar els 
detalls de la nostra solució, cal determinar els requeriments del sistema global, comprendre els 
objectius i les necessitats de l'usuari (públic objectiu del sistema), hem de descriure el comportament 
extern del sistema, des del punt de vista de l'entorn on ha de funcionar. En definitiva, hi ha una sèrie de 
preguntes que hem de contestar abans de posar-nos a explicar la nostra solució. La pregunta principal 
es: quin es el problema que volem resoldre? Perquè una central domòtica amb GSM? Perquè parlem de 
esglésies llunyanes, naus industrials o segones residències?. En definitiva, quin és el públic objectiu del 
sistema?. 
En primer lloc, el problema concret que volem resoldre: la vigilància en indrets temporalment 
deshabitats, on la presència humana no es impossible però sí prohibida i on (per raons físiques, de 
pressupost, o qualsevol altres) no es possible dur a terme la instal lació d'un sistema domòtic complet.·
Perquè una central domòtica amb GSM? Doncs perquè és molt probable que en els indrets indicats, la 
xarxa de telefonia fixa no hi arribi. Però també per qüestions de seguretat, es molt senzill tallar un cable 
de telèfon, però es molt difícil eliminar el senyal GSM.
Perquè parlem de esglésies llunyanes, naus industrials o segones residències?. Doncs perquè són una 
bona mostra del públic objectiu del sistema. Es tracta d'indrets tancats amb condicions estables (que 
anomenarem de forma genèrica “llar” en l'àmbit de tot el projecte). Les necessitats de supervisió en 
aquests indrets és reduïda, amb un parell o tres de variables en tenim prou (temperatura i humitat, per 
exemple). Només necessitem que el sistema ens avisi si entra algú o si alguna de les variable sota 
supervisió queda fora d'uns límits establerts.  
En aquest capítol descriurem informalment les qüestions que ha de resoldre el sistema. En primer lloc 
farem una llista dels requeriments generals i concrets, entenent com a requeriment “la capacitat  
necessitada per un usuari per tal de resoldre un problema” [ES1]. Després haurem de formalitzar aquesta 
llista. Existeixen metodologies per descriure problemes que calgui resoldre, en part o en la seva totalitat, 
amb un sistema informàtic (encara que sigui un sistema encastat com el nostre). UML és un llenguatge 
estàndard per descriure software. Qualsevol software. Des-de sistemes d'informació de grans empreses 
fins a sistemes encastats. Dedicarem el següent capítol a descriure formalment el problema mitjançant el 
Model de Casos d'Ús, el model que UML determina que cal utilitzar per descriure formalment els 
requeriments funcionals del sistema.
2.2. Requeriments Funcionals
En l'apartat anterior hem presentat de forma genèrica el problema que volem resoldre. Ara toca 
concretar una mica més. Ens cal saber què ha de fer (i què no ha de fer) el sistema, vist encara com un 
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conjunt de tres elements: home, hardware, software. 
2.2.1. Supervisió:
El diccionari manual de la llengua catalana Vox defineix el terme vigilància com “atenció que es presta a 
una persona o cosa observant-la i controlant-la i evitant, així, algun dany o perill”. Sembla clar doncs, que 
per vigilar la nostra llar fa falta primer observar-la i després controlar-la. Però, podem observar 
directament la nostra llar?. Té sentit fer-ho?. En un sistema complet de vigilància, en indrets públics, o en 
edificis d'oficines, per poder observar s'hi instal len càmeres de vigilància, però aquest no és el nostre·  
cas. No podem observar directament la nostra llar. En canvi, podem col locar uns quants sensors que ens·  
permetin construir un model de què està passant. I com que no ens interessa “observar” els sensors (el 
que volem observar són els seus resultats), direm que el sistema els haurà de supervisar. Es a dir, la 
primera cosa que hem de fer és supervisar una petita xarxa de sensors.  De nou, acudim al diccionari. 
Supervisar: “Examinar, qui té autoritat per fer-ho, la feina d'altres persones per comprovar que està ben 
feta”. No parlem de persones que fan feines sinó de sensors que fan tasques. I no només ens interessa 
saber si fan bé la seva tasca o no (que també), sinó els seus resultats. Amb això, definirem el terme 
supervisar: 
• recollir   lectures i ser capaços de deduir l'existència d'incidències.
Molt bé, sabem que hem de supervisar sensors. Però un sensor no és rés mes que un “dispositiu que 
capta variacions de llum, temperatura o so a curta i llarga distància i que serveix per activar un mecanisme.” 
El “mecanisme” que cal activar, ja ho diem ara, és un telèfon mòbil: sota certes condicions enviarem un 
missatge SMS. Quines són, però, les variacions que hem de captar?. Dit d'una altra manera, quines són les 
variables a supervisar?. En primer lloc, hem d'escollir el nombre de variables. Els requeriments no 
funcionals, que descriurem en la secció posterior, ens diuen que estem treballant sota el paradigma de 
sistema encastat. Tindrem una capacitat de treball molt reduïda i per això hem escollit supervisar només 
tres variables: presència humana (la raó és evident, és prou interessant tindre un sistema de baix cost 
que ens avisi si entra algú), temperatura i grau d'humitat. Aquestes dues variables ens poden donar una 
idea prou acurada de les condicions ambientals.
2.2.2. Govern:
La supervisió d'una petita xarxa de sensors no és l'objectiu del sistema. Recollir lectures i deduir-ne 
l'existència d'incidències són part de les coses que hem de fer, però l'objectiu final és, ho hem avançat 
abans, enviar missatges SMS quan les condicions així ho exigeixen. Supervisar un sensor és una tasca 
passiva. Enviar un missatge SMS és una tasca activa. Requereix, com a mínim, tindre el govern del 
dispositiu que ha d'enviar el missatge. Podem definir com dispositius (“mecanisme o part d'un 
mecanisme que té una funció establerta”), tant els sensors com el telèfon mòbil. Així doncs, una segona 
cosa que cal fer es: governar (“  guiar el comportament d'una persona o influir sobre la marxa d'una cosa  ”)   
una petita sèrie de dispositius en resposta a l'estat de l'entorn. En el nostre cas, i com a part de les 
accions de govern, haurem de tindre la possibilitat d'engegar i d'aturar el funcionament de qualsevol 
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Per exercir correctament el govern i la supervisió dels dispositius encara resta una cosa, respondre a un 
parell de preguntes: ¿quines són les condicions en que haurem de decidir enviar un SMS?. A quin telèfon 
haurem d'enviar-los?. No podem respondre a cap de les preguntes perquè depenen, en darrer terme, de 
la voluntat de l'usuari. Fa falta doncs, dotar al sistema d'alguna eina d'administració (administrar: 
"organitzar una economia, portar els béns propis o d'algú altre"). Però l'eina d'administració mes freqüent 
en un software de gestió és oferir un menú, una “llista d'instruccions i funcions que ofereix la pantalla d'un 
ordinador a l'usuari”. Però ¿tindrem una pantalla on presentar aquest menú?. Doncs no. Vol dir això que 
l'usuari no podrà configurar el seu sistema amb les seves preferències?. Doncs tampoc. La solució es que 
pugui configurar el nostre firmware amb les mateixes eines amb les que nosaltres li comunicarem 
incidències: amb missatges SMS. 
2.2.4. Comunicació d'incidències:
Governar i supervisar una petita xarxa de sensors són coses que hem de fer, però no són l'objectiu final 
del sistema sinó un instrument. Recollir lectures i deduir-ne l'existència d'incidències són part de les 
coses que hem de fer, però l'objectiu final és, ho hem avançat abans, enviar missatges SMS quan les 
condicions així ho exigeixen. En definitiva, l'usuari ha de poder:
a) Engegar o aturar el sistema de notificacions. Imaginem que, per un defecte de fabricació, 
un sensor provoqués una alarma contínuament. L'usuari hauria de tindre la possibilitat 
d'aturar-lo. Com que això no és possible, sí que podem, com a mínim, aturar els SMS que 
enviaríem. 
b) Configurar les variables d'entorn.
c) Posar el sistema en un estat de baix consum. Es tracta d'una característica molt habitual 
en sistemes encastats, consumir el menys possible.
2.3. Requeriments No Funcionals
Un requeriment no funcional és, en la enginyeria de sistemes i la enginyeria de programari, un 
requeriment que especifica criteris que poden usar-se per jutjar l'operació d'un sistema en lloc dels 
seus comportaments específics, ja que aquests corresponen als requeriments funcionals que ja hem 
enunciat. Per exemple, a un sistema web se li pot demanar que mostri en temps real certa informació 
provinent d'una base de dades: aquest és un requeriment funcional. En quant temps deuria el sistema 
actualitzar les dades a mostrar és, en canvi, un requeriment no funcional. Els requeriments no-funcionals 
més habituals solen ser la disponibilitat, el preu, la eficiència, aspectes legals i de llicències, el 
rendiment, la plataforma sota la que s'han d'executar, etc. En el nostre cas ens hem trobat amb tres 
requeriments d'aquest tipus.
2.3.1. Sistema encastat.
És el primer requeriment no funcional que ens va posar el nostre director. En definitiva, estem treballant 
en el departament d'ESAII. L'objectiu del sistema és supervisar i governar una petita xarxa de 
dispositius. Però no podem fer-ho amb un PC amb connexió a Internet. Hem de dissenyar un sistema 
encastat, utilitzant components estàndard (i, per tant, econòmics). 
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2.3.2. Utilitzar un microcontrolador PIC.
El sistemes encastats treballen amb microcontroladors. En el nostre cas hem d'utilitzar un PIC. Els PIC 
són una família de microcontroladors tipus RISC fabricats por Microchip Technology Inc. derivats del 
PIC1650, originalment desenvolupat por la divisió de microelectrònica de General Instruments. El nom 
actual no es un acrònim. En realitat, el nom complet es PICmicro, encara que hom l'utilitza com Peripheral  
Interface Controller (controlador d'interfície perifèric). El PIC original es va dissenyar per a ser utilitzat 
amb la CPU de 16 bits CP16000. El PIC de 8 bits es desenvolupa en 1975 per millorar el rendiment del 
sistema, eliminant les tasques d'E/S de la CPU. Per dur a terme aquestes tasques, el PIC original utilitzava 
microcodi simple emmagatzemat a la ROM i, to i que no s'anomenava així, es tracta d'un disseny RISC 
que executa una instrucció cada 4 cicles d'oscil lador. ·
Encara que hi ha algunes alternatives, hem escollit el model PIC18F4550. Els sensors són dispositius 
senzills, però podem preveure que la gestió del telèfon mòbil serà força més complexa i requerirà el 
màxim de potencia disponible.Treballar amb el PIC18F4550 vol dir també determinar la dimensió 
potencial del firmware. Amb el PIC18F4550 disposem només de 32K de memòria de programa (no 
megues ni gigues...), 2048 bytes de memòria volàtil SRAM (de l'anglès, Static Random Access Memory és 
un tipus de memòria que normalment s'utilitza en la implementació de la memòria cau dels ordinadors 
per emmagatzemar variables). També disposem de 256 bytes (no kas ni megues...) per emmagatzemar 
dades no volàtils. 
2.3.3. Utilitzar una placa EasyPIC.
Cal allotjar el PIC18F4550 en algun lloc, dins d'un circuit on es pugui comunicar amb la resta de 
components. Els sistemes encastats solen utilitzar circuits dissenyats de forma específica (i fabricats en 
massa) però aquesta és una possibilitat que queda fora del nostre abast. Una altra forma, molt habitual i 
econòmica, de desenvolupar prototip petits es treballar amb una protoboard. Però en el nostre cas hi ha 
massa dispositius. A més a més del PIC hi haurem de connectar els sensors i un telèfon mòbil (en realitat 
una segona placa). Per tant, hem de descartar també aquesta possibilitat. La única manera de connectar 
de forma correcta tots els dispositius amb garanties i sense córrer el perill de fer soldadures és utilitzar 
una placa de training. La placa EasyPIC 6 és una bona solució per allotjar el PIC18F4550 i la resta de 
components.
2.4. Pre-requisits.
Abans de poder utilitzar el nostre sistema caldrà que:
a. l'usuari defineixi amb cura els intervals de confiança per a les lectures.
b. l'usuari adquireixi una targeta SIM i la configuri amb el número de telèfon on enviar els SMS. 
Aquesta configuració s'ha de fer externament, normalment amb un altre telèfon.
2.5. Restriccions
El sistema NO estarà dissenyat per a:
• Suport vital: El sistema NO ha de donar suport vital a persones amb necessitats especials 
(malalts, gen gran o persones amb incapacitat). És a dir, no està concebut per a determinar quan 




En aquest capítol descriurem més formalment els requeriments presentats informalment al llarg del 
capítol anterior. La forma més correcte d'escriure les especificacions d'un sistema informàtic (gran o 
petit) és utilitzant UML, l'estàndard de Llenguatge de Modelatge Unificat de OMG. En el capítol 2 hem fet 
una petita llista de requeriments. Hem escrit la llista amb llenguatge natural, de vegades tediós, poc clar 
o avorrit. En canvi, UML defineix una notació gràfica per realitzar diagrames de casos d'ús (encara que 
no el format per descriure casos d'ús). Per tant, el primer que farem és dibuixar el Diagrama de Casos 
D'Us, el que ens permetrà tindre una visió simplificada i global del sistema en el seu conjunt. Molta gent 
sofreix l'equivocació pensant que un cas d'ús és una notació gràfica (o és la seva descripció). Mentre la 
notació gràfica i les descripcions són importants, ells formen part de la documentació d'un cas d'ús (un 
propòsit pel qual l'actor pot usar el sistema). El valor veritable d'un cas d'ús reposa en dues àrees: 
• La descripció escrita del comportament del sistema en afrontar una tasca de negoci o un 
requeriment de negoci i que nosaltres com una petita taula amb accions numerades que 
representen la seqüència temporal d'activitats. Aquesta descripció s'enfoca en el valor 
subministrat pel sistema a entitats externes tals com a usuaris humans o altres sistemes (actors). 
• La posició o context del cas d'ús entre altres casos d'ús. Atès que és un mecanisme d'organització, 
un conjunt de casos d'ús coherents, consistents promou una imatge fàcil del comportament del 
sistema, un enteniment comú entre l'usuari i l'equip de desenvolupament. 
Si el Diagrama de Casos D'Us ens mostra una vista global del sistema, en el Model de Casos d'Us ens 
fixarem en la seqüència d'execució per a cada Cas D'Us, el curs normal d'esdeveniments (en definitiva, 
allò que l'usuari espera que faci el sistema). En resum, mostrarem el model de casos d'ús corresponent al 
conjunt de requeriments que hem enumerat en el capítol 2. 
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3.1. Diagrama de Casos d'Ús
El Diagrama de Casos d'Ús corresponent al sistema global és el següent:
Tot i que ho pugui semblar, el Model de Casos d'Us que correspon al diagrama anterior no és, ni de bon 
tros, l'únic conjunt de procediments que cal construir. Es tracta d'un sistema encastat, estem treballant 
amb un µC i no disposem de cap de les eines d'un sistema informàtic “normal”. En particular, no hi ha 
Sistema Operatiu. El problema però, es que les tasques que realitza un SO són d'interès general i no 
tenen cabuda en aquest model. Veurem més endavant, quan presentem el disseny de la solució, en qué 
es tradueix tot això.
3.2. Actors:
En UML, un Actor representa un conjunt coherent de rols que els usuaris poden jugar quan interactúen 
amb el sistema. Encara que, generalment, un actor representa un rol amb el que apareix una persona, 
sovint hi apareixen, com en el nostre cas, dispositius hardware o altres sistemes. Per clarificar el mode 
d'actuació del firmware, en el nostre diagrama hem inclòs dos actors:
• usuari: qualsevol persona amb un mòbil GSM que espera o vol enviar missatges SMS a 
la xarxa GSM per tal de rebre comunicació de les incidències que hi pugui haver en les 
tasques de supervisió de la llar.
• DCE: en realitat, un subsistema. El que s'encarrega de les transmissions amb la xarxa 
GSM.
La frontera del nostre sistema apareix clarament entre el DCE i el DTE (que es comunicaran entre ells 
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d'alguna manera que ara no cal descriure). Es a dir, entre l'equip de comunicacions i el nostre firmware. 
Per fer més evident aquesta separació, hem dibuixat una segona frontera, que inclou la funcionalitat del 
DTE i que nosaltres sí hem de programar: enviar/rebre missatges SMS amb destinació/origen DCE. La 
comunicació entre un usuari i la nostra aplicació anirà més o menys així:
• Per “enviar” un SMS des de el nostre sistema  : el DTE prepara un missatge que lliura al 
DCE que en algun moment lliurarà a la xarxa GSM que, en darrer terme, el lliurarà a 
l'usuari quan aquest estigui disponible. 
• Per “rebre” un SMS des de el nostre sistema  : l'usuari escriu un missatge de text que lliura 
a la xarxa GSM, que en algun moment arribarà al DCE que, en darrer terme i quan 
estiguem disponibles, lliurarà al nostre sistema. 
Peró des-de el punt de vista de l'usuari final, el procés d'enviar/rebre és tot just a l'inrevés del que es 
mostra en el diagrama. Quan “usuari envia missatge al DCE” (flux de color verd) el nostre sistema en 
realitat està rebent un missatge. De forma similar, quan “usuari rep missatge del DCE” (flux de color 
vermell) és per que el nostre sistema li ha enviat un missatge. És per això que en el Diagrama hem volgut 
representar ambdós actors.
3.3. Curs normal d'esdeveniments:
El sistema es posa en marxa de forma automàtica tot engegant-lo (recordem: estem treballant amb µC no 
hi ha Sistema Operatiu ni interfícies d'usuari). Un cop posat en marxa, i d'acord amb certes variables 
establertes amb anterioritat, el sistema entra en mode “supervisor” dedicant-se a fer funcionar els 
sensors del sistema que fan la seva lectura i comuniquen llurs resultats.
Si alguna de les variables supervisades queda fora d'uns límits (que l'usuari pot modificar), i després de 
fer les comprovacions pertinents (no es tracta d'enviar missatges “a lo loco” cada cop que passa alguna 
cosa, millor comprovar-ho tot un parell de vegades, per exemple) el sistema enviarà un missatge SMS a 
l'usuari tot avisant-li que s'ha produït una incidència i deixarà de prendre mesures. Res més. Donades les 
condicions de treball en que suposem ha de funcionar (indrets deshabitats) no creiem necessari definir 
accions per executar posteriorment. 
L'usuari pot, en qualsevol moment, enviar un missatge SMS (tot seguint una certa codificació) per 
configurar els límits de treball dels sensors, però també per engegar-los o per apagar-los.
3.4. Cas d'ús “Supervisar”
3.4.1. Descripció:
Aquest cas d'ús s'inicia de forma automàtica, és el nucli del sistema i el centre de tota la lògica de negoci. 
Supervisar una petita llista de sensors significa fer-los funcionar a intervals periòdics de temps i tenir 
cura dels seus resultats. 
3.4.2. Pre-Requisits:
• Els sensors han d'estar en marxa. 
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• L'usuari ha d'haver comunicat els intervals d'actuació.
3.4.3. Curs normal d'esdeveniments:
Encara que la llista de sensors a supervisar es curta: un termòmetre, un detector de presència i un 
convertidor analògic-digital, el procediment és similar per a tots els sensors: 
Sistema Sensor
1.- El sistema selecciona un sensor que estigui en marxa. Si no 
en troba cap, el sistema queda a la espera que l'usuari engegui 
un.
2.- El sensor realitza la mesura.
3.- El sensor emmagatzema el resultat.
4.- El sistema recupera el resultat.
5.- El sensor verifica el resultat.
6.a.- Si el resultat és correcte, el sistema selecciona un nou 
sensor i torna al pas 1. El cas d'ús acaba. 
6.b.- Si el resultat és incorrecte, el sistema ordena repetir la 
lectura.
7.- El sensor repeteix el procediment. 
8.a.- Si la lectura es correcte, el sistema selecciona un nou 
sensor i torna al pas 1. El cas d'ús acaba.
8.b.- Si la lectura continua essent incorrecte, el sistema envia un 
missatge SMS a l'usuari i apaga el sensor.
9.- El sensor s'apaga.
10.-  El sistema selecciona un nou sensor i torna al pas 1. El cas 
d'ús acaba.
3.5. Cas d'ús “Receive SMS”
3.5.1. Descripció:
Aquest cas d'ús s'inicia quan el DCE, el mòdul de transmissions, ens envia un avís (en forma d'URC). 
Aquest avís pot ser degut a l'arrivada d'un SMS, però pot ser també un comunicat dels seu règim 
d'actuació (per exemple, avisar-nos que la bateria es troba per sota d'un mínim).  A nosaltres ens interesa 
el cas en que l'usuari ens ha enviat un SMS. 
3.5.2. Curs normal d'esdeveniments:
DCE DTE
1.- L'usuari envia un missatge de text (un SMS). 
2.- El missatge és rebut pel DCE. El DCE envia al DTE un avís 
(en forma d'URC) amb un format determinat (CMTI).
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3.- El DTE analitza l'URC. 
4.a- Si l'URC no és un missatge CMTI podem ignorarlo. El cas 
d'ùs finalitza.
4.b.- Si l'URC és un missatge CMTI el descodifiquem. Cal 
esbrinar en quin lloc de la memòria del DCE es troba l'SMS.
5.- El DTE ordena recuperar missatge.
6.- El DCE recupera el missatge enviat per l'usuari.
7.- El DCE lliura al DTE el missatge enviat per l'usuari.
8.-El DTE llegeix el missatge original i l'emmagatzema a la Base 
de Dades deixant-lo llest per a ser processat.
9.-El DTE bloqueja la rebuda de mes URC fins que el sistema 
reculli el missatge i el processi. 
10.- El cas d'ús finalitza.
3.6. Cas d'ús “Send SMS”
3.6.1. Descripció:
Aquest cas d'ús s'inicia en resposta al punt 8.b del cas d'ús Supervisar.  En aquest punt, un dels sensors 
ha activat una alarma i el sistema ha d'enviar un missatge de text, un SMS, a l'usuari. Tots els SMS que 
s'envien “a l'usuari” ho fan en realitat a un numero de telefon que nosaltres anomenem “master”. 
3.6.2. Pre-Requisits:
• L'usuari ha d'haver configurat la targeta SIM del DCE amb el número de telèfon on vol rebre els 
missatges. Aquest número cal assignar-lo amb un nom estàndard, per nosaltres: “MSTR”.
3.6.3. Curs normal d'esdeveniments:
DTE DCE
1.- El DTE ordena executar les rutines de configuració que 
corresponguin.
2.- El DCE es prepara per enviar un SMS. 
3.- El DTE pregunta al DCE quin és el numero de telèfon del 
“master”.
4.a- Si el DCE no troba el telèfon del master el cas d'ús finalitza 
amb error, no podem continuar.
4.b- Si el DCE troba el telèfon del master el comunica al DTE.
5.- El DTE demana permís per enviar un missatge de text al 
master.
6.-El DCE autoritza l'enviament del text.
7.- El DTE lliura el text al DCE.
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8.- El DCE emmagatzema el missatge. En algun moment 
posterior l'enviarà a la xarxa GSM i serà rebut per l'usuari.
9.- El cas d'ús finalitza.
3.7. Cas d'ús “Administrar”
3.7.1. Descripció:
Aquest cas d'ús s'inicia quan finalitza Receive SMS de forma que tenim emmagatzemat un SMS que 
l'usuari ens ha enviat instants abans. Per nosaltres, l'administració dels dispositius vol dir exercir tres 
funcions fonamentals de control: engegar, aturar i configurar (bàsicament: definir l'interval de confiança 
de cada sensor). 
3.7.2. Pre-Requisits:
• L'SMS enviat per l'usuari ha de tindre un format determinat, que es descriu al final d'aquest 
capítol.
3.7.3. Curs normal d'esdeveniments:
DTE Sistema
1.- El DTE ha desat un SMS en memòria, llest per a ser 
processat.
2.- El Sistema fa les comprovacions necessàries. 
3.- Si el format de l'SMS no és correcte, s'ignora i el cas d'ús 
continua en el punt 8.
4.- El Sistema descodifica el missatge. 
5.- El Sistema executa la funció codificada dins del missatge.
6.-El Sistema prepara un misssatge de resposta.
7.- El DTE lliura el missatge de resposta al DCE.
8.- El Sistema esborra el missatge.
9.- El DTE ordena al DCE eliminar el missatge.
10.- El DCE elimina el missatge.
11.- El cas d'ús finalitza.
3.8. Ordres d'usuari: format dels SMS.
La codificació dels modes funcionals (les accions que el sistema realitzarà obeint l'ordre que s'ha rebut) 
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son les accions que l'usuari vol que executem. El format general d'un ordre enviat per SMS és el següent:
• en primer lloc, un separador,
• després el password: 4 digits [0..9],
• després, un altre separador,
• un codi de funció: 2 xifres [“00”...”99”],
• un separador,
• si és necessari, els arguments de la funció,
• i, en acabar, un separador.
Exemples (hem decidit que el password és “1234” i utilitzem “@” com a separador):
• per posar en marxa el sistema: “@1234@00@”
• per aturar el detector de presència: “@1234@92@”
• per actualitzar la data del sistema a “dilluns 13 de desembre del 2010”: 
“@1234@10@1131210@”
• per actualitzar la hora del sistema a les 9:15 del mati: “@1234@11@0915@”
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3.8.1. Conjunt de funcionalitats:
Funció Codi Descripció
“00” OPEN_ALL Obrir tot el sistema. Permetre que el sistema ens envii un SMS quan es produeixi una 
incidència. Cal executar aquesta funció després d'haver actualitzat tots els intervals de 
confiança.
“01” OPEN_DS1820 Obrir el termòmetre. Permetre que el sistema ens envii un SMS quan la temperatura no 
sigui correcte. Si el termòmetre ja era obert, no fer res.
“02” OPEN_AMN11112 Obrir el detector de presència. id.
“03” OPEN_ADC Obrir el convertidor A/D(*). id.
“10” SET_DATE Actualitzar la data del sistema. Cal indicar el dia de la setmana (1 xifra), el dia del mes 
(sempre amb 2 xifres), el mes (també amb 2 xifres) i l'any (només les 2 últimes xifres).
“11” SET_TIME Actualitzar la hora del sistema. Només cal indicar la hora (sempre amb2 xifres), i els minuts 
(també amb 2 xifres).
“19” SET_PASSWORD Actualitzar el password (4 xifres) amb el que el sistema valida si ha de fer cas del missatge 
rebut o no. Un missatge amb password incorrecte serà ignorat. Per omissió “1234”. 
“21” SET_TEMPRANG Actualitzar el rang de temperatures considerades correctes. Cal indicar límit inferior i 
superior. Totes amb 3 xifres excepte quan el límit inferior sigui negatiu. En aquest cas, la 
primera xifra ha de ser un 9.
exemple: per fer que el termòmetre ens avisi si la temperatura és mes petita de 10 graus o 
més gran de 25,5:
 “@1234@21@100255@”
exemple: per fer que el termòmetre ens avisi si la temperatura és mes petita de -10 graus o 
més gran de 10:
 “@1234@21@910100@”
“22” SET_ADCRANG Actualitzar el rang de lectures (recordem: són percentatges, tots amb 3 xifres) 
considerades pel Convertidor A/D. Per exemple, per avisar-nos quan la humitat sigui més 
petita del 80%:  “@1234@22@080100@”. per avisar-nos quan la humitat sigui més gran 
del 90%:  “@1234@22@000090@”
“23” SET_AMNRANG ID pel rang de lectures del detector de presència.
“55” SET_DEFAULTS Per restablir tots els rangs als valors pre-programats.
“66” QUERY Per demanar al sistema que ens envii un SMS amb els valors actuals de totes les lectures.
“91” CLOSE_DS1820 Tancar el termòmetre. Evitar que el sistema ens envii un SMS quan es produeixi una 
incidència deguda a la temperatura.
“92” CLOSE_AMN11112 Tancar el detector de presència. Evitar que el sistema ens envii un SMS quan es produeixi 
una incidència per culpa d'aquest sensor.
“93” CLOSE_ADC ID.
“97” CLOSE_SERVICES Tancar tots els serveis excepte el DCE. Podem utilitzar aquesta funció quan, per exemple , 
hem posat en marxa el sistema sense configurar-lo.
“98” LOW_POWER Entrar en mode de baix consum. En previsió.
En aquest mode, tots els serveis estan operatius excepte el DCE (no podrem, per tant, 
rebre cap SMS). Quan es produeix una incidència, el sistema engegarà el DCE, enviarà 
l'avís i romandrà en espera de resposta durant un cert temps abans de tornar-lo a apagar. 
Aquest hauria de ser el mode habitual de treballar.
“99” CLOSE_ALL Tancar tots els sistemes, inclòs el DCE. Cal utilitzar aquesta funció només abans d'apagar-
lo. Per exemple, abans de canviar la bateria.
(*)El convertidor A/D és la emulació d'un senyal analògic extern. Per exemple, la humitat, la pressió atmosfèrica 
o el grau de claror.
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En l'inici dels temps, quan no existien els nombres, per poder comptar ovelles els antics pastors 
guardaven una bossa amb pedres, una pedra per cada ovella. Aquell era un sistema manual que els 
permetia resoldre un problema: saber si havien perdut una ovella. Amb l'arribada del llapis, el paper i 
les matemàtiques van poder comptar les ovelles i registrar aquest nombre en un paper. Aquest és ja un 
sistema mecànic. Quan va arribar la electricitat, els pastors ja podien disposar de caixes registradores 
(petits sistemes electromecànics) per dur la comptabilitat. En arribar la electrònica els circuits es varen 
fer cada cop més petits i més ràpids, s'espatllaven menys i eren més precisos. En arribar la era digital, 
els sistemes electrònics (circuits) aniran desapareixent i en el seu lloc apareixeran sistemes encastats, 
sistemes (circuits) encara més petits, amb menys components, més ràpids i, el que és més important, 
més fàcilment adaptables a les necessitats canviables dels seus usuaris. Per fer que un circuit (un 
sistema) electrònic pugui adaptar-se a diferents necessitats s'ha de fer que el corrent elèctric circuli per 
parts del circuit diferents, com si tinguéssim sobreposades moltes pistes de carreres dins d'un mateix 
circuit de Formula 1. Cada pista amb les propietats desitjades. Per fer-ho, s'hi han de col locar ponts,·  
interruptors, diodes, etc. Un sistema encastat intenta minimitzar tot això, com els semàfors que governen 
la circulació en un circuit urbà. En lloc de deixar les tasques de govern del circuit en components 
electrònics, un software allotjat en un microcontrolador és el que s'encarregarà de fer-ho. 
En el nostre sistema encastat, la idea principal ha estat treballar amb components estàndards. En aquest 
capítol, descriurem el circuit electrònic que acompanya el nostre firmware: la placa base, el 
microcontrolador, els sensors i l'equip de comunicacions. Encara que la peça més valuosa és, amb molt, 
la placa base, en realitat només es tracta d'un suport per a la resta de components el més important de 
tots, el microcontrolador. 
Tot i que la placa EasyPIC 6 conté un bon nombre d'elements hardware (el µC, el visor LCD, el 
convertidor analògic-digital, etc.) hi ha un parell de dispositius que cal connectar de forma externa: el 
sensor de presència AMN 11112 i el mòdem GSM.  La última secció d'aquest capítol està dedicada a 
mostrar com els hem connectat entre ells.




Il lustració · : PIC18F4550
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La empresa americana Microchip (www.microchip.com) és líder mundial en el sector dels µC. Disposa d'una 
amplia gamma de productes que es poden trobar fàcilment a tot el món, hi ha força documentació 
(interna i externa) i un munt de llibres (fins i tot en castellà). Molts fabricants ofereixen gran quantitat de 
productes de training i desenvolupament que suporten els seus µC. Per altra banda, vam utilitzar el 
model PIC16F876 en les pràctiques de l'assignatura SDMI, això vol dir que disposem d'una experiència 
prèvia que podem aprofitar. En particular, hem escollit el model  PIC18F4550 pels següents motius: 
• Es tracta de l'evolució natural del PIC16F876, model que es quedaria una mica curt de 
prestacions per aquest projecte. La família PIC18F va ser anunciada l'any 1999. Es tracta doncs 
d'uns µC prou experimentats. Van sortir al mercat amb una clara intenció de compatibilitat, el 
fabricant buscava facilitar la migració dels productes basats en els antics PIC16.
• Els µC de la gamma PIC18Fnnnn tenen un rendiment de 10MIPS, més que suficient per les 
nostres necessitats, un voltatge d'alimentació d'entre 2 i 5,5 volts (apropiat per una llar 
domèstica) i un joc d'instruccions RISC clarament orientat a ser utilitzat sota llenguatge C 
(àmpliament utilitzat en tota la carrera).
• Incorpora la tecnologia “nanoWatt” que permet reduir el consum energètic. El dissenyador pot 
activar el mode de baix consum en qualsevol lloc del programa. 
• Disposa de 3 temporitzadors de 16 bits. El que ens permet dedicar-hi un a mantenir un rellotge 
intern que pugui ser utilitzat per programar certes funcions auxiliars (com per exemple engegar 
o apagar els llums i l'aire condicionat a una hora determinada).
• Incorpora 16 fonts d'interrupció, el que ens permetrà utilitzar tots els avantatges de la tecnologia 
“nanoWatt” i no haver de recórrer a la “espera activa” (i malmetre el temps de processador).
• Disposa d'una memòria de programa de 32K, que en principi suposem suficient per 
desenvolupar el firmware, una memòria RAM de 2048 bytes per dades i una EEPROM de 256 
bytes per dades que necessitin persistència.
• És econòmic i  fàcil de trobar.
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1.2. Placa EasyPIC6(*).
(*)http://www.mikroe.com/en/tools/easypic6
Per poder connectar el PIC amb la resta d'elements necessitem un circuit electrònic. Com ja hem 
comentat, tenim tres opcions: fabricar la nostra pròpia placa, cablejar amb fil de coure tot el circuit i 
soldar la resta d'elements, utilitzar una protoboard o bé, comprar una placa de training. Una placa de 
training no és altra cosa que un circuit pre-definit on allotjar els components. Treballar amb un circuit 
estandarditzat té avantatges (no hi ha errors, no hem de fer soldadures i es pot configurar) però també té 
inconvenients, perdem cert grau de llibertat a l'hora d'escollir les connexions. Per exemple, si la placa de 
training només permet connectar una pantalla en el port B, no podem utilitzar aquest port per simular un 
compte enrere. De tota manera, hem considerat que una placa training és la millor solució pel nostre 
desenvolupament. Tindrem molta feina amb el mòdul GSM, no podem construir un sistema físic (no és a 
l'abast d'aquesta Enginyeria) i una protoboard està bé per una o dues connexions, però aquest no es el 
nostre cas. Una vegada decidit quina classe de suport utilitzarem, cal escollir-ne un.  
La empresa mikroElektronika (http://www.mikroe.com) s'ha especialitzat en el desenvolupament d'eines de 
training (plaques, accessoris, compiladors, etc.). Hem observat que fabrica petites plaques que integren 
de manera senzilla diferents components per a poder fer proves. Hi ha un model en particular, la 
EasyPIC6, que permet afegir-hi fàcilment un termòmetre i el circuit AMN11112. Per altra banda, es tracta 
d'una excel lent placa de · training, robusta, ben documentada i a un preu assequible. A més a més, el 
fabricant ha dissenyat, en forma de complement, mòdul de connexió GSM.
1.3. Digital Thermometer DS18S20(*).
The DS18S20 digital thermometer provides 9- to 12-bit centigrade temperature measurements and has an 
alarm function with NV user-programmable upper and lower trigger points. The DS1822 communicates over 
a 1-Wire bus that by definition requires only one data line (and ground) for communication with a central 
microprocessor. It has an operating temperature range of –55°C to +125°C and is accurate to 2.0C over the 
range of –10°C to +85°C. In addition, the DS1822 can derive power directly from the data line (“parasite 
power”), eliminating the need for an external power supply. Each DS1822 has a unique 64-bit serial code, 
which allows multiple DS1822s to function on the 1-Wire bus; thus, it is simple to use one microprocessor to 
control many DS1822s distributed over a large area. Applications that can benefit from this feature include 
25
Il lustració · : Placa EasyPIC 6
Capítol 4. Disseny del Hardware.
HVAC environmental controls, temperature monitoring systems inside buildings, equipment or machinery, and process monitoring and control systems.
Key Features: 
• Unique 1-Wire Interface Requires Only One Port Pin for Communication 
• Each Device has a Unique 64-Bit Serial Code Stored in an On-Board ROM 
• Multidrop Capability Simplifies Distributed Temperature Sensing Applications 
• Requires No External Components 
• Can Be Powered From Data Line. Power Supply Range is 3.0V to 5.5V 
• Measures Temperatures from -55°C to +125°C (-67°F to +257°F) 
• ±0.5°C Accuracy from -10°C to +85°C 
• 9-Bit Thermometer Resolution 
• Converts Temperature in 750ms (max) 
• User-Definable Nonvolatile (NV) Alarm Settings 
• Alarm Search Command Identifies and Addresses Devices Whose Temperature is Outside Programmed Limits (Temperature Alarm Condition) 




• Thermally Sensitive Systems
• Thermometers
• Thermostatic Controls  
(*)Font: Dallas Semiconductor.
Tots els sistemes domòtics inclouen el govern, o almenys la mesura, de la temperatura ambient. El 
Dallas DS1820 és un petit termòmetre digital fabricat per Dallas Semiconductor (que també va 
dissenyar el protocol 1-Wire) que pot ser fàcilment afegit al nostre sistema, la placa EasyPIC6 ve 
preparada amb un bastiment on connectar-lo i proporciona prou documentació i exemples amb aquest 
termòmetre. El rang de temperatures que pot mesurar es més que suficient. Encara que pot proporcionar 
una alarma (molt adient per evitar la espera activa) i està preparat per treballar dins una xarxa de 
termòmetres, nosaltres només utilitzarem la versió més senzilla: ordenar-li que faci la mesura i ens envii 
el resultat. Per fer-ho utilitzarem el protocol 1-Wire que, encara que complica una mica el firmware, té 
l'avantatge de no necessitar alimentació externa i utilitzar nomes 2 pins del µC (en realitat només un, 
l'altre és la massa comuna).
1.4. AMN11112 motion sensor.
L'AMN-11112 és un detector de presència fabricat per 
Panasonic que es capaç de detectar variacions en la 
radiació de fons en l'espectre d'infraroig. El sensor basa 
el seu funcionament en el fet que una persona en 
moviment provoca micro-canvis de temperatura al seu 
voltant que poden ser detectats. En repòs, tots els punts a 
l'abast del sensor han de tindre una temperatura 
uniforme (que pot variar, però de forma gradual, no 
sobtada) que el sensor enregistra. El sensor està calibrat 
per identificar les variacions que responen al patró de 
moviment de les persones. 
En aquest cas, i en tractar-se d'un sensor digital, el resultat és high/low (si/no, true/false, ...) la qual 
cosa fa que el seu govern sigui d'allò més senzill, només cal capturar una de les línies “out”. I això és el 
que fem a intervals llargs de temps: capturar una línia i veure si és high. Com que el sensor és sensible a 
la llum i tenint en compte que no sempre tindrem algú pendent de baixar les persianes, haurem d'afegir 
alguna petita rutina per eliminar el “soroll”. 
1.5. Equip de comunicacions
Hi ha diverses formes de “sortir a l'exterior” per comunicar incidències. Les primeres centrals de 
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telecontrol utilitzaven la xarxa de telefonia fixa. Les xarxes domòtiques d'última generació per a llars 
domèstiques utilitzen internet. En una instal lació industrial podríem pensar en RDSI. En el nostre cas·  
utilitzarem la xarxa GSM(*). Hem dotat al sistema d'una interfície de telefonia mòbil que ens permet 
enviar i rebre missatges sms. Per aconseguir aquest objectiu necessitem tres elements: 
◦ Una targeta SIM (una simcard) normal com les que hom utilitza en els mòbils d'ús personal 
amb un número de telefon. 
• “The term SIMcard is the abbreviation of Subscriber Identity Module card. The SIM card is a smart chip card inside a 
GSM cell phone. Data like your cell phone number is stored on the SIM card and without a SIM card your cell phone is 
unable to work. Because of that, if you change your SIM card, you are getting a new telephone number. A SIM card is  
actually a tiny computer in your phone. Current SIMs typically have 16 to 64 kb of memory, which provides plenty of  
room for storing hundreds of personal phone numbers, text messages, value-added services and important for us: 
position data (coordinates) of tracked animals. A cell phone is activated by inserting SIM card. It is the SIM card which 
identifies you to the network. There are two kinds of SIM cards: Prepaid SIM cards and regular SIM cards on a 
subscription basis. For a SIM cards on a subscription basis, you sign a contract of a provider and get a bill every month. A 
Prepaid SIM cards is a SIM card you have to buy airtime in advance. The Prepaid SIM card can be uploaded by bank 
transfer via your cell phone.”
◦ Un modem amb capacitats GSM on ubicar la simcard i que faci d'intermediari entre el µC i 
l'usuari (en general, el receptor del SMS). És a dir, convertir una sim-card en un telefon mòbil 
amb GSM que permeti connectar el sistema amb l'exterior en dues direccions, rebre i enviar 
missatges SMS. 
◦ Una placa d'expansió que adapti el conjunt modemGSM + simCard a les característiques de 
la placa base (la EasyPIC6).
En el nostre cas, els dos últims elements no poden separar-se. La idea no és afegir un telèfon mòbil al 
sistema, no tindria sentit. La majoria de funcions d'un mòbil (agenda, jocs, calendari...) no tenen cap 
sentit en un sistema destinat a ser utilitzat per un µC. Nosaltres només utilitzarem les capacitats GSM del 
xip, com si es tractés d'un mòdem. En realitat, aquesta visió no és tant diferent de la dels antics mòdems. 
Inicialment es tractava de comunicar dos ordinadors mitjançant la línia de telèfon (que originalment 
havia estat dissenyada només per a transmetre veu). En el nostre cas tampoc transmetrem veu, només 
dades, i sempre entre dos DCE, el del mòbil que genera el missatge i el mòbil que el rep. 
• GSM(*) is a cellular network, which means that mobile phones connect to it by searching for cells in the immediate 
vicinity. GSM networks operate in four different frequency ranges. Most GSM networks operate in the 900 MHz or 1800 
MHz bands. General Packet Radio Service (GPRS) is a packet oriented Mobile Data Service available to users of Global 
System for Mobile Communications (GSM) and IS-136 mobile phones. It provides data rates from 56 up to 114 kbit/s. 
GPRS can be used for services such as Wireless Application Protocol (WAP) access, Short Message Service (SMS), 
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1.5.1. Subsistema mòdem GSM.
Quan parlem per telèfon el nostre interlocutor és a l'altre banda del fil. En som conscients. Podem 
percebre les dues facetes d'una mateixa cosa: una comunicació. Quan enviem un SMS no tenim aquesta 
sensació, ens limitem a escriure el text, escollir el destinatari i “enviar-ho”. Però, qui o que hi ha a l'altra 
banda?. El nostre interlocutor no. Si més no, no sempre, pot tindre el mòbil espatllat, fora de cobertura o, 
senzillament, no pot atendre la nostra trucada. Que ens vol dir, aleshores, el mòbil quan ens comunica 
que el missatge “ha estat lliurat”?. Podem imaginar-nos una resposta: un ordinador, una xarxa 
d'ordinadors segurament. Però no tenim aquesta sensació en escriure el missatge, perquè?. Doncs per 
que la nostra comunicació (la que hi ha entre nosaltres i el nostre interlocutor) es divideix en un munt 
d'altres comunicacions, la primera de les quals succeeix en el nostre propi mòbil: entre el DTE i el DCE. 
En el mòbil hi ha instal lat un petit editor que ens permet escriure, de vegades de forma poc llegible, un·  
text. Aquest editor forma part del DTE. En acabar premem el botó <enviar> i el mòbil, en algun 
moment, enviarà el text a “la xarxa”. L'encarregat de fer això és el DCE. A l'altre banda de “la xarxa” el 
DCE del mòbil del nostre interlocutor rebrà el text, avisarà al seu DTE i aquest presentarà un petit avís 
per la pantalla: “ha arribat un SMS!”. 
La nostra obligació és programar un DTE, però no podem amb el DCE. És fora del nostre abast. Per això 
necessitem el mòdem GSM. És a dir, un DCE amb capacitats d'entendre GSM, el protocol que s'estableix 
entre els membres de la xarxa d'ordinadors encarregada de transportar els SMS. Està format per dos 
components: 
• Simcom SIM340Z GSM/GPRS Module: és el mòdem GSM, el DCE.
• EasyGSM/GPRS SIM340Z: és una placa d'expansió, un perifèric que exporta les 
connexions internes del mòdem. El Simcom no és un modul de training, sinó una peça 
comercial. Els seus terminadors son tant i tant petits que no s'hi pot accedir manualment 
(i molt menys soldar). Aquesta placa és un disseny de Mikroelektronika per solucionar 
aquest problema. Ens haurà de permetre gestionar qualsevol de les línies del DCE.
1.5.2. Simcom(*) SIM340Z GSM/GPRS Module
• SIMCom Reached a Cooperation with Telefonica
[Shanghai, China – Dec. 10, 2009] SIMCom wireless module solution (“SIMCom”) announced today that it had reached a 
cooperation with MobiT and Telefonica, a famous global telecommunications company. Telefonica had chosen SIMCom 
and MobiT as its strategic partners in developing M2M field and the three companies had agreed to join forces to 
expand M2M business cooperation and activities in the international market. Telefonica expressed that it’s a key step of 
M2M globalization plan to expand the wireless module business, therefore, to find out a trustful partner with rich 
experience is on top priority, which is definitely SIMCom could provide. The deep trust is from the former cooperation of 
product certification service and other trial projects in which SIMCom fully showed its great strength and high product 
quality. As a leading global supplier in wireless module, SIMCom’s solution has an excellent performance so as to satisfy 
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clients’ different design need. SIMCom said it’s a great honor to be Telefonica’s strategic partner. It had a strong belief 
that this cooperation would boost the development on both sides and bring a bright future for the M2M market.
Hem escollit el mòdem Simcom SIM340Z GSM/GPRS Module donat que és el més senzill dels 
productes estudiats. No en necessitem més. La comunicació interna (entre el µC i el mòdem) utilitzarà els 
circuits de la EasyPIC6 i es farà mitjançant comandes AT(*) segons l'especificació 3G TS 27.007 V3.2.0 
(1999-10) publicada pel 3GPP (http://www.3gpp.org). 
• The Hayes command set is a specific command-language originally developed for the Hayes Smartmodem 300 baud 
modem in 1977. The command set consists of a series of short text strings which combine together to produce complete 
commands for operations such as dialing, hanging up, and changing the parameters of the connection. The ETSI GSM 
07.07 (3GPP TS 27.007) specifies AT style commands for controlling a GSM phone or modem. The ETSI GSM 07.05 (3GPP 
TS 27.005) specifies AT style commands for managing the SMS feature of GSM . 
(*)From Wikipedia, the free encyclopedia
1.5.3. EasyGSM/GPRS SIM340Z(*)
• GSM/GPRS performance for voice, SMS, Data, and Fax in a small form factor and with low power consumption. Designed 
for global market, SIM340Z is a Quad-band GSM/GPRS engine that works on frequencies GSM 850M HZ, EGSM 900 MHz, 
DCS 1800 MHz and PCS 1900 MHz. SIM340Z features GPRS multi-slot class 10/ class 8 (optional) and supports the GPRS 
coding schemes CS-1, CS-2, CS-3 and CS-4. With a tiny configuration of 40mm x 33mm x 2.85mm, SIM340Z can fit almost 
all the space requirements in your applications, such as smart phone, PDA phone and other mobile devices.
(*)Font: http://www.mikroe.com/en/tools/gsm/easygsm-gprs-sim340z/
Quan surt de fàbrica, el SimCom SIM340Z GSM/GPRS Module es presenta com una peça gairebé 
plana. Tot allò que ha de sortir a l'exterior ho fa mitjançant un petit connector Entery de 60 potes. A més a 
més, no hi ha cap lloc per on connectar la targeta SIM. EasyGSM/GPRS SIM340Z és la placa d'expansió 
que complementa el mòdul SIM340Z. Ha estat dissenyada per exportar, és a dir: fer visibles per poder 
treballar amb elles, les línies de comunicació del mòdem i dur-les a les potetes del µC. A més a més, hi 
han col locat un receptor per a la targeta SIM.·
1.5.4. SIM Card.
Bé, ja hem descrit tots els components hardware del sistema. Tots? En realitat no, falta un, el més 
important per a les companyies de telefonia. Qui pagarà la factura?. L'usuari, evidentment. Com?. Doncs 
amb la targeta SIM que haurà d'adquirir per poder fer anar el mòbil. Nosaltres hem escollit una targeta 
SIM de prepagament doncs es tracta de la forma més econòmica de fer proves. Hem aprofitat una oferta 
d'Orange, el nostre operador habitual, però en realitat podríem haver utilitzat qualsevol tipus de SIM.
2. Esquema de connexions
2.1. SimCom SIM340Z GSM/GPRS Module.
Per connectar el mòdem GSM a la placa EasyPIC 6 hem dissenyat una placa de expansió auxiliar. El 
mòdul GSM “exporta” 60 línies disposades en dos grups de 30 (CN 1, CN 2). Tanmateix, el µC te un port 
de comunicacions (el Port C) que suporta USART, un protocol molt senzill de comunicacions sèrie. La 
placa EasyPIC6 “exporta” les línies del PIC18F4550 en blocs de 10 pins:
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SIMCOM 340-Z PIC18F4550
PIN # PIN NAME CN DESCRIPTION PORT #
1 – 8 VBAT 1; 2 8 pins connect supply voltage
9 – 14 GND 1; 2 Digital ground
NO
34 PWRKEY 2 Power on key C 0
44 RTS 2 Request To Send C 2
38 DTR 2 Data Terminal Ready C 1
46 CTS 2 Clear To Send C 4
28 RING 2 Ring indicator C 5
42 TXD 2 Transmit Data C 6
40 RXD 2 Receive Data C 7
2.2. Panasonic AMN-11112.
La connexió amb el detector de presència és molt més senzilla. Només requereix dues línies, encara de 
de fet amb només un port en tindríem prou, i totes en el mateix grup:
AMN 11112 PIC18F4550
PIN # PIN NAME CN DESCRIPTION PORT #
1 VBAT 1 1 pin connect supply voltage
4 GND 1 Digital ground
NO
2 OUT 1 1 Output line A 1
3 OUT 2 1 Output line A 3
2.3. Dallas DS1820.
La connexió amb el termòmetre és també més senzilla. Tot i una resolució de 10 bits, utilitzant el protocol 
1-wire només necessitem una línia:
DALLAS DS1820 PIC18F4550
PIN # PIN NAME CN DESCRIPTION PORT #
1 SIGNAL 1 Alimentació i dades de sortida del termòmetre. E 2
2.4. Convertidor A/D.
Hem connectat el convertidor A/D al potenciòmetre pre-installat a la EasyPIC 6. Només necessitem una 
línia:
POTENCIÒMETRE PIC18F4550
PIN # PIN NAME CN DESCRIPTION PORT #
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En capítols anteriors hem respost a dues preguntes primordials, quin es el problema i què ha de fer el 
sistema per resoldre'l. Es a dir, ara ja sabem què hem de fer, però encara no hem dit res de com ho 
farem. En aquest capítol descriurem els serveis que ofereix el sistema en resposta a la pregunta:
CÓM RESOLDREM EL PROBLEMA?
Respondrem aquest pregunta a partir d'una altra eina UML, el Diagrama de Classes, una manera senzilla i 
gràfica de fer-se a la idea de com de ben resolts han estat els requeriments inicials. Hom utilitza els 
Diagrames de Classes per a modelar la vista de disseny estàtica del sistema. És molt freqüent comparar-
los amb els plànols d'una casa: mostren els elements estructurals. Es poden veure els elements de 
construcció bàsics (on hem posat les portes, on és la cuina, els dormitoris, etc.) i els ha de poder 
entendre tant qui hi ha de viure com qui ha de construir la casa. Dit d'una altra manera: 
• Un usuari ha de poder veure que el problema i la seva solució són visibles i coherents, és 
la única forma de que es pugui fer una idea del cost de desenvolupar-les. És fàcil deduir 
que aquest cost és directament proporcional a la dificultat intrínseca del Model. 
• Un desenvolupador ha de poder veure com ha de ser l'aplicació que haurà de programar.
Diem que el Diagrama de Classes és una “vista de disseny estàtica del sistema” primer per que ens 
ofereix informació quant als requeriments funcionals i segon per que, igual que el plànol d'una casa no 
ens pot mostrar els canvis de llum durant el dia, el Diagrama de Classes no ens ofereix informació quant 
a aspectes dinàmics del sistema. Dit en altres paraules, en aquest diagrama el lector no veurà quina és la 
seqüència que segueix el sistema des que es dispara una alarma fins que l'usuari rep un SMS (per això 
hem dedicat l'Annex 3 a mostrar la Màquina d'Estats) però sí ha de poder veure que el sistema és capaç 
de gestionar un sensor i d'enviar un SMS. 
Cal recordar, però, que estem treballant amb C i que UML, i per tant també el Diagrama de Classes, són 
eines que modelen objectes.  Només dins d'un software orientat a objectes té sentit parlar d'herència, 
encapsulació i polimorfisme però treballant amb C, i encara que sigui una versió prou recent i peculiar, 
no tenim cap possibilitat d'afegir orientació a objectes en el nostre firmware. Tant el concepte de classe 
com la herència que apareix representada en el diagrama són teòrics: el disseny que ens hem obligat a 
obeir.
Així doncs, el Diagrama de Classes del Sistema Domòtic amb interfície de telefonia mòbil es el següent:
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5.1. Diagrama de Classes.
 
5.2. La Classe Main. 
5.2.1. Descripció.
En qualsevol sistema software, el main és el procés principal, l'encarregat d'executar la seva lògica de 
negoci. En el nostre cas cal recordar que estem treballant amb un µC i dintre d'un sistema en temps real 
que opera de forma autònoma, sense intervenció de l'usuari. No tenim sistema operatiu ni cap software 
de suport. No n'hi ha prou amb executar les competències necessàries per resoldre el problema. Tot 
sistema software funciona dins un embolcall més general, un Sistema Operatiu, i això és el que ens fa 
falta resoldre primer, un software que s'encarregui d'atendre interrupcions i executar processos (no 
tenim disc). Per tindre un sistema informàtic complert ens cal una versió reduïda de SO. En el món dels 
µCs: un RTOS que estudiarem en la secció següent.  Podem tindre una idea força aproximada de que fa 
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4: executar RTOS
5: end while
El curs normal d'esdeveniments és el següent:
1. Durant la posada en marxa del sistema, cal executar les rutines d'inici i configuració, de 
forma similar a com ho faria el procés de boot de qualsevol SO. 
2. Executar continuadament les rutines de lectura dels sensors, per esbrinar les condicions 
ambientals de treball. Tots les sensors funcionen per enquesta. Disposen d'un flag (una 
bandera) que aixequen quan la variable que gestionen es troba fora dels límits. 
3. Si hi ha alguna alarma encesa, cal resoldre la situació. En darrer terme, cal avisar l'usuari 
mitjançant un missatge SMS. Si tot va bé, tornar al punt 2.
El main no és només el procés principal del sistema, en realitat, és l'únic procés que pot tindre en marxa 
el µC. No hi pot haver cap més tasca. A diferència d'altre software d'aplicació, cal que el main s'executi 
en un bucle infinit amb un cert criteri: com i quan executar cada cosa. La nostra solució ha estat simular 
les condicions de treball d'un SO. Tots els SO tenen un scheduler que s'encarrega de seleccionar un 
procés (un programa en execució) i executar-lo. Nosaltres farem el mateix. En lloc de tindre un munt de 
funcions dintre d'un main, hem definit un conjunt de processos amb la mateixa prioritat que un RTOS 
s'encarrega d'executar tot seguint una política Round-Robin. Però un SO te cura, també, de les 
interrupcions que afecten el sistema. Nosaltres també ho haurem de fer. Cal tindre cura del rellotge del 
sistema i dels missatge provinents del DCE.  
5.2.2. Atributs.
Encara que el main és el procés principal del sistema també actua com un contenidor per a les variables 
globals (públiques). No podem oblidar que estem treballant amb C.  
• dClock. El rellotge del sistema. En sistemes en temps real és important portar un 
rellotge. Hem de pensar que les comunicacions cap a l'usuari han d'indicar, com a mínim, 
el dia i la hora en que s'ha detectat una incidència.
• dmtEvents. El monitor del gestor d'incidències. Definim una incidència quan alguna de 
les variables que estem supervisant (temperatura, grau d'humitat, presència humana) no 
és dins d'un interval de confiança. 
• dmtExcepcions. El monitor del gestor d'excepcions. Es produeix una excepció en 
resposta a una comunicació externa. Per exemple, quan l'usuari ens envia un SMS.
• dmtFlags. El monitor del gestor d'interrupcions. Es produeix una interrupció en resposta 
a una comunicació interna. Per exemple, quan el µC detecta que un dels temporitzadors 
ha arribat al final del compte.
• dmtServeis. La llista de serveis en marxa. Com veurem més endavant, el sistema es 
capaç d'obrir i/o tancar un servei després de produir-se una incidència. Anomenem 
servei a la funcionalitat que ens proporciona un sensor.
• dceFlags. El monitor general del gestor del mòdul de comunicacions GSM (el DCE). 
• dceHandshaking. El monitor específic del procés de handshaking amb el DCE.
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5.2.3. Mètodes.
• boot. És el procediment que s'executa durant la posada en marxa del µC. No es tracta 
només de configurar el nostre software, també cal posar en marxa el rellotge (que ha de 
funcionar sempre), per nosaltres: el Timer 0, un Comptador/Temporitzador de 16 bits. 
Utilitzat amb un peu inicial de 5535 ens proporciona una base de temps de 30ms si el µC 
treballa a 8Mhz. Utilitzarem un post-scaler de 256 (quan més llarg sigui el post-scaler més 
temps passa entre dues interrupcions i el rellotge és més fiable) i obtindrem una 
interrupció cada 7.680ms, suficient per dur un rellotge amb hores i minuts (a l'usuari no li 
ha d'importar en quin segon s'ha produït una incidència). 
• atendreDCE. Tot i que hem dit que tots els dispositius funcionen per enquesta, això no es 
del tot cert amb el DCE, que funciona amb una finestra de temps. El DCE només ens 
molestarà amb un URC quan arribi un SMS. Però després de la configuració inicial això 
succeirà poques vegades. En altres paraules, és una llàstima perdre una interrupció per 
dedicar-la a escoltar algú que quasi sempre estarà callat. En lloc d'això, el DTE, es a dir el 
main, estableix un període de temps (una finestra) durant la qual accepta interrupcions 
del DCE. Si no n'hi ha, el main continua. Si n'hi ha alguna, el main recull tots els bytes que 
li envia el DCE (el URC) i, després, el processarà.
• portarCalendari. Ja hem esmentat la importància de dur un rellotge, tot i que per 
nosaltres és més aviat una possibilitat d'expansió. En una instal lació real i treballant amb·  
un autèntic mode de baix consum, el DCE hauria de romandre desconnectat. I només es 
despertaria per comunicar incidències. Però sense incidències, no hi hauria forma de 
comunicar-nos amb el sistema. Una solució és “programar” a una hora determinada (que 
no a intervals determinats) el moment d'engegar el DCE i obrir la finestra de temps. Per 
fer això necessitarem un rellotge. 
• executarRTOS. Dins la classe RTOS, que veurem a continuació, hi ha tota la lògica de 
negoci del nostre sistema. Com hem dit abans, l'objectiu del main és anar executant les 
diferents rutines que treballen amb la resta de dispositius (el DCE i els sensors). Cada 
sensor té un controlador que el gestiona i cada controlador s'executa com si fos un procés 
dintre d'un SO. 
5.3. La Classe RTOS. 
5.3.1. Descripció.
La classe RTOS apareix davant la impossibilitat de que el main, tingui cura de totes les activitats. En un 
primer moment, varem programar per separat les funcions que treballaven amb els sensors, doncs calia 
conèixer el seu funcionament. També vam fer el mateix amb el DTE (el software que hauria de 
comunicar-se amb el mòdul GSM). Però per integrar totes les peces en un sol sistema feia falta alguna 
cosa més que un main. La qüestió és que en un Sistema Informàtic “normal” hi ha molta feina que, 
senzillament, es delega en el SO (gestió d'interrupcions, comunicació amb els perifèrics, execució 
d'altres processos, etc). La feina de més baix nivell que hom necessita programar consisteix, com a molt, 
en obrir un port per “escoltar” missatges (que també ens lliurarà el SO). En un sistema encastat, 
senzillament no hi ha cap més altre procés en marxa que el nostre. Per tant ens hem de fer càrrec de 
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totes les funcions que normalment faria un SO. Bé totes no, ja que ens hi posem, tenim la oportunitat de 
escollir què volem i rebutjar tot allò que no necessitem. 
Tots els sistemes operatius gestionen les aplicacions utilitzant el concepte de procés. En sistemes grans 
però amb només un processador, en un instant donat de temps, a l'ordinador poden existir diversos 
processos a l'espera de ser executats, però només un dels processos en espera pot ser executat. Per tant, 
hem de definir què es un procés. La definició clàssica és: “un procés és un programa en execució”. La 
nostra definició serà: “un procés és un controlador en execució”. Tenim quatre controladors, un per cada 
sensor i un per al DTE. La diferència, primordial, és que no necessitem eliminar processos. Per tant 
tampoc haurem de recuperar memòria, recursos, etc.
La nostra solució ha estat dissenyar un conjunt de funcions de govern (una màquina d'estats, un 
scheduler i un dispatcher) i treure-les del main que, això sí, haurà d'atendre interrupcions. Aquesta 
és la millor solució atesa la arquitectura del µC. 




4: RTOS: executar la màquina d'estats
5: RTOS: seleccionar un procés (scheduler)
6: RTOS: executar el procés (dispatcher)
7: end while
5.3.2. Atributs.
• state. El comportament d'un sistema informàtic pot ser modelat a partir de la interacció 
entre els diferents mòduls que hi col laboren. El comportament d'un programa individual·  
(en definitiva, un sistema encastat) pot ser modelat amb una màquina d'estats. Dediquem 
l'Annex 3 ha descriure abastament la màquina d'estats del nostre sistema. Hem definit els 
següents estats:
• wait: en espera. No s'ha produït cap incidència. El sistema pot continuar amb el 
seu procés normal.
• urc: ens ha arribat un URC (unexpected result code). Els URC són advertiments 
que el DCE ens envia a la nostra aplicació (nosaltres som el DTE) per avisar-nos 
d'alguna cosa. Per exemple, ha arribat un SMS.
• cmti: ens ha arribat un CMTI, el tipus d'URC que el DCE utilitza per avisar-nos 
que, efectivament, ha arribat un SMS de l'exterior.
• exception: alguna de les variables sota supervisió es troba fora dels límits.
• alarm: entrarem en aquest estat quan, després d'entrar en l'estat exception i haver 
repetit la lectura, alguna de les variables sota supervisió continua fora dels límits.
• panic: entrarem en aquest estat quan, després d'entrar en l'estat alarm i haver 
repetit la lectura, alguna de les variables sota supervisió continua fora dels límits. 
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El sistema enviarà un SMS a l'usuari tot avisant que s'ha produït una incidència i 
tancarà el servei en conflicte.
5.3.3. Mètodes.
• state_machine. És força habitual descriure el comportament d'un sistema encastat amb 
una màquina d'estats, un autòmat finit. El software de gestió de grans sistemes pot arribar 
a tindre centenars de classes, i llurs interaccions és poden comptar per milers. No és 
possible representar aquesta complexitat amb un sol diagrama. Però en un sistema 
encastat, la lògica de negoci és molt més simple. Això i el fet que sovint. Com hem 
comentat, dedicarem tot l'annex 3 a descriure la màquina d'estats del nostre sistema.
• scheduler. El planificador és un component essencial en el sistemes operatius de temps 
real. La seva funció és repartir el temps disponible de processador entre els processos 
que estan a l'espera de ser executats. Hi ha diferents polítiques de planificació la més 
senzilla de les quals és una Round-robin sense quàntum. En definitiva, seleccionar un 
controlador, deixar que executi la tasca, seleccionar el següent controlador i així 
indefinidament. Per fer-ho, hem afegit una capa addicional d'abstracció, embolicant totes 
les funcions amb un codi i agrupant-les en una petita classe: la SysCalls. 
• dispatcher. La tasca del planificador és només la de seleccionar el procés a executar. 
La tasca del dispatcher és executar el procés seleccionat. Amb el codi de procés 
definit, el dispatcher executa el controlador i retorna el control al main.
5.4. La Classe SysCalls. 
5.4.1. Descripció.
L'objectiu de la classe SysCalls és proporcionar una solució al problema de definir un procés. 
Recordem que, en realitat, els controladors són només rutines d'un únic programa. Hem aprofitat per 
incloure, com si fossin crides de sistema, rutines addicionals.
5.4.2. Mètodes.
• execute_process. En realitat no és un mètode, sinó un mètode per a cada controlador, 
és a dir, un procés segons la definició que hem donat en la classe RTOS. 
5.5. La SuperClasse Sensors. 
5.5.1. Descripció.
En l'inici teníem un main diferent per a cada sensor. Era lògic, calia conèixer el funcionament de cada 
peça abans d'integrar-les dins un únic procediment. Tornant a l'idea original, cap software es comunica 
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directament amb el hardware que utilitza. Sempre hi ha pel mig una rutina del SO, un driver encarregat 
de comunicar-s'hi. Normalment, els drivers solen ser proporcionats pels fabricants segons els seus 
propis interessos. Aquí és diferent. Com que els hem d'escriure nosaltres, tenim la possibilitat de 
dissenyar-los seguint el patró d'un controlador, de forma que que tots tinguin la mateixa interfície, un 
únic punt d'entrada i un resultat homogeni. Als nostres efectes, podem considerar la SuperClasse 
Sensors com el disseny que han de seguir tots els drivers. 
Recordarem que estem treballant amb C, la superclasse Sensors és només un disseny, el disseny que 
hem utilitzat en la programació efectiva dels controladors dels tres sensors realment instal lats: el·  
termòmetre DS1820, el detector de presència AMN-11112 i el convertidor analògic/digital (que simula 
una mesura utilitzant un potenciòmetre).  La herència representada és només teòrica.
5.5.2. Atributs. 
• lectura: és el resultat final d'executar la mesura i de convertir-la a un enter sense 
decimals que es pugui interpretar dins o fora d'un interval de confiança.  
• màxim: el límit superior de l'interval de confiança. 
• mínim: el límit inferior de l'interval de confiança. 
5.5.3. Mètodes.
L'usuari pot, en qualsevol moment, canviar l'interval de confiança. Es més, haurà de fer-ho per que no és 
possible definir un conjunt de valors inicials vàlids en tots els supòsits d'actuació. A l'hivern i en una 
ermita situada en una vall profunda del Pirineu es pot arribar a tindre temperatures molt per sota de zero 
que no haurien de provocar cap alarma. Això mateix és impensable en una segona residència prop de la 
costa d'Alacant. Per tant, a l'inici i encara que els sensors funcionin, no poden aixecar cap alarma fins que 
l'usuari els hi ordeni (i després de configurar el seu propi conjunt d'intervals de confiança). Per tant, hem 
de poder, primer, emmagatzemar els  intervals de confiança i, segon, emmagatzemar la lectura. El main 
decidirà quan cal verificar. D'aquesta manera, el resultat numèric deixa de tenir importància. El que és 
realment important pel main és si la rutina de verificació ha aixecat o no una alarma. 
• run. És la interfície comuna, l'únic mètode públic. Quan el main necessita executar un 
dels mètodes del sensor (que no són públics) el que fa es una crida a run amb un 
paràmetre, equivalent a la funció que es vol executar. 
• start. És el mètode que cal executar per engegar el controlador, condició prèvia abans 
de poder efectuar cap lectura. 
• test. És el mètode que resol l'execució de lectures. En finalitzar s'actualitza la base de 
dades amb el resultat.
• configure_defaults. Configura l'interval de confiança amb uns valors per defecte. 
• verify. Recupera de la base de dades l'ultima lectura i l'interval de confiança i 
determina si cal aixecar la alarma. 
5.5.4. La classe DS1820.
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És una subclasse de la classe Sensor, el driver encarregat de gestionar el termòmetre digital Dallas 
DS1820. La sensibilitat del termòmetre és de mig grau. Podem, per tant, treballar amb aquest grau de 
precisió però això vol dir treballar amb decimals. Per evitar-ho (és molt més simple treballar amb 
enters), cal interpretar la temperatura ambient i l'interval de confiança sense decimals. Només cal que 
l'usuari multipliqui per 10 els valors mínims i màxims abans de configurar el sistema.
5.5.5. La classe OneWire.
El termòmetre digital Dallas DS1820 utilitza el protocol 1-Wire per comunicar-se amb el µC.  El protocol 
1-Wire, dissenyat també per Dallas Semiconductor, és un dels més utilitzats en els circuits de molt baixa 
potència i un nombre arbitrari de petits sensors en xarxa governats per un µC. Ha estat dissenyat per 
treballar amb només dos pins (un per massa i l'altre per l'alimentació i el senyal) i, encara que nosaltres 
no la necessitem, disposa d'una identificació interna per a cada component. Com que treballa amb 
només una pota per on han d'anar l'alimentació i el senyal (el resultat de la mesura: la temperatura 
ambient amb una precisió de 0.5 graus) cal establir com diferenciar-los, això és el que fa el protocol 1-
Wire. En l'annex 2 en parlem abastament de les característiques del protocol.  
5.5.5.1. Mètodes.
• ow_reset: envia una pulsació -reset- al termòmetre per a detectar la seva presència. 
Obligatori abans de fer una lectura (recordem que només hi ha una línia).   
• skip_rom: els DS1820 poden treballar en xarxa. Per això disposen d'un identificador 
intern -emmagatzemat a la seva ROM- que els fa funcionar nomes si l'ordre coincideix 
amb la seva ID. Si només tenim un termòmetre, hem d'ignorar la seva ID. 
• convert: inicia el procediment de captura de la temperatura i la conversió en un valor 
digital de 10 bits. 
• readScratch: el termòmetre emmagatzema la lectura internament dins un buffer de 9 
bytes anomenat scratch. 
• readByte: el procediment per a llegir un byte dins el canal 1-wire. 
• readBit: el procediment per a llegir un bit dins el canal 1-wire. 
• writeByte: el procediment per a escriure un byte dins el canal 1-wire. 
• writeByte: el procediment per a escriure un bit dins el canal 1-wire. 
5.5.6. La classe AMN-11112.
El sensor AMN-11112 és sensible a la llum. Una localització poc acurada pot produir un excés de “falsos 
positius”. Per tant, hem de tindre la previsió de no aixecar alarmes per aquest motiu. Per aquest motiu, si 
a plena llum del dia i si el sensor estigués col locat tot just “apuntant” a la finestra, la seva lectura sempre·  
donaria “1”. Si realitzem un conjunt prou gran de lectures consecutives, separades per intervals petits i 
totes, o gairebé totes, donen positiu és que en realitat la mesura no és correcte (no té gaire sentit que un 
lladre és posi tot just davant del sensor bellugant-se contínuament). És en aquest sentit que cal entendre 
l'interval de confiança: els valors amb els que es possible deduir presència humana. 
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5.5.7. La classe ADC.
Internament hem connectat el convertidor A/D del µC amb el potenciòmetre que porta incorporada la 
placa EasyPIC 6. D'aquesta forma podem simular una mesura ambiental addicional (per exemple, el grau 
d'humitat però també podria ser d'il luminació). Com que estem desenvolupant un prototip, ens·  
agradaria incloure el màxim de funcions i el convertidor A/D pot emular manualment aquesta tercera 
variable. La idea és tractar una lectura analògica (la variable ambiental) com un percentatge: un 100% 
vol dir que plou (o que és un dia força clar). Un 0% vol dir que som en plena canícula estiuenca (o que és 
una negra nit sense lluna). En qualsevol cas, disposem d'una variable numèrica que pot ser avaluada.
5.6. La Classe DTE. 
5.6.1. Descripció.
Un mòdul de comunicacions integrat en un software qualsevol es pot veure com una moneda: cadascun 
dels dos costats són parts d'una mateixa cosa. Per un costat el mòdul es comunica amb el món exterior 
per llegir o enviar informació (missatges, veu, dades, etc). Per l'altre costat es comunica amb la resta del 
sistema (en darrer lloc, l'usuari) per lliurar-les o rebre-les. La part dedicada a relacionar-se amb el món 
exterior es denomina DCE (en el nostre cas es tracta del mòdul SIMCOM 340-Z. La part dedicada a 
relacionar-se amb la resta del sistema es denomina DTE, és el mòdul que hem de construir i és el que 
describim amb aquesta classe. La notificacions (per no utilitzar el terme comunicacions) entre el DCE i el 
DTE s'estableixen amb un protocol diferent. El mòdul SIMCOM 340-Z accepta missatges en forma 
d'ordres “AT” (comandes AT, AT-Commands) una versió actualitzada del protocol que es va dissenyar als 
anys 70 per governar els Hayes, els primers mòdem que varen comunicar dos ordinadors mitjançant la 
xarxa telefònica. Per enviar-nos la resposta, el SIMCOM 340-Z genera URCs.
La gestió interna del mòdul SIMCOM 340-Z és força complexa i ha sigut, de llarg, la part més complicada 
del procés. Originalment varem construir una petita (o no tant petita) aplicació que ens va servir de test 
de les funcions que volíem incloure: fer una trucada de prova, enviar i llegir missatges, comprovar l'estat 
general del mòdul, el nivell de bateria, l'estat de la connexió amb la xarxa GSM, etc. Però per integrar tot 
això amb la resta, cal oferir un controlador únic que amagui la complexitat interna. La classe DTE és la 
encarregada de tot això. 
5.6.2. Mètodes.
Volem que el DCE sigui tractat com un dispositiu, igual que els sensors. Per tant, la classe DTE ha 
d'exportar (si podem dir això en un sistema encastat) un únic mètode que permeti accedir a totes les 
funcionalitats que necessitem. En aquest cas:
• START: permet engegar el DCE, executar les funcions de configuració i el handshake, una petita 
rutina que estableix la velocitat en que DCE i DTE intercanvien informació (bits en el nostre cas);
• DUMMY_TEST: permet conèixer l'estat intern del DCE, la bateria, l'estat de la connexió amb la 
xarxa GSM, la temperatura interna, el proveïdor dels serveis GSM, etc; 
• TEST_SMS_SEND: envia un missatge SMS al “master” (el receptor de tots els SMS). El missatge de 
text conté la data i hora del nostre rellotge i l'estat dels sensors; 
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• TEST_SMS_READ: recupera un missatge SMS. Prèviament, el DCE ens haurà comunicat, 
mitjançant un CMTI -un tipus particular d'URC-, la posició en la memòria interna del DCE on ha 
emmagatzemat el missatge; 
• TEST_SMS_DELETE: elimina un missatge SMS; 
• WINDOW: obre una finestra de temps, d'alguns mili-segons, i queda a la espera de rebre un URC 
(en realitat, el primer byte d'un URC). Hi ha un bon motiu per treballar amb finestres de temps i 
no en mode continu. Gairebé tots els sistemes encastats tenen un mode de “baix consum” (fins i 
tot el PIC disposa d'aquesta possibilitat). Però si posem el PIC en mode de baix consum no 
respondrà a cap dels missatges que el DCE li pugui enviar. Per tant, hem de tindre la possibilitat 
de governar el moment en que el DCE ens envia una URC. Donat que nosaltres som el DTE 
podem aturar la comunicació entre DCE i DTE si posem la línia RTS a High (un '1' lògic). El DCE, 
doncs, romandrà actiu però s'esperarà abans d'enviar-nos cap avís; 
• STOP: apagar completament el DCE i desconnectar-lo de la xarxa GSM.
Cadascuna d'aquests funcionalitats es desenvolupen en classes separades que descriurem a continuació.
5.6.3. La classe Agent.
És la classe encarregada de les rutines de servei: apagar, engegar i fer el Handshake (sincronitzar la 
velocitat de transmissió de dades amb el DCE). També es capaç de descodificar un CMTI per extraure'n 
l'index en la memòria del DCE on ha guardat el missatge.
• Restricció  : en el desenvolupament del prototip hem suposat que l'index té només una 
xifra: 0..9. La generalització a índexs de 2 o més xifres és imprescindible, però en el 
context d'un prototip significa complicar el desenvolupament del programa sense afegir 
valor. Es una tasca que queda pendent.
 
5.6.4. La classe ATC.
La transmissió d'un ordre AT és un procediment relativament complex que és resolt per la classe Send. 
Per enviar un missatge cal, en primer lloc, escriure'l. Aquest és l'objectiu de la classe ATC. És la 
encarregada de traduir al llenguatge que entén el DCE les accions que el DTE vol executar. En altres 
paraules, compondre un AT-Command però sense despatxar-lo. Compondre un ATC vol dir preparar un 
string (en el nostre cas una cadena de caràcters ASCII) i seleccionar el mode en que s'ha de fer arribar 
al DCE. Moltes, però no totes, de les ordres AT es poden executar en quatre modes diferents:
Mode Forma Resposta esperada
=========== =========== ===============================================
Test AT+<x>=? Llista de paràmetres i valors + OK
Read AT+<x>? Valor actual + OK
Write AT+<x>=<v> OK/ERROR/CMx ERROR/.../URC
Execute AT+<x> OK/ERROR/CMx ERROR/.../URC
Amb el mode Test podem fer que el DCE ens faci una llista amb els paràmetres i valors permesos per a 
una variable <x> determinada. En el petit programa de test que varem desenvolupar a l'inici ens va ser 
útil per conèixer informació interna del mòdul, però dins del prototip no la necessitem. Amb el mode 
Read podem conèixer el valor de les variables internes i/o de configuració del DCE (a nosaltres ens 
interessa saber si la targeta SIM es troba dins del mòdul, si el DCE s'ha pogut connectar amb la xarxa 
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externa i si la carga de la bateria es correcte). Amb el mode Write podem configurar el DCE (i fer que, 
per exemple, treballi a 9600 bauds, la velocitat estàndard de transmissions). Amb el mode Execute 
podem fer, per exemple, que el DCE recuperi i ens lliuri un missatge o bé que el transmeti a la xarxa 
GSM). 
 
5.6.5. La classe Send.
És la classe encarregada de fer arribar un missatge al DCE. Hem d'anar amb compte amb la paraula 
“missatge” doncs aquí treballem amb diferents tipus de missatges: 
• el text que un usuari escriu en el seu mòbil és un missatge (un missatge de text) que 
anomenarem SMS. 
• Qualsevol AT-Command que el DCE hagi d'executar li ha arribat com un missatge, en aquest cas 
preparat pel DTE. 
• Un URC és un missatge, però de control, enviat pel DCE al DTE.
Així doncs, la classe Send és la que fa arribar un missatge (una cadena de caràcters ASCII que el DTE ha 
preparat i configurat) al DCE per a la seva execució (si és un AT_Command) o lliurament a la xarxa GSM 
(si és un SMS). Per enviar un missatge al DCE, cal seguir una rutina: 
• enviar la seqüència de caràcters. 
• enviar el caràcter terminador de comanda: <CR>. 
• Depenent del mode en que s'ha fet arribar el missatge, esperar resposta.
5.7. Disseny de la Base de Dades. 
Batejar com “Base de Dades” els 256!! bytes dels que disposa el PIC per emmagatzemar dades no 
volàtils és, potser, una mica agosarat. Ho hem de veure només com “el conjunt de dades i informacions 
emmagatzemades en aquest programa”. Com a mínim, necessitem assegurar la persistència de la 
configuració particular de cada instal lació. En definitiva, tenim un conjunt de dades no volàtils que ens·  
interessa emmagatzemar (i aquesta és la mena de tasques que fa un SGBD). En el nostre sistema encastat 
no hi ha un disc on recollir-les (en gairebé cap n'hi ha). El magatzem de dades és un tipus especial de 
memòria, la EEPROM. Treballar amb la EEPROM no és difícil ni complicat, però no es possible fer-ho en 
un sol pas. L'adreçament és indirecte i es fa sempre a partir de dos registre especials del PIC la qual cosa 
fa que es necessiti una rutina. Per resoldre aquest problema hem construït la classe EEPROM (que 
descriurem en una secció posterior). Però per gestionar correctament la capa de persistència cal fer 
alguna cosa més, hem de poder escriure/recuperar qualsevol variable de forma independent del seu 
tipus i sense necessitat de conèixer on es troba ubicada. Aquesta tasca la hem delegat en la classe SGBD.
5.7.1. La classe SGBD.
La memòria EEPROM consisteix en una col lecció (una matriu, un · array) de bytes. Per accedir-hi cal 
concretar una adreça i sempre es llegeix o s'hi escriu un byte (això és el que fa la classe EEPROM). Per 
recuperar un integer cal llegir dos bytes. Per fer el mateix amb un double cal llegir quatre bytes. Es 
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tracta, doncs, d'amagar tant les adreces com la mida de les variables que llegirem o escriuen a la Base 
de Dades. Per resoldre això hem fet un mena de diccionari on apareixen la ubicació i la mida de 
cadascuna de les variables que necessita persistència.  
Atributs.
Per localitzar una variable hem fet un mena de diccionari on apareixen la ubicació i la mida de 
cadascuna de les variables que necessiten persistència. Per localitzar una variable necessitem: 
• ADDR: adreça de cada variable. Es calcula en temps de compilació, a partir de les mides 
de les variables que la precedeixen.  
• SIZE: la mida de la variable en curs. 
El conjunt de variables que necessiten persistència és finit i conegut en temps de disseny. Per tant, en 




<b> 2 = 1 + 1 1
<c> 3 = 2 + 1 10
<d> 13 = 3 + 10 2
<e> 15 = 13 + 2 .../...
Mètodes.
La classe proporciona un mètode read i un mètode write per a cadascuna de les variables del 
diccionari. 
• read: llegeix de la EEPROM la variable.   
• write: escriu la variable a la EEPROM. 
5.7.2. La classe EEPROM.
El magatzem de dades del nostre sistema encastat és un tipus especial de memòria, la EEPROM. 
“The data EEPROM is a nonvolatile memory array, separate from the data RAM and 
program memory, that is used for long-term storage of program data. It is not 
directly mapped in either the register file or program memory space.”
Ja hem comentat que treballar amb la EEPROM requereix una certa rutina. Per complicar-ho una mica, 
l'adreçament és indirecte (no podem accedir directament al byte #47) i es fa sempre a partir de dos 
registre especials del PIC anomenats EEDATA i EEADR.
“The data EEPROM allows byte read and write. When interfacing to the data memory 
block, EEDATA holds the 8-bit data for read/write and the EEADR register holds the 
address of the EEPROM location being accessed.”
A més a més, per evitar errors de programació (i disgustos) durant l'escriptura de dades a la EEPROM, el 
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fabricant obliga a seguir un patró:
“The write will not begin if this sequence is not exactly followed (write 55h to 
EECON2, write 0AAh to EECON2, then set WR bit) for each byte. It is strongly 
recommended that interrupts be disabled during this code segment.”
La classe SGBD amaga (si podem dir això en un sistema encastat) mides i adreces a la resta de processos 
del sistema. La classe EEPROM amaga l'algorisme concret per llegir o escriure un byte a la EEPROM, 
sempre és bona idea separar la capa de negoci de la de dades. 
Mètodes.
La classe proporciona un mètode get i un mètode put per a cadascun dels tipus de variable (char, 
integer, unsigned integer, etc). 
• get_EEPROM: llegeix un byte de la EEPROM.   
• put_EEPROM: escriu un byte a la EEPROM. 
• get_char: llegeix un char de la EEPROM.   
• put_char: escriu un char a la EEPROM. 
• get_integer: llegeix un enter de la EEPROM.   
• put_integer: escriu un enter a la EEPROM. 
5.8. IDE.
Dedicarem la resta d'aquest capítol a descriure breument les eines utilitzades per desenvolupar la part 
software del nostre sistema. És important, perquè en el nostre cas, no podem treballar directament amb 
el µC com ho fem en el nostre PC. No tenim manera de comunicar-nos-en. El que sí podem fer amb el 
nostre PC és editar i compilar els programes que després s'executaran en el PIC. Hem d'utilitzar un IDE, 
un Integrated Development Environment (entorn integrat de desenvolupament) una eina informàtica 
per al desenvolupament de programari de manera còmoda i ràpida. El principal avantatge és que facilita 
la tasca del programador doncs proporciona una forma ràpida per editar, compilar i depurar el codi. 
Escollir un IDE pot semblar una tasca rutinària o fins i tot independent del sistema que s'està 
desenvolupant. Avui en dia podem programar pàgines PHP en un sistema Windows o en qualsevol 
distribució Linux. El resultat serà processat per un servidor, que pot ser fins i tot desconegut pel 
programador, i la presentació serà sempre la mateixa. No succeeix el mateix amb MCUs. En primer lloc 
per la pròpia història d'aquests xips, considerats durant molt de temps components electrònics més que 
informàtics. En segon lloc per que els sistemes encastats han estat principalment una proposta comercial 
(reduir costos). En definitiva, només hem pogut trobar IDEs per sistemes Windows. Varem estudiar la 
possibilitat de trobar IDEs en sistemes oberts. Es a dir, alguna versió Linux per a treballar amb el 
PIC18F4550. El problema però no era tant l'IDE (Eclipse és un excel lent IDE) sinó el compilador. Linux té·  
un únic compilador de C, l'estàndard gcc que, com no pot ser d'altra manera, no està optimitzat per 
treballar amb PIC18F4550. Hauríem d'utilitzar un compilador especialment dissenyat per a PIC18F4550 
però això reduïa el ventall d'IDEs a nomes dues opcions, totes dues en Windows:
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• Utilitzar un compilador i un IDE proporcionats pel fabricant de la placa (la EasyPIC 6).
• Utilitzar un compilador i un IDE proporcionats pel fabricant del PIC18F4550.
Els compiladors de Mikroelektronika oferíen alguna possibilitat addicional (podríem treballar amb 
Pascal o Basic) però no son estandards i tenen un cost rellevant (és el seu negoci). Opció eliminada. Per 
tant, només ens queda una opció: utilitzar un compilador i un IDE proporcionats per Microchip: MPLab(*) 
en la versió 8.43. És l'entorn que hem utilitzat durant les pràctiques de SDMI, és un entorn conegut i amb 
les màximes garanties de compatibilitat amb el llenguatge escollit, el 'C' del mateix fabricant.
• MPLAB Integrated Development Environment (IDE) is a free, integrated toolset for the development of embedded 
applications employing Microchip's PIC® and dsPIC® micro-controllers. MPLAB IDE runs as a 32-bit application on MS 
Windows®, is easy to use and includes a host of free software components for fast application development and super-
charged debugging. MPLAB IDE also serves as a single, unified graphical user interface for additional Microchip and 
third party software and hardware development tools. Moving between tools is a snap, and upgrading from the free 
software simulator to hardware debug and programming tools is done in a flash because MPLAB IDE has the same user 
interface for all tools 
(*)http://www.microchip.com/stellent/idcplg?  IdcService=SS_GET_PAGE&nodeId=1406&dDocName=en019469&redirects=mplab  
La tasca principal de tot IDE és la de gestionar el projecte: un conjunt de fitxers (programes escrits en C i 
els seus corresponents headers). En el nostre cas, un projecte per a cada dispositiu, que després vam 
integrar en un únic projecte: dmtLlar.
5.8.1. Compilador.
Fins ara hem parlat de classes i bases de dades i pot semblar que, efectivament, el nostre sistema en 
tingui. Però això depèn del llenguatge de programació que utilitzem i treballant amb un µC no tenim 
gaires possibilitats. Bàsicament només hi ha dues (i en cap cas tenen herència):
• Assembler. La opció més adequada en sistemes molt petits. Requereix un alt grau de 
coneixement del MCU. No és el nostre cas.
• C. El llenguatge dels campions i les grans ocasions. Normalment, els mateixos fabricants 
de MCUs proporcionen compiladors de C optimitzats per a cada tipus de MCU. En el 
nostre cas, i donat que treballem amb el PIC18F4550:  MPLAB C Compiler for PIC18 
MCUs(*) conegut també com C18.
The MPLAB® C Compiler for PIC18 MCUs (also known as MPLAB C18) is a full-featured ANSI compliant C 
compiler for the PIC18 family of PICmicro® 8-bit MCUs. MPLAB C is a 32-bit Windows® console application as 
well as a fully integrated component of Microchip’s MPLAB Integrated Development Environment (IDE), 
allowing source level debugging with MPLAB’s software and hardware debug engines. 
(*)http://www.microchip.com/stellent/idcplg?IdcService=SS_GET_PAGE&nodeId=1406&dDocName=en010014
MPLab pot treballar amb un conjunt de diferents compiladors, tant en assemblador com en C, però en el 
nostre cas, l'opció més adient és utilitzar C18. C18 (de fet, tots els compiladors per a sistemes encastats) 
és un Cross-Compiler, un compilador que funciona en un processador diferent al processador on 
s'executarà el programa. En un Cross-Compiler els programes són editats i traduïts a llenguatge màquina 
dins de l'entorn de treball del PC (MPLab-IDE). El codi màquina haurà de ser carregat posteriorment 
amb una altra eina, un programador de µC.
5.8.2. Programador de µC.
Es la eina que utilitzarem per emplaçar el codi màquina dins el µC. L'opció més lògica es utilitzar 





La planificació (i l'informe) inicial parlaven de construir un prototip amb aquestes funcionalitats 
bàsiques:
• Supervisió d'una petita xarxa de sensors. 
• Simular el govern d'una petita xarxa de perifèrics (persianes, llums, vàlvules de control, etc.) 
encenent o apagant una sèrie de diodes Led.
• Comunicació d'incidències via telefonia mòbil (s'ha engegat la calefacció, s'han baixat les 
cortines, s'hi ha detectat presència no autoritzada, etc).
• Programació de perifèrics. 
• Configuració presencial (amb una pantalla tàctil i un petit menú) a la mateixa llar.
En definitiva, ens imaginàvem una veritable Central Domòtica. Posteriorment vam canviar el públic 
objectiu. Hi ha moltes Llars Domòtiques funcionant en entorns web però la cosa canvia si parlem de 
petites centrals de telecontrol autònomes destinades a treballar en indrets aïllats. En aquest cas, no té 
gaire sentit governar perifèrics com persianes o calefacció. Tampoc el té disposar d'una configuració 
presencial (ras i curt, una pantalla i un teclat). Amb aquesta orientació, els objectius eren: 
• Supervisió d'una petita xarxa de sensors. 
•  Simular el govern d'una petita xarxa de perifèrics (persianes, llums, vàlvules de control, etc.) 
encenent o apagant una sèrie de diodes Led.
• Comunicació d'incidències via telefonia mòbil (s'ha engegat la calefacció, s'han baixat les 
cortines, s'hi ha detectat presència no autoritzada, etc).
•  Programació de perifèrics. 
•  Configuració presencial (amb una pantalla tàctil i un petit menú) a la mateixa llar.
• Configuració via missatges SMS.
Hem construït un prototip, que presentarem durant la defensa del projecte, que es capaç de supervisar 
una xarxa composada per:
• Un termòmetre digital Dallas DS1820. 
• Un detector de presència Panasonic AMN-11112.
• Un potenciòmetre (una resistència variable) que simula un higròmetre (un instrument que 
mesura la humitat de l'atmosfera).
Hem aconseguit també que els tres sensors comuniquin la seva lectura a un Microcontrolador (el 
PIC18F4550) que porta un firmware construït per nosaltres. Aquest firmware gestiona els intervals de 
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confiança per a les lectures que poden ser definits per l'usuari via SMS. Si aquests intervals no es 
respecten, comuniquem via SMS la incidència. Podem dir, per tant, que hem assolit, sinó tots, bona part 
d'els objectius.
6.2. Treballs futurs.
Tot i que estem arribant al límit en la capacitat del PIC18F4550, hi ha un parell de funcionalitats que 
potser podríem desenvolupar. 
a. En primer lloc, cal millorar l'esquema d'alimentació. Hem de trobar un grup de bateries 
que alimenti correctament el mòdul GSM durant un període de temps més llarg.
b. Hauria de ser possible simular el govern automàtic d'un dispositiu. Segurament hauríem 
d'estudiar-ne l'ampliació per a la família superior al PIC18F4550. 
6.3. Valoració econòmica.
6.3.1. Maquinari.
Placa EasyPIC-6 139,00 €
Placa mòdem EasyGSM/GPRS SIM340Z 24,00 €
Mòdul SimCom 340Z 49,00 €
Visor LCD 9,00 €
Targeta SIM. Recarrega inicial. 20,00 €
Microcontrolador PIC18F4550 10,00 €
Termòmetre digital Dallas DS1820 8,00 €
Panasonic MP Motion Sensor 'NaPiOn' AMN-11112 25,00 €
HP Mini 110 230,00 €
Total 514,00 €
6.3.2. Recursos humans.
Tasca Rol Hores Preu/Hora Total €




160 35,00 € 5.600,00 €




140 35,00 € 4.900,00 €
Programació, integració i 
proves.




6.3.3. Software de suport.
Compilador, Muntador, IDE 0,00 €








6.4. Planificació final. Desviació.
Hi ha hagut una important desviació final tant en l'abast com en els temps de desenvolupament. Mirarem 
d'explicar-ne les causes. En l'apartat 6.1 hem mirat d'explicar el canvi en l'abast dels objectius del 
sistema. Però això no justifica la desviació en temps. 
a. La primera causa, en el temps, que no en importància, va ser la impossibilitat de disposar del 
mòdem GSM amb temps suficient com per desenvolupar el controlador. 
b. La segona causa era previsible: els errors propis de construir per primera vegada un sistema 
encastat i haver d'integrar totes les peces software que, funcionant correctament per separat, no 
podien fer-ho junts fins que no vam optimitzar-les prou bé (ras i curt, reduir-ne la mida).
c. La tercera causa, no tant previsible, varen ser els problemes d'alimentació del mòdul GSM. El 
SIM340Z és molt sensible a la potència de les bateries que hi ha instal lades. Ens va costar una·  
mica trobar la millor forma de fer-ho. De fet, gairebé tot el temps hem utilitzat una font 
d'alimentació externa que ens proporcionaven 4 Volts i un màxim de 2 Ampers.
d. En darrer lloc, però en realitat el més important, la predisposició personal. Darrera d'aquest 
projecte hi ha la voluntat de dedicar-nos professionalment al món dels Embedded Systems però 
entenem que la nostra formació és curta i que ens convenia allargar-la. Ens hem estat força dies 
en el laboratori treballant amb l'oscil loscopi, amb altres dispositius de mesura i fonts·  







Es un tipus de missatge de control que el DTE envia al DCE per tal d'executar 
una funció, configurar-lo o conèixer algun del valors de configuració. La seva 
formulació està basada en el protocol que governava els mòdem Hayes en la 
dècada dels 70.  
CMTI Es un tipus d'URC amb el qual el DCE ens avisa que ha rebut un missatge de text 
(un SMS) i que el té emmagatzemat a un lloc determinat de la seva memòria.
CTS Clear to Send. 
És la línia amb la que el DCE li comunica al DTE que ja és preparat per a rebre 
una comunicació (ACKnowledge: accepta rebre dades).
DCE Data Communications Equipment.
Dintre del subsistema GSM, és el mòdul encarregat de comunicar-se amb la 
xarxa GSM per, entre d'altres, enviar i rebre missatges SMS. El DCE es comunica, 
per un costat, amb la xarxa externa (en darrer terme, un usuari de la nostra 
aplicació) i per l'altra, amb el DTE.
DTE Data Terminal Equipment.
Dintre del subsistema GSM, és el mòdul encarregat de l'interfície d'usuari. És la 
part que nosaltres hem programat per suportar la nostra aplicació, la nostra 
lògica de negoci. El DTE es comunica, per un costat, amb el main (en ultim 
terme) i per l'altra, amb el DCE.
En la lògica de les comunicacions entre dos equips, un d'ells ha d'actuar com a 
propietari o responsable de la comunicació (el master). Un master ha de poder 
enviar informació sempre que ho necessiti. En canvi, un slave només enviarà un 
missatge al master quan aquest estigui disponible. Entre DTE i DCE, el DTE és 
sempre el master i el DCE l'slave.
EEPROM Electrically-Erasable Programmable Read-Only Memory.
És un tipus de memòria ROM no volàtil que pot ser programat, esborrat i 
reprogramat elèctricament, a diferència de la EPROM que ha d'esborrar-se 




Un microcontrolador -µC- és un microprocessador especialitzat en controlar 
equips electrònics, i inclou en un sol xip les tres unitats funcionals d'un 
ordinador: una CPU, memòria i unitats d'E/S, és a dir, es tracta d'un computador 
complet en un sol circuit integrat.
Missatge Una cadena de caràcters (string) que es transmet des d'un origen fins a una 
destinació.
Missatge de text SMS.
Protoboard. És una placa d'ús genèric reutilitzable o semi permanent, usada per construir 
prototips de circuits electrònics amb o sense soldadura. Normalment s'utilitzen 
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Placa de proves. per a la realització de proves experimentals
RISC
Arquitectura RISC
Reduced Instruction Set Computer.
És un tipus de microprocessador caracteritzat per reconèixer un petit nombre 
d'instruccions màquina. La idea bàsica es tenir un conjunt d'instruccions 
simplificat que estiguin implantades per hardware directament en la CPU sense 
necessitat de microcodi per descodificar instruccions complexes. L'objectiu és 
facilitar que les instruccions siguin executades el més ràpidament possible. Això 
s'aconsegueix simplificant el tipus d'instruccions que realitza el processador. 
RS-232 RS-232 és el protocol físic que utilitzen DTE i DCE per intercanviar bits per un 
port. Es una norma per l'intercanvi de senyals a distàncies curtes (fins a 15 
metres) i en sèrie de dades binaries entre un DTE i un DCE. Està dissenyada per 
gestionar velocitats de comunicació baixes, de no més de 20 Kilobits/segon. La 
interfície pot treballar en comunicació asíncrona o síncrona i tipus de canal 
simplex, half duplex o full duplex (nosaltres l'utilitzem en mode asíncrona i full 
duplex). En un canal full duplex, les dades poden viatjar en ambdós sentits 
simultàniament. Les línies de handshaking s'utilitzen per a resoldre els 
problemes associats amb aquest mode d'operació (tal com en quina direcció les 
dades han de viatjar en un instant determinat). Les línies de handshaking que 
permeten fer aquest control són les línies RTS i CTS. 
RTOS Real Time Operating System. 
És el procediment que, treballant en segon plà, controla l'execució de les tasques 
del sistema i facilita la seva integració. L'RTOS no es exactament un SO doncs es 
tracta només d'un petit kernel que selecciona (scheduler) i executa (dispatcher) 
regularment les tasques programades.
RTS Request to Send. 
És la línia amb la que el DTE li comunica al DCE que es prepari per a rebre una 
comunicació.
SMS Short Message Service. 
Servei disponible entre dos DCE permet l'enviament de missatges curts (també 
coneguts com a missatges de text).
SRAM Static Random Access Memory.
És un tipus de memòria que normalment s'utilitza en la implementació de la 
memòria cau dels ordinadors per emmagatzemar variables. Porten un circuit que 
manté els bits. Per tant, no es necessita refrescar-les periòdicament. No obstant 
això, són memòries volàtils ja que s'esborra el seu contingut quan no tenen 
corrent elèctric.
URC Unexpected Result Code.
Es una comunicació (un tipus especial de missatge) que el DCE envia al DTE 
sense que, en principi, aquest segon li hagi demanat (per això parlem de 
unexpected) normalment per avisar-lo d'algun esdeveniment. Per nosaltres, el 





En aquesta secció presentarem tots els protocols que intervenen en el sistema, ja sigui directament (es a 
dir, tractats d'alguna manera pel µC) o indirectament (presents en el sistema però transparents per a 
nosaltres, sense cap mena de tractament pel µC). Començarem pels tres protocols necessaris en la 
comunicació via telefon mòbil: GSM, GPRS i SMS. Després farem una mica d'història amb el protocol 
Hayes (responsable de la comunicació entre el µC y el mòdem). Veurem després el protocol 1-Wire, que 
suporta la comunicació entre el µC y el termòmetre digital. Finalment veurem protocols alternatius 
proposats pel consorci 3GPP, l'organisme encarregat de definir els estàndards en comunicacions per 
telefonia mòbil.
2.1. GSM
Global System for Mobile communications (GSM), en català Sistema Global per a les Comunicacions 
Mòbils, és un estàndard mundial de segona generació (2G) per a telefonia mòbil. Va ser creat per la CEPT i  
desenvolupat per la ETSI i és obert, no propietari i evolutiu. GSM predomina a Europa i és majoritari a la 
resta del món tot i que a partir del 2004 les operadores de telecomunicacions l'estan substituint 
progressivament per UMTS. A escala mundial, el 70% dels usuaris de telèfons mòbils usaven aquest 
estàndard l'any 2001. GSM disposa de quatre versions principals en funció de les bandes utilitzades: GSM-
850, GSM-900, GSM-1800 i GSM-1900. GSM-900 (900 MHz) i GSM-1800 (1,8 GHz) i totes elles fan de GSM 
l'estàndard majoritari al món. Tot i que inicialment en el continent Americà i part d'Àsia es va fer servir 
l'estàndard IS-95 (que utilitza CDMA) diferents operadors l'han acabat substituint per GSM, en concret GSM-
850 (850 MHz) i GSM-1900 (1,9 GHz). El canvi de banda es deu a que a EUA les bandes de 900 i 1800 MHz 
són usades per a comunicacions militars. En funció del número de bandes que pot fer servir un terminal, rep 
la denominació dual, tribanda o quadribanda. Millores posteriors a l'estàndard van rebre diferents noms 
com GPRS i EDGE, aquests formen part de l'anomenada generació 2.5 fent de GSM un sistema apte per a la 
transmissió de dades a velocitats de l'ordre de centenars de kbps i en continua evolució i millora. A aquesta 
família d'estàndards se la coneix com a GERAN.
Font: Viquipèdia, l'enciclopèdia lliure.
GSM és el protocol encarregat de la comunicació general entre la xarxa de mòbils. Fou dissenyat per 
transmetre veu (no dades). És el protocol majoritari en tota Europa i és, per tant, l'opció més vàlida per 
implementar les comunicacions amb l'exterior.
Per sort, la placa-mòdem és l'element del nostre sistema encarregat de suportar GSM. Per nosaltres és 
transparent. Si cal fer algun tipus de comprovació (l'estat de la xarxa, permisos, etc) li direm al mòdem-
GSM que ho faci. 
2.2. GPRS
GPRS (General Packet Radio Service) o servicio general de paquetes vía radio es una extensión del Sistema 
Global para Comunicaciones Móviles (Global System for Mobile Communications o GSM) para la 
transmisión de datos no conmutada (o por paquetes). Existe un servicio similar para los teléfonos móviles 
que del sistema IS-136. Permite velocidades de transferencia de 56 a 144 kbps. GPRS se puede utilizar para 
servicios tales como Wireless Application Protocol (WAP) , servicio de mensajes cortos (SMS), servicio de 
mensajería multimedia (MMS), Internet y para los servicios de comunicación, como el correo electrónico y la 
World Wide Web (WWW). La transferencia de datos de GPRS se cobra por volumen de información 
transmitida (en kilo o megabytes), mientras que la comunicación de datos a través de conmutación de 
circuitos tradicionales se factura por minuto de tiempo de conexión, independientemente de si el usuario 
utiliza toda la capacidad del canal o está en un estado de inactividad. GPRS da mejor rendimiento a la 
conmutación de paquetes de servicios, en contraposición a la conmutación de circuitos, donde una cierta 
calidad de servicio (QoS) está garantizada durante la conexión. Por este motivo, se considera más adecuada 
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la conexión conmutada para servicios como la voz que requieren un ancho de banda constante durante la 
transmisión, mientras que los servicios de paquetes como GPRS se orientan al tráfico de datos.
Font: Wiquipedia, la enciclopedia libre.
GPRS (General Packet Radio Service) és el sistema que, afegit al GSM permet l'ús de la commutació de 
paquets. D'aquesta manera es millora la capacitat de la tecnologia mòbil 2G a l'hora de transmetre 
paquets de dades no vocals.  GPRS és una extensió (o un complement que s'hi afegeix) de GSM per al 
tractament de dades. Pel que fa al nostre sistema, el podem veure simplement com el protocol 
encarregat de suportar els missatges SMS. La placa-mòdem es, també en aquest cas, l'element 
encarregat de suportar GPRS i per això també és transparent al nostre firmware.
2.3. SMS.
El servicio de mensajes cortos o SMS (Short Message Service) es un servicio disponible en los teléfonos 
móviles que permite el envío de mensajes cortos (también conocidos como mensajes de texto, o más 
coloquialmente, textos o mensajitos) entre teléfonos móviles, teléfonos fijos y otros dispositivos de mano. SMS 
fue diseñado originariamente como parte del estándar de telefonía móvil digital GSM, pero en la actualidad 
está disponible en una amplia variedad de redes, incluyendo las redes 3G. Un mensaje SMS es una cadena 
alfanumérica de hasta 140 caracteres de 7 bits, y cuyo encapsulado incluye una serie de parámetros. En 
principio, se emplean para enviar y recibir mensajes de texto normal, pero existen extensiones del protocolo 
básico que permiten incluir otros tipos de contenido, dar formato a los mensajes o encadenar varios 
mensajes de texto para permitir mayor longitud (formatos de SMS con imagen de Nokia, tonos IMY de 
Ericsson, estándar EMS para dar formato al texto e incluir imágenes y sonidos de pequeño tamaño). En GSM 
existen varios tipos de mensajes de texto: mensajes de texto "puros", mensajes de configuración (que 
contienen los parámetros de conexión para otros servicios, como WAP o MMS), mensajes WAP Push, 
notificaciones de mensajes MMS... En un principio, los mensajes SMS se definieron en el estándar GSM como 
un medio para que los operadores de red enviaran información sobre el servicio a los abonados, sin que 
éstos pudieran responder ni enviar mensajes a otros clientes. Este tipo de mensajes se denominaban MT-SM 
(Mobile Terminated-Short Message, es decir, mensajes que llegan al terminal del usuario). Sin embargo, la 
empresa Nokia desarrolló un sistema para permitir la comunicación bidireccional por SMS; los mensajes 
enviados por los usuarios pasaron a denominarse MO-SM (Mobile Originated, originados en el terminal del  
usuario). Los mensajes de texto son procesados por un SMSC o centro de mensajes cortos (Short Message 
Service Center) que se encarga de almacenarlos hasta que son enviados y de conectar con el resto de 
elementos de la red GSM.
Font: Wiquipedia, la enciclopedia libre.
SMS no és un protocol sinó un servei ofert per les companyies de telefonia per a poder enviar i rebre 
entre dos telèfons mòbils. 
Tanmateix, hem dit que tant GSM com GPRS són protocols transparents per nosaltres. No hem de fer res. 
Aleshores ens podem preguntar ¿cóm li direm al mòdem-GSM que ha d'enviar un missatge?. La resposta 
és en l'apartat següent, un protocol molt més antic que els anteriors: Hayes.
2.4. Hayes.
The Hayes command set is a specific command-language originally developed for the Hayes Smartmodem 
300 baud modem in 1977. The command set consists of a series of short text strings which combine together 
to produce complete commands for operations such as dialing, hanging up, and changing the parameters of  
the connection. Most dialup modems follow the specifications of the Hayes command set. The Hayes 
command set can subdivide into four groups:
1. basic   command set - A capital character followed by a digit. For example, M1. 
2. extended   command set - An “&” (ampersand) and a capital character followed by a digit. This 
extends the basic command set. For example, &M1. Note that M1 is different from &M1. 
3. proprietary   command set - Usually starting either with a backslash (“\”) or with a percent sign 
(“%”); these commands vary widely among modem-manufacturers. 
4. register   commands - Sr=n where r is the number of the register to be changed, and n is the new 
value that is assigned. 
A register represents a specific physical location in memory. Modems have small amounts of memory 
onboard. The fourth set of commands serves for entering values into a particular register (memory location). 
The register will store a particular variable (alpha-numeric information) which the modem and the 
communications software can utilize. For example, S7=60 instructs the computer to "Set register #7 to the 
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value 60". Although the command-set syntax defines most commands by a letter-number combination (L0, L1 
etc.), the use of a zero is optional. In this example, "L0" equates to a plain "L". Keep this in mind when reading 
the table below. When in data-mode an escape sequence can return the modem to command mode. The 
normal escape sequence is three plus signs ("+++"), and to disambiguate it from possible real data, a guard 
timer is used: it must be preceded by a pause, not have any pauses between the plus signs, and be followed 
by a pause; by default a "pause" is one second and "no pause" is anything less.
From Wikipedia, the free encyclopedia.
Utilitzarem el protocol Hayes (és a dir, comandes AT) per a comunicar internament el µC i el mòdem-
GSM. El nostre firmware ha de preparar les comandes AT necessàries per a:
 1 Configurar el mòdem: establir la velocitat de transmissió, el nombre de bits, paritat, etc.
 2 Engegar-lo o aturar-lo.
 3 Iniciar/Acabar una comunicació.
 4 Enviar un missatge.
 5 Atendre el mòdem si es que li ha arribar un missatge.
 6 Etc.
Hi ha quatre grups de comandes AT:
 1 Bàsic  : recordem que el protocol Hayes va ésser creat als anys 60-70 per resoldre les 
comunicacions entre mòdem que utilitzaven la xarxa de telefonia fixa a velocitats molt 
baixes. Aquest conjunt de comandes continua en vigor. 
 2 Estès  : Conjunt de comandes que s'han afegit al estàndard original. La especificació GSM 
07.07 (3GPP TS 27.007) de l'ETSI (European Telecommunications Standards Institute) 
determina les comandes AT generals per a controlar mòdem amb tecnologia GSM. La 
especificació ETSI GSM 07.05 (3GPP TS 27.005) determina les comandes AT especials per 
a gestionar els SMS com a part de GSM. 
 3 Propietari  : Conjunt de comandes que cada fabricant afegeix.
 4 Registre  : Conjunt de comandes per a configurar el mòdem. Un registre no és altra cosa 
que una posició dins la memòria del mòdem que pot ser modificada.
Podrem utilitzar els conjunts de comandes bàsic i estès sense problemes doncs no depenen del 
fabricant del mòdem, però cal anar en compte amb les comandes pròpies del fabricant. En el nostre cas 
no té una especial importància (no estem parlant d'un producte comercial) però és un costum molt 
recomanable. El mateix passa amb les comandes de “registre”. Hi ha registres estàndard i d'altres 
particulars del fabricant. Cal utilitzar amb cura aquest últims.
2.5. One-Wire(*).
One-Wire is a registered trademark of Dallas Semiconductor Corp. for a device communications bus system 
designed by Dallas Semiconductor that provides low-speed data, signaling and power over a single signal, 
albeit using two wires, one for ground, one for power and data. 1-Wire is similar in concept to I²C, but with 
lower data rates and longer range. It is typically used to communicate with small inexpensive devices such as 
digital thermometers and weather instruments. A network of 1-Wire devices with an associated master device 
is called a "MicroLan", that term being trademarked by Dallas.  The Dallas 1-Wire network is physically 
implemented as an open drain master device connected to one or more open drain slaves. A single pull up 
resistor is common to all devices and acts to pull the bus up to 3 or 5 volts, and may provide power to the 
slave devices. Communication occurs when a master or slave asserts the bus low i.e., connects the pull up 
resistor to ground through its output MOSFET. Specific 1-Wire driver and bridge chips are also available. 
Data rates of 16.3 kbit/s can be achieved. There is also an overdrive mode which speeds up the 
communication by a factor of 10. 
(*)From Wikipedia, the free encyclopedia
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1-Wire, de la empresa Dallas Semiconductor (http://www.maxim-ic.com/company/dallas/), és un protocol de 
comunicacions en sèrie dels més utilitzats en els circuits de molt baixa potència i un nombre arbitrari de 
petits sensors en xarxa governats per un µC. Està basat en un bus, un master i molts slaves en una sola 
línia de dades on també hi circula l'alimentació. Necessita, això sí, una referència a terra comuna a tots 
els dispositius i una resistència de pull-up connectada a la alimentació. Les dades es reben o s'hi envien 
en grups de 8 bits. Per iniciar una comunicació cal reiniciar el bus. El protocol permet detectar errors 
transmetent codis de detecció d'errors (CRC). En el bus poden coexistir-hi diferents dispositius. El 
protocol permet el seu adreçament amb un codi únic de 64 bits (on l'últim és un CRC de 8 bits). Per a 
reiniciar el bus cal posar la línia de dades a 0 volts durant 480 microsegons, així es reinicien tots els 
dispositius connectats al bus (els hi retirem l'alimentació). Els dispositius indiquen la seva presència 
mantenint la línia de dades a 0 volts durant 60 microsegons.
Per enviar un bit a 1(0) el master posa a 0 volts la línia de dades durant 1-15(60) microsegons. Els slave 
llegeixen el bit aproximadament 30 microsegons després. Quan és el master qui ha de llegir les dades 
de l'slave primer ha de posar 0 volts a la línia de dades durant 1-15 microsegons. Aleshores:
• Si l'slave vol enviar un 1 lògic no cal que faci res (el senyal romandrà a 5 volts). 
• Si l'slave vol enviar un 0 lògic ha de mantenir el senyal en 0 volts fins els 60 microsegons. 
I això és tot. Amb només dos pins (un per massa i l'altre per l'alimentació i el senyal) i una identificació 
interna per a cada component aquest protocol és perfecte per a governar una petita xarxa de sensors 
(una MicroLan).
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Annex 3. La màquina d'estats.
És molt freqüent descriure el comportament d'un sistema encastat mitjançant un autòmat finit. Un
autòmat finit (AF) o màquina d'estats finits (FSM de l'anglès Finite State Machine) és un model
matemàtic d'un sistema compost per estats, transicions i accions. Un estat emmagatzema informació del
passat. Una transició indica un canvi d'estat i es descriu per la condició que és necessària acomplir per
activar la transició. Una acció és una descripció d'una activitat que es realitza en un moment donat. Però,
perquè podem utilitzar un AF per descriure el comportament del nostre sistema? Perquè definim un AF
com un “model matemàtic”? La resposta es senzilla: els AF són la expressió més senzilla d'un model més
general: la màquina de Turing, que ha permès també modelar la teoria que hi ha darrera del disseny
dels ordinadors existents actualment. En les dues primeres seccions d'aquest capítol descriurem de
forma senzilla els fonaments teòrics de tot això (i que hem agafat dels apunts l'assignatura ALCC,
publicats pel nostre professor, Antoni Lozano). En la secció 3 presentem un exemple clàssic de màquina
d'estats: el controlador d'un sistema de seguretat. Creiem que és interessant incloure aquest exemple per
tres raons: aquest controlador s'ha dissenyat com un sistema encastat, a més, és semblant al nostre, i està
descrit amb UML. En les dues darreres seccions, la 4 i la 5, farem la presentació del nostre model.
1. Model Teòric: la màquina de Turing.
La màquina de Turing és un model abstracte de càlcul proposat per Alan Turing l'any 1936 equivalent, en
potència de càlcul, a la de qualsevol ordinador, però que es descriu amb només 6 variables: 
• Q, un conjunt finit d'estats.
• q0, l'estat inicial de la màquina.
• qF, l'estat final de la màquina, també anomenat acceptador.
• ∑, un alfabet: el conjunt de símbols d'entrada.
• Ω, un segon alfabet: el conjunt de símbols de cinta.
• ∂, una funció de transició.
El model proposat per Turing consisteix en una cinta infinita, que actua com a memòria, i un control finit,
que actua com a programa. La connexió entre ambdós és un capçal de lectura i escriptura que es mou
·per la cinta dirigit pel control finit. La cinta està dividida en cel les, cadascuna de les quals conté un
símbol. El control finit consisteix en un conjunt finit d'estats i de transicions entre els estats. Se'n
distingeixen dos estats: l'inicial i l'acceptador. El model de càlcul per una màquina de Turing es el
següent:
• Inici  . La cinta conté un símbol especialitzat (per exemple, # ·) en la primera cel la seguit d'un mot
d'entrada w, seguit d'infinits símbols blancs (per exemple, ◊ ·). El capçal apunta a la segona cel la i
l'estat és l'inicial.
• Un pas de càlcul, o transició. En funció de l'estat actual i del símbol actual, la màquina fa tres
accions:
1. canvia l'estat actual,
2. ·escriu un nou símbol dins la cel la actual, i
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3. mou el capçal una posició a l'esquerra o a la dreta.
• Final  . La màquina s'atura quan a partir del símbol actual i de l'estat actual no hi ha cap transició
definida, o bé si la màquina intenta moure el capçal a l'esquerra de la primera ·cel la. Si la
màquina s'atura en l'estat acceptador, es diu que la màquina accepta l'entrada, i si no, que la
rebutja.
Hi ha dos tipus possibles de càlculs que una màquina de Turing pot fer: decidir si accepta o no un mot
d'entrada o computar una funció, deixant-ne la imatge a la cinta. El seu funcionament, però, depèn de la
definició que se'n faci de la seva ∂, la funció de transició, que descriu totes les transicions que pot
efectuar. En el nostre cas, ens interessa que la nostra particular màquina de Turing sigui del tipus
calculadora d'una funció. Volem saber què hem de fer quan es produeix una alarma. Hem de tindre
memòria de en quin estat ens trobem quan es produeix (no es el mateix si és el primer cop o si ja s'ha
produït abans) i on anirem a parar.
2. Model Teòric: Autòmats finits.
Un Autòmat Finit és una versió reduïda de màquina de Turing, és un model de càlcul basat únicament en
un conjunt finit d'estats i de transicions (en realitat, el que anomenàvem control finit de la màquina de
Turing). La potència d'un autòmat finit és com la d'una màquina de Turing sense cinta i es descriu per: 
• Q: un conjunt finit d'estats.
• ∑: un alfabet, el conjunt de símbols d'entrada.
• ∂: la funció de transició.
• q0: l'estat inicial de la màquina.
• F: un conjunt d'estats finals.
Un autòmat finit es pot interpretar com un mecanisme. Per representar-lo s'utilitzen dos mètodes
equivalents, una taula de transicions o un diagrama de transicions (aquest és el que nosaltres utilitzarem).
Com en el cas de la màquina de Turing, un AF llegeix una entrada símbol a símbol i la funció de transició
indica el canvi d'estat produït per la lectura d'un nou símbol. El càlcul d'un AF es pot entendre com la
successió d'estats que, començant per l'inicial, porten a l'estat donat per la funció de transició.
3. Exemple: controlador d'un sistema de seguretat.
Booch, Rumbaugh i Jacobson, promotors d'UML hi dediquen el Capítol 21 del seu llibre “El Lenguaje
Unificado de Modelado” a les “Máquinas de Estados”. En l'exemple de la pàgina 269 es mostra la màquina
d'estats d'un sistema que, de forma sorprenent, és molt semblant al nostre: el controlador d'un sistema de
seguretat, responsable de portar el control d'una sèrie de sensors distribuïts per tota la casa. Podem
veure el diagrama d'estats en la pàgina següent, ara ens agradaria reproduir la descripció que fan
Booch, Rumbaugh i Jacobson d'aquest controlador:
“...En la vida de esta clase controladora hay cuatro estados principales: Inicio (el controlador está
poniéndose en marcha), Inactivo (el controlador está preparado y esperando una señal de
alarma u órdenes del usuario) y Activo (el controlador está procesando una condición de alarma).
Cuando se crea por primera vez un objeto controlador, pasa al estado Iniciando y luego de forma
incondicional al estado Inactivo. No se muestran los detalles de estos dos estados, excepto la
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auto-transición con el evento de tiempo en el estado Inactivo. Este tipo de evento de tiempo es
frecuente en los sistema empotrados, que a menudo suelen tener un temporizador que provoca un
chequeo periódico del estado del sistema...”
“...El control pasa del estado Inactivo al estado Activo cuando se recibe un evento alarma (que
incluye un parámetro s, que identifica el sensor que ha disparado la alarma). Al entrar en el estado
Activo se ejecuta activarAlarma como acción de entrada, y el control pasa primero al estado
Comprobando (que valida la alarma), luego al estado Llamando (que llama a la empresa de
seguridad para registrar la alarma) y, por último, al estado Esperando. Sólo se puede salir de los
estados Inactivo y  Esperando al desactivar la alarma, o cuando el usuario envíe una señal
de atención, presumiblemente para dar una orden.
Nótese que no hay estado final. Esto también es frecuente en los sistemas empotrados, concebidos
para funcionar continuamente”
4. Llar domòtica: Estats i transicions.
Ara que tenim descrit el model teòric i disposem fins i tot d'un exemple podem afirmar que questa
versió de màquina de Turing, és prou potent com per resoldre el problema que tenim pendent. Es tracta
en definitiva, d'analitzar un conjunt finit de possibilitats (estats) i els canvis entre elles. Recordem el
nostre particular conjunt d'estats:
• wait: en espera. No s'ha produït cap incidència. 
• processarURC: ha arribat un URC. 
• respondreSMS: l'URC que ha arribat és un missatge SMS enviat per l'usuari. Cal respondre'l. 
• exception: alguna de les variables sota supervisió es troba fora dels límits definits.
• alarm: passat un temps, la variable continua fora dels límits.
• panic: hem deixat passar un temps addicional, però la variable continua fora dels límits. Cal
avisar l'usuari que s'ha produït una incidència.
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Encara que l'alfabet ∑ el formen el conjunts sencer de banderes del sistema podem considerar-ne
només tres símbols: 
• x = no hi ha cap alarma disparada.
• y = s'ha disparat una alarma.
• z = ens ha arribat un URC
Amb tot això ja podem dibuixar el nostre diagrama de transicions.
5. Llar domòtica: Diagrama de transicions.
El Diagrama d'Estats, en notació UML, és el següent.
boot és l'estat inicial del sistema. No admetem interrupcions ni es fan comprovacions dels sensors
durant el temps en que es fan les configuracions inicials i es posa en marxa el sistema. L'estat wait és
l'habitual en condicions normals, no hi ha cap alarma activada, el procés principal (el main) pot continuar
amb la tasca que tingui assignada. Això queda representat amb l'estat test on s'hi arriba de forma
automàtica per executar les funcions de l'RTOS, l'scheduler i el dispatcher. A l'estat exception s'hi
arriba quan sona una alarma, és a dir, un (no ens importa quin) dels sensors ha obtingut una lectura fora
dels límits establerts.  No podem enviar un avís a l'usuari cada vegada que sona una alarma. Es possible
que el sensor no funcioni prou bé o, senzillament, que ens trobem prop del llindar superior o inferior de
l'interval de confiança i que no es tracti doncs d'una alarma real. Per això, la funció de transició, a més a
més de dur-nos a l'estat exception executa la funció comprovar (és el que escriuríem a la cinta de la




3: repetir la lectura
Si la alarma “deixa de sonar”tornem a l'estat wait (ho podem considerar com una una falsa alarma).  En
cas contrari la transició ens porta a l'estat alarm, que podem traduir com “ha sonat una alarma de forma
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repetida”, és a dir, un dels sensors ha repetit una lectura fora dels límits.  Farem una última verificació
abans d'avisar l'usuari, però amb un algorisme un xic diferent, el que descriu la funció verificar.
L'algorisme és més o menys aquest:
Verificar()
1: cancel·lar alarmes
2: errors <- 0
3: i <- 0
4: mentre i<100
5: repetir la lectura
6: if la lectura es incorrecta then





12:if errors > sensibilitat then
13: fer sonar la alarma
14:end if
15:return
Es a dir, repetirem la lectura del sensor un nombre no massa gran però suficient de vegades, i portarem
el compte de les vegades que la lectura quedi fora de límits. Aixecarem la alarma si el nombre d'errors
és superior a algun valor predeterminat (una sensibilitat).  Si, com a resultat de la verificació, s'ha aixecat
una alarma, el sistema ens portarà a l'estat panic. Si aquest és el cas, enviarem un missatge SMS a
l'usuari i haurem de tancar el sensor (no hi ha cap motiu per pensar que, a partir d'aquest moment, les
lectures fossin correctes, i no podem esperar a rebre resposta de l'usuari per decidir que fer, per tant, la
única cosa que podem fer es tancar-lo). 
El control passa de l'estat wait a l'estat processarURC quan es detecta l'arribada d'una comunicació
per part del DCE (un URC). Si aquesta comunicació és un CMTI vol dir que el DCE ens avisa que acaba
de rebre un SMS. Cal processar el missatge i, en acabar, respondre.
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