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A pesar de los esfuerzos por desarrollar software ligero y sencillo para edicio´n de
partituras musicales, muchos compositores au´n prefieren utilizar papel y la´piz para ex-
presar sus nuevas composiciones. Aunque no es un paso obligatorio, la composicio´n suele
transcribirse despue´s a formato digital dadas las muchas ventajas como almacenaje, or-
ganizacio´n, distribucio´n y/o reproduccio´n ma´s co´moda.
Una buena forma de realizar todo este proceso es desarrollando software basado en
la´piz electro´nico (e-pen), en el cual los compositores puedan escribir su mu´sica manual-
mente a la vez que el sistema detecta la notacio´n que esta´n escribiendo. De esta forma, la
digitalizacio´n se hace de forma automa´tica con el u´nico esfuerzo de la propia composicio´n.
Se propone desarrollar un sistema que reciba notacio´n musical escrita sobre una su-
perficie digital utilizando un e-pen y detectar la composicio´n que efectivamente haya
realizado. Para ello utilizaremos la plataforma Android para desarrollar una aplicacio´n
que satisfaga estas necesidades as´ı como que sea fa´cil de usar.
Como principal motivacio´n de este proyecto es la escasez de aplicaciones de este tipo
en el mercado y las que hay tienen licencias que todo el mundo no puede pagar, por lo
que una aplicacio´n de este tipo podr´ıa ser de gran ayuda a todos esos compositores que
no tienen los suficientes recursos para poder adquirir una licencia de este tipo.Lo que se
pretendera´ es crear una aplicacio´n que satisfaga estos requerimientos y que tenga una
interfaz agradable a la vista e intuitiva.
La plataforma en la que se desarrollara´ esta aplicacio´n sera´ Android ya que es el
sistema ma´s usado actualmente, por lo que as´ı esta aplicacio´n podr´ıa llegar al mayor
nu´mero de gente posible.
1.2. Asignaturas relacionadas
Para desarrollar este proyecto he utilizado algunos de los conocimientos adquiridos en
las siguientes asignaturas:
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2 1.2. Asignaturas relacionadas
Disen˜o de Sistemas Software
En esta asignatura se proporcionara´ al alumno una visio´n general de distintas apro-
ximaciones de desarrollo software, desde las metodolog´ıas a´giles al desarrollo dirigido
por modelos. Adema´s, tambie´n se profundizara´ en las te´cnicas de modelado de softwa-
re vistas en asignaturas anteriores, poniendo especial e´nfasis en la creacio´n de disen˜os
robustos y flexibles mediante la eleccio´n de una buena arquitectura y la aplicacio´n de
patrones de disen˜o.
Sistemas Inteligentes
Se trata del primer contacto del alumno con la Inteligencia Artificial (IA), una de las
a´reas de la informa´tica con una relevancia creciente en el a´mbito profesional, los titu-
lados en Ingenier´ıa Informa´tica actuales deben comprender y aprender la resolucio´n de
problemas utilizando conceptos y te´cnicas de IA.
Su conocimiento resulta fundamental para poder abordar con e´xito una buena par-
te de los proyectos en los que se vera´n involucrados durante su ejercicio profesional.
Esta asignatura se complementa posteriormente con distintas asignaturas de cara´cter
optativo.
Razonamiento Automa´tico
Razonamiento Automa´tico es una asignatura que aporta una visio´n de te´cnicas y te-
mas actuales de Inteligencia Artificial basadas en el razonamiento humano. Los a´mbitos
que toca van desde las lo´gicas cla´sicas hasta el Machine Learning ma´s moderno, la teor´ıa
del aprendizaje y el modelo PAC.
Pese a poseer un temario concreto es una asignatura abierta a todos los temas de ac-
tualidad, permitiendo al alumno desarrollarlos, conocerlos y practicarlos desde un punto
de vista profesional, con problemas reales. El enfoque de la asignatura es totalmente
pra´ctico, con situaciones que pondra´n al estudiante manos a la obra y llevara´n sus ha-
bilidades al l´ımite para mejorarlas y ampliarlas.
Los problemas utilizara´n entornos de simulacio´n basados en videojuegos y concursos
reales de Inteligencia Artificial de actualidad. En general, el modelo de trabajo de la
asignatura sera´ el de Aprendizaje Basado en Proyectos.
Desaf´ıos de la programacio´n
En esta asignatura se revisara´n te´cnicas ba´sicas de optimizacio´n de problemas, as´ı
como las bases del aprendizaje automa´tico que servira´ para proponer un desaf´ıo en el
usaremos un algoritmo de clasificacio´n conocido como k-NN.
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1.3. Estructura del proyecto
Al abrir la carpeta donde esta el co´digo del proyecto nos encontramos con varios
mo´dulos que describire´ a continuacio´n:
android Aplicacio´n Android. Dentro de esta carpeta encontramos otros submodulos de
la aplicacio´n Android.
app Interfaz gra´fica de la aplicacio´n junto con dialogs, fragments y listeners.
database Modulo que contiene la base de datos de la aplicacio´n as´ı como funciones
para leer y escribir en ella.
classifier Modulo con los clasificadores para el combinado de trazos y la clasifica-
cio´n de notas.
drawreader Modulo que contiene la pantalla de edicio´n/visualizacio´n de partitu-
ras.
bg generator Generador de fondos y pa´ginas de PDF.
ddbb Scripts para inicializar la base de datos.
ia join draw Algoritmo para combinado de trazos




Antes de comenzar a planificar el disen˜o de la aplicacio´n se hicieron varias bu´sque-
das en busca de estudios previos en este tema y/o aplicaciones similares. En cuanto a
estudios previos hay bastante informacio´n en cuanto a la clasificacio´n de tipos de notas
se refiere pero son algoritmos bastante complejos de desarrollar, muchos de ellos son de
Tesis Doctoral por lo que usare´ uno de los algoritmos que aprend´ı en una de las asigna-
turas de la carrera, Desaf´ıos de la Programacio´n, este algoritmo es conocido como k-NN.
En cuanto a algoritmos de combinado de trazos no hab´ıa mucha documentacio´n por lo
que pense´ una manera propia de solucionar este problema, que por cierto funciona con
una muy baja tasa de error. Las ima´genes usadas en esta aplicacio´n han sido creadas
por mı´ y la base de datos con vectores de notas para entrenar el clasificador de notas ha
sido cedido por el profesor.
2.1. Aplicaciones similares
Aplicaciones similares a esta en el mercado hay pocas, la mayor´ıa te dan una lista de
notas que tu colocas donde quieras, pero hay un par que merece la pena destacar. Para
Android no he encontrado nada parecido por lo que esta aplicacio´n podr´ıa llegar a tener
mucho e´xito.
2.1.1. StaffPad
StaffPad es una aplicacio´n muy completa en cuanto a tipos de notas para escribir
posibles y adema´s tambie´n podemos reproducir la partitura. El u´nico problema es que
solo esta para versiones mo´viles de Microsoft y tiene un precio bastante elevado para ser
una aplicacio´n mo´vil 69, 99 e.
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2.1.2. Notion
Notion es una aplicacio´n desarrollada para iOS con la que podemos componer partitu-
ras de manera sencilla gracias a su interfaz, a diferencia de StaffPad para esta aplicacio´n
no hara´ falta un e-pen ya que pondremos las notas con el teclado de un piano o las
cuerdas de una guitarra, su precio es de 7, 99epor lo que es bastante asequible, pero
sigue estando por detra´s de la creada por Microsoft.
2.2. Herramientas usadas
Son varias las herramientas y lenguajes usados para el desarrollo de esta aplicacio´n.
Todos estos han sido usados tanto para facilitar la ejecucio´n y depuracio´n del co´digo, as´ı
como el ra´pido desarrollo de diferentes algoritmos de Machine Learning.
2.2.1. Android Studio
Figura 2.1: Logo de Android Studio
Android Studio es una versio´n de IntelliJ pensada para el desarrollo de aplicaciones
Android, dando a los desarrolladores multitud de opciones para ejecutar y depurar sus
aplicaciones. Una de las herramientas ma´s u´tiles de este IDE es Dalvik Debug Moni-
tor Server (DDMS), con el podemos ver que esta pasando con la memoria en nuestra
aplicacio´n y ver si hay fugas.
2.2.2. Python
Figura 2.2: Logo de Python
Es uno de los lenguajes ma´s usados actualmente ya que permite crear pequen˜os scripts
en menos tiempo que otros lenguajes. Este se usara´ para crear pequen˜os scripts que
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escritos en otro lenguaje de programacio´n podr´ıa tomarnos mucho ma´s tiempo del que
el problema a solucionar requiere.
2.2.3. GNU Octave
Figura 2.3: Logo de GNU Octave
Octave o GNU Octave es un programa libre para realizar ca´lculos nume´ricos. Como
su nombre indica, es parte del proyecto GNU. Es considerado el equivalente libre de
MATLAB. Entre varias caracter´ısticas que comparten, se puede destacar que ambos
ofrecen un inte´rprete, permitiendo ejecutar o´rdenes en modo interactivo. Este lenguaje
lo usaremos para el desarrollo de un algoritmo de Machine Learning para el combinado
de trazos, ma´s adelante se explicara´ en profundidad.
2.2.4. SQLite
Figura 2.4: Logo de SQLite
SQLite es un sistema de gestio´n de bases de datos relacional compatible con ACID,
contenida en una relativamente pequen˜a ( 275 kiB) biblioteca escrita en C. SQLite es
un proyecto de dominio pu´blico. A diferencia de los sistema de gestio´n de bases de
datos cliente-servidor, el motor de SQLite no es un proceso independiente con el que el
programa principal se comunica. En lugar de eso, la biblioteca SQLite se enlaza con el
programa pasando a ser parte integral del mismo. Este sistema de gestio´n de bases de
datos lo usaremos ya que es el u´nico formato permitido por Android.
2.2.5. Bitbucket
Figura 2.5: Logo de Bitbucket
Bitbucket es un servicio de alojamiento basado en web, para los proyectos que utilizan
el sistema de control de revisiones Mercurial y Git. Bitbucket ofrece planes comerciales
y gratuitos. Se ofrece cuentas gratuitas con un nu´mero ilimitado de repositorios privados
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(que puede tener hasta cinco usuarios en el caso de cuentas gratuitas). Este lo usaremos
para guardar las distintas versiones de desarrollo de la aplicacio´n y as´ı tener una copia
de seguridad en caso de extrav´ıo.
2.2.6. Adobe Photoshop CC
Figura 2.6: Logo de Adobe Photoshop CC
Adobe Photoshop es un editor de gra´ficos rasterizados desarrollado por Adobe Systems
Incorporated. Usado principalmente para el retoque de fotograf´ıas y gra´ficos, su nombre
en espan˜ol significa literalmente ”taller de fotos”. Es l´ıder mundial del mercado de las
aplicaciones de edicio´n de ima´genes y domina este sector de tal manera que su nombre
es ampliamente empleado como sino´nimo para la edicio´n de ima´genes en general. Este
programa se usara´ para crear las distintas ima´genes de los s´ımbolos musicales as´ı como
el icono de la aplicacio´n.
2.2.7. Texmaker
Figura 2.7: Logo de Texmaker.
Texmaker es un editor gratuito distribuido bajo la licencia GPL para escribir do-
cumentos de texto, multiplataforma, que integra muchas herramientas necesarias para
desarrollar documentos con LaTeX, en una sola aplicacio´n. Texmaker incluye soporte
Unicode, correccio´n ortogra´fica, auto-completado, plegado de co´digo y un visor incor-
porado en pdf con soporte de synctex y el modo de visualizacio´n continua. Este IDE lo
usare´ para ayudarme con el proceso de creacio´n de este documento.
2.3. Requisitos m´ınimos
Para tener una buena experiencia de usuario necesitamos un dispositivo Android me-
dianamente potente, con un procesador como mı´nimo de tipo Quad Core y con una
pantalla HD, en otros dispositivos con componentes inferiores la aplicacio´n puede llegar
a ir bastante lenta. Esto es debido a que es una aplicacio´n que requiere en algunas as-
pectos un gran coste computacional.
A parte de los componentes del dispositivo, para mejorar la calidad del clasificador de
notas debemos usar un la´piz electro´nico e intentar escribir las notas de la manera ma´s
clara y simple posible.
3 Objetivos
Este proyecto tiene varios objetivos, entre ellos:
Profundizar en el lenguaje de programacio´n Android.
Estudiar, probar y analizar varios algoritmos de Inteligencia Artificial para escri-
tura manuscrita.
Disen˜o de una interfaz intuitiva y agradable para el usuario.
Bajo consumo de recursos por parte de la aplicacio´n.
Para este proyecto se intentara´ completar estos objetivos ba´sicos, pero en concreto
el objetivo principal de este proyecto es crear una aplicacio´n en la cual poder escribir
partituras con un la´piz electro´nico y que a su vez sea intuitiva y agradable a la vista. A
partir de que tengamos una aplicacio´n que cumpla estos requisitos se an˜adira´n nuevas
mejoras a la aplicacio´n como son por ejemplo:
Drag’n’drop de las notas dibujadas.
Mejora de algoritmo de reconocimiento de notas.
Ana´lisis sema´ntico de la partitura.
Exportar a Music XML.
Reproduccio´n de partituras.
A partir de implementar estas posibles futuras mejoras tendr´ıamos una aplicacio´n




En cuanto a la metodolog´ıa que se ha empleado para el desarrollo de esta aplicacio´n
ha seguido un enfoque por bloques, es decir, si entendemos que la aplicacio´n va formada
por varios algoritmos y pantallas se han ido completando por separado y posteriormente
se han integrado a la aplicacio´n.
Los diferentes bloques en los que he separado la aplicacio´n son los siguientes:
Disen˜o de una interfaz para la pantalla principal de la aplicacio´n que sea fa´cil de
usar, bonita y desde la que se puedan modificar los elementos guardados as´ı como
borrar y/o an˜adir elementos.
Disen˜o de una interfaz para la pantalla de edicio´n/visualizacio´n de partituras que
funcione de manera fluida y sea bastante intuitiva. Desde esta podre modificar
algunos aspectos de la partitura como la clave musical, el compa´s o el nombre.
Disen˜o de un sistema de dibujado y combinado de trazos, as´ı como de borrado de
estos.
Recopilacio´n de imagenes de los distintas s´ımbolos musicales a usar.
Disen˜o de un sistema de clasificacio´n de trazos el cual devuelve el tipo de nota
que se ha reconocido y tras esto, dibujar su imagen en la pantalla en la posicio´n
requerida.
Disen˜o de un sistema de seleccio´n y borrado de notas ya escritas en la partitura.
Disen˜o de un sistema de exportacio´n de la partitura a PDF el cual requiere que se
calcule la posicio´n relativa de las notas.
Una vez completados estos bloques se dara´ por finalizada esta versio´n de la aplicacio´n.
11

5 Cuerpo del trabajo
En este apartado describire´ cada modulo del proyecto expuesto en la parte de Estruc-
tura de proyecto. El nombre de cada apartado corresponde con la carpeta que indican
estos.
5.1. Combinado de trazos: ia join draw
En este mo´dulo se desarrollara´ un algoritmo capaz de decidir si un trazo pertenece a
otro o es uno nuevo, es decir, cuando el usuario esta escribiendo en la aplicacio´n como
sabe esta que trazos van juntos y cuales no.
En primera instancia lo primero que se me ocurrio´ fue separar los trazos dependien-
do del tiempo y la distancia ma´xima y mı´nima entre estos, lo del tiempo no fue una
buena idea ya que no quer´ıamos que el usuario tuviera que estar atento y ser ra´pido
para escribir sus notas, por lo que solo decid´ı usar las distancias. Aunque funcionaba
en algunos casos en muchos otros no, ten´ıa un muy bajo porcentaje de aciertos por lo
que decid´ı buscar otro tipo de heur´ısticas para enfrentarme a este problema.Tras pensar
el problema ma´s detenidamente y leer sobre distintos algoritmos de Machine Learning
necesitaba un algoritmo que pudiera separar linealmente o no los trazos introducidos por
el usuario. Adema´s necesitaba que este algoritmo se ejecutara´ de una manera bastante
ra´pida ya que se iba a ejecutar en un dispositivo Android. El algoritmo ma´s ba´sico que
reun´ıa estos requisitos era la Regresio´n Log´ıstica.
La Regresio´n Log´ıstica se trata de un algoritmo de Machine Learning el cua´l nos separa
los datos en dos clases, los que pertenecen al trazo y los que no. Para ello recibira´ una
entrada con caracter´ısticas sobre el trazo a examinar y nos devolvera´ la probabilidad de
que este trazo sea del mismo conjunto que los anteriores o no.
5.1.1. Modelo y representacio´n
En este Dataset la entradas las conoceremos como X y las salidas como Y en el
intervalo 0,1. La entrada para este algoritmo son cuatro variables que representan la
distancia en linea recta desde cada punto del Bounding Box de cada trazo, es decir, si
tenemos el trazo d1 ya dibujado y queremos examinar si el trazo d2 pertenece a d1, el
vector de caracter´ısticas de d2 es el siguiente:
Xd2 = x1, x2, x3, x4 (5.1)
, donde:
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x1: d2.left - d1.left
x2: d2.top - d1.top
x3: d2.right - d1.right
x4: d2.bottom - d1.bottom
Para obtener una salida Yd2 deberemos multiplicar cada una de las caracter´ısticas por
un valor, esto se conoce como hipo´tesis y se representa de la siguiente manera.
h(θ) = x0 ∗ θ0 + x1 ∗ θ1 + x2 ∗ θ2 + x3 ∗ θ3 + x4 ∗ θ4 → x0 = 1 (5.2)
hθ(x) = θ
TX (5.3)
El problema de esta hipo´tesis (que es la de la Regresio´n Lineal) es que devuelve un
valor real y lo que necesitamos para reconocer si pertenece al mismo conjunto de trazos
o no es un valor discreto 0, 1.





Para llevar a cabo esto nuestra heur´ıstica debe cambiar un poco, ya que necesitamos




Esta funcio´n tal y como he comentado antes nos devolvera´ valores entre 0 y 1, es decir,
si para un ejemplo nos devuelve un 0.7 esto querra´ decir que con un 70 % de probabilidad
de que ese trazo pertenezca al anterior. Pero esto nos hace que nos preguntemos una
nueva cuestio´n, ¿es suficiente un 70 % para afirmar que este trazo se debe combinar?,
para ello debemos establecer un valor mı´nimo para afirmar si se debe combinar o no, esto
se conoce como Umbral de decisio´n y debemos probar varios para ver cual funciona mejor.
Para terminar con la representacio´n del modelo debemos pensar que nuestros datos no
son linearmente separables por lo que puede que nos haga falta una funcio´n heur´ıstica
polino´mica, esto se consigue an˜adiendo al vector de caracter´ısticas las potencias de estas,
es decir:


















Normalmente las caracter´ısticas o entradas a nuestro algoritmo suelen estar en dife-
rentes escalas y esto puede ser un problema ya que nuestro algoritmo tardara´ mucho
ma´s en divergir. Para ello podemos usar un escalado donde situar todas las entradas en
valores continuos entre -1, 1 aproximadamente. Para ello usaremos la siguiente funcio´n:






σ: Desviacio´n t´ıpica o (max-min)
(5.7)
5.1.2. Funcio´n de coste J
Una vez ajustada la heur´ıstica el siguiente problema que tenemos es como ajustar los
para´metros θ para minimizar el indice de error, para resolver esto usaremos la funcio´n










− log hθ(x) y = 1
− log(1− hθ(x)) y = 0
(5.9)
Este funcio´n Cost(hθ(x), y) se puede simplificar de la siguiente manera:












i) + (1− yi) log(1− hθ(xi))] (5.11)
Si aplicamos esta funcio´n a un ejemplo nos dara´ su coste asociado que nos ayudara´
para actualizar el valor de los para´metros θ.
Gradiente de descenso
Se usa para minimizar la funcio´n de coste J(θ). El concepto es empezar con cualquier
valor todo θi e ir actualiza´ndolos para reducir la funcio´n de coste para acabar en un
mı´nimo.
Figura 5.1: Gradiente de descenso funcionando para datos con dos caracter´ısticas
θj := θj − α δ
δθj






16 5.1. Combinado de trazos: ia join draw
Si en la ecuacio´n anterior α o Ratio de aprendizaje es demasiado pequen˜o el gradien-
te de descenso sera bastante lento, sin embargo si es demasiado grande puede nunca
converger en un mı´nimo ya que da pasos demasiados grandes. Normalmente los valores
utilizados son:
[0,001, 0,003] , [0,01, 0,03] , [0,1, 0,3] , [1, 3] (5.13)
5.1.3. Regularizacio´n
Dado que tenemos un modelo que usara´ pocas caracter´ısticas y tenemos un dataset
bastante reducido, unos 70-80 trazos debemos aplicar algu´n me´todo para no tener pro-
blemas de Overfitting o Underfitting. El primero es cuando tenemos una funcio´n que nos
separa los datos correctamente en el conjunto de entrenamiento pero bastante mal en el
conjunto de test, y el segundo es cuando directamente no clasifica nada bien en ningu´n
conjunto. Para resolver esto tenemos dos opciones va´lidas:
1. Reducir el numero de caracter´ısticas. Esto es inviable ya que esas caracter´ısticas
son las mı´nimas que necesitamos para saber si debemos combinar un trazo o no.
2. Reducir el valor de los para´metros θ, esto se hace de manera automa´tica y es lo que
se conoce como regularizacio´n. Se trata de ajustar el valor λ a la hora de aplicar
el gradiente de descenso.
Nos decantaremos por la segunda opcio´n y esto se aplicara´ tanto a la funcio´n de costo
J tanto como a los para´metros θ quedando as´ı estas funciones. Como dato importante,
lo aplicaremos sobre todos los para´metros θ menos en θ0. La funcio´n de coste J quedar´ıa
as´ı:









Y las funciones para actualizar nuestros para´metros θ quedar´ıa de la siguiente manera:







i)− yi)xij , j = 1, 2, 3, ...n (5.15)
Al aplicar esto tendremos unos para´metros θ4 mucho ma´s ajustados previniendo erro-
res de Overfitting y Underfitting.
5.1.4. Evaluacio´n de la hipo´tesis
Una vez que tenemos nuestro modelo y nuestro dataset, ¿Cua´l es la manera correcta
de evaluar este? La respuesta a esto reside en probar nuestro algoritmo en datos que no
haya visto en el conjunto de entrenamiento, para conseguir esto usaremos un conjunto
de test y otro conocido como conjunto de Cross Validation, dividiendo el dataset en las
siguientes partes:
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Training set: 60 %
Cross validation set: 20 %
Test set: 20 %
Con el Traninng Set y el Cross Validation set se prueban distintos modelos de nuestro
algoritmo, es decir, se calculan los mejores para´metros θ en el conjunto de entrenamiento
y estos se pruebas sobre el conjunto de validacio´n. Y una vez que tengamos nuestro
modelo listo se enfrenta al Test set, con esto obtenemos un mayor entendimiento de
como esta funcionando nuestro algoritmo. Es importante saber que cuando se prueba un
Test set ya no se puede volver a probar, deberemos cambiar de conjunto de test ya que
sino estro podr´ıa condicionar el funcionamiento de nuestro algoritmo.
Medidas de error
Cuando estamos probando nuestro algoritmo puede que tengamos una precisio´n bas-
tante elevada pero no este funcionando como nosotros deseamos, para tener un mayor
conocimiento de que esta haciendo nuestra funcio´n debemos tener en cuenta las siguien-
tes medidas:
A partir de estas medidas podemos obtener la Precisio´n y Cobertura de nuestro
algoritmo, esto se calcula de la siguiente manera:
Precision =
True Positives
Total number of predicted positives
=
True Positives




Number of actual positives
=
True Positives
True positives + False Negatives
(5.17)
Pero una vez calculadas estas medidas, ¿Co´mo sabemos que un modelo es mejor que
otro? Para ello podr´ıamos usar la media de aciertos del algoritmo, pero esto nos dar´ıa
soluciones erro´neas por lo que usaremos una funcio´n conocida como F1 Score la cual
toma en cuenta la precisio´n y la cobertura del modelo y nos da un valor entre 0,1 de lo
bueno que es este algoritmo.
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5.1.5. Implementacio´n
Para la implementacio´n de este algoritmo se ha usado el lenguaje de programacio´n
Octave ya que nos permite trabajar con matrices y vectores de una manera mucho
ma´s ra´pida y sencilla que si usa´ramos otro lenguaje como Java o C++. En la carpeta
ia join draw esta´n todas las funciones que usaremos para implementar este modelo.
Mientras que en Java calcular por ejemplo el escalamiento de caracter´ısticas supondr´ıa
escribir varias lineas de co´digo en Octave solo nos hacen falta seis lineas de co´digo,
aparte de que al usar matrices se optimiza el tiempo de ejecucio´n un 70 %. Esta es
una de las funciones que tenemos, pero hay unas cuantas ma´s, todas ellas comentadas
respectivamente.
Listado 5.1: Escalamiento de caracter´ısticas en Octave
1 function [ X norm , mu, sigma ] = featureNormal i z e (X)
2 %FEATURENORMALIZE Normalize the f e a t u r e s o f a l l data X
3 %
4 % X The matrix o f the data
5 %
6 % X norm The X matrix normal ized
7 % mu A vecto r o f the d i f e r e n t s means o f a l l f e a t u r e s
8 % sigma A vecto r o f the d i f e r e n t s s tandart d e s v i a t i on o f a l l f e a t u r e s
9
10 mu = mean(X) ;
11 X norm = bsxfun (@minus , X, mu) ;
12 sigma = std (X norm) ;
13 X norm = bsxfun ( @rdivide , X norm , sigma ) ;
14 end
Tambie´n quiero destacar otra funcio´n que es la que nos calcula la funcio´n de coste J
y el gradiente de descenso.
Listado 5.2: Codigo que calcula la funcio´n de coste J y el gradiente de descenso.
1 function [ J , grad ] = log ica lRegCostFunct ion (X, y , theta , lambda )
2 % LOGICALREGCOSTFUNCTION Calcu la te the co s t func t i on and the new params
theta
3 %
4 % X The matrix o f the data
5 % Y The vec to r o f outputs compose by 0 or 1
6 % theta The vec to r o f parameters theta
7 % lambda The lambda term f o r the r e g u l a r i z a t i o n
8 %
9 % J The r e s u l t o f apply the co s t func t i on at data
10 % grad The new params theta f o r the r e s u l t o f J
11
12 m = length ( y ) ;
13 J = 0 ;
14 grad = zeros ( s ize ( theta ) ) ;
15
16 hypot e s i s = sigmoid ( (sum(X.∗ theta ’ , 2 ) ) ) ;
17 error = y .∗ log ( hypo t e s i s ) + (1 − y ) .∗ log(1−hypot e s i s ) ;
18 J = (−1/m) ∗ sum( error ) ;
19 J += ( lambda /(2∗m) ) ∗sum( theta ( 2 :end , : ) . ˆ 2 ) ;
20 grad = (1/m) ∗ sum( ( hypo t e s i s − y ) .∗X) ;
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21 regterm = ( lambda/m) ∗ theta ( [ 2 : end ] , : ) ;
22 grad ( 2 :end) = grad ( : , 2 : end) ’+regterm ;
23 grad=grad ’ ;
24 end
El principal objetivo de esta implementacio´n es probar varios modelos de este algo-
ritmo, es decir, con diferentes configuraciones tanto del valor λ as´ı como del umbral de
precisio´n y el grado de polinomio. Al ejecutar el script con el comando:
Listado 5.3: Ejecucio´n script octave
1 $ octave main .m
Al ejecutar este comando se empezara´ a ejecutar el programa, esto puede tardar unos
minutos. Tras terminar creara´ unos ficheros .csv en la carpeta results/ con toda la
informacio´n sobre cada modelo probado, y los para´metros θ del mejor modelo.
5.1.6. Resultados
En cuanto a los resultados se han probado muchas combinaciones de los elementos de
configuracio´n, estos son los siguientes:
Polinomio de grado: [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19,
20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30]
λ: [0, 0.0001, 0.0003, 0.001, 0.003, 0.01, 0.03, 0.1, 0.3, 1, 3, 10, 30]
Umbral de decisio´n: [0.1, 0.15, 0.2, 0.25, 0.3, 0.35, 0.4, 0.45, 0.5, 0.55, 0.6, 0.65,
0.7, 0.75, 0.8, 0.85, 0.9, 0.95]
Estos son los datos obtenidos para el mejor modelo calculado y en el fichero da-
ta best.txt tenemos los valores de los para´metros θ. Una vez calculado todo esto solo
tendremos que incluir los para´metros θ a nuestra aplicacio´n de Android para obtener
de manera ra´pida y eficaz si debemos combinar dos trazos o no. En el Anexo de esta
memoria podemos encontrar una tabla con resultados de aplicar los diferentes elementos
de configuracio´n. A continuacio´n se mostrara´n las me´tricas de error calculadas para el
mejor modelo son las siguientes:
lambda poly thresold train accuracy cv accuracy
0 2 0,5 97,87 93,33
Tabla 5.1: Configuracio´n del modelo y porcentaje de aciertos del mejor resultado de
clasificador de combinado de trazos.
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true pos false pos true neg false neg precision recall f score
11 2 1 0 0,85 1 0,92
Tabla 5.2: Medidas de error mejor resultado de clasificador de combinado de trazos.
5.2. Base de datos: ddbb
Este modulo es el que contiene un fichero categorys.csv en el que tenemos las dis-
tintos tipos de notas, adema´s tenemos un script SQL con el que inicializar la tabla. La
base de datos creada esta en formato Sqlite que es el admitido por Android, esta tendra´
las siguientes tablas:
CATEGORY Almacena informacio´n sobre las distintas categor´ıas de notas que tenemos
disponibles.
SONG Almacena informacio´n de cada cancio´n junto con sus notas, la clave y el compa´s.
NOTE Almacena la informacio´n de cada nota, as´ı como su categor´ıa y su posicio´n en
la partitura.
El script de SQL que las crea es el siguiente:
Listado 5.4: Script SQL con las tablas de la base de datos
1 PRAGMA fo r e i g n k e y s = ON;
2
3 CREATE TABLE IF NOT EXISTS CATEGORY(
4
5 ID CATEGORY INTEGER,
6 NAME TEXT NOT NULL,
7 IMAGE TEXT NOT NULL,
8 PRIMARYKEY ( ID CATEGORY)
9 ) ;
10
11 CREATE TABLE IF NOT EXISTS SONG(
12 ID SONG INTEGER,
13 AUTOR TEXT NOT NULL,
14 NAME TEXT NOT NULL,
15 CLEF INTEGERNOT NULL,
16 TIME INTEGERNOT NULL,
17 PRIMARYKEY ( ID SONG)
18 ) ;
19
20 CREATE TABLE IF NOT EXISTS NOTE (
21
22 ID SONG INTEGER,
23 ID NOTE INTEGER,
24 ID CATEGORY INTEGERNOT NULL,
25 TOP INTEGERNOT NULL,
26 LEFT INTEGERNOT NULL,
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27 RIGHT INTEGERNOT NULL,
28 BOTTOM INTEGERNOT NULL,
29 SELECTED INTEGERNOT NULL,
30 PRIMARYKEY ( ID NOTE , ID SONG) ,
31 FOREIGN KEY ( ID CATEGORY) REFERENCES CATEGORY( ID CATEGORY) ONDELETE
CASCADEONUPDATECASCADE,




35 CREATE TABLE IF NOT EXISTS FAVS (
36 ID SONG INTEGER,
37 PRIMARYKEY ( ID SONG) ,
38 FOREIGN KEY ( ID SONG) REFERENCES SONG( ID SONG)
39 ) ;
Adema´s tambie´n he an˜adido unos Triggers para que se autoincremente el valor de la
clave primaria de cada nota, si no da fallos al borrarla o al insertar una de estas.
Listado 5.5: Triggers SQL para la tabla NOTE




5 SET ID NOTE = (SELECTMAX( ID NOTE) FROM NOTEWHERE ID SONG
= new . ID SONG) + 1




10 CREATE TRIGGER IF NOT EXISTS DELETE NOTE AFTER DELETE
11 ON NOTE
12 FOR EACH ROW
13 BEGIN
14 UPDATE NOTE
15 SET ID NOTE = ID NOTE − 1
16 WHERE ID NOTE > o ld . ID NOTE AND ID SONG = old . ID SONG ;
17 END;
Los tipos de notas que tenemos son los siguientes:
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Figura 5.2: Tipos de notas y s´ımbolos junto con su nombre.
5.3. Clasificacio´n de notas musicales : ia note classifier
Esta parte es una de las ma´s complejas de la aplicacio´n as´ı como una de las ma´s im-
portantes ya que una mala implementacio´n puede darnos resultados erro´neos y con ello
una mala aceptacio´n por parte del usuario. En este apartado voy a tratar de explicar
el algoritmo que he implementado para un reconocimiento con un ı´ndice relativamente
bajo de error.
El algoritmo que he implementado consiste en que a partir de un trazo o conjunto
de trazos, previamente combinados entre ellos, dibujado por el usuario nos indique que
tipo de nota es la que esta escribiendo el usuario. Partimos de una base de datos cedida
por el tutor Juan Ramo´n Rico Juan la cua´l contiene vectores de trazos de las diferentes
notas que queremos predecir. En esta base de datos tambie´n se incluyen las claves y los
compases, pero gracias a un pequen˜o script de Python llamado extract db.py extraere-
mos solo las notas musicales excluyendo estas claves y compases, cabe decir la partitura
puede ser modificada en cualquier momento para cambiar su clave y su compa´s, pero
de esto se hablara´ ma´s adelante, en la parte de la aplicacio´n Android. modificados en
cualquier momento.
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En cuanto al algoritmo se usara´ un algoritmo k-NN y algunas variantes de este como el
k-NN Ponderado y k-NN-c, adema´s se usara´n varios algoritmos de ranking de prototipos
como son el Editing y el Farthest Neighbour para reducir el nu´mero de elementos de
nuestra base de datos para la clasificacio´n.
5.3.1. Modelo y representacio´n
Como he dicho anteriormente a base de datos de notas para la clasificacio´n esta com-
puesta por vectores de puntos 2D junto con el nombre de esa nota.
Dot 0, 0; 0, 0;−1, 1;−1, 1;−2, 2;−2, 2; 0, 2; 3, 1; 5, 0; 6,−1; 5,−1; 4,−1; 2, 1; 0, 1; 1, 0; 1, 0;
(5.19)
Estos puntos han sido recogidos previamente por el tutor en un dispositivo Tablet y
son coordenadas locales con respecto al primer punto u origen. Estos vectores de puntos
pueden ser solo de un trazo o de la combinacio´n de varios, problema que hemos explicado
anteriormente pero que ya esta resuelto en esta parte y por lo tanto no nos tenemos que
preocupar de e´l. Pero lo que tenemos que tener en cuenta es que pueden ser combina-
cio´n de varios trazos por lo que cada escritor los dibujara´ de manera diferente con ma´s
o menos puntos, y esto es lo realmente complejo de este clasificador. Necesitamos un
clasificador que nos diga con que probabilidad esa combinacio´n de trazos es un punto en
concreto pero para ello necesitamos algu´n tipo de funcio´n que compare los datos entre
ellos, para ello usaremos la funcio´n de distancia Dynamic Time Warping que calcula la
distancia entre dos vectores tomados con datos no temporalmente lineales. El algoritmo
es el siguiente:
int DTWDistance(s: array [1..n], t: array [1..m])
DTW := array [0..n, 0..m]
for i := 1 to n do
DTW[i, 0] := infinity
end
for i := 1 to m do
DTW[0, i] := infinity
end
DTW[0, 0] := 0
for i := 1 to n do
for j := 1 to m do
cost := d(s[i], t[j])
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Esto nos devuelve un entero que es la distancia entre esos dos vectores y es la que
usaremos para comparar los datos entre s´ı. En este punto donde tenemos la funcio´n que
calcula la distancia con respecto a otro vector nos hace falta algu´n tipo de algoritmo que
con esta funcio´n nos diga con que probabilidad es un tipo de nota u otra, aqu´ı es donde
entra en juego el algoritmo de k-Nearest Neighbour (k-NN).
5.3.2. Clasificadores k-NN
Este algoritmo calcula todas las distancias de un vector con respecto a los otros de
la base de datos de clasificacio´n y dependiendo de un ”rankeo”los n-primeros vectores
ma´s cercanos predice si es una nota u otra. El funcionamiento del algoritmo es bastante
sencillo, suponemos que tenemos un dataset con 2 tipos de clases distintas, tria´ngulos
y cuadrados, pues bien, ahora nos entra un nuevo prototipo y calculamos la distancias
con respecto a cada elemento de nuestro conjunto de entrenamiento.
Figura 5.3: Ejemplo de representacio´n de seleccio´n de k=3 y k=5 vecinos ma´s cercanos.
El siguiente paso es seleccionar los k elementos ma´s cercanos, en este caso dos tria´ngu-
los tria´ngulos y un cuadrado. En este momento, cuando tenemos seleccionados los k
vecinos ma´s cercanos es cuando aplicaremos los diferentes algoritmos de seleccio´n que
voy a comentar.
Eleccio´n de k
La eleccio´n de la k es uno de los pasos ma´s importantes, normalmente los valores
grandes reducen el ruido pero pueden llegar a crear l´ımites entre clases parecidas. Otro
de los problemas es usar nu´meros pares ya que podr´ıamos llegar a tener varios empates
sin resolver entre clases a la hora de decidir a cua´l pertenece un nuevo prototipo.
k-NN ba´sico
Este modelo de seleccio´n es el ma´s ba´sico y consiste en calcular el nu´mero de veces
que aparece cada clase entre los k vecinos ma´s cercanos, y la que ma´s aparezca es la clase
del nuevo prototipo a clasificar. Dado un ejemplar xq a clasificar, siendo x1, x2, ..., xk los
k vecinos ma´s cercanos, aplicar:




δ(v, f(xi)) , donde: δ(a, b) =
{
1 a = b
0 otro
(5.20)
En el ejemplo anterior si usa´ramos k=3 nos dir´ıa que es un triangulo mientras que si
usamos k=5 nos dir´ıa que es un cuadrado, para evitar este tipo de cosas comentaremos
algunas versiones modificadas de este algoritmo.
k-NN ponderado
Esta versio´n del algoritmo k-NN resuelve el problema anteriormente comentado, con-
siste en ponderar la contribucio´n de cada vecino de acuerdo a su distancia entre e´l y
el prototipo a clasificar, dando mayor peso a los vecinos ma´s cercanos. La forma de








Con esta versio´n tanto para k=3 como para k=5 nos devolvera´ que es un triangulo.
k-NN-c
Esta te´cnica permite descartar clases muy distintas al prototipo desconocido xq cuando
se clasifica. Este me´todo es u´til para problemas con mu´ltiples clases. Los pasos son los
siguientes:
1. Seleccionar un conjunto representativo, P , de prototipos a partir del inicial T .
2. Para clasificar un nuevo prototipo desconocido xq solicitar las c clases ma´s cercanas
en P .
3. Usar k − NN ba´sico o ponderado para clasificar xq u´nicamente con las c clases
ma´s cercanas.
Figura 5.4: Esquema del funcionamiento del algoritmo k-NN-c para c=2.
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5.3.3. Filtrado de prototipos
Con el fin de reducir el taman˜o de conjunto de entrenamiento y eliminar prototipos
que puedan causar ruido en nuestro dataset podemos aplicar varios algoritmos de filtrado
basados en ranking de prototipos, los que se usara´n para esta aplicacio´n son los siguientes:
Editing
Esta te´cnica de filtrado es bastante ba´sica y consiste en eliminar prototipos que puedan
estar mal etiquetados o pertenecer a una zona de solapamiento entre clases.
Listado 5.6: Te´cnica de Editing en Java
1 public List<Example> ed i t i n g ( int k , Li s t<Example> examples )
2 {
3 List<Example> e d i t e d s e t = new ArrayList<>() ; //Edited s e t
4
5 for (Example p : examples ) {
6 i f (p . l a b e lC l a s s . equa l s (p . getClassKnn ( examples ) ) ) {
7 e d i t e d s e t . add (p) ;
8 }
9 }
10 return e d i t e d s e t ;
11 }
Farthest Neighbour (FN)
Este algoritmo de filtrado consiste en un sistema de votacio´n al amigo (prototipo de
la misma clase) ma´s lejano previo al enemigo (distinta clase) ma´s cercano. Los pasos a
seguir son los siguientes:
1. Sea a el prototipo que se examina actualmente, se recorrer todo el conjunto de
entrenamiento calculando las distancias.
2. Sea b el enemigo ma´s cercano al prototipo a, es decir el prototipo ma´s alejado que
no es de la misma clase.
3. Sea c el prototipo ma´s alejado de a antes de b y su presencia permite clasificar
correctamente el prototipo a. Si es correcta la clasificacio´n guardamos el prototipo
en el conjunto filtrado mientras que lo ignoramos en caso contrario.
4. Establecer un umbral de frecuencia y aplicar un filtro al dataset clasificado solo
extrayendo tantas s´ımbolos musicales como en el umbral de frecuencia este indicado
con respecto al nu´mero de clases.
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Figura 5.5: Ejemplo funcionamiento de FN
5.3.4. Evaluacio´n con Validacio´n Cruzada
Para evaluar cada uno de los algoritmos empleados no nos vale solamente con el por-
centaje de aciertos, nos har´ıa falta algo ma´s complejo para que obtener una respuesta
ma´s robusta, para ello usaremos un algoritmo de evaluacio´n conocido como Cross Va-
lidation, no confundir con el utilizado en el algoritmo de combinacio´n de trazos.Este
algoritmo de evaluacio´n consiste en dividir el dataset en m partes iguales usando una
de estas partes para test y las otras como conjunto de entrenamiento. Esto se hara´ m
veces, cambiando as´ı cada vez los datos de entrenamiento y test, de esta manera nuestra
solucio´n sera´ ma´s resistente con nuevos prototipos.
Figura 5.6: Ejemplo de Validacio´n Cruzada con 4 iteraciones
Aunque para este proyecto se usara´n 10 iteraciones el concepto es el mismo, el resul-
tado que se obtiene es una lista con los distintos porcentajes de precisio´n obtenidos en
cada iteracio´n de este algoritmo.
Para finalizar, ¿Como comparamos los resultados de la Validacio´n Cruzada para dos
modelos diferentes?, la respuesta es usando el test de Wilcoxon que nos dice con que
nivel de confianza un modelo es mejor que otro.
Listado 5.7: Test de Wilcoxon
1 x <− c (81 ,82 ,86 ,88 ,90 ,92 ,93 ,91 )
2 y <− c (81 ,83 ,85 ,87 ,89 ,91 ,90 ,90 )
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3 wi lcox . t e s t (x , y , pa i r ed=TRUE, a l t e r n a t i v e="greater" )
Esto nos devolvera´ un nivel de confianza α, un buen valor para este para´metro oscila
entre 0.05-0.01, es decir entre un 95-99 % de confianza de que el vector de precisiones x
es mejor que el vector y.
5.3.5. Implementacio´n
En cuanto a la implementacio´n de estos algoritmo se ha desarrollado en Java y no
Octave debido a que necesitamos estructuras de datos mucho ma´s complejas que las que
en este u´ltimo podemos representar, como por ejemplo las colas de prioridad, estas se
usara´n para rankear los prototipos dependiendo de su distancia con respecto al prototipo
xq a clasificar, siendo el primer elemento el ma´s cercano y el u´ltimo el ma´s lejano. La
creacio´n de la lista de prioridad junto con el tipo de objetos que tendra´ dentro para su
ordenacio´n es la siguiente:
Listado 5.8: Creacio´n de lista de prioridad a partir de la clase ItemRank
1
2 Prior ityQueue<ItemRank> neighbours = new Prior ityQueue<>(k , new Comparator<
ItemRank>() {
3 @Override
4 public int compare ( ItemRank o1 , ItemRank o2 )
5 {
6 i f ( o1 . d i s t ance < o2 . d i s t ance ) return 1 ;
7 i f ( o1 . d i s t ance > o2 . d i s t ance ) return −1;




12 public class ItemRank {
13 public St r ing name="" ;
14 public int votes =0;
15 public f loat d i s t ance =0.0 f ;
16 public ItemRank ( ) {}
17 }
Hay que tener en cuenta que los diferentes algoritmos de filtrado se probara´n con
distintos algoritmos de clasificacio´n de prototipos, es decir, el algoritmo de Editing se
probara´ con k-NN ba´sico y ponderado, y con k-NN-c con distintas c.
El principal objetivo de esta implementacio´n es probar varios modelos de este algo-
ritmo, es decir, con diferentes algoritmos de filtrado y seleccio´n de prototipos usando
varias k y varias c para k-NN-c. Para optimizar en cuanto a tiempo de ejecucio´n se refie-
re primero se crea un fichero de distancias que contendra´ para cada prototipo todos los
otros prototipos ordenados por su distancia, de menor a mayor. Tras esto, estos datos
se probara´n con distintas configuraciones evalua´ndose con Validacio´n Cruzada con el fin
de encontrar el que mejor funcione para esta aplicacio´n.
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5.3.6. Resultados
Al terminar de ejecutar este co´digo se generara´n unos ficheros en la carpeta results/,
estos contienen los diferentes valor de precisio´n para distintas k al aplicar Validacio´n
Cruzada para distintas configuraciones de algoritmos de clasificacio´n y filtrado. Cabe
decir que todos los algoritmos nombrados anteriormente se han probado unos con otros
para obtener unos resultados ma´s completos y precisos.
Para generar las gra´ficas que voy a mostrar a continuacio´n se ha utilizado un script de
Python llamado eval.py el cual lee de estos ficheros de results y nos genera una gra´fica
para poder ver de manera visual que esta haciendo nuestro modelo, a parte de todo esto
nos dara´ los mejores clasificadores sin aplicar filtros y con estos, es decir, los que tengan
una media de porcentaje de aciertos mucho ma´s elevada que el resto, estos se probara´n
con el test de Wilcoxon para ver cua´l es mejor y con que nivel de confianza.
Figura 5.7: Gra´ficas de media de aciertos sin filtro (izquierda) y aplicando Editing (de-
recha)
Como podemos observar en las gra´ficas el mejor clasificador sin filtro es k-NN ponde-
rado con K=6 mientras que aplicando Editing es k-NN-c usando las tres primeras clases
(c=3) y usando un algoritmo k-NN ponderado con K=1 para la clasificacio´n. Tras esto
aplicaremos el test de Wilcoxon para determinar si uno es mejor que el otro.Como re-
sultado obtenemos un p-value = 0,006426 < 0,01, es decir, usando un algoritmo Editing
para el filtrado y el algoritmo k-NN-c usando las tres primeras clases (c=3) y usando
k-NN ponderado para clasificar entre esas primeras clases con k=1 es mejor con un 99 %
de confianza. Aunque la media aritme´tica de los resultados de la Validacio´n Cruzada se
diferencian apenas en un 1 % entre ellos, y este algoritmo supone un coste computacio-
nal bastante ma´s elevado para ese pequen˜a diferencia entre porcentaje de precisio´n por
ahora nos quedaremos con k-NN ponderado con K=6 para nuestra aplicacio´n, ya que
necesitamos algo que funcione bastante ra´pido.
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Ahora veremos algunas gra´ficas aplicando el otro algoritmo de filtrado, Farthest Neigh-
bours (FN) en concreto con una frecuencia de aparicio´n de cada clase en el training set
de un 50, 70, 80 y 90 %.
Figura 5.8: Resultados de aplicar FN con frecuencias 50 y 70 % respectivamente
Figura 5.9: Resultados de aplicar FN con frecuencias 80 y 90 % respectivamente.
Como se puede observar en las gra´ficas, el clasificador que tiene mejor media vuelve a
ser el algoritmo k-NN-c usando las tres primeras clases (c=3) y usando k-NN ponderado
para clasificar entre esas primeras clases con k=1. Una vez sabido esto debemos aplicar
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el test de Wilcoxon contra k-NN ponderado con K=6 y como resultado obtenemos un
p-value = 0,0009766 < 0,01, un valor mucho mejor del obtenido anteriormente, por lo
que nos deja a entender que k-NN ponderado con K=6 es la mejor opcio´n para esta
aplicacio´n con un 77,689507 % de media de aciertos.
5.4. Generador de fondos : bg generator
Este modulo del proyecto contiene varios scripts en Python, uno para generar las hojas
del pdf para la opcio´n exportacio´n de una partitura a PDF de la aplicacio´n y otro que
generara´ la partitura de fondo que se usara´ en la vista de edicio´n/visualizacio´n de la
partitura de la aplicacio´n, llamado bg generator.py, este u´ltimo es el ma´s importante
ya que el otro es simplemente una variacio´n de este para adaptarlo al taman˜o de un A4
para generar un PDF.
Figura 5.10: Ejemplo de seccio´n imagen de fondo.
Este script de generador de fondos recibe como para´metro de entrada el taman˜o de la
anchura a la que debe adaptarse y este generara´ tantos pentagramas como sea necesario
hasta llegar al taman˜o proporcional por defecto que este tiene un ma´ximo como de si
una partitura de cuatro pa´ginas se tratase, a parte tenemos por defecto que la altura
de cada pentagrama es de 494px, esto es dividido a que tenemos 13 posiciones en cada
pentagrama y el menor mu´ltiplo que daba buenos resultados para la visualizacio´n de
este es 38, por lo que 13x38=494. Con esto se reduce la complejidad tanto del script
como de la aplicacio´n Android que tiene que cargar esta imagen. Otra de las ventajas de
generar estas ima´genes de manera parametrizada es que podemos obtener cualquier ima-
gen de fondo, con ma´s o menos pentagramas pero siempre ocupando el mismo espacio,
una partitura de cuatro paginas, y que si sale algu´n dispositivo nuevo con un taman˜o de
pantalla no establecido podemos generar una imagen de fondo para ese dispositivo en
menos de 1 segundo y ver como funciona en esta aplicacio´n.
Para finalizar hablare´ un poco sobre el script pdf generator.py, este es una variacio´n
del anterior script. Este script crea dos imagenes distintas para luego acoplarlas para un
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pdf, estas son:
pdf page intro.jpg La primera pa´gina del PDF con un hueco para poner el nombre de
la composicio´n as´ı como su autor.
pdf page.jpg El formato para las dema´s pa´ginas del pdf.
Las ima´genes de PDF sera´n como la imagen de fondo pero substituyendo el nu´mero de
pentagrama en el lateral izquierdo por un pequen˜o margen similar al del lateral contrario.
Figura 5.11: Imagen principal del PDF
5.5. Aplicacio´n Android: android
En esta seccio´n nos enfocaremos en el desarrollo de la aplicacio´n Android as´ı como el
funcionamiento de cada uno de sus mo´dulos y librer´ıas extra usadas.
5.5.1. Interfaz gra´fica : app
En este apartado tratare´ los aspectos relacionados con la interfaz gra´fica de la pantalla
de la aplicacio´n, as´ı como los distintos Fragments y Dialogs que se usara´n.
Al principio se todo lo primero que pense´ era hacer una interfaz donde el usuario pue-
da visualizar las partituras que ya ha creado as´ı como la posibilidad de an˜adir nuevas,
modificar estas y eliminarlas de manera sencilla y intuitiva. Adema´s tambie´n plantee´ la
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posibilidad de que pudiera tener algunas de estas partituras como favoritas por lo que
lo mejor que se podr´ıa adaptar a estas necesidades en tener dos pantallas contenidas en
un ViewPager con un TabLayout para as´ı de manera muy sencilla, solo con un despla-
zamiento de dedo, podr´ıamos cambiar entre las dos pantallas principales, partituras y
partituras favoritas. Cabe destacar que si no hay ninguna cancio´n se muestre un men-
saje de ayuda al usuario para que no se quede tan vac´ıa la pantalla, el resultado es el
siguiente:
Figura 5.12: Pantalla principal de partituras y favoritas
El co´digo mı´nimo para cargar este tipo de vistas es el siguiente:
Listado 5.9: Inicializacio´n vista pantalla principal
1 @Override
2 protected void onCreate ( Bundle savedIns tanceState )
3 {
4 ViewPager ViewPager = (ViewPager ) findViewById (R. id . viewpager ) ;
5 AdapterViewPager adapter = new AdapterViewPager ( getSupportFragmentManager
( ) ) ;
6
7 ViewPager . s e tOf f s c reenPageL imi t (2 ) ;
8 ViewPager . setAdapter ( adapter ) ;
9 ViewPager . s e tOf f s c reenPageL imi t ( adapter . getCount ( ) ) ;
10 ViewPager . addOnPageChangeListener ( adapter ) ;
11
12 i f ( savedIns tanceSta te !=null ) ( ( AdapterViewPager ) ViewPager . getAdapter ( ) ) .
setCurrentFragment ( savedIns tanceState . g e t In t ( In t eg e r . class . getName ( ) ) )
;
13
14 TabLayout TabLayout = (TabLayout ) findViewById (R. id . tabs ) ;
15 ViewPager . addOnPageChangeListener (new TabLayout .
TabLayoutOnPageChangeListener ( TabLayout ) ) ;
16 TabLayout . setupWithViewPager ( ViewPager ) ;
17 }
Este tipo de configuracio´n resiste cambios de orientacio´n, guardando la vista en la que
estabamos. A parte vemos que en el Toolbar de la pantalla principal hay un pequen˜o
menu´, que al pulsarlo nos aparecera´n dos opciones:
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Figura 5.13: Menu´ overflow de la pantalla principal
Cambio de autor, esto es para cambiar de autor para las nuevas canciones que
vayamos a an˜adir, las viejas no se cambian. Adema´s si queremos an˜adir alguna
nueva cancio´n obligatoriamente deberemos especificar un nombre de autor.
Figura 5.14: Dialog para cambiar nombre de autor.
Acerca de, esto es para ver informacio´n extra sobre el desarrollador de la aplicacio´n.
Figura 5.15: Dialog para cambiar nombre de autor.
En este punto vamos a hablar un poco ma´s de cada una de las vistas del ViewPager,
estas vistas se cargan en base a un Fragment que es la manera ma´s optima de cargar
pantallas y reciclarlas en Android.
Pantalla principal de partituras
Esta pantalla mostrara´ el listado de las partituras que tenemos en el sistema as´ı como
un boto´n para an˜adir nuevas. La lista ha sido implementada con un RecyclerView y
el boto´n con un FloatingActionButton, estos componentes son fa´ciles de implementar
y aportan una flexibilidad importante en el disen˜o de la aplicacio´n. Aparte esta vista
tiene en cuenta los cambios de orientacio´n por lo que no perderemos informacio´n al
hacer estos cambios o pasarla a segundo plano. En primer lugar me gustar´ıa comentar
el FloatingActionButton que hay en la esquina inferior izquierda, este se usara´ para
crear una nueva partitura. Al pulsarlo nos abrira´ un nueva ventana, en el caso de que
hayamos introducido el nombre de autor sino nos pedira´ primero el nombre del autor.
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Figura 5.16: Dialog de crear nueva partitura.
Esta ventana conocida en Android como Dialog nos pedira´ que introduzcamos varios
datos de la partitura como son el nombre, la clave musical y el compa´s.
En esta ventana vemos que aparecen dos listas con los siguientes t´ıtulos: Clefs y Times,
estos corresponden al tipo de clave musical y compa´s a usar, respectivamente.
Figura 5.17: Tipos de claves musicales y compases usados por la aplicacio´n.
Este dialog estara´ compuesto por varios TextView que mostrara´n los t´ıtulos de cada
apartado, un EditText para escribir el nombre de la nueva partitura y dos RecyclerView
que mostrara´n los tipos de clave musical y de compa´s que tenemos en la base de datos.
Esta vista soporta cambios de orientacio´n por lo que no perdera´ los datos introducidos,
la u´nica comprobacio´n que hace es que por lo menos se escriba un nombre sino mostrara´
una SnackBar con un mensaje de error, como valores por defecto esta´n la clave musical
de sol y el compa´s dos a dos. Vamos a introducir dos nuevos elementos para trabajar
con ellos.
36 5.5. Aplicacio´n Android: android
Figura 5.18: Pantalla principal de partituras con dos elementos
Cada uno de los elementos que se muestran tienen la siguiente estructura:
Figura 5.19: Elemento de la lista de partituras.
En cuanto a funcionalidades de esta pantalla podemos borrar tanto elementos por
separado como juntos, para ello solo tendremos que mantener pulsado el elemento en
cuestio´n y se seleccionara´, si pulsamos otra vez en este o clamoreamos en el icono de
volver de la barra de navegacio´n se deseleccionara´n los elementos seleccionados uno a
uno, adema´s mientras que este´n seleccionados el menu´ de de la parte derecha de cada
elemento de la lista se volvera´ invisible y aparecera´ un icono en el Toolbar de la aplicacio´n
que nos servira´ para borrar estos elementos. El mensaje de borrado seguro cambiara´
dependiendo si se desean borrar un elemento o mu´ltiples de estos.
Figura 5.20: Pantalla de partituras multiselect y dialogs de eliminacio´n de seleccio´n u´nica
y mu´ltiple.
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Cabe decir que cada uno de los elementos de la lista esta formado con CardView que
aporta un disen˜o mucho ma´s agradable a la vista que el t´ıpico holder, adema´s de que
se puede personalizar mucho ma´s. En cada uno de estos elementos vemos que tiene un
menu´ desplegable, en esta menu´ aparecera´n varias opciones:
Figura 5.21: Menu´ desplegable de elementos de la lista de partituras.
A continuacio´n definire´ cada uno de los elementos de este menu´. La opcio´n Edit nos
abrira´ un nuevo Dialog basado en el de crear una nueva partitura pero con algunos
leves cambios, como son el titulo de la ventana y la informacio´n de cada uno de sus
componentes:
Figura 5.22: Dialog de editar una nueva partitura ya creada.
La opcio´n Erase mostrara una ventana para asegurar que el usuario decide borrar ese
elemento y no ha sido porque ha pulsado sin querer, el Dialog que mostrara´ es el mismo
que el mostrado en la anterior pa´gina. La opcio´n Add to favorites an˜adira´ esa cancio´n
a favoritos mientras que si ya estaba en favoritos cambiara´ el nombre de este item a
Remove from favorites. Por u´ltimo cabe destacar la opcio´n To PDF que convertira´
nuestra partitura a un PDF para su posterior visualizacio´n, de esta funcio´n hablaremos
ma´s adelante.
Pantalla principal de favoritos
En cuanto a la pantalla favoritos sera´ similar a la anteriormente descrita pero algunos
cambios, el primero sera las ventanas a la hora de eliminar uno de los elementos de
esta pantalla, que por cierto solo se eliminara´n de favoritos y no de la base de datos en
general.
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Figura 5.23: Menu´ de borrado de partitura de favoritos.
Otro de los cambios es que ya no hay boto´n para crear nuevas partituras y en el
submenu´ de cada uno de los items de la lista se elimina la opcio´n Erase, las dema´s
siguen teniendo las mismas funcionalidades.
Figura 5.24: Menu´ de items de listado de partituras favoritas.
Con esto doy por finalizada esta parte de la aplicacio´n, como podemos observar se ha
quedado una interfaz principal sencilla, intuitiva y resistente a cambios de orientacio´n y
a ponerla en segundo plano.
Icono de la aplicacio´n
Para tener una mejor aceptacio´n por parte del usuario se ha creado un icono perso-
nalizado para la aplicacio´n para las distintas configuraciones de pantalla de los distintos
dispositivos Android.
Figura 5.25: Icono de la aplicacio´n.
5.5.2. Vista de la partitura : drawreader
Este modulo de la aplicacio´n es el ma´s complejo de todos, aqu´ı es donde reside el
lienzo donde el usuario escribe sus notas . A continuacio´n hablare´ sobre las partes ma´s
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importantes de este modulo y como se relacionan entre ellas.
Interfaz gra´fica
En cuanto a la interfaz lo primero que se penso´ fue en que necesitaba alguna manera
de representar los distintos pentagramas de la partitura en la pantalla y poder moverme
entre ellos de manera fluida. En este punto se me ocurrieron dos maneras de abordar
este problema o bien con un listado usando un RecyclerView y pintando en cada item
un Canvas de un pentagrama o teniendo una u´nica imagen y que poder moverse por ella.
La primera opcio´n me trajo muchos quebraderos de cabeza ya que no se pintaba el
pentagrama como era debido y iba bastante lenta la aplicacio´n as´ı que me decante por
la segunda manera. Para llevarla a cabo cree un pequen˜o script de Python ,del cual ya
he hablado antes, el cual me genera automa´ticamente una imagen de fondo de acuerdo
al taman˜o de la imagen, este taman˜o es proporcional al que ocupar´ıa en un PDF de
cuatro pa´ginas, del que hablare en secciones posteriores.
Las ima´genes de fondo para cada uno de los distintos taman˜os de pantalla se guardan
en la carpeta assets del proyecto, como he dicho en secciones anteriores, para una buena
experiencia de uso hace falta como mı´nimo una pantalla HD, tanto en mo´vil como en
tablet. Para cargar la imagen en pantalla se uso´ en primera instancia una clase llamada
Cache que tendra´ la imagen de fondo junto con un Bounding Box del taman˜o de esta
imagen, y a su vez otra clase llamada Scene tenia un Bounding Box que indica la posicio´n
que deb´ıa mostrarse del Bitmap de la memoria Cache.
Listado 5.10: Carga completa de la imagen de fondo de la partitura.
1
2 public class Scene {
3 private Cache Cache ;
4
5 private Rect Disp layScene ;
6
7 public Scene ( int w, int h , Context c ) {
8 Disp layScene = new Rect (0 ,0 ,w ,h) ;
9 Cache = new Cache (w, c ) ;
10 }
11
12 public update ( int y ) {
13 synchronized ( this ) {
14 int w = Disp layScene . width ( ) ;
15 int h = Disp layScene . he ight ( ) ;
16 i f ( y < 0) y = 0 ;
17 i f ( y + h > Cache . DisplayCache . he ight ( ) ) y = Cache .
DisplayCache . he ight ( ) − h ;




22 public class Cache {
23 private Rect DisplayCache ;
24
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25 public Bitmap BitmapRef ;
26
27 public Cache ( int w, Context c ) {
28 BitmapFactory . Options op = new BitmapFactory . Options ( ) ;
29 op . inMutable = true ;
30 BitmapRef = BitmapFactory . decodeStream ( c . ge tAsse t s ( ) . open ( ’
background -w’+Str ing . valueOf (w)+’.jpg’ ) , op ) ;
31 DisplayCache = new Rect (0 , 0 , BitmapRef . getWidth ( ) ,




Una vez que ten´ıa la imagen cargada necesitaba el sistema de ”scroll”, para ello
implementa una pequen˜a clase que recib´ıa una sen˜al cada vez que se el usuario mov´ıa el
dedo por la parte izquierda de la imagen de fondo, esta es la clase que implementa ese
calculo de movimiento de la zona visible de la imagen.
Listado 5.11: Scroll Controller de la imagen de fondo
1 public class Sta f fSur faceView extends SurfaceView implements Sur faceHolder .
Cal lback {
2
3 private Scene Scene ;
4 private TouchControl ler TouchContro l l e r ;
5 . . .
6
7 @Override
8 public void touchEvent (MotionEvent e ) {
9 i f ( BoxSc ro l l . isTouched ( e . getX ( ) ) ) {
10 switch ( e . getAct ion ( ) ) {
11 case Action .DOWN : TouchContro l l e r . down( e ) ;
12 break ;





18 . . .
19
20 class TouchControl ler {
21 private int PositionYViewDown = 0 ;
22 private int TopDisplayOriginAtDown = 0 ;
23
24 public TouchControl ler ( Context c ) {}
25
26 public void down(MotionEvent event ) {
27 synchronized ( this ) {
28 PositionYViewDown = ( int ) event . getY ( ) ;




33 public boolean move(MotionEvent event ) {
34 synchronized ( this ) {
35 f loat zoom = 0.7 f ;
36 Scene . updatePos i t ion ( ( int ) ( ( f loat )
TopDisplayOriginAtDown − ( zoom ∗ ( event . getY
( ) − ( f loat ) PositionYViewDown ) ) ) ) ;
37 }
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Con este sistema al cargar una imagen para el fondo de unos ' 1Mb el sistema
Android necesitaba casi unos 150Mb de memoria RAM para realizar todo este proceso
de scroll, por lo que cuando dibuja´ramos los trazos del usuario y las notas reconocidas
nuestra memoria se desbordar´ıa. Esto me llevo a decidir que necesitaba otro sistema
para cargar los Bitmap en Android y aplicarles el Scroll. Leyendo por Internet y en la
gu´ıa oficial de Android para desarrolladores encontre´ una clase llamada BitmapDecoder
la cua´l indica´ndole el nombre de una imagen era capaz de devolver solo trozos de esta y
si usa´ramos esta funcio´n dentro un hilo Thread nuestra aplicacio´n ir´ıa mucho ma´s fluida,
y as´ı fue, se ahorraron unos ' 60 − 70Mb de memoria RAM y aparte se consiguio´ un
uso de memoria constante debido a que solo cargaba porciones de la imagen, el co´digo
que implementa esto es el siguiente:
Listado 5.12: Carga de secciones de la imagen de fondo con BitmapDecoder
1
2 public class Cache {
3 private Rect DisplayCache ;
4
5 public Bitmap BitmapRef ;
6
7 public BitmapDecoder BitmapDecoder ;
8
9 public CacheThread CacheThread ;
10
11 public Cache ( int w, Context c ) {
12 BitmapFactory . Options op = new BitmapFactory . Options ( ) ;
13 op . inMutable = true ;
14 BitmapDecoder = BitmapRegionDecoder . newInstance ( c . ge tAsse t s ( ) .
open ( "background -w"+w+".jpg" ) , fa l se ) ;
15 S izeBackgroundSta f f = new Point ( BitmapDecoder . getWidth ( ) ,
BitmapDecoder . getHeight ( ) ) ;
16 BitmapRef = BitmapDecoder . decodeRegion ( DisplayScene , opt ions ) .
copy (Bitmap . Config . RGB 565 , true ) ;
17 DisplayCache = new Rect (0 , 0 , BitmapRef . getWidth ( ) , BitmapRef .
getHeight ( ) ) ;
18 CacheThread = new CacheThread ( this ) ;
19 }
20
21 public void s t a r t ( ) {
22 . . .
23 CacheThread . s t a r t ( ) ;
24 }
25
26 public void stop ( ) {
27 CacheThread . setRunning ( fa l se ) ;
28 CacheThread . i n t e r r up t ( ) ;
29 . . .
30 }
31
32 protected Rect calculateCacheWindow ( ) {
33 Rect calculatedCacheWindowRect = new Rect ( ) ;
34 int top = Disp layScene . top − mh;
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35 int bottom = Disp layScene . bottom + mh;
36 i f ( top<0 | | top<=Ut i l s . K SIZE BOX) {
37 bottom = bottom − top ;
38 top = 0 ;
39 }
40 i f ( bottom> S izeBackgroundSta f f . y | | bottom+Ut i l s . K SIZE BOX>
S izeBackgroundSta f f . y ) {
41 top = top − ( bottom− S izeBackgroundSta f f . y ) ;
42 bottom = SizeBackgroundSta f f . y ;
43 }
44 calculatedCacheWindowRect . s e t ( Disp layScene . l e f t , top ,
Disp layScene . r i ght , bottom ) ;





50 class CacheThread extends Thread {
51
52 private Cache Cache ;
53
54 public CacheThread (Cache c ) {
55 setName (CacheThread . class . getName ( ) ) ;
56 i sRunning= true ;
57 Cache = cache ;
58 }
59
60 public void run ( ) {
61 Cache . DisplayCache = Cache . calculateCacheWindow ( ) ;
62 Bitmap bmp = Cache . BitmapDecoder . decodeRegion ( this .
Cache . DisplayCache , Cache . opt ions ) . copy (Bitmap .
Config . RGB 565 , true ) ;
63 Cache . BitmapRef = Eng ineSta f f . g e t In s tance ( Context ) . draw
(bmp, this . Cache . DisplayCache , IdSong , IdCle f ,
IdTime ) ;
64 Update=fa l se ;
65
66 while ( i sRunning )
67 {
68 Rect r = Cache . calculateCacheWindow ( ) ;
69 bmp = Cache . BitmapDecoder . decodeRegion ( r , Cache
. opt ions ) . copy (Bitmap . Config . RGB 565 , true ) ;
70
71 synchronized ( Cache . BitmapRef ) {
72 Cache . DisplayCache . s e t ( r ) ;






Aunque esta implementacio´n funcionaba de manera fluida en algunos momentos se
quedaba bloqueada debido a que en cada iteracio´n del bucle del hilo de la Cache se
carga un nuevo Bitmap por lo que nos har´ıa falta an˜adir algunas condiciones a ese bucle
como por ejemplo que no se actualiza la imagen de fondo hasta que no supere un cierto
l´ımite, tanto por arriba como por abajo, con esto conseguimos un consumo aun menor de
memoria y una visualizacio´n y scroll mucho ma´s fluido. Como una imagen vale ma´s que
mil palabras, la imagen que muestro a continuacio´n simula el comportamiento de este
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sistema. La imagen entera en la que contiene la Cache en un instante en la aplicacio´n,
y el cuadrado verde la parte visible de esta. Cuando el cuadrado verde supera alguno
de los limites, que son las lineas rojas, se ejecuta la carga de una nueva seccio´n de la
imagen.
Figura 5.26: Funcionamiento de la Cache de memoria.
Esta pantalla queda de la siguiente manera, aunque dependiendo de la resolucio´n de
la pantalla de nuestro dispositivo se mostrara´n ma´s o menos pentagramas, esta imagen
esta tomada en un dispositivo con una resolucio´n de 1280x720.
Figura 5.27: Interfaz gra´fica de visualizacio´n/edicio´n de partituras.
Para terminar con esta subseccio´n comentare´ el menu´ principal que aparece en el
Toolbar de la pantalla y mostrare´ una captura de la interfaz gra´fica. El menu´ el siguiente:
Figura 5.28: Menu´ principal por defecto de la pantalla de visualizacio´n/edicio´n de par-
tituras.
El boto´n de editar mostrara´ el Dialog de edicio´n de la imagen mostrado anteriormente
mostrando las opciones de configuracio´n de la partitura, las cuales se cambiara´n de
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manera fluida en la partitura. El boto´n de favorito que muestra este menu´ se considera
de una partitura que no esta en la lista de favoritas, en caso contrario mostrar´ıa una
estrella negra.
Dibujado de trazos
Esta parte se encargara´ de que se representen los trazos que escribe el usuario en la
pantalla, se dibujara´n en la pantalla usando la clase Path de Android y se comprobara´n
si se deben combinar entre ellos o no con el clasificador de combinado de trazos.
Los trazos esta´n representados mediante la clase Draw que contiene un vector de
puntos locales (los que se usara´n para su posterior clasificacio´n), un vector de puntos
globales tomados en el rango del taman˜o de la pantalla y un identificador de la posicio´n
de la pantalla de visualizacio´n con respecto a la imagen total de fondo para su posterior
guardado. Tambie´n posee funciones para coger los puntos relativos o locales y mergear
trazos entre s´ı.
Listado 5.13: Variables de la clase Draw junto con modulo de an˜adir puntos y mergear
1 public class Draw
2 {
3 private Vector<Vector<Point>> po in t sLoca l ;
4 private Vector<Vector<Point>> po int sGloba l ;
5 private int x o r i g i n ;
6 private int y o r i g i n ;
7 private int TopScene ;
8 private boolean Se l e c t e d ;
9 private Rect BoundingBox ;
10 private Vector<Path> GlobalPath ;
11
12 . . .
13
14 public void addPoints ( int x , int y )
15 {
16 i f (x< BoundingBox . l e f t ) BoundingBox . l e f t = x ;
17 i f (x> BoundingBox . r i g h t ) BoundingBox . r i g h t = x ;
18 i f (y> BoundingBox . bottom ) BoundingBox . bottom = y ;
19 i f (y< BoundingBox . top ) BoundingBox . top = y ;
20
21 i f ( po in t sLoca l . get (0 ) . isEmpty ( ) ) {
22 po in t sLoca l . get ( po in t sLoca l . s i z e ( )−1) . add (new Point (0 , 0 ) ) ;
23 po int sGloba l . get ( po int sGloba l . s i z e ( )−1) . add (new Point (x , y ) ) ;
24 x o r i g i n=x ;
25 y o r i g i n=y ;
26 }
27 else {
28 po in t sLoca l . get ( po in t sLoca l . s i z e ( )−1) . add (new Point ( ( x −
x o r i g i n ) , ( y − y o r i g i n ) ) ) ;




33 public void mergeDraw(Draw draw ) {
34 for ( Vector<Point> g l oba l o r g : draw . po int sGloba l ) {
35 po in t sLoca l . add (new Vector<Point>() ) ;
36 po int sGloba l . add (new Vector<Point>() ) ;
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37 for ( Point p : g l o ba l o r g ) addPoints (p . x , p . y ) ;
38 }
39 GlobalPath . addAll ( draw . GlobalPath ) ;
40 }
41 }
Un trazo solo puede pertenecer a un pentagrama, pero este ya se comprobara´ en la vista
principal de este paquete en el me´todo onTouchEvent(..). Estos trazos los controlara´ una
clase llamada ControllerPathDrawer. Esta clase contendra´ un map con los trazos hechos
en cada uno de los pentagramas y me´todos para an˜adir un nuevo trazo o combinarlo con
los otros. A parte a la hora de dibujar los trazos, dibujara´ solo los que tenga en pantalla
ese momento de los guardados anteriormente se controlara´ la Cache.
Listado 5.14: Controlador de trazos
1
2 public class {
3
4 private HashMap<Integer , Stack<Draw>> LatestDraws = null ;
5 private HashMap<Integer , Stack<Draw>> CurrentDrawsScreen = null ;
6 private Draw currentDraw = null ;
7 private Pat PathForDisplay ;
8 . . .
9
10 public void touchDown( int x , int y , int top Scene ) {
11 currentDraw = new Draw( top Scene ) ;
12 currentDraw . addPoints (x , y ) ;
13 PathForDisplay = new Path ( ) ;
14 currentDraw . addPoints (x , y ) ;
15 PathForDisplay .moveTo(x , y ) ;
16 LastX = x ;




21 public void touchMove ( int x , int y ) {
22 f loat dx = Math . abs (x − LastX ) ;
23 f loat dy = Math . abs (y − LastY ) ;
24 i f ( dx >= TOUCHTOLERANCE | | dy >= TOUCHTOLERANCE) {
25 PathForDisplay . quadTo( LastX , LastY , ( x + LastX ) /
2 , ( y + LastY ) / 2) ;
26 LastX = x ;
27 LastY = y ;




32 public void touchUp ( int x , int y ) {
33 PathForDisplay . l ineTo ( LastX , LastY ) ;
34 currentDraw . addPath (new Path ( PathForDisplay ) ) ;
35 int box = getBoxDisplay (x , y , currentDraw . TopScene ) ;
36
37 Rect r1 = currentDraw . getBoundingBox ( ) ;
38 Rect r2 ;
39
40 for (Draw d : LatesDraws . get ( box ) )
41 {
42 r2 = d . getBoundigBox ( ) ;
43 i f ( ( r1 . conta in s ( r2 ) | | r1 . i n t e r s e c t ( r2 ) | |
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44 Cla s s i f i e r Jo inDraws . i s J o i n (new Rect (
45 r1 . l e f t − r2 . l e f t ,
46 r1 . top − r2 . top ,
47 r1 . r i g h t − r2 . r i ght ,
48 r1 . bottom − r2 . bottom
49 ) ) ) ) {




54 addNewDraw( currentDraw ( ) ) ;
55 }
56
57 public void draw (Canvas c ) {
58 Bitmap bmp = Bitmap . createBitmap (width , height , Bitmap . Config .
ARGB 8888) ;
59 Canvas canvas = new Canvas (bmp) ;
60 canvas . drawColor (0 , PorterDuf f .Mode .CLEAR) ;
61 canvas . drawPath ( PathForDisplay , PaintPath ) ;
62 drawCurrentDraws ( canvas ) ;
63 c . draw (bmp) ;
64 }
65 }
Cada vez que se hace scroll en la pantalla los trazos se guardan en la Cache y se
dibujan dentro del Bitmap de la cache as´ı tendremos una experiencia mucho ma´s fluida
y no vemos como se atasca cuando el usuario se mueve por la imagen fondo. A parte
si dibujamos por ejemplo en el pentagrama uno y scrolleamos hasta el diez dibujamos
y volvemos al pentagrama uno, podremos seguir an˜adiendo trazos a ese trazo dibujado
inicialmente. La lo´gica de esto viene dada en el me´todo touchUp(x,y) explicado en co´digos
anteriores mostrados. En la siguiente imagen mostrare´ como funciona esto que acabo de
explicar, los cuadrados azules son los trazos que esta´n actualmente en la pantalla de
visualizacio´n y no esta´n en Cache, mientras que los del cuadrado rojo son trazos que se
han pasado a la Cache tras hacer scroll en la partitura.
Figura 5.29: Debug de visualizacio´n de trazos en pantalla de visualizacio´n y cache
Si hay trazos en memoria veremos que el menu´ de la Toolbar cambia y ya no muestra
los iconos anteriores, ahora muestra los siguientes:
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Figura 5.30: Menu´ de edicio´n de trazos.
En primer lugar hablare´ sobre el boto´n de deshacer trazos, para hacer esto nos ayu-
damos de una pilar de nu´meros enteros que nos indica en que pentagrama se ha hecho
el u´ltimo trazo. Cada vez que se borra un trazo se copia a Cache y se redimensiona el
Bounding Box correspondiente para adaptarlo a los trazos que quedan en el conjunto
y cuando se queda sin trazos se borra automa´ticamente. Cabe decir que cada vez que
se borra un trazo la pantalla de visualizacio´n se situara´ en la posicio´n donde se tomo
este trazo, de esta manera el usuario sabe que es lo que esta borrando y mejora la ex-
periencia, y si no hay trazos, el menu´ del Toolbar mostrara´ los iconos por defecto. En el
siguiente apartado de reconocimiento y dibujado de notas hablare´ sobre el boto´n de Sync.
Figura 5.31: Debug de visualizacio´n de trazos en pantalla de visualizacio´n y cache
Para finalizar, si pulsamos el boto´n de volver de la barra de navegacio´n y hay trazos
disponibles nos aparecera´ una ventana pregunta´ndonos si queremos guardar los trazos
que ya tenemos hechos o no.
Figura 5.32: Menu´ de cerrado seguro de la pantalla de visualizacio´n/edicio´n
Reconocimiento y dibujado de notas
En esta parte hablare´ sobre lo que pasa cuando clickamos el boto´n de Sync, para
empezar nos saldra´ una ventana como esta, que nos pedira´ que esperemos hasta que
se reconozcan, dependiendo de la potencia y el nu´mero de nu´cleos del procesador del
dispositivo tardara´ ma´s o menos tiempo, pudiendo llevar desde pocos segundos hasta
48 5.5. Aplicacio´n Android: android
varios minutos.
Figura 5.33: Dialog de sincronizan de trazos para ser convertidos a notas.
Aqu´ı se usara´n los puntos locales de la clase Draw junto con el clasificador de reco-
nocimiento de notas del que hablaremos ma´s adelante. Este clasificador nos devolvera´ el
tipo de nota el cua´l sera guardado en la base de datos en la posicio´n relativa en la que
lo dibujamos con la imagen de fondo, para ellos se usara´ este me´todo.
Listado 5.15: Convierte trazos en notas y los guarda en la base de datos
1 public void addToDataBase ( f ina l List<Draw> lDraws )
2 {
3 . . .
4
5 new Thread (new Runnable ( ) {
6 public void run ( ) {
7 List<Note> l n o t e s = new ArrayList<>() ;
8 int cat ;
9 int [ ] l e f t t o p ;
10 HashMap<Integer , Str ing> ca t egory s = GestorDatabase .
g e t In s tance ( getAppl i cat ionContext ( ) ) . getCategorys ( ) ;
11 Bitmap bmp;
12 Rect r s ave ;
13 Draw d ;
14 for ( int i =0; i< lDraws . s i z e ( ) ; ++i ) {
15 d = lDraws . get ( i ) ;
16 cat = Class i f i e rTypeOfNote . g e t In s tance (
getAppl i cat ionContext ( ) ) . getNameNote (d .
ge tPo int sLoca l ( ) ) ;
17 r s av e = d . getBoundingBoxForSave ( ) ;
18 l e f t t o p = Eng ineSta f f . g e t In s tance (
getAppl i cat ionContext ( ) ) .
getProport ionalLeftTopForSave ( r s av e . l e f t ,
r s av e . top , cat ) ;
19 try {
20 bmp = BitmapFactory . decodeStream (
getAppl i cat ionContext ( ) . g e tAsse t s ( ) .
open ( "notes/" + categorys . get ( cat ) ) ) ;
21 l n o t e s . add (new Note ( Song . get Id ( ) , cat ,
l e f t t o p [ 0 ] , l e f t t o p [ 1 ] , l e f t t o p
[0 ]+bmp. getWidth ( ) , l e f t t o p [1 ]+bmp.
getHeight ( ) ) ) ;
22 }catch ( IOException e ) {
23 e . pr intStackTrace ( ) ;
24 }
25 }
26 GestorDatabase . g e t In s tance ( getAppl i cat ionContext ( ) ) .
addNotes ( l n o t e s ) ;
27 ( ( Sta f fSur faceView ) View ) . c learDraws ( ) ;
28 ( ( Sta f fSur faceView ) View ) . update ( ) ;
29 inval idateOptionsMenu ( ) ;
30 }
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31 }) . s t a r t ( ) ;
32 }
Cada vez que se actualiza la pantalla de la Cache se seleccionaran las notas que este´n
contenidos en los pentagramas que se muestran en la Cache y se dibujara´n en este con
el siguiente me´todo contenido en la clase EngineStaff.java
Listado 5.16: Dibujado de notas en la pantalla principal




4 Bitmap c l e f imag e = BitmapFactory . decodeStream ( Context . ge tAsse t s
( ) . open ( "clefs/"+c l e f+".png" ) ) ;
5 Bitmap time image = BitmapFactory . decodeStream ( Context . ge tAsse t s
( ) . open ( "times/"+time+".png" ) ) ;
6 HashMap<Integer , Str ing> ca t egory s = GestorDatabase . g e t In s tance (
Context ) . getCategorys ( ) ;
7 Rect r ;
8
9 Canvas c = new Canvas (bmp) ;
10
11 for ( int i =0; i< Boxes . s i z e ( ) ; ++i ) {
12 r = Boxes . get ( i ) ;
13 //Draw only the f u l l s t a f f o f the cache view
14 i f ( r . top >= DisplayCache . top && r . bottom <=
DisplayCache . bottom ) {
15
16 i f ( c l e f ==0) c . drawBitmap ( c l e f image ,
Rea lLe f tS t a f f , ( r . top − DisplayCache . top )
+153 , null ) ;
17 else i f ( c l e f ==1) c . drawBitmap ( c l e f image ,
Rea lLe f tS t a f f , ( r . top − DisplayCache . top )
+192 , null ) ;
18 else c . drawBitmap ( c l e f image , Rea lLe f tS t a f f , ( r .
top − DisplayCache . top )+195 , null ) ;
19 c . drawBitmap ( time image , R e a lL e f t S t a f f+c l e f imag e





23 i f ( t ime image !=null ) {
24 t ime image . r e c y c l e ( ) ;
25 t ime image = null ;
26 }
27 i f ( c l e f imag e !=null ) {
28 c l e f imag e . r e c y c l e ( ) ; ;
29 c l e f imag e=null ;
30 }
31
32 int [ ] l e f t t o p ;
33 int [ ] l e f t r i g t h = getProport ionalLeftRightForShow ( DisplayCache .
top , DisplayCache . bottom ) ;
34 List<Note> l n o t e s = GestorDatabase . g e t In s tance ( Context ) .
getNotesOfSong ( id song , l e f t r i g t h [ 0 ] , l e f t r i g t h [ 1 ] ) ;
35 for (Note note : l n o t e s )
36 {
37 l e f t t o p = getProportionalLeftTopForShow ( note . g e tLe f t ( ) ,
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note . getTop ( ) ) ;
38 t ime image = BitmapFactory . decodeStream ( Context . ge tAsse t s
( ) . open ( "notes/"+categorys . get ( note . getCategory ( ) ) ) ) ;
39 c . drawBitmap ( time image , l e f t t o p [ 0 ] , l e f t t o p [1]−




43 catch ( IOException e ) {
44 e . pr intStackTrace ( ) ;
45 return null ;
46 }
47 }
Unas capturas del antes y despue´s al pulsar el boto´n Sync nos ayudara´ a mostrar de
una manera gra´fica lo explicado en esta seccio´n.
Figura 5.34: Antes y despue´s al pulsar el boto´n de Sync.
Seleccio´n de trazos y notas
Esta funcio´n surge a ra´ız de intentar borrar los trazos y notas ya hechos en cualquier
orden, no del u´ltimo al primero. Esta implementado de tal manera que es bastante fa´cil
de usar por parte del usuario ya que lo u´nico que tendr´ıa que hacer es una pulsacio´n
larga (de medio segundo aproximadamente) y el trazo o nota quedara´ seleccionado, al
seleccionar cualquier elemento cambiara´ su color a azul. La siguiente imagen muestra un
ejemplo de seleccio´n de solo trazos.
Figura 5.35: Ejemplo de multiseleccio´n de trazos.
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Como podemos ver en el menu´ del Toolbar cambian los iconos, hay una cruz y una
papelera. El primero deselecciona los trazos seleccionados y el segundo los borra.
Figura 5.36: Toolbar multiseleccio´n.
Dependiendo de la opcio´n que seleccionemos nos saldra´ una ventana de confirmacio´n
u otra:
Figura 5.37: Dialog de deseleccio´n y borrado de seleccio´n.
En cuanto al seleccionado de notas, funciona igual y en conjunto con el trazos pintando
las notas que ten´ıamos en color azul, las notas seleccionadas se representar´ıan con las
siguientes ima´genes:
Figura 5.38: Tipos de notas multiseleccio´n.
En la aplicacio´n se ver´ıa algo como esto, como podemos observar se pueden seleccionar
multiples notas y/o trazos.
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Figura 5.39: Multiseleccio´n de notas y trazos.
Generacio´n de pdf
Como opcio´n extra de la aplicacio´n podemos exportar nuestra partitura a PDF gracias
al uso de la librer´ıa iText-pdf de Java, esto aporta sencillez a la creacio´n de este y la
u´nica dificultad es dibujar las notas en la posicio´n relativa en el PDF, aunque esto se
hace de manera similar al me´todo draw descrito dos apartados antes de este. Mientras
que el pdf se esta generando se mostrara´ la siguiente ventana:
Figura 5.40: Dialog de sincronizacio´n de trazos para ser convertidos a notas.
Tras esto se genera un PDF de cuatro pa´ginas que se guardara´ en la ra´ız de la memoria
interna del dispositivo.
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Figura 5.41: Ejemplo de primera pa´gina de un PDF exportado.
5.5.3. Base de datos : database
Este submodulo del proyecto solo tendra´ una base de datos, generada anteriormente,
en la carpeta assets. Esta sera´ cargada dentro de la aplicacio´n y el sistema Android solo
se encargara´ de leer y escribir datos en ella. Esto se ha hecho as´ı porque cada vez que el
usuario borre los datos de la aplicacio´n esta parta de una ya inicializada y no tenga que
volver a crearla desde cero. El me´todo que guarda nuestra base de datos por primera
vez en el sistema es el siguiente:
Listado 5.17: Carga de la base de datos en la memoria interna en Android
1
2 private stat ic f ina l St r ing DATABASENAME="database.db" ;
3
4 private stat ic f ina l int DATABASE VERSION= 1 ;
5
6 public DBHelper ( Context c ) {
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7 super ( c , DATABASENAME, null , DATABASE VERSION) ;
8 context= c ;
9
10 i f ( android . os . Bui ld .VERSION.SDK INT >= 17)
11 DATABASEPATH = context . g e tApp l i c a t i on In f o ( ) . dataDir + "/databases/" ;
12 else
13 DATABASEPATH = "/data/data/" + context . getPackageName ( ) + "/databases/" ;
14
15 InputStream myinput = context . ge tAsse t s ( ) . open (DATABASENAME) ;
16 St r ing out f i l ename = DATABASEPATH + DATABASENAME;
17 OutputStream myoutput = new FileOutputStream (DATABASEPATH + DATABASENAME) ;
18
19 byte [ ] b u f f e r = new byte [ 1 0 2 4 ] ;
20 int l ength ;
21 while ( ( l ength = myinput . read ( bu f f e r ) )>0)
22 myoutput . wr i t e ( bu f f e r , 0 , l ength ) ;
23
24 myoutput . f l u s h ( ) ;
25 myoutput . c l o s e ( ) ;
26 myinput . c l o s e ( ) ;
27 }
A parte de todos estos me´todos para el creacio´n y acceso a la base de datos desde
la memoria interna se une otra clase llamada GestorDatabase.java la cual contendra´
multitud de me´todos para leer y escribir en esta base de datos. Esto esta implementado
en una clase Singleton para asegurarme que solo esa clase sea la que pueda acceder a
la base de datos internamente. Un ejemplo de acceso a la base de datos es el siguiente,
este me´todo devuelve todas las notas de una partitura que esta´n entre dos distancias
diferentes de la partitura, esto se usara´ bastante por la Cache.
Listado 5.18: Me´todo que devuelve todas las notas de una partitura situadas entre dos
distancias distintas.
1 public List<Note> getNotesOfSong ( int id song , int l e f t , int r i g h t )
2 {
3 List<Note> l i s t = new ArrayList<>() ;
4 St r ing [ ] a rgs = new St r ing [ ] { St r ing . valueOf ( id song ) , S t r ing . valueOf ( l e f t ) ,
S t r ing . valueOf ( r i g h t ) } ;
5 St r ing s q l = "SELECT * FROM " + DBTables . TNote .TABLENAME +
6 " WHERE " + DBTables . TNote . ID SONG + "=? AND " +
7 DBTables . TNote . LEFT + " >=? AND " +
8 "(" + DBTables . TNote . RIGHT +"-" + DBTables . TNote . LEFT + ") <?;" ;
9
10 Cursor c = database . rawQuery ( sq l , a rgs ) ;
11 i f ( c . moveToFirst ( ) )
12 {
13 do {
14 l i s t . add ( getNoteFromCursor ( c ) ) ;
15 }while ( c . moveToNext ( ) ) ;
16 }
17 c . c l o s e ( ) ;
18 return l i s t ;
19 }
20
21 public Note getNoteFromCursor ( Cursor c ) {
22
23 int i d song = c . g e t In t ( c . getColumnIndex (DBTables . TNote . ID SONG) ) ;
24 int i d no t e = c . g e t In t ( c . getColumnIndex (DBTables . TNote . ID NOTE) ) ;
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25 int i d c a t e go ry = c . g e t In t ( c . getColumnIndex (DBTables . TNote . ID CATEGORY) ) ;
26 int top = c . g e t In t ( c . getColumnIndex (DBTables . TNote . TOP) ) ;
27 int l e f t = c . g e t In t ( c . getColumnIndex (DBTables . TNote . LEFT) ) ;
28 int r i g h t = c . g e t In t ( c . getColumnIndex (DBTables . TNote . RIGHT) ) ;
29 int bottom = c . g e t In t ( c . getColumnIndex (DBTables . TNote . BOTTOM) ) ;
30 int s e l e c t e d = c . g e t In t ( c . getColumnIndex (DBTables . TNote . SELECTED) ) ;
31 return new Note ( id song , id note , i d ca t ego ry , l e f t , top , r i ght , bottom ,
s e l e c t e d==1) ;
32 }
5.5.4. Clasificadores : classifiers
Este modulo de la aplicacio´n contiene los dos clasificadores que usara´ esta aplicacio´n,
el de combinado de trazos ClassifierJoinDraw.java y el de reconocimiento de notas
ClassifierTypeOfNote.java. Estos clasificadores ya viene entrenados con el mejor mo-
delo y su u´nico trabajo es predecir. Esto se ha hecho as´ı porque los dispositivos Android
tienen un hardware limitado y entrenar este tipo de algoritmos requiere un gran coste
computacional. A continuacio´n comentare´ un poco ma´s cada uno de estos clasificadores.
Clasificador de combinado de trazos
En anteriores secciones hable sobre un algoritmo que era capaz de predecir si un trazo
pertenece a otro o no, este se basaba en la Regresio´n Log´ıstica. El modelo que usamos
fue con un vector de caracter´ısticas polinomio de grado dos, un valor de regularizacio´n
λ = 0 y un umbral de decisio´n de 0,5.
Si tenemos algunos conocimientos de A´lgebra Lineal sabremos que un multiplicacio´n
vectorial es mucho ma´s ra´pida que un sumatorio dentro de un bucle, por lo que nos hara´
falta una librer´ıa para el calculo de esto. Los desarrolladores de EJML pensaron en esto
y crearon una librer´ıa de A´lgebra Lineal para Java de uso libre y gratuito, esta es la
librer´ıa que se ha usado para realizar los ca´lculos.
En primer lugar debemos contar con algunos para´metros de configuracio´n que nos dio
el algoritmo, estos son los para´metros θ, los valores de media aritme´tica y desviacio´n
esta´ndar para cada una de las caracter´ısticas, llamado µ y σ respectivamente. Con la
librer´ıa EJML podemos crear ra´pidamente unos vectores de nu´meros reales para su
posterior procesamiento.
Listado 5.19: Valores por defecto del clasificador de combinado de trazos con EJML
1 private f ina l stat ic SimpleMatrix mu = new SimpleMatrix (new double
[ ] [ ]{{ −13.74468085106383 ,−33.48936170212766 ,−20.91489361702128 ,
2 20.15957446808511 ,95478 .53191489361 ,25567 .3829787234 ,
3 92436.57446808511 ,28502.54255319149}}) ;
4
5 private f ina l stat ic SimpleMatrix sigma = new SimpleMatrix (new double
[ ] [ ]{{310 .345348259735 ,157 .1900257226423 ,304 .9399609362391 ,
6 168.5177826800094 ,219846.9936061693 ,42311.22876335139 ,
7 212642.8566375008 ,44231.15851724596}}) ;
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8
9 private f ina l stat ic SimpleMatrix theta = new SimpleMatrix (new double
[ ] [ ]{{ −6.628025169355921 ,0 .1990604506281564 ,−0.4235770581774129 ,
10 0.2866852138311 ,−2.317142648864942 ,−21.86908861087593 ,
11 0.1083400719097274 ,−14.69559365446249 ,3 .838335380118589}}) . t ranspose ( )
;
12
13 private f ina l stat ic double t h r e s o l d = 0 . 5 ;
14
15 private f ina l stat ic int poly = 2 ;
Ahora que tenemos estos valores por defecto solo tenemos que para cada nueva entrada
X calcular su polinomio de grado dos, aplicar un escalamiento de caracter´ısticas y el
sumatorio del producto por los valores de θ. Una vez calculado todo esto comprobaremos
si es mayor o menor que el valor de threshold para ver si se debe combinar o no, el co´digo
en Java correspondiente es el siguiente:
Listado 5.20: Funcio´n que calcula si un trazo debe ser combinado o no
1 public stat ic boolean i s J o i n ( Rect x )
2 {
3 SimpleMatrix X = new SimpleMatrix (new double [ ] [ ] { { x . l e f t , x . top , x . r i ght ,
x . bottom }}) ;
4 SimpleMatrix X poly = new SimpleMatrix (X) ;
5
6 //Add poly f e a t u r e s
7 for ( int i =2; i<=poly ; ++i ) X poly = X poly . combine (0 , X. numCols ( ) , X.
elementPower ( i ) ) ;
8
9 // Normalize f e a t u r e s
10 X poly = X poly . minus (mu) . elementDiv ( sigma ) ;
11
12 //Add 1 ’ s f i r s t column , $x 0$=1
13 X poly = new SimpleMatrix ( X poly . numRows( ) , 1) . p lus (1 ) . combine (0 , 1 , X poly )
;
14
15 return (1/(1+Math . pow(Math .E, −X poly . mult ( theta ) . elementSum ( ) ) ) )>=
thr e s o l d ;
16 }
Este modelo consigue un gran resultado en la pra´ctica en la aplicacio´n Android, pero
para hacerlo ma´s preciso se han an˜adido algunas condiciones que debe cumplir o podr´ıa
llegar a cumplir si se tratase de un trazo, esto se ha hecho para que este algoritmo solo
se ejecute en en el caso de que los Bounding Box de los trazos este uno contenido dentro
del otro o se intersecten entre ellos, ademas solo comprobaremos trazos que este´n en el
mismo pentagrama.
Clasificador de reconocimiento de notas
Este clasificador se basa en un k-NN ponderado con k = 6, del cual hemos hablado
en anteriores secciones explicando porque usa´bamos este y no otro. En primer lugar se
cargan los datos guardados en la carpeta assets, este es un dataset que contiene vectores
de puntos junto con su nombre, es decir, el tipo de nota. El funcionamiento es similar
al visto anteriormente, para cada nuevo prototipo se calculas los k vecinos ma´s cercanos
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y se somete a votacio´n teniendo en cuenta la inversa al cuadrado de la distancia. El
me´todo que calcula esto es el siguiente:
Listado 5.21: Funcio´n que predice el tipo de nota
1 public int getNameNote ( Vector<Point> t e s t )
2 {
3 Prior ityQueue<ItemRank> pq = new Prior ityQueue<>() ;
4 HashMap<Integer , Float> i tems= new HashMap<>() ;
5 int n=K, expected=−1;
6 f loat min=0.0 f , d i s t , d i s t anceTota l =0.0 f ;
7 for ( NoteEvaluator n : Dataset ) pq . o f f e r (new ItemRank (n . getName ( ) ,
DTWDistance (n . ge tFeatures ( ) , t e s t ) ) ) ;
8
9 while (n !=0) {
10 ItemRank i r = pq . p o l l ( ) ;
11 i f ( i tems . containsKey ( i r . name) ) min = items . get ( i r . name) ;
12 else min = 0 .0 f ;
13 d i s t= ( ( 1 . 0 f ) / i r . d i s t anc e ) ;
14 d i s tanceTota l+= d i s t ;
15 min+= d i s t ;




20 for (Map. Entry<Integer , Float> entry : i tems . entrySet ( ) ) {
21 d i s t = ( entry . getValue ( ) / d i s tanceTota l ) ;
22 i f ( d i s t > min) {
23 min= d i s t ;
24 expected= entry . getKey ( ) ;
25 }
26 }
27 return expected ;
28 }
29
30 class ItemRank implements Comparable<ItemRank>
31 {
32 int name ;
33 f loat d i s t ance ;
34 ItemRank ( int n , f loat d) { this . name= n ; this . d i s t anc e=d ;}
35 @Override
36 public int compareTo ( ItemRank itemRank ) {
37
38 i f ( d i s tance>itemRank . d i s t ance )
39 return 1 ;
40 else i f ( d i s t ance==itemRank . d i s t anc e )







6.1. Conclusiones del trabajo realizado
En este momento, podemos realizar una valoracio´n de los objetivos cumplidos, de la
experiencia y de los conocimientos aprendidos.
En primer lugar quiero comentar que los objetivos ba´sicos propuestos se han imple-
mentado todos por lo que se puede decir que se ha cumplido con estos. Ha sido un duro
trabajo ya que este tipo de aplicaciones requieren una gran cantidad de recursos para un
garantizar de una buena experiencia de usuario, este es debido a las numerosas ima´genes
que tiene que cargar en pantalla as´ı como el uso de clasificadores de tipo k-NN que
tiene que enfrentarse con una base de datos de gran taman˜o. Los mejores resultados los
he obtenido con mo´viles o tablet con pantallas HD y como mı´nimo con un Quad-Core
de procesador, en dispositivos con componentes inferiores no se garantiza que funcione
correctamente esta aplicacio´n.
Tambie´n hay que tener en cuenta que para ayudar a que el clasificador de reconoci-
miento de notas tenga una mayor precisio´n se debe usar un la´piz electro´nico e intentar
escribir las notas con claridad y de un taman˜o proporcional al pentagrama. Esto es
debido a que es un algoritmo que enfrenta un ejemplo contra todos los dema´s por lo
que cuanto mejor este dibujado ma´s probabilidad de que reconozca la nota que estamos
escribiendo, este clasificador aun no tiene una tasa de aciertos lo suficientemente alta
por lo que se debera´n buscar me´todos alternativos.
Para terminar cabe decir que este es un proyecto que me ha gustado bastante y que
me gustar´ıa seguir mejorando con el paso del tiempo hasta convertirla en una aplicacio´n
de uso totalmente libre y gratuito para que los compositores tengan una herramienta
para crear sus partituras, ya que esto puede ser de gran ayuda para muchos de ellos que
no tienen los suficientes recursos para adquirir una licencia de una aplicacio´n profesional
de este tipo.
6.2. Futuras l´ıneas de desarrollo
En cuanto al futuro de esta aplicacio´n se podr´ıa mejorar de muchas maneras, en primer
lugar ser´ıa optimizar lo que ya hay hecho. Tras esto se deber´ıa buscar algu´n otro tipo de
algoritmos para el reconocimiento de notas como una Red Neuronal ya que podr´ıamos
obtener una tasa de aciertos mucho mayor as´ı como una mejora importante en cuanto
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al tiempo de clasificacio´n se refiere.
Otro de los aspectos que habr´ıa que incluir en un futuro ser´ıa la exportacio´n a Music
XML comentado en la seccio´n de objetivos. E´ste es un esta´ndar de informa´tica mu-
sical con el que podemos exportar a PDF o reproducir la partitura sin necesidad de
implementar ese co´digo.
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En la siguiente pa´gina mostrare´ algunos de los resultados al aplicar el algoritmo de
combinacio´n de trazos con distintas configuraciones.
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