Gaussian Processes (GPs) are widely employed in control and learning because of their principled treatment of uncertainty. However, tracking uncertainty for iterative, multi-step predictions in general leads to an analytically intractable problem. While approximation methods exist, they do not come with guarantees, making it difficult to estimate their reliability and to trust their predictions. In this work, we derive formal probability error bounds for iterative prediction and planning with GPs. Building on GP properties, we bound the probability that random trajectories lie in specific regions around the predicted values. Namely, given a tolerance ϵ > 0, we compute regions around the predicted trajectory values, such that GP trajectories are guaranteed to lie inside them with probability at least 1 − ϵ. We verify experimentally that our method tracks the predictive uncertainty correctly, even when current approximation techniques fail. Furthermore, we show how the proposed bounds can be employed within a safe reinforcement learning framework to verify the safety of candidate control policies, guiding the synthesis of provably safe controllers.
INTRODUCTION
Gaussian processes (GPs) have been extensively used for modelling due to the variety of suitable properties they possess: they are probabilistic models, providing uncertainty estimates on their predictions; they are non-parametric, effectively adjusting the model complexity to the data, and finally they are usually data-efficient [22] . In plenty of scenarios (e.g. planning, forecasting, and timeseries modelling) one needs to make several, possibly correlated, predictions at once (the second prediction is made before the first one can be evaluated versus a ground truth, and so on). For this we can discern two options: either train multiple models, each one predicting at different time-scales, or use a single model, that iteratively computes predictions that get in turn fed back as input to the model in the next step. We refer to the latter as iterative planning.
Of particular interest for the iterative planning scenario is the model-based reinforcement learning setting, where a GP model is used to evaluate a candidate control policy on the system. The evaluation requires the model to provide predictions for the system's state over multiple time-steps under the proposed policy. It is important in these cases to have a realistic assessment of the error on the predictions, as this allows quantification of the risk of costly system failures, like collisions with obstacles or financial losses, and analysis of safety-critical applications. In such settings, we require predictions that are not only accurate on average, but also provide robust, (probabilistically) guaranteed worst-case accuracy.
Unfortunately, as GP models output probability distributions, iterative planning poses the problem of prediction over successive noisy inputs (i.e. with a distribution placed over the input space). This leads to an analytically intractable problem for such non-linear input-output mappings. While several approximation techniques have been proposed [14, 23] , to the best of our knowledge, none of them provides guarantees, in the form of formal error bounds on their estimations, making it difficult to estimate reliability and trust predictions in application scenarios.
In this work we provide a probabilistic bound for iterative planning with GPs and develop a framework for its explicit computation. Given a user-defined tolerance ϵ > 0, our method works by computing probabilistic bounds at each prediction step and propagating them over multiple time-steps in the form of intervals. The GP trajectories are guaranteed to lie inside these intervals at each time step with probability at least 1 − ϵ. In practice, this allows us to perform long-term predictions for the system trajectory with the prediction provably staying within known bounds with a specified probability. We further show how the bound can be implemented within a reinforcement learning scenario, in order to train control policies with guaranteed safe behaviour. We provide an algorithmic framework for the explicit computation of every value involved in the bound calculation, directly and efficiently from data, so that the bound can be explicitly computed independently of the form of the learned GP.
On a set of case studies, including the continuous mountain car problem [20] and an inverted pendulum scenario [11] , we show how our method can correctly quantify prediction errors accounting for the model uncertainty. Finally, we illustrate how our bound can be successfully employed to verify both open loop and feedback policies and therefore to guide the synthesis of provably safe controllers.
In summary, the paper makes the following main contributions:
• We develop a formal bound, for iterative prediction settings, on the probability that the trajectories of a GP lie inside a specific region. We provide explicit computational techniques for calculating the bound.
• We implement the bound in a reinforcement learning scenario. We show how it can be applied to guide safe policy search. • We provide experimental validations of our method, highlighting cases in which a competitive state-of-the-art method fails to properly propagate the GP uncertainty. We provide case of studies on certification of open-loop and feedback policies.
RELATED WORK
Iterative planning is an extensively studied problem across various model types [1, 6, 15, 16, 25] .
In particular, GP multi-step-ahead prediction is generally achieved using heuristic approximations [14] . One of the most used approaches is Moment Matching (MM) which computes a Gaussian approximation over the (non-Gaussian) output distribution of a GP over a noisy input [4, 14] . The uncertainty estimated in this fashion can then be leveraged to learn control policies in frameworks such as PILCO [7, 9] . During the last few years, various extensions of PILCO have been proposed [8, 10, 18, 19] . For example, in [12] GPs have been replaced with neural networks, while in [21] an emphasis on safety is given. However, building on Gaussian approximations, all the cited approaches inherently fail to take into account multimodal behaviour and tend to underestimate uncertainty. As such, the synthesised policies are not guaranteed to be safe. Our method method on the other hand comes with probabilistic guarantees that allow us to compute the subregions of the input space in which the trajectories of the analysed GP are bound to lie with high probability. As such it provides formal, guaranteed bounds on the GP trajectories and makes no particular assumptions on the GP model, enabling its use in safe reinforcement learning scenarios [13] .
Numerical approximations exist for multi-step-ahead predictions [23] where the output distribution is directly approximated by using quadrature formulas and, in principle, worst-case scenario error bounds could be computed using existing techniques for numerical quadrature [24] . However, the analysis that leads to the bounds proposed in [24] is focused on stability, with the assumption that trajectories monotonically decrease the distance to a target state, and the authors explicitly exclude trajectories that move away from the target state before eventual convergence and stabilisation. In [23] , where more general tasks are solved, no formal bounds are provided. Our algorithm provides valid bounds for the general case.
Interestingly, [17] focus on bounding the modelling error, that is the difference between the underlying system dynamics and the learnt GP model, which is a complementary problem to the one tackled in this work. In order to do so they assume that the underlying function describing the system dynamics, that is approximated by the GP, has a bounded reproducing kernel Hilbert space norm. Using that they show that the underlying function is Lipschitz continuous, but the resulting Lipschitz constants over the trajectories of the process are still very difficult to compute in practice. To propagate uncertainty for multiple time-steps they employ moment matching, and finally obtain an iterative bound around the predicted trajectories, similar in form to the bound we are proposing. However, while we assume a GP with given hyperparameters and quantify the effect of the process's inherent stochasticity, their work quantifies the effect of the mismatch between the GP and the underlying system being modelled.
Formal and probabilistic guarantees for GPs have been discussed in [5] and [3] for regression and classification with GPs, respectively. Albeit formal, these methods cannot be directly applied to multi-step-ahead predictions scenarios as they are designed for GPs over single input points. Whereas, our method, by propagating probabilistic bounds through each time step is applicable to multistep ahead prediction scenarios and can be used in reinforcement learning settings for guiding the search toward safe control policies.
BOUNDS FOR MULTI-STEP AHEAD PREDICTIONS WITH GAUSSIAN PROCESSES
Given an input space U ⊂ R m and a time horizon [0, H ], for t ∈ {0, . . . , H − 1} ⊂ N we consider a stochastic dynamical system
where we assume that for
x and Σ f,(i,i)
x,x . Intuitively, x t is a discrete-time stochastic process, whose time evolution depend on an input signal taking values in U . A parametric memory-less and deterministic policy π θ : X → U with parameters θ is a function that assigns a control input given the current state. By iterating Equation 1, we have that, for t > 0, x t is a random variable as it is the output of process f. As such multi-step ahead predictions poses the problem of predictions over noisy inputs.
Prediction over noisy inputs
For a given x ∈ X , u ∈ U we have that f(x, u) is a Gaussian random variable. However, if x t is a random variable itself (which is the case of prediction over noisy inputs), then f(x t , u) is generally not Gaussian anymore and its distribution is in general analytically intractable. In particular, we have that
is the distribution of x t . As a consequence, the predictive distribution for x t +1 is not Gaussian and approximations are required [14] . In this paper, given x t , we consider a predictorx t for x t , such thatx where д(x t −1 , u t −1 ) is a deterministic function. That is,x t is a deterministic process that predicts the value of x t . For instance, we could havex t equals to the mean of x t , as estimated with moment matching techniques [14] , but any other deterministic function will work for the results presented in this paper.
In what follows, in Theorem 3.1 we compute a probabilistic bound on the error betweenx t and x t . The bound is recursive, as the uncertainty needs to be propagated over multiple prediction steps. Then, in Corollary 3.3 we show that, given an ϵ > 0, this bound can be used to build a tube aroundx t such that at each time step the trajectories of x t are guaranteed to be within the tube with probability at least 1 − ϵ. For any safe region S ⊂ X we can hence produce certificates on whether GP trajectories will lie inside that region with high probability or not.
Bounds for Multi-Step Ahead Predictions
Consider the random variable on the error at time t, i.e. e t = |x t − x t | 1 and a constant K t > 0. In Theorem 3.1 we compute P(e t > K t ), that is the probability that the error between x t andx t is greater than K t .
for any K 0 > 0, where µ 0 and Σ 0,0 are mean and covariance matrix of x 0 .
The proof of the above theorem is reported in Section 6. The resulting bound in Theorem 3.1 is recursive. Hence, in order to estimate the prediction error at time t, we need to compute the prediction error at the previous time steps, which is propagated over time through the bound. The recursion terminates as the distribution for x 0 , that is the initial condition, is given. Intuitively K t is a parametric cutoff threshold for the error at time t, and the resulting error bound at time t + 1, that is e t +1 , is the sum of the contribution given by assuming that e t ≤ K t and by the contribution when assuming e t > K t (and remains valid for any value of K t ).
Note that the bound in Theorem 3.1 requires the computation of P(sup
that is, the probability that the supremum of a stochastic process is greater than a given threshold. This is in general a difficult problem [2] . However, f(x, u t ), is a Gaussian process and д(x t , u t ) a constant. Therefore, we can use the result from [5] , where bounds for the supremum of a GP have been derived. These are extended to the current setup in the following proposition.
x (x 1 , x 2 ) and n being the dimension of the state space. For each i ∈ {1, ..., n} assumeη i > 0. Then, it holds that
By using the upper bound of Proposition 3.2 in Theorem 3.1 we can propagate the bound through time for any value of K t > 0, t = 0, . . . , H . This give us the degree of freedom necessary to iteratively select, given K t , the values for K t +1 that meet an apriori specified error ϵ > 0. To do this it suffice to evaluate the one-step bound resulting from the combination of Proposition 3.2 and Theorem 3.1, and choose the smallest value of K t +1 such that
As a result we can compute a sequence of subsets I K t
x t of the state space such that the GP trajectories are bounded to stay inside them with probability at least 1 − ϵ at each time step. Given a safe region S ⊆ X we can hence produce a certificate on the GP trajectories lying inside S with probability at least 1 −ϵ by checking the intersection between the I K t . In a Bayesian learning setting, these can be computed by relying on the methods discussed in [5] and applying them to the GP of Equation 1. We here briefly review and adapt to the current settings the methods for the bounding of sup x ∈I K t x t |µ(x,x t )| 1 , ξ (i) , while we refer to [5] for a detailed explanation of how to compute L ix t and λ 1 .
Let k i (·, ·) be the GP kernel function for the i-th output dimension,
be a test point and D = {x j , y j |j = 1, . . . , M } a training data set. Then the mean and variance of the Gaussian process f conditioned on the training data is given by the set of equations [22] :
where y = [y 1 , . . . , y M ]. Assuming continuity and differentiability of the kernel function k(·, ·), it is possible to find linear upper and lower bounds on the covariance between a test point and a point in the training dataset. In the case of squared exponential kernel it suffice to see that the covariance between a test point x and a training point x j can be written as a differentiable, convex function of the uni-dimensional auxiliary variable z j = ||x * −x j ||. As such, by inspection of the derivatives it is possible to find linear coefficients a L j , b L j , a U j and b U j such that 2 :
These bounds can be propagated through the inference formula for f by performing the matrix multiplication involved in Equations 3 and 4. The resulting equation for the mean and variance are respectively linear and quadratic on the auxiliary variable z j = ||x * − x j ||, and can hence be optimised analytically by inspection of the derivatives. This can then be further refined using a branch and bound optimisation approach over I K x t . This can be straightforwardly generalised to take into account the extra input dimensions coming from a deterministic control strategy π (x) = u, without increasing the size of the branch and bound search space, that is without significantly change the computational time. To do so it suffices to solve the optimisation problems
that is computing maximum and minimum of the control allowed in the current state space sub-region. Notice that for policies function generally implemented (e.g. linear or sum of radial basis functions) this can be computed analytically and in constant time [9] . The bounds can then be used by treating u and x symmetrically. Refining the bounds with a branch and bound approach has a worst-case cost that is exponential in the dimension of the variable x, that is n. Bounding of L ix t and λ 1 is done in constant time. This is iterated for any output dimension of the GP. After branch and bound converged, computation of the optimal value for K t +1 is linear on the number of candidate values explored, as it involves the computation of the integral in Proposition 3.2 with known constants. Finally the procedure is identically repeated for each time step t.
Extending PILCO with Safety Guarantees
In this section, we incorporate the bounds proposed above in a safe, model-based policy search algorithm, which extends the Safe PILCO framework [21] .
PILCO's goal is to control an unknown dynamical system throughout a task, by efficiently optimising the parameters θ of a feedback control policy π θ , implemented originally as a linear controller or a sum of radial basis functions. In [21] , safety considerations are added, with the introduction of constraints, that demand the system to stay in a safe subset of the state space S ⊆ X with high probability. To achieve that, a composite objective function is introduced that combines safety and performance as J π (θ ) = R π (θ ) − wQ π (θ ), with R quantifying performance, Q 2 By definition of convex function, a lower bound is given by any tangent to the function (computed through derivative calculations) and an upperbound is given by connecting the extrema of the function in I K t x t . quantifying the probability of constraint violations, and w > 0 the weight parameter that regulates the trade-off. The objective function is adaptively tuned, by changing w, based on a safety check, that estimates the probability of constraint violation, before a policy is implemented. However, since this probability estimation is based on moment matching, it is vulnerable to the underestimation of uncertainty we highlighted above. Therefore, we'll use the results of 3.3 to verify that the proposed policies are indeed safe, before implementing them on the system.
The qualitative steps of the procedure we consider in this paper are presented in Algorithm 1. In Steps 1 − 2 we collect data by generating random policies, which are then used in Step 3 to train a GP model. Then, in Steps 4 − 13 we iteratively train candidate policies, evaluate their safety and refine policies and models until a sufficiently well performing safe-policy is synthesized.
In more detail, Step 5 employs the safe PILCO framework to synthesise a candidate policy (optimising its parameters θ ) by maximising the composite objective function J π (θ ). Note that the objective function component related to safety, Q, can take various forms as long as it is correlated with the probability of violating the constraints. In this work we use the probability of constraint violations as estimated by moment matching, in accordance with the conclusions of [21] . In principle, the results of Corollary 3.3 could also be used in this step to replace moment matching. We do not do that because Step 5 requires the policies to be evaluated multiple times, depending on the optimiser's budget (in current experiments 50-100 times). Hence, the computational burden required to recompute the bounds so many times may make policy optimisation very costly computationally. Furthermore, note that in safe PILCO moment matching allows one to obtain analytic gradients of the objective function with respect to the parameters θ of the policy π θ , which would not be available using Corollary 3.3.
In Step 6, Q, the probability that a given policy violates the constraints, is upper-bounded using Corollary 3.3. That is, for the policy resulting from Step 5, we a posteriori verify that, at each time-step, the probability of the system's state being out outside the safe set of states Pr (x t S) is at most ϵ. If the verification succeeds the policy is implemented on the system, otherwise implementation is prohibited, and the policy optimisation of Step 5 is repeated with an adapted objective function. Hence, we can guarantee that only policies that are safe with high probability are implemented on the system throughout training and as a consequence, Algorithm 1 guarantees that exclusively safe policies are synthesised at the end of a successful algorithm run.
It's worth noting that it is possible for the the algorithm to fail to propose a safe policy. This is a legitimate outcome, since, firstly, a safe policy might not exist. Alternatively, such a result might indicate a lack of informative data, leading to higher predictive uncertainty and hence wide bounds that overlap with constraints. Finally the gradient-based optimisation employed by PILCO is local, and it cannot in general guarantee to find a globally optimal solution.
EXPERIMENTS
In this section we apply the methods presented above to various GPs with SQE kernel trained from data. In all the experiments we use Algorithm 1 High level algorithm description. Notation: θ denotes the policy parameters, J the objective function, R, Q the performance and safety components of the objective function respectively and w the weight given to safety. 1: Initialise policy parameters θ 2: Interact with the system, collect data 3: Train GP model on the data 4: repeat 5: Policy optimisation, maximising J π (θ ) = R π (θ ) + wQ π (θ ) 6: Calculate bounds for chosen ϵ from Theorem 3.1 7: if Bounded trajectory satisfies constraints with probability at least 1 − ϵ then 8: Interact with the system, collect data 9: Retrain GP model on the new data set 10: else 11: Return to policy optimisation with an adapted objective function that has higher w 12: end if 13: until task learned (satisfactory performance achieved or limited computational time/number of iterations reached.) the bound from Theorem 3.1 with the L1 norm, that is with d = 1 First we explicitly compare our formal, guaranteed bounds with the probability estimation obtained by Moment Matching (MM) in two iterative prediction scenarios (that is, when no control is involved). We then investigate in the Mountain Car application [20] the behaviour of our methodology for certification of a given control policy. Finally we show how to compute safe-policies by using the full methodology discussed in Algorithm 1 in an inverted pendulum application 3 [11] . GPs are trained with the GPML package, using maximum marginal likelihood for hyperparameter selection. Trained policies are obtained from PILCO, as linear controllers squashed through a sin wave to constrain the input magnitude. All the experiments were run in a MacBook Pro (Early 2015) with a DDR3 8 GB RAM @1867 MHz, and an Intel Core i7 processor @3.1 GHz.
Iterative Prediction
We analyse the behaviour of our method in a one-dimensional synthetic dataset where the system dynamics are distributed as a Gaussian at each time step. Further we assume that the initial state of the system is Gaussian, that is x 0 ∼ N (µ 0 , Σ 0 ), with mean and variance given by µ 0 = 0 and Σ 0 = 0.01. We compute predictions and bound the trajectory for an horizon of H = 10 time steps. We use ϵ = 0.05, that is we require bounds holding with probability at least 95% and compare with the results obtained by MM. Namely, we compare our bounds with plus/minus two standard deviation estimated by MM. Notice that when MM is exact (i.e. when the system dynamics are effectively Gaussian at each time-step), then this would as well correspond to bounds at 95% probability. Results for this analysis are given in Figure 1 , where our bound is depicted with a thick red solid line, and MM results are represented by the green shaded area. Further, we extract 100 trajectories from the GP, which are depicted with thin colored lines, in order to 3 An implementation can be found at: link blanked during peer review. Figure 1 : A set of 100 trajectories sampled from a GP (thin coloured line). The green shaded area corresponds to plus/minus two standard deviations of the moment matching prediction, and the thicker red lines delimit the area with 95% probability according to Theorem 3.1.
provide statistical validation for the results. Notice that the latter are almost entirely within the MM shaded area. In fact, since the system dynamics are fully Gaussian at each time step, that is x t is Gaussian for each t, then the approximation made by MM is almost exact and well behaved. Notice that our method successfully bounds the sampled trajectories at each time step. Notice that MM succeeds in bounding the GP trajectories because the Gaussian approximation performed by MM is well suited for the example above. However, as soon as this does not hold anymore, then the results obtained with MM fail to bound the actual GP trajectories. As an example of this, consider a system with dynamics given by:
We train a GP on data sampled from the dynamic described by this system. This is further depicted in Figure 2 . With the function being non-linear, we have that x t is non-Gaussian for t > 0, which implies that application of MM will introduce unaccounted approximation errors. Furthermore, the specific dynamics chosen are such that MM variance prediction will inevitably shrink, leading to a systematic underestimation of the actual region in which GP trajectories are located. In fact when the initial position of the trajectory, x 0 , is greater than 1, than the trajectory will constantly be at x 0 . As such, assuming x 0 ∼ N (µ 0 , Σ 0 ), one can choose a Σ 0 big enough such that the GP trajectories will be outside any tube parallel to the x-axis with probability greater than ϵ. However after finitely-many time steps MM variance will wrongly shrink to values very close to zero, hence failing to account for the majority of the probability mass of the GP. Empirical results for this system using ϵ = 0.05 are plotted in Figure 3 , for values of initial variance Σ 0 going from 0.1 to 0.6. Notice that the empirical results agree with the discussion Figure 2 : Initial state distribution, system dynamics and state distribution after a time-step for the system described by the set of Equations 6. Histograms show empirical results for 10000 trajectories. On the left is the normally distributed initial state, which passes through the nonlinear dynamics function in the middle, leading to the distribution on the right. Figure 3 : As the initial variance increases, more trajectories, having an initial state |x 0 | > 1, do not converge to 0. Moment matching fails to account for this fact (green shaded area showing two standards deviations). Our bound (red line) grows appropriately. Thinner colored lines represent 100 sampled trajectories from the GP.
above. If the initial variance is small enough, than the overwhelming majority of GP trajectories will converge to zero. However, as the initial variance grows, more and more trajectories diverge. MM fails to account for this behavior, and the variance predicted by MM will fail to mirror the actual dynamics of the GP under analysis. Notice that, being guaranteed to provide correct results, our method is able to successfully bound (up to 1 − ϵ probability) the actual trajectory of the GP, independently of the initial variance. In fact, our method does not rely on any particular assumption, and is able to provide worst-case scenario analysis independently of the general shape of the GP under investigation.
Open-loop control for Mountain Car
In this Section we show how our method can be used to certify a control input for a dynamical system. The environment we are considering is a version of the continuous mountain car problem [20] . Briefly, a car is supposed to go up a hill to its right, with a goal state on top of the hill as shown in Figure 4a . Because it does not have enough power to climb the hill directly, it has to go up a hill to the left first to gather momentum. The state space has two dimensions (position and velocity of the car), and the control input is one dimensional and corresponds to a force applied to the car.
As previously, we train a GP on data generated from the environment, in this case following a random policy. We assume we have access to an initial normal distribution for the starting state and we want to evaluate a proposed sequence of actions. Specifically, we want to perform predictions about the sequence of states (position and velocity) of the car, and to provide high probability bounds for these predictions.
The trained GP model has a 3-dimensional input space, as it takes (x t , u t ) pairs as inputs, corresponding to the two state-space variables and the control input, and 2-dimensional outputs, that correspond to x t +1 . The two output dimensions correspond to two independent GPs, each one predicting a state variable. However, the predictions of each model are based on the previous predictions of both models. In more detail, assume a state x t ∈ X ⊂ R 2 , where both components of x t are bounded. These form a tuple [
, and x 2 t ∈ [lb 2 , ub 2 ], and the exact value of u is known (as we are verifying an arbitrary, fixed control policy). This tuple is the input to the two GP models, with one of them providing the predicted position x 1 t +1 , with its new lower and upper bound, and the other one providing the same quantities for the velocity
We train the GP model on a dataset of 500 randomly selected actions from the mountain car system dynamics. Now, for a proposed sequence of actions, we can bound the predicted trajectories, using our methods with ϵ = 0.1 (that is bound with 90% probability). Results from a typical run are presented in Table 1 . Drawing 1000 trajectories from the mountain car system we verify that empirically more than 90% (91.6%) of them stay within the bounded area around the predictions obtained by our bound and in fact, when treating each dimension separately, they both respect the bounds for more than 95% of trajectories drawn.
Safe control for inverted Pendulum
Here we present an example of our bound being used in combination with Safe PILCO [21] , to learn a provably safe closed-loop control policy for a version of the inverted pendulum scenario [11] following Algorithm 1. We assume the bottom end of the pendulum is fixed, and a controller that can apply torque to that joint, which is enough to counterbalance gravity, as long as the pendulum's angle is close to the upright position (up to ∼ 11.5 • in our case). The pendulum is initialised close to the goal position, (initial standard deviation is 5 • ), and the controller's task is to bring, and keep, the pendulum upright. See Figure 4b for a schematic representation. This is of course a task better suited for a feedback controller rather than a predetermined sequence of actions. We use the PILCO implementations to learn a linear controller squashed through a sin function. We apply our bound with ϵ = 0.1 to obtain predictions on the pendulum position. Table 2 : 90% probability bounds for the predicted state variables, angle (x 1 ) and angular velocity (x 2 ), of the inverted pendulum. Columns Bound x 1 and Bound x 2 report the dimension of the interval around 0 containing at least 90% of the trajectories as computed by Theorem 3.1. The bounds guarantee that with high probability the controller guides the system to a bounded area around the goal position.
We collect data by applying random policies to the system and then we run PILCO for a small number of iterations (3) until a reasonable policy is obtained. Finally, we calculate the formal bounds on the possible generated trajectories to certify whether the policy is safe. In this setting, intuitive constraints can be posed on the angle of the pendulum, at the critical angles where the controller can no longer overpower gravity (0.2 radians ≈ 11.5 • ).
In Table 2 we present the resulting predictions and bounds from a run of the proposed algorithm showing how the synthesized feedback policy keeps the system around the origin with high probability.
CONCLUSIONS AND FUTURE WORK
In this paper, we derived a new formal probabilistic bound for iterated predictions with a GP model, and we showed how the resulting bound can be embedded in the PILCO algorithm, leading to a framework with theoretical guarantees on the propagation of predictive uncertainty. Our approach does not make any further assumptions on the properties of the GP, other than knowledge of the kernel hyperparameters, generally learnt through maximum marginal likelihood, and every intermediate quantity used is calculated directly from the data. The experimental results we report show that our method is able to correctly propagate uncertainty even when existing heuristic approaches fail. Furthermore, they showcase how our method can be used for provably safe controller synthesis on GPs, which constitute a very rich class of stochastic models. In future work, we want to quantify the modelling error (i.e., the error performed in learning the ground truth in the GP training) and its effect on the proposed bounds, as well as scaling up our approach to settings of higher complexity, by carefully managing the added computational cost.
PROOFS
Proof of Theorem 3.1. In order to prove Theorem 1 we first have to consider the following Lemma Proof. (Sketch) To prove Lemma 6.1 it is enough to note that for each realization of f, y ∈ B, and measurable д we have that д(f(y)) ≤ sup y * ∈B д(f(y * )). Hence, we can conclude by taking the expectation. □ Now the following calculations follow P(e t +1 > K t +1 ) (By Definition of e t ) =P(|д(x t , u t ) − f(x t , u t )| 1 > K t +1 ) (By Marginalising with the events e t > K t , e t ≤ K t ) ≤P(|д(x t , u t ) − f(x t , u t )| 1 > K t +1 | e t ≤ K t )P(e t ≤ K t ) + P(e t > K t ) (By Lemma 6.1 )
+ P(e t > K t ) (By the fact that P(e t ≤ K t ) = 1 − P(e t > K t )) =P( sup |д(x t , u t ) − f(x, u t )| 1 > K t +1 )(1 − P(e t > K t )) + P(e t > K t ).
