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SOURCE LIBRARY
The main purpose of this thesis was to compare open source networking libraries and plan how
to integrate the selected library into HactEngine. HactEngine is a cross-platform game engine
developed by a start-up company called Indium Games. This thesis was written as research for
an actual implementation, which is a part of the Tekes-funded “HactEngine 1.0” project. 
The  thesis  describes  some of  the  most  fundamental  technologies,  which  are  important  to
understand when developing multiplayer networking. Internet protocols, such as TCP and UDP,
are introduced first and then two network topologies, client-server and peer-to-peer, from the
perspective of multiplayer game development.
The thesis next  introduces HactEngine and the technologies used in  it;  this  section covers
programming  languages and  a  package system to  integrate  third  party  libraries.  The  most
important part of the integration is the interface which is generated from C++ code with the
SWIG software development tool. 
The library to integrate was selected by comparing four different open source libraries. The first
two of them, ENet and RakNet, are intended for game development. Boost.Asio and POCO
were selected to find a different angle to development, because they were designed  for the
development of any kind of networked application. RakNet was selected, because it had the
most features for multiplayer development and there would have been too much work to use
any  of  the  others.  The  last  section  of  the  thesis  describes  how  to  integrate  RakNet.  It
demonstrates what the interface could look like and what features are required for minimal
functionality of server and client demos.
This  thesis  provides  a  good  list  of  references  for  anyone  who  is  interested  in  multiplayer
development. The thesis provides different perspectives to the integration and information, how
to  add  ready-made  features  to  ease  the  game  development.  Multiplayer  networking  is  an
important part of HactEngine to attract new developers.
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MONINPELIN VERKKO-OHJELMOINTI AVOIMEN 
LÄHDEKOODIN KIRJASTOLLA
Opinnäytetyön  päätavoite  oli  vertailla  avoimen  lähdekoodin  verkko-ohjelmointikirjastoja  ja
suunnitella  kirjaston  integraatio  HactEngineen.  HactEngine  on  Indium  Games  -yrityksen
kehittämä, monella eri  alustalla toimiva pelimoottori.  Työ kirjoitettiin  tutkimuksena varsinaista
toetutusta varten, joka on osa Tekesin rahoittamaa HactEngine 1.0 -projektia.
Työssä esitellään tärkeimpiä teknologioita, jotka ovat tärkeä perusta verkko-ohjelmoinnille. Niitä
tutkittiin  erityisesti  moninpelikehityksen  näkökulmasta.  Tärkeimpiä  ovat  asiakas-palvelin-  ja
vertaisverkkotopologiat, ne määrittelevät, miten viestejä lähetetään pelaajien välillä.
HactEnginen  näkökulmasta  integrointiin  liittyy  ohjelmointikieli  C++,  jolla  pelimoottori  on
kirjoitettu,  sekä skirptikieli  Lua,  jota käytetään pelien ohjelmointiin.  Pakettijärjestelmän avulla
voidaan lisätä tuki eri kirjastoille. Yksittäinen paketti tarvitsee SWIG-ohjelmistokehitystyökalulla
C++-kielellä kirjoitetusta koodista generoidun rajapinnan, jota käytetään skriptikielen avulla.
Integroitava kirjasto valittiin vertailemalla neljää erilaista avoimen lähdekoodin kirjastoa, joista
kaksi  ensimmäistä,  ENet  ja  RakNet,  on  suunniteltu  moninpelien  tarpeisiin.  Toiset  kaksi,
Boost.Asio  ja  POCO, on  tarkoitettu  yleisesti  kaikkeen verkko-ohjelmointiin.  Ne valittiin,  jotta
saataisiin erilainen näkökulma kehitystyöhön. Kirjastoksi valittiin RakNet, koska sillä on eniten
ominaisuuksia moninpelien kehitykseen ja muilla kirjastoilla kehittäminen olisi ollut liian työlästä.
Tärkeimpänä  tuloksena  saatiin  suunnitelma  integraatiosta.  Asiakas-  ja  palvelin-
esimerkkikoodeissa  esitellään,  miltä  asiakasrajapinta  voisi  näyttää  ja  mitä  ominaisuuksia
palvelin tarvitsee. Opinnäytetyöhön löydettiin hyviä kirjalähteitä moninpelien kehitykseen, sekä
se  antaa  erilaisia  näkökulmia,  miten  kirjaston  integraatio  kannattaa  tehdä  ja  minkälaisilla
valmiilla ominaisuuksilla voi helpottaa pelinkehittäjien työtä. 
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61  INTRODUCTION
A nerd playing games alone has become an ancient stereotype, when playing
games online with friends or strangers is more popular than ever and is one of
the fastest growing areas of the gaming industry. MMO (Massively Multiplayer
Online  Game),  one  category of  multiplayer  gaming,  takes  alone 21% of  all
revenue  in  global  games  market  (Newzoo  2013).  Growth  of  social  mobile
games and popularity  of  electronic  sport  competitions  is  another  reason for
rapid growing. 
The popularity of online multiplayer games started as a new competitive game
mode by games like Quake and Duke Nukem 3D. It has since expanded into all
categories of gaming, like MMORPG (Massively multiplayer online role-playing
game)  game  World  of  Warcraft,  FPS  (First-person  Shooter)  video  game
franchise  Call  of  Duty  and  sports  simulation  series  NHL.  Multiplayer  brings
engaging  and  addictive  features  that  leads  to  longer  game  sessions  and
potentially longer lifespan for a game. (App Annie 2015)
HactEngine is an open source and cross-platform game engine developed by
Indium Games. It is built modular, so that it is easy for the developer to add or
ignore any package. The core of HactEngine is developed with C++, but it uses
Lua as its language for developing the game. An advanced developer can add
their own bindings for any language or add new packages either with Lua, C++
or both. Indium Games has got funding from Tekes, the Finnish Funding Agency
for Innovation to develop the game engine to the point, where it is ready to be
published  as  open  source,  as  it  will  have  the  needed  basic  features  and
documentation to build a game with.
The objective of this thesis is to find the best open source networking library for
HactEngine,  by  comparing  libraries  which  are  designed  to  ease  the
development of networking functionalities in applications. The first part of this
thesis describes the theory for the fundamental needs of multiplayer networking.
Where  the  first  area  is  protocols  and  second  is  multiplayer  networking
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7topologies  that  are  the  most  common.  These  give  a  developer  a  way  to
communicate between the players, whether it  is real time or turn-based with
four or 1000 simultaneous connections. 
In the second part there is a comparison of the libraries. The first two libraries,
RakNet and ENet,  are intended specially for  multiplayer  game development,
RakNet has complete support for lobby systems and other common multiplayer
features.  The  other  two,  Boost.Asio  and  POCO,  are  designed  for  the
development  of  all  kinds of  network-  and internet-based applications.   As  a
result of the research and comparison RakNet was chosen as the most suitable
for the needs of  HactEngine. It  has a stable code base with a lot of ready
features and support for a variety of platforms. The last parts describe the plan
of implementing RakNet support into HactEngine. Which features are needed
and what needs to be taken into account from the perspective of HactEngine.
The  need  of  a  networking  library  for  HactEngine  was  not  only  important
because of the popularity driven needs of developers, but also by the internal
needs of Indium Games.
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82  MULTIPLAYER NETWORKING TECHNOLOGIES
This part of the thesis describes the technologies, which are used in multiplayer
networking.  There  are  several  protocols  that  are  used  in  networked
applications, but without exception Internet Protocol (IP), Transmission Protocol
(TCP) and User Datagram Protocol (UDP) are the most important. This section
tries to open up how these work and why they are the foundation of game
networking. Finally, after the basics are understood,  it  is  time to explain the
common  multiplayer  game  networking  topologies:  client-server  and  peer-to-
peer.
2.1  Internet Protocols
Internet protocols are the very first thing one should understand, when starting
to develop a networked application. The idea of the protocols is to define the
fundamental  architecture  for  communication  between  two  devices.  When
developing  a  multiplayer  game,  the  developer  will  very  likely  face  these
protocols  at  some  level.  At  least  learning  the  basics  will  greatly  increase
understanding and prevent bugs. (Oki et al. 2012, 1-5)
There are two guidelines, the Open Systems Interconnection (OSI) reference
model and the Internet Protocol Suite (TCP/IP). The OSI reference model is an
abstract description for layered communications and computer network protocol
design. The Internet Protocol Suite defines some major protocols, which are
used in different layers of the OSI model. (Oki et al. 2012, 1-5) 
The two guidelines are described best with the Picture 1; the left side of the
figure describes the seven layers of the OSI reference model and the right side
has some popular protocols from the Internet Protocol Suite. These protocols
are arranged next to corresponding layer of the OSI model. (Cisco Systems
2014) 
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9While all the layers are important in the OSI model, the network and transport
layers  are  the  most  topical  for  this  thesis.  The  session,  presentation  and
application layers are not described in detail. They are tied to services that a
library may offer and are not  usually standardized in game networking.  The
bottom two layers,  physical  and link,  are not important for  this thesis either.
They define the physical devices and links like routers, switches and cables.
2.1.1  Internet Protocol (IP)
The Internet Protocol is the primary protocol of the network layer. According to
the  protocol  specification  (RFC  791):  “The  internet  protocol  provides  for
transmitting  blocks  of  data  called  datagrams  from  sources  to  destinations,
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Picture 1. OSI Reference Model and Internet Protocol Suite (Cisco
Systems 2014)
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where sources and destinations are hosts identified by fixed length addresses.
The internet protocol also provides for fragmentation and reassembly of long
datagrams,  if  necessary,  for  transmission  through  "small  packet"  networks.”
(Postel, J. 1981). 
It uses IPv4 or IPv6 addresses to route the datagrams. A datagram, in turn, is
an IP packet  which  contains  information,  such as  the  addresses and some
control  information  for  routing.  Although  the  Internet  Protocol  has  enough
information to deliver packages in a connected network, it does not verify the
delivery. It needs a protocol from the transport layer to carry packets.
IPv4 and IPv6 are different versions of Internet Protocol. These use addresses
which define a logical address of a system, so that it is publicly reachable. An
IPv4 address is  a  32-bit  number, which  means it  can have 4  294 967 296
different  addresses.  The address range is  already too small  and that  is  the
reason  why  IPv6  was  developed.  An  IPv6  address  is  a  128-bit  number,
therefore in theory it allows 2128 (3.4 x 1038) addresses. (Glazer, J. & Madhav, S.
2015, 24-38)
2.1.2  Transmission Control Protocol (TCP)
Transmission Control Protocol is a reliable protocol from the transport layer of
the  OSI  model.  It  includes  many  features  to  control  the  transmission,  for
example  it  has  a  feature  to  send  lost  packets  again  with  a  retransmission
mechanism.  At  first,  TCP  uses  a  three-way  handshake  to  establish  the
connection and then, by flow control, it makes sure the packets are transmitted
to  the  receiver  in  the  right  order.  Protocols  like  HTTP, POP  and  FTP  are
dependent on TCP. (Oki et al. 2012, 19-21)
From the perspective of game networking, Transmission Control Protocol may
be  used  where  transmission  must  be  reliable.  Examples  of  these  kinds  of
situations are synchronizing player data to the server, downloading of assets
and communication in a turn-based game. On the other hand, communication in
a trun-based game may have been produced on top of the UDP protocol, but
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with TCP-like functioning. This is because TCP may add unnecessary features
that affects on performance. 
2.1.3  User Datagram Protocol (UDP)
User  Datagram  Protocol  is  also  from  the  transport  layer,  but  it  is  called  a
connectionless  protocol.  The  reason  is  that  UDP  does  not  provide  any
handshaking before sending packets and neither does it care if the packet was
received by the destination. However, User Datagram Protocol does verify that
the data is not corrupted at the destination. (Oki et al. 2012, 25-26)
UDP has less  data  per  packet  than TCP, and  is  therefore  a  lot  faster  and
simpler  to  use.  Therefore,  UDP allows the transmission to  “drop”  packages,
meaning that the packages will not be transmitted, but transmitted packages are
guaranteed to not be corrupted. The higher performance is the reason why UDP
is a better choice when developing real-time applications,  such as real-time
multiplayer games or media streaming software. The only disadvantage is that
the developer may have to add some TCP-like features to enable better control
for transmission. (Oki et al. 2012, 267-268)
In real-time multiplayer games there is a need to transmit a lot of data to a client
and it is not essential that all data is received by the client, but that most of the
data is delivered with high performance. As a conclusion, both TCP and UDP,
have their own use cases and both of them can be used in different parts of
multiplayer game networking.
2.1.4  Network Address Translation (NAT)
At the moment, IPv4 is the most common protocol, but its disadvantage is that
there are not enough public IP addresses for everyone, which is why NAT was
developed. NAT enables one IP address to connect a large subnet of hosts to
an another wider network. A NAT gateway records IP address and the port of a
subnet host which is sending a packet, then it rewrites the packet with its own
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ip-address and a randomly selected free port. The destination system receives
the packet as it was sent originally by the NAT gateway. When the destination
system, in turn, sends the packet back to the NAT gateway, the gateway knows
which host in the subnet had sent it originally. (OpenBSD)
2.2  Multiplayer Networking
The first  multiplayer  games played with  computers,  worked through different
text-based solutions. One could play turn-based games like chess through e-
mail or  multi-user dungeon games with a text-based Telnet connection. You
could  also  play  turn-based  games  through  websites,  where  there  can  be
graphics and simple animations. These still  exist with different variations and
there are many popular games, but most modern multiplayer games require
very different technologies (Lecky-Thompson, G.W. 2008).
This thesis is limited to modern multiplayer networking technologies because
HactEngine is  targeting  to  them.  That  said,  this  section  describes the  most
common modern networking topologies, peer-to-peer and client-server. These
are very closely related to game design and understanding them will  reduce
extra work.
2.2.1  Peer-to-Peer Topology
The very first real-time multiplayer games were connected through a peer-to-
peer connection. With peer-to-peer devices are connected with each other in a
fully connected mesh (Fiedler, G. 2008). This means, that the devices can send
messages straight to each other. The topology is shown in the Picture 2.
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Picture 2. A peer-to-peer network (Nutaq Innovations
2015)
For  games,  peer-to-peer  is  a  little  problematic  on  its  own;  it  is  simple,  but
generates some problems. For example, usually with peer-to-peer players only
send commands about what they do and other players do the rendering based
on that. It means that the game may render differently or in desynchronization
between the players. A way to fix this is to wait that every player has received
the command before rendering. But this means that each player has latency
equal to the slowest player. (Fiedler, G. 2008)
Peer-to-peer  topology  is  best  suited  for  games  where  the  game  world  is
predictable. This statement has at least two reasons. If all information about the
environment is delivered between everyone, there will be a lot of latency and
unnecessary traffic, someone must be authoritative about the game world. And
secondly, if the world is rendered based on commands, it must behave in the
same way for everyone. (Glazer, J. & Madhav, S. 2015, 168-169)
Even if the game world is not predictable, for example, if it is based on physics,
peer-to-peer  can  still  be  used.  One  way  could  be  that  a  certain  peer  is
authoritative for different parts of the game or it could be used in a way that one
peer is authoritative for everything. The latter is actually a very common way
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and usually referred to as the client-server model. The client-server model, in
turn, is based on the same named topology described in “2.2.2 Client-Server
Topology”. When client-server is used in peer-to-peer, it reduces the costs of
dedicated  servers,  but  needs  more  resources  from  players.  (Glazer,  J.  &
Madhav, S. 2015, 168-169)
With the client-server model one player needs to act as the server, therefore is
the host without usually even knowing it. The same can be achieved without
peer-to-peer, but if the host player quits, the game session ends. Peer-to-peer
can handle this with host migration and change the host on the fly. 
With peer-to-peer there needs to be a way to connect players with each other
by matchmaking. This service is provided by game console manufacturers or
digital distribution platforms like Steam. In other scenarios the developer may
have to provide the solution by itself or use a third-party library.
2.2.2  Client-Server Topology
Another common topology is client-server and as was told previously, it is also
used as a model of transferring data between players. Here it is described first
as a network topology, but when called as the client-server model, it can be
used with both topologies.
As a topology, client-server is a very common way to build network services,
one very well-known application is a web-browser. Briefly said, there is a server
which contains a service. Then, a client who connects to the server asks for the
service, the server returns what the client asked. In the previous example the
server does most of the processing and returns only the results to the client.
Picture 3 shows the network topology for client-server. 
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Picture 3. Client-server network (Nutaq Innovations 2015)
A pure client-server model is the base for modern games where there are many
players in the same world and the server must run the game code to be up to
date  about  all  players.  This  model  can  be  implemented  in  many  ways:
extremely large games, like MMORGPs, will need scalable dedicated servers.
On the other hand, games with a smaller amount of players works well on top of
peer-to-peer networking, but with the client-server model. Someone could also
use the client-server model without any need of dedicated servers, but then the
player needs to be able to find out the IP address of the opponent. As was
shown,  the  implementation  can  vary  depending  on  the  resources  of  the
company, the type of the game or by the limitations of the target platform.
A client-server multiplayer game runs the game instance on a server and the
server is authoritative. In other words, it simulates everything in the game world
and tells a client what to do. If a client and the game server disagree about the
state, the server is always correct. The main job of the client is to send user
inputs to the server and then render the world based on the response from the
server.  If  there  is  too  much  latency,  the  client  may  compensate  it  by
interpolating or extrapolating the lost frames. Interpolation is used to calculate
frames  between  two  positions,  if  the  two  positions  should  have  frames  in-
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between. And extrapolation is used to predict coming frames if they are late.
(Glazer, J. & Madhav, S. 2015, 166-167, 236-238)
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3  HACTENGINE
HactEngine is a cross-platform game engine developed by Indium Games. Its
development was started in 2012. HactEngine is developed for the needs of
Indium  Games,  but  will  be  published  as  open  source  when  enough  basic
functionalities are working. Indium Games got funding from Tekes to keep the
development of the engine on the forefront. Open sourcing the engine will help
to build a community and gain publicity for the company and the engine.
The core of HactEngine is developed with C++ and it uses SDL – a low-level
direct media layer library – as its base. SDL is a very popular cross-platform
library, which is used by many big and small companies. The user interface for
HactEngine  is  written  with  Qt  –  an  open  source  application  framework
maintained by a Finnish company, The Qt Company.
A game developer will mostly use the Lua scripting language to create games
and is therefore able to develop almost everything while the game is running.
The  engine  is  built  modular  and  the  community  can  easily  add  any  other
programming language to use instead of Lua. They can also create their own
packages and easily disable or enable any other package. The engine uses
OpenGL for  graphics  and  supports  both  2D  and  3D  graphics.  Most  of  the
graphics assets can also be changed while the game is running.
3.1  C++
C++ is a high-performance programming language, it was created by Bjarne
Stroustrup in 1979. The initial purpose was to be “a better C” (Standard C++
Foundation  2016).  The  C  programming  language  is  one  of  the  most  used
programming  languages,  developed  at  Bell  Laboratories  in  1972  by Dennis
Ritchie (Fresh2refresh.com 2014). The most important addition of C++ to C is
object-oriented  programming,  which  is  important  when  writing  complex
applications. The newest version of the C++ standard is C++14.
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The  core  of  HactEngine  is  written  in  C++,  to  achieve  great  performance.
Performance is very vital for a game engine, when there is a requirement of
processing a lot of complex code and graphics in real-time. C++ will also be one
of the default languages for writing packages for HactEngine.
3.2  Lua
Lua is a fast scripting language; it is an interpreted language, which means it is
compiled at run-time. Lua is developed by a team at PUC-Rio, the Pontifical
Catholic University of Rio de Janeiro in Brazil. Lua is portable and simple, it
doesn't provide large features – like object-oriented features – but does provide
mechanisms to allow powerful extending.  (Lua.org 2016)
In general, scripting languages, especially Lua, are popular in game scripting,
because of the fact that they speed up and ease development. In HactEngine
Lua can be edited while the game is running, thereby achieving even faster
development.
3.3  SWIG
SWIG is a command line tool to connect C and C++ applications with different
high-level  programming  languages  like  Lua,  Python,  Ruby  and  C#.
Development of SWIG was started by Dave Beazley in 1995. SWIG can be
used for rapid prototyping and debugging or to add an extension module with a
scripting  language.  The  latter  is  the  reason  why  SWIG  was  added  to
HactEngine, it connects Lua to the C++ application. (Swig.org 2015a)
The normal way to combine Lua with C++ is to use the C API for Lua, which is a
set of C functions to communicate with Lua (Swig.org 2015a). The first limitation
of this way is the C API itself, it does not directly support C++ features. And the
second is that it is time consuming to first, write the application in C++ or C,
second to write the interface for Lua with the C API and finally use the interface
from Lua. The developer will also need to understand an extra layer, the C API.
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Picture 4 shows an example of the usage of the C API; every value which must
be usable from Lua is held in the stack. At line six, the first line of the function,
lua_gettop returns the index of the top element in the stack, therefore it gives a
count of  the stack elements (Lowe, P.).  Then the for loop prints each stack
element and returns one number value to Lua. When writing an interface, the
function will call an existing C or C++ function. This procedure will have to be
repeated for every function in the application.
SWIG is used to generate the code for the interface, it automates most of the
work and supports most features of C++. SWIG works by reading specified C++
header files or function declarations for C, which are introduced in an interface
file which is used as the input  to  SWIG. The interface file  can also include
customizations to extend SWIG. (Swig.org 2015b) 
Picture 5 shows an example of an interface file in HactEngine, which is given as
input for the SWIG command: 
swig -lua -c++ swig_hact.i
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After  a  successful  command,  SWIG  generates  a  file  named
swig_hact_wrap.cxx,  which can be compiled and linked with  the application.
The  file  contains  static  functions  which  use  the  C  API  functions  like
demonstrated  in  Picture  4.  The  file  is  not  intended to  be  easy readable  or
modifiable, as it is optimized for efficiency and should be modified only through
the interface file.
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3.4  Packages
HactEngine is built modular, the developer should be able to extend or disable
features easily. The idea is not only to keep the code base modular, but also to
implement a package system. The implementation of packages is not yet ready,
but the design is at the stage that new packages can be designed at a high-
level. The reason to build such a system is simple, the easier it is to add new
features by the community, the faster the community can grow. It will also limit
the overload of the core features and keep the core code clean.
In theory, the packages can be written in any programming language. The only
requirement is  to  have an interface for  the scripting language of  the game,
which at present situation is Lua. SWIG is used to generate bindings for Lua
when the  package  is  written  in  C or  C++.  The preferred  language to  write
packages is C++, because SWIG can be used to generate wrappers for almost
any other scripting language and the performance is  probably better with C++
than with a scripting language. Another option is to write it with Lua, as it is the
default scripting language.
The best way to integrate a third-party library is by writing a C++ interface for
the library and then generate a wrapper  for  the interface with  SWIG. If  the
library is simple enough, the interface may not be needed. An advantage of the
interface is a coherent documentation with HactEngine.
Every package will be compiled in to a dynamic library and loaded at run-time.
Some issues to resolve for packages are how to handle the dependencies, test
the packages and support automatic documentation. The documentation would
be formatted and displayed like the documentation for HactEngine. Packages
will have a package index in the internet to ensure good discoverability.
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4  COMPARISON OF THE OPEN SOURCE LIBRARIES
There are not  too many open source libraries for multiplayer  game network
development. Most of the libraries one will find are commercial, with different
monetization models.  The reason most  likely is  that  a multiplayer  game will
have a need for dedicated servers and it is easy to build monetization around a
full service. 
The developer will get a ready SDK, tools and infrastructure, with no cost or
very  cheap  cost  to  start.  This  ecosystem  is  either  provided  by  a  console
manufacturer, digital distribution platform or other third party company. Where
the first two will usually provide those free of charge and cover the expenses as
a cut from the revenue of the game, since they let developers use a powerful
ecosystem to sell games. The third party companies will raise the share based
on the usage of their servers. An advantage is that these companies provide
support  for  many  platforms  and  integrations  with  previously  introduced
ecosystems.
All of those ready commercial services are great, they can simplify and speed
up development. However this all comes with a price, not only money, but with
code that the developer cannot modify or easily expand. If there is a bug or an
innovative new idea, the developer will have to find a way around it or wait for
the service provider to fix it. 
Open source libraries will give a great flexibility, with – in many cases – a cost of
longer development time. Open source libraries may not have support for all
platforms and may have a lack of development resources and money. At the
end, which of the two is the best depends on development resources, time,
preferences or anything else. But there is no doubt that open source will give a
better understanding about the technology and greater freedom of usage. From
the perspective of HactEngine, it is preferred to use open source libraries, as it
is a continuum for the flexibility of HactEngine.
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4.1  Criteria
The purpose was to find versatile open source libraries, with similar features
that would cover the most of common needs of multiplayer game development.
After research it became evident that there is not much choice to get enough
libraries for comparison. Either the libraries were outdated or they were limited
by features, hence the criteria were changed.
Two  libraries  were  selected  with  most  of  the  basic  features  directed  to
multiplayer game development. The basic features to cover were client-server
and peer-to-peer networking and a layer to ease network programming. 
As an alternative, two libraries were selected that are designed for common
network application development.  These give another view into development
and  an  opportunity  to  learn  more.  There  were  no  strict  requirements  for
features,  because  the  most  popular  libraries  will  in  any  case  support  the
common protocols and technologies. The idea was to find libraries to ease and
speed up development. 
All of the libraries needed to have references and a community. They needed to
have  support  for  different  platforms,  at  least  for  Windows,  Linux  and  Mac.
Support  for  popular  mobile  platforms,  Android  and  iOS,  was  good  to  have,
because HactEngine will support these in the future. Development could have
been done without any library, but the amount of work would be too big, as the
library should support many different platforms.
4.2  Choosing Libraries
It  has become clear it  was hard to find multiplayer game libraries that have
support for most of the common features in multiplayer games. The selection
was  made  by  searching  the  web  and  identifying  which  were  the  most
recommended libraries. 
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The most versatile library, which was found is RakNet;  it  also had the most
references from the game industry. It was found first and quickly became a case
study for a very suitable library. Another library designed for game development
is ENet, which was commonly compared with RakNet, but being more low-level.
The Libraries Boost.Asio and POCO were chosen as an alternative view angle
to development. These were also often noted when searching the internet for
multiplayer  game development  libraries.  But  they are  also  modern  and well
maintained as networking libraries.
4.3  RakNet
4.3.1  History
RakNet is the most high level of the compared libraries, it provides all of the
features one will need for multiplayer game development. RakNet was started
by Kevin  Jenkins  in  the  early  2000s,  while  he  was  in  college.  (Jenkins,  K.
2015a)
An employment to nFusion Interactive led to the birth of the early version of
RakNet.  Kevin  Jenkins  founded  Jenkins  Software  LLC  for  RakNet  and  the
licenses for version 1.0 were sold for PC developers. Jenkins also released a
restricted GPL licensed version to capture indie game developers. The open
source community helped RakNet to grow by adding new features and fixes.
(Jenkins, K. 2015a)
After  2009,  Jenkins Software LLC began to  get  bigger  customers like Sony
Online Entertainment and NetDevil  Ltd (Jenkins, K. 2015a).  In 2014 RakNet
was acquired by Oculus VR LLC and the whole library was published under
modified open source BSD license, on GitHub (Oculus VR 2014).
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4.3.2  Development and Community
Through time, RakNet has been used by many different game companies, be it
a  AAA studio,  an  indie  game  studio  or  something  else.  Unfortunately  the
development of RakNet seems to have stopped, after the RakNet source code
was published on GitHub. 
Although the development has stopped after the Oculus acquisition, the library
is still maintained by different forks on GitHub. These forks have a lot of bug
fixes and some enhancements to the code. The community keeps RakNet as
modern and stable as it was before.
4.3.3  Features
RakNet is cross-platform, with support for Windows, PlayStation 3, PlayStation
Vita,  XBOX  360,  Linux,  Mac,  the  iPhone,  Android,  Google's  Native  Client,
Windows Phone 8, and Windows Store 8. It  is  integrated into various game
engines,  like  Havok  (Vision  Game Engine),  Unity,  Gamebryo,  and  Terminal
Reality (Infernal Engine). RakNet is developed with C++ and it has bindings for
C#. (Jenkins Software LLC 2015b)
RakNet has a communication layer which implements reliable and unreliable
UDP communication,  secure  connections and  packets  with  serialization  and
deserialization. It has support for voice and text-chat communications between
players.  RakNet  also  has  support  for  remote  procedure  calls  (RPC),  which
allows the developer to call  native C and C++ procedures with automatically
serialized parameter lists. (Jenkins Software LLC 2015a)
Players can be connected either with peer-to-peer or client-server. To connect
players there is support for a lobby server, where players can create an account
for the game. The lobby server uses a database to enable features like friends,
rooms,  quick  match,  ranking,  email  and  multiple  game titles  with  the  same
account. The lobby server needs a dedicated server, but RakNet also supports
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lobbies provided by Steam, PlayStation 3, XBOX 360 and Games for Windows
Live. (Jenkins Software LLC 2015a)
4.4  ENet
4.4.1  Development and Community
There is no written history about ENet, but according to the MIT license of the
library, it has been open source since year 2002. The ENet library is copyrighted
by Lee Salzman. On his own homepage he states, that ENet was initially written
for a game called Cube. Cube was released in 2001. (Salzman, L.; Salzman, L.
2005; Salzman, L. 2015c)
The source code for  ENet  can be found on Github.  The library is  not  very
actively developed anymore by the maintainer. But there are almost 200 forks
and many people showing their interest for the library. ENet was mentioned and
recommended frequently when searching the Internet for a game networking
library. (Salzman, L. 2012)
There  is  a  community  developed  wrapper  for  the  Godot  game  engine  and
bindings for  the programming languages Ruby and Lua (Corcoran, L.  2013,
McLean, J. 2015; Vranish, J. 2015; ). There are no known popular games which
use ENet.
4.4.2  Features
The intention of ENet is to provide a simple communication layer on top of UDP.
ENets specialty is an optional reliable UDP implementation. It does not have
any high-level features like a lobby, serialization or authentication, which are
provided by RakNet. (Salzman, L. 2015a)
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ENet has support for Windows and Unix-like operating systems, like Linux, BSD
and OS X (Salzman, L. 2015b). It is not officially supported on iOS and Android,
but searching the Internet gave few successful attempts.
ENet  provides some low-level  features  to  provide reliable  networking,  these
features include connection management, fragmentation and reassembly. It has
support for client-server, but does not have an implementation for peer-to-peer. 
As a summary, it only has very basic features compared to RakNet. To provide
other features, those must be developed either with libraries like Boost.Asio and
POCO or with standard tools provided by operating system or programming
language.
4.5  Boost.Asio
Boost.Asio is part of the Boost C++ libraries, all Boost libraries are free, high-
quality and portable. Most of the libraries are licensed by the open source Boost
Software License. Boost libraries are often used as a base for new standard
specifications  of  C++.  It  was  started  by  members  of  Standards  Committee
Library Working Group, but today there are thousands of developers around the
world. (Rivera, R; Dawes et al. 2016)
Boost.Asio was started by Christopher M. Kohlhoff in 2003. It is cross-platform,
with support for all modern operating systems. It can be used for any kind of
network application or asynchronous low-level I/O programming. Actually, the
name  “Asio”  stands  for  “asynchronous  input/output”,  which  means  that
operations can be executed concurrently. With Boost.Asio, concurrency is for
interaction with outside of the program in some way, for example networks, files
or serial  ports.  It  focuses primarly on networking, but has been extended to
include other resources also. (Schäling, B.; Kohlhoff, C. 2015)
The  library  provides  support  for  common network  protocols  TCP, UDP and
ICMP. It also has an interface for a low-level socket API. Boost.Asio provides
SSL support to encrypt communication, it is based on the OpenSSL toolkit. 
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4.6  POCO
POCO is a collection of modern and cross-platform libraries for network- and
Internet-based applications. The POCO libraries are written in modern C++ and
are licensed under  the Boost  Software License.  The project  was started by
Günter Obiltschnig in 2004 and has since gathered hundreds of contributors
and a wide community of users. (Pocoproject.org 2016a)
POCO is designed to be modular and easy to understand. It features a lot more
than  just  basic  networking  support.  It  has  zlib-based  compression  and
decompression,  cryptography  based  on  OpenSSL and  platform-independent
filesystem utilities. POCO also includes XML and JSON tools, unified database
access and multithreading support. (Pocoproject.org 2016b)
For networking, POCO has support for many different protocols, in addition to
usual  TCP, UDP and  WebSocket,  POCO  also  has  HTTP, FTP, SMTP and
POP3.  From  the  standpoint  of  multiplayer  game  programming,  these  other
protocols are not vital, but useful features for larger implementations. POCO
also has a caching framework to make frequently used data easy and fast to
access. (Pocoproject.org 2016b)
4.7  The Comparison
All of the libraries are suitable to be used for multiplayer game development, but
they all vary with features and have different intentions. RakNet is a full featured
high-level  library for easy and fast  development and gives more time to the
developer  to  concentrate  on  the  game.  ENet  instead  provides  basic  client-
server functionality with robust UPD and optional reliable UDP. The developer
can use services provided by Steam, consoles or third party, if there is need for
a lobby-system or user authentication.
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The choice between these depends basically on the need of the developer. If
there is no need for all the features of RakNet, Enet is a perfect choice, as it is
small sized and does not have any dependencies. 
Boost.Asio and POCO give more freedom to implement multiplayer features,
but the features must be written from the ground up by the developer. This
could  be  the  best  case  for  in-house  implementations,  new  innovative
implementations or just for fun of learning.
It would be very interesting to create one from the ground up, but it would take a
lot  of  time to develop, not to speak of making it  stable across all  platforms.
HactEngine should be able to support many different features and be easy to
use, in order to get people interested. While development of the engine itself
has enough work, RakNet is the best choice for HactEngine. Also, HactEngine
needs  to  target  all  games delivered  outside  of  any distribution  channel  like
Steam.
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5  INTEGRATING RAKNET
RakNet is  integrated as a package into HactEngine.  The design of  the first
version  of  the  package  is  described  in  this  section.  The  interface  will  be
designed to be simple and it will group features for more rapid development.
The interface can also provide lower level functions, but it is preferred to use
grouped features for better performance in the scripting language. The high-
level  simple  interface  can  sometimes  feel  limited,  so  it  should  be  easily
extendable.
RakNet will be used for both the server and the client side. The server will have
features  like  a  lobby  system  or  a  master  server  to  connect  the  clients.
Depending on the game, the clients can be connected to a fully connected peer-
to-peer mesh or use the server to run the game and keep the clients only as
clients. For now, the peer-to-peer mesh is designed, but client-server can be
added later.
5.1  Server
The server application should be so that it could be configured to support only
the needed features. It should be installable to any server, be it Windows, Linux
or  OS  X.  There  will  be  a  need  to  build  an  environment  with  the  needed
dependencies and the server must be able to scale automatically on the fly. The
server will not have an interface to the scripting language, but will have scripts
for configuring and deploying.
The server can be used as a service to connect clients to a peer-to-peer mesh
or to be an authoritative server for client-server. It would be hard to create a
server  application  which  could  take  into  account  every different  game type,
therefore  the  best  that  can  be  done  is  to  support  easy  extending  of  the
application. The designed version will support connecting clients to a peer-to-
peer mesh.
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5.1.1  Infrastructure
The deployment of the server could be done with a server container such as
Docker.  A server  container  wraps  the  software  and  its  dependencies  in  a
lightweight container, but shares the operating system kernel with others. Every
container is isolated and can be run almost anywhere. A container is similar to a
virtual machine, but does not run an entire guest operating system and is much
more portable and efficient. (Docker 2016)
One server can contain multiple containers, but one server will not handle many
thousands  of  concurrent  users.  There  is  need  for  a  service  called  a  load-
balancer, which guides the clients to servers which have free resources. A script
running on  another server will monitor RakNet servers and a create new server
for the load-balancer when all of the others are full. The script would use an API
provided by a service provider and remove the unneeded servers automatically.
Creating new servers depends on a cloud server provider, the easiest would be
to use Google Cloud or Microsoft Azure. 
The RakNet server will also need to be able to synchronize data between the
servers,  so  that  the  player  will  not  notice  the  scaling.  RakNet  provides  a
CloudServer/CloudClient  plugin  to  automate  this  behavior.  Automatically
created servers will subscribe to a mesh of servers and synchronize data. An
option for synchronizing data is to use a separate scalable database server,
which is used by all load-balanced servers. 
5.1.2  Features
A basic example of most of the following functionalities is presented as a code
listing in Appendix 1. The server is initialized with a RakPeerInterface object,
which is the main interface for network connections. The object will specify how
many clients can connect to it, what port is used and whether there is need for
secure  connections.  It  will  take  care  of  communication  to  clients.  Also,  all
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RakNet plugins used in an application, will be attached to the RakPeerInterface
object. Plugins will serve different services for clients.
One common problem with connecting comes from NAT, the clients can not
always  be  routed  between  each  other.  This  can  be  fixed  with
NatPunchthroughServer, a plugin provided by RakNet. It will resolve the public
IP  address  and  port  for  each  client.  NatPunchthroughServer  may  have
problems with about every five percent of the connections and it can vary a lot
depending on the quality of routers. (Jenkins, K. 2015b)
RakNet has a service called NatTypeDetectionServer, which can be used by a
client to detect if its router has NAT and which type of NAT it is. This information
helps  the  client  to  select  the  connection  method.  For  example,
NatPunchthroughServer  may not  be  able  to  complete,  or  may not  be  even
needed for connecting to a specific client. The downside of the service is, that
the server needs to have four external IP addresses pointing to it. Support for
multiple  IP  addresses  is  not  common  from  service  providers,  but  may  be
requested from some providers. It may also in cur additional costs. (Jenkins, K.
2015c)
The UDPProxyServer plugin can be used as a fallback service for connecting. It
will route packets transparently between the source and the destination client.
The UDP proxy server can be CPU intensive and may need to have more than
one dedicated server, as it is used even if the clients are connected through
peer-to-peer.  When  there  is  need  for  several  UDP proxy  servers,  they  are
coordinated with  a server running RakNet with UDPProxyCoordinator.
UDPProxyServer is almost an 100% guaranteed way to create connections, but
should not be the preferred method, as it will increase costs greatly. (Jenkins, K.
2015b)
After a successful connection with a client, the server can start communicating
with it. The server can run a RoomsPlugin instace to maintain a list of rooms
created by clients and enables clients to join automatically or choose a specific
room. The client must be added as logged in with the LoginRoomsParticipant
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function of  the plugin,  before they can make use of  the service.  The plugin
supports  multiple  game  titles.  The  RoomsPlugin  is  actually  part  of  the
Lobby2Server plugin, but can be used alone. 
Lobby2Server  provides  support  for  database  related  features,  like  user
accounts,  ranking, friends and matchmaking. RakNet has built-in support  for
PostgreSQL databases with the Lobby2Server_PGSQL class, which is inherited
from Lobby2Server. The lobby server can use RoomsPlugin or friend invites to
connect  clients  together.  Lobby2Server  needs  an  administration  client  to
configure it, the client will, for example, add the game title to the database. The
server runs Lobby2MessageFactory, which creates database functionality for
messages coming from a client (Jenkins, K. 2012).
The main loop of the server listens for packets coming from clients and the
server functionality can be extended based on these messages. In the example
code in Appendix 1, the server will give an anonymous username for a client
when it connects to the server.
5.2  Client
On the client side RakNet will be integrated as a package for HactEngine. Like
HactEngine, RakNet is written in C++, therefore an obvious way to integrate
RakNet  is  by  creating  an  interface  with  C++  and  generate  wrappers  for  a
scripting language. The interface should support all available features, but the
first version of the package will support at least the features described below.
5.2.1  Features
Appendix 2 and 3 will show some features needed for basic client to work with
server described previously. The features in appendices will be used in finished
implementation through the interface. The appendices introduce the Client class
which works as an interface, but is not a complete presentation of the interface.
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Like the server, a client uses a RakPeerInterface object as a base for all RakNet
related operations and all the client side plugins are attached to it. The Start
function  of  the  Client  class  starts  the  networking  interface  for  RakNet.  The
prepareConnection function will try to enable easier connectivity.
The NatTypeDetectionClient plugin can be used to detect the NAT type if the
server  is  running  NatTypeDetectionServer.  The  client  can  use  information
received by the plugin to find the best way to connect with another client. If
there is NAT or  NatTypeDetectionClient is not used, the client can try UPnP.
UPnP (Universal  Plug  and  Play)  is  a  standard  to  allow devices  to  connect
seamlessly together  (The Open Connectivity Foundation  2016).  RakNet  can
use it  to  configure  a UPnP enabled router  with  port  mapping,  which  allows
clients to connect with each other.
UPnP is not always possible, if it fails there must be another way to configure
port mapping. To eliminate a need on manually configuring port forwarding to
the  router,  RakNet  can  use  different  plugins  to  bypass  this  problem.
NatPunchthroughClient  uses  the  server  running  the  NatPunchthroughServer
plugin to find a route to the other client. Currently, UPnP and NatPunchthrough
cover almost all cases and should be enough for most developers.
There  are  still  two  more  plugins  to  use  as  a  fallback,  Router2  and
UDPProxyClient. Router2 uses a third client to route data between two clients.
The downside of the plugin is that it will  consume bandwidth and computing
resources  for  the  third  client  and  therefore  the  connection  can  be  slower.
UDPProxyClient uses the server running a UDPProxyServer plugin to route its
messages  to  the  other  client.  The  downside  of  this  method  is  that
UDPProxyServer  will  need  dedicated  servers.  But  it  will  give  an  absolute
fallback connection between two clients.
The  client  will  use  RoomPlugin  and  Lobby2Client  to  find  other  players.
Lobby2Plugin is used when the client wants to login to the game server and
enable more services to enhance the game experience. A logged-in client can
invite friends to play with and have better matchmaking based on the properties
TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Johannes Ylönen
35
of  another  client.  RoomPlugin  can  be  used  to  create  rooms  with  different
properties or by using quick-join to connect automatically in a room with free
slots. If there are no rooms, a new one will be created. One of the clients is a
moderator  for  the  room  and  can  manage  it.  The  room  can  be  used  for
communication  before  starting  the  game. The  communication  can  be  either
hidden from the end-user or a visible chat where the end-user can participate.
If the clients are supposed to connect in a peer-to-peer mesh, they will connect
using a  FullyConnectedMesh2 plugin. The server will give addresses to other
clients that can be used to create the peer-to-peer mesh. The plugin will set one
of the clients as the host, which should be responsible for the game session. If
the host disconnects, the class will automatically migrate to a new host. 
There  are  still  a  lot  of  other  plugins  available  for  RakNet,  but  the  ones
introduced  here  are  the  most  vital  for  a  multiplayer  game.  The  design  of
implementing an interface for any plugin will follow the same style.
5.2.2  Interface
The Client class represents a simple version of an interface, the public functions
will be available from the scripting language. The plugins are included inside the
same  interface,  but  must  be  explicitly  enabled  to  be  usable.  Usage  of  the
interface needs a Client object, which can take basic configuration values into
the constructor.
The interface will group functions which are always used together for a feature.
Some interface functions can control  many plugins  if  they are  enabled.  For
example the PrepareConnection function in Client will detect the NAT type, if the
NatTypeDetectionClient plugin is enabled, otherwise it tries the UPnP approach.
While  RakNet  has  good  documentation,  the  interface  will  have  its  own
documentation, because the interface will work a little differently and at a higher
level. Because the interface is very high level, it is attractive by simplicity, but
may negatively affect developers who want to do something different. This is a
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problem which must  be taken into  account in design. For  example,  the first
version will  only support  peer-to-peer, but  the developer  can use the client-
server model on top of it or the developer can be encouraged to add it into the
package. Extensions by the community will also help by adding features into the
official  package.  The interface  can  also  include  some lower  level  functions,
which could lower the barrier to extend the features without any need for writing
C++ code.
The interface does not need to depend on HactEngine in any way, it can be
used separately anywhere. The only requirements are either support for C++ or
support for a SWIG wrapper, which works with almost any language.
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6  CONCLUSION
The theory of networked applications is very broad, therefore the theory in this
thesis  was  limited  to  the  most  fundamental  technologies  which  are  vital  to
understand when developing multiplayer games. There would have also been a
lot  more  multiplayer  theory, but  as  the  thesis  was  about  the  design  of  the
integration of a network library, individual concepts were not so important.
The comparison of networking libraries helped me to learn more about different
technologies and concepts there are in use for multiplayer games. There were
several libraries like ENet, but no others like RakNet. The first problem was to
find  competitors  for  RakNet,  because  it  was  selected  very  early  for  the
comparison. 
Most of the comparable libraries were commercial, as was RakNet before 2014.
Because there were no straight competitors, I chose to take another angle and
compare with libraries for general network programming. Another good idea for
the comparison part  would have been to  select  commercial  but  comparable
libraries with RakNet and compare their application program interfaces to find
ideas about designing an interface for RakNet.
Open source libraries are widely used in game development, but commercial
options  for  multiplayer  games  are  providing  very  competitive  ready-made
solutions, with free-to-start monetization. The comparison helped me to realize
this  and gave an idea about  designing  RakNet  integration  with  ready-made
aspects,  like  for  example,  one-click  deploy  for  the  servers  and  a  simple
interface.  The  developer  would  still  need  to  find  servers  and  maybe
preconfigure them, but usage of the package is easy to start.
The planning for this thesis was started a lot before the writing began while I
was developing multiplayer for the Moomin Adventures: Jam Run mobile game.
The multiplayer was chosen to be developed with a ready-made solution by
Google, which was only for mobile development. At the time came the idea for
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the next game by Indium Games – currently named Infamis: Legends of the
Arena – it will also have multiplayer, but is targeted for computer platforms. 
The original purpose was to write this thesis about the integration of RakNet,
but  due the schedule it  was not  possible.  I  would  have liked to  design  the
interface  at  a  more  detailed  level,  but  it  was  not  possible,  as  the  package
system  for  HactEngine  was  not  yet  designed.  Fortunately,  I  was  able  to
describe some of the technologies that are important when creating a package
for  HactEngine  and  what  is  needed  to  get  started  with  RakNet.  What  the
interface could look like was presented in the Client class within the demo code
of RakNet's basic functionality. 
The thesis was an important part  of creating a more deep understanding of
multiplayer game developement and helped me to find good book references
for an even deeper understanding. The thesis can be used as a reference when
a developer is  thinking, if they should consider some open source library to
develop multiplayer game functionality. 
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RakNet server demo code (raknetserver.cpp)
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RakNet client demo code (client.h)
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RakNet client demo code (client.cpp)
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RakNet client demo code (raknetclient.cpp)
TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Johannes Ylönen
Appendix 4 2 (2)
TURKU UNIVERSITY OF APPLIED SCIENCES THESIS | Johannes Ylönen
Appendix 5 1 (3)
RakNet client demo code (commondefines.h)
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RakNet client demo code (upnphelper.h)
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