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Uvod
Generativna umjetnost je vrsta suvremene umjetnosti u kojoj je nastanak djela vec´im
dijelom automatiziran, odnosno nastaje uz pomoc´ racˇunala. Umjetnik, stvaralac djela,
najcˇesˇc´e programskim kodom zadaje pravila po kojima c´e se stvoriti njegovo djelo, a zatim
u cijelu stvar unosi odredeni dio slucˇajnosti. Na taj nacˇin, svako umjetnicˇko djelo se ne
mozˇe ponoviti, vec´ ostaje jedinstveno. Pravila koja umjetnik zadaje potjecˇu iz razlicˇitih
znanosti: matematike, kemije, biologije, robotike. . . Ono sˇto je bitno kod generativne
umjetnosti jest da cijeli proces nastanka djela ne mozˇe biti pod kontrolom autora i treba
biti u nekoj mjeri nepredvidljiv.
Jedan od popularnih, ali i jednostavnih alata za kreiranje takvih djela je programski
jezik Processing. U ovom radu, opisat c´emo osnove Javascript inacˇice, p5.js, tog jezika te
na kraju implementirati par primjera djela generativne umjetnosti u cˇijoj pozadini “zˇive”
stanicˇni automati.
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Biblioteka p5.js
1.1 Uvodno o p5.js
p5.js je JavaScript inacˇica programskog jezika Processing, nastala s ciljem da progra-
miranje priblizˇi umjetnicima, dizajnerima i pocˇetnicima te ih prenese na internet. Kao i
u JavaScriptu, u p5.js se crta na canvasu. Medutim, crtanje nije ogranicˇeno samo taj dio,
vec´ se mozˇe koristiti i cijela web-stranica. Kako bi olaksˇali takvo korisˇtenje p5.js, on nudi
razne dodatne biblioteke pomoc´u kojih se mozˇe manipulirati drugim HTML5 elementima,
poput teksta, videa, kamere i zvuka.
Glavna karakteristika ove biblioteke jest sˇto se na vrlo jednostavan nacˇin, u malo linija
koda mogu postic´i odlicˇni crtezˇi.
p5.js je FLOOS projekt (free/libre/open source software) i mozˇe se preuzeti s [7]. Pro-
grami za p5.js se mogu pisati u najobicˇnijem uredivacˇu teksta (sluzˇbeni uredivacˇ je josˇ u
razvoju).
1.2 Osnovna sintaksa
Sintaksa p5.js je skoro identicˇna JavaScriptu:
• razlikuje mala i velika slova
• komentari: jednolinijski pocˇinju s //, a blokovski su unutar /* */
• naredbe zavrsˇavaju s ;
• blokovi unutar naredbi se nalaze izmedu
Medutim, p5.js ima dodatnih moguc´nosti za grafiku i interakciju s objektima. Varijable
se deklariraju s kljucˇnom rijecˇi var ili let. Doseg varijable deklarirane s var je globalni
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ili funkcijski, dok je doseg varijable deklarirane s let blokovski. p5.js ima nekoliko spe-
cijalnih varijabli poput width i height (sˇirina i visina canvasa), PI, mouseX, mouseY (x
i y koordinata kursora misˇa), windowsWidth i windowsHeight (sˇirina i visina prozora
preglednika) i druge.
Primitivni tipovi su kao u JavaScriptu: undefined, null, Boolean, Number, String i
Symbol. Slozˇeniji tipovi podataka su Object, funkcije i Array. Operatori su takoder isti,
osim operatora == i !=, koji su kao u jeziku C. if, switch, while, do...while,
for, for...in, break, continue, throw, try, catch su isti kao u JavaScriptu.
Nakon sˇto smo preuzeli p5.js biblioteku sa sluzˇbene stranice, otvorimo mapu naziva
empty-example. U njoj se nalaze dvije datoteke, index.html i sketch.js. U datoteci in-
dex.html je u <script> tagu ukljucˇena biblioteka p5.js, ali i datoteka sketch.js. Upravo
u toj datoteci se pisˇu p5.js programi, koji se josˇ nazivaju sketchevi. Kad je otvorimo njen
sadrzˇaj je sljedec´i:
function setup() {
}
function draw() {
}
Glavne funkcije u kojima se pisˇe program su setup() i draw(). Dio programa u kojem
se najcˇesˇc´e inicijaliziraju globalne varijable, definira canvas, brzina crtanja (frameRate)
i ucˇitavaju podaci pripadaju setup() bloku. Drugi blok, kako mu i samo ime kazˇe, sluzˇi
za crtanje i animaciju objekata. Razlika ovih dviju funkcija, osim njihove namjene, jest sˇto
se funkcija setup() poziva samo jednom na pocˇetku programa, dok se funkcija draw()
poziva u beskonacˇnoj petlji. Zadano je da se izvodi 60 puta u sekundi. Naravno, postoje
funkcije kojima mozˇemo zaustaviti neprekidno izvodenje draw(), ali je i ponovno pokre-
nuti. Svaki p5.js sketch treba imati barem jednu od ove dvije funkcije ili se mozˇe koristiti
tzv. instance mode u kojem imamo vec´u kontrolu nad ucˇitavanjem sketcha.
Podrucˇje web-stranice se mjeri u pikselima pa je mjerna jedinica u p5.js piksel. Prostor
gdje se crta p5.js tretira kao Kartezijev koordinatni sustav, gdje svaki piksel odgovara jed-
noj tocˇki s x i y koordinatama. Koordinatni sustav u p5.js ima ishodisˇte u gornjem lijevom
kutu web-stranice. x-os je usmjerena prema desno, a y-os prema dolje.
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1.3 Hello World!
Prvi primjer programa kojim demonstriramo osnovnu sintaksu je ”Hello World” pro-
gram. U programskim jezicima poput C, C++ ili Jave ovakav program ispisuje na stan-
dardni izlaz poruku ”Hello World!”. U p5.js, on izgleda malo drugacˇije:
function setup() {
createCanvas();
}
function draw() {
ellipse(50, 50, 60, 60);
}
Slika 1.1: Kruzˇnica
Ovaj program c´e nacrtati kruzˇnicu na sredini ekrana. Pojasnimo funkcije koje smo
koristili: funkcija createCanvas() stvara JavaScript canvas, zadane velicˇine 100x100
px i pridodaje ga na tijelo web-stranice. Ona kao argumente prima sˇirinu i visinu canvasa.
Obicˇno se ta funkcija poziva prva u setup() funkciji.
Funkcija ellipse(200, 200, 100, 100) c´e nacrtati elipsu na koordinatama (200,
200), sˇirine 100 px i visine 100 px (velika poluos i mala poluos iznose 50), odnosno
nacrtat c´e kruzˇnicu radijusa 50. Program pokrenemo tako da datoteku index.html otvorimo
u bilo kojem web-pregledniku (npr. Firefox, Opera, Chrome).
1.4 Osnovni graficˇki elementi
p5.js pruzˇa nekoliko funkcija za crtanje osnovnih graficˇkih elemenata: duzˇina, kruzˇni
luk, trokut, elipsa, pravokutnik i cˇetverokut.
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Slika 1.2: Funkcije za crtanje osnovnih graficˇkih elemenata
Pogledajmo par primjera korisˇtenja ovih funkcija.
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function setup() {
createCanvas(windowWidth, windowHeight);
}
function draw() {
background(255);
strokeWeight(1);
for(let i = 0; i <= 100; ++i){
stroke(i*5);
ellipse(width/2, height/2, height - i*5, height - i*5);
}
strokeWeight(2);
line(width/2, 0, width/2, height);
line(0, height/2, width, height/2);
line(0, 0, width, height);
line(width, 0, 0, height);
line(width/3, 0, 2*width/3, height);
line(2*width/3, 0, width/3, height);
}
Slika 1.3: Primjer crtanja kruzˇnice i duzˇina
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Funkcijom strokeWeight() odredujemo debljinu ruba oblika, a funkcijom stroke()
njegovu boju. Vrijednosti njenih argumenata mogu biti izmedu 0 i 255. Ako joj proslije-
dimo jedan argument, oblici koje se crtaju nakon poziva te funkcije c´e biti ispunjeni nijan-
som sive boje. Ako zˇelimo rubove likova bojati razlicˇitim bojama, ovoj funkciji c´emo pros-
lijediti tri argumenta, odnosno RGB vrijednosti zˇeljene boje. Na slicˇan nacˇin, mijenjamo
boju pozadine, pozivajuc´i funkciju background(). Takoder, mozˇemo postaviti prozirnost
boje, tako da postavimo cˇetvrti argument ovih funkcija, cˇija je vrijednost takoder izmedu 0
i 255 (ako je vrijednost 0, boja je prozirna). Ako ne zˇelimo da oblici imaju rub, pozovemo
funkciju noStroke().
function setup() {
createCanvas(windowWidth, windowHeight);
}
function draw() {
background(255);
// body
fill(255);
rect(100, 100, 300, 500);
// eyes
triangle(150, 150, 175, 250, 125, 250);
triangle(350, 150, 375, 250, 325, 250);
fill(0);
triangle(150, 225, 135, 250, 165, 250);
triangle(350, 225, 335, 250, 365, 250);
// beak
triangle(175, 250, 325, 250, 250, 275);
// fur
fill(125);
quad(175, 320, 325, 320, 370, 550, 130, 550);
}
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Slika 1.4: Primjer crtanja trokuta, pravokutnika i cˇetverokuta
Funkcija fill() mijenja boju ispune nacrtanih oblika. Njeni parametri su posve isti
kao i za funkcije background() i stroke(). Ako ne zˇelimo da oblici imaju ispunu
mozˇemo pozvati funkciju noFill(). Ono sˇto je bitno napomenuti kod spomenutih funk-
cija jest da se njihove vrijednosti primjenjuju na oblike koji se crtaju nakon njihovog po-
ziva.
U ovom primjeru naglasimo da je bitan redoslijed crtanja likova: najprije se nacrtao
pravokutnik, a zatim ostali likovi. Da su se na primjer, bijeli trokuti nacrtali poslije crnih,
crni se visˇe ne bi vidjeli. Naime, p5.js crta likove u onom redoslijedu u kojem su napisani
u programu tako da onaj lik koji je zadnji u programu se nalazi na vrhu svih ostalih na
canvasu.
Kod crtanja pravokutnika, prva dva argumenta oznacˇavaju koordinate gornjeg lijevog
vrha. Medutim, koristec´i funkciju rectMode() mozˇemo mijenjati mjesto pocˇetka crtanja
pravokutnika: na primjer da crtamo od sredisˇta pravokutnika ili da zadamo koordinate
nasuprotnih vrhova. Za elipsu, postoji funkcija ellipseMode().
function setup() {
createCanvas(windowWidth, windowHeight);
}
function draw() {
background(200);
arc(width/3, height/2, 100, 100, 0, HALF_PI);
arc(width/3 + 150, height/2, 100, 100, 0, PI + HALF_PI);
arc(width/3 + 300, height/2, 100, 100, QUARTER_PI, PI + QUARTER_PI);
}
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Slika 1.5: Primjer crtanja kruzˇnog luka
Prilikom crtanja kruzˇnih lukova, prva dva argumenta odreduju koordinate mjesta, trec´i i
cˇetvrti sˇirinu i visinu. Peti argument je kut od kojeg se luk pocˇinje crtati, a sˇesti argument je
kut do kojeg se luk crta. Obje vrijednosti se zadaju u radijanima i rastu u smjeru kazaljke na
satu. Pri tome mogu pomoc´i ugradene konstante: QUARTER PI, HALF PI, PI i TWO PI.
Ako pak zˇelimo pisati kuteve u stupnjevima, to mozˇemo pomoc´u funkcije radians() koja
pretvara stupnjeve u radijane. Drugi nacˇin jest da zadamo da cijeli sketch koristi stupnjeve.
To postizˇemo funkcijom angleMode() koja kao argumente uzima kljucˇne rijecˇi DEGREES
ili RADIANS. Ona se najcˇesˇc´e poziva u funkciji setup().
Pored ovih osnovnih oblika, u p5.js mozˇemo crtati proizvoljne oblike. Takve oblike
crtamo izmedu poziva funkcija beginShape() i endShape(), a pojedine vrhove zˇeljenog
oblika pozivom funkcije vertex().
Slika 1.6: Primjer korisˇtenja funkcija beginShape(), endShape() i vertex()
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var x, y, n, r;
function setup() {
createCanvas(windowWidth, windowHeight);
background(70);
noFill();
x = width / 2;
y = height / 2;
n = 3;
r = height / 2;
}
function draw() {
if(r <= 0)
noLoop();
let angle = TWO_PI / n;
r -= 10;
n += 1;
stroke(r);
beginShape();
for(let a = 0; a < TWO_PI; a += angle){
let x1 = x + r*cos(a);
let y1 = y + r*sin(a);
vertex(x1, y1);
}
endShape(CLOSE);
}
Funkciji beginShape() mozˇemo proslijediti razlicˇite argumente poput POINTS,
LINES, TRIANGLES, QUADS, QUAD STRIP ovisno koje oblike zˇelimo nacrtati. Ako
joj ne proslijedimo argumente, lik mozˇe biti proizvoljan nepravilni poligon. Funkcija
endShape() se mozˇe pozvati samo nakon beginShape(). Ako joj proslijedimo argument
CLOSE, vrhovi definirani s funkcijom vertex() c´e biti spojeni u onom redoslijedu kojim
su navedeni u kodu. Transformacije poput translacije, rotacije i skaliranja nemaju utjecaj
unutar beginShape(). Osim toga, pozivanje funkcija poput ellipse() i rect() nec´e
funkcionirati unutar beginShape().
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1.5 Transformacije
Zadani koordinatni sustav u p5.js ima ishodisˇte u gornjem lijevom kutu te x-os umje-
renu prema desno, a y-os prema dolje. Ovaj sustav mozˇemo modificirati transformacijama.
Koordinatni sustav se mozˇe translatirati, rotirati i skalirati tako da likovi koje crtamo mogu
imati drugacˇije pozicije, orijentaciju i dimenzije.
Translacija
Funkcija translate() translatira pocˇetno ishodisˇte u drugu tocˇku. Prima dva argu-
menta, prvi je pomak (offset) x koordinate, a drugi pomak y koordinate. Vrijednosti argu-
menata se zbrajaju s koordinatama oblika koji se crtaju nakon poziva funkcije. Npr. ako
smo pozvali translate(15, 20) i nakon toga rect(0, 5, 30, 40) gornji lijevi vrh
pravokutnika c´e imati koordinate (15, 25).
Funkcija translate() je aditivna, tj. ako je pozovemo translate(15, 20) dva
puta, to je ekvivalentno jednom pozivu translate(30, 40). Vazˇno je napomenuti da,
iako se sve transformacije unutar draw() funkcije akumuliraju, kada se dode do kraja
draw(), sve se transformacije resetiraju na zadane vrijednosti.
Kompozicija svih primijenjenih transformacija se pamti unutar matrice transformacije.
Kako bi pazˇljivije i laksˇe vodili racˇuna o transformacijama koristimo push() i pop() funk-
cije. push() pamti trenutnu matricu transformacije i postavke stila poput ispune likova,
boje, debljine ruba i slicˇno. pop() funkcija vrac´a ove postavke. One nam omoguc´uju
da pojedine promjene ”izoliramo” unutar programa kako ne bi utjecale na cijeli sketch.
push() i pop() dolaze u paru: za svaki push() mora postojati pop().
Rotacija
Funkcija rotate() rotira koordinatni sustav. Ona prima jedan argument, a to je kut
rotacije. Uvijek se rotira oko (0, 0) (tj. ishodisˇta) u smjeru kazaljke na satu. Kao i kod
translacije, rotacija je takoder aditivna funkcija. Pokazˇimo primjer u kojem koristimo tran-
slaciju i rotaciju kako bi rotirali zvijezdu oko njenog sredisˇta.
function setup() {
createCanvas(windowWidth, windowHeight);
}
function draw() {
background(102);
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push();
translate(width/2, height/2);
rotate(frameCount / -100);
star(0, 0, 50, 125, 6);
pop();
}
function star(x, y, radius1, radius2, npoints) {
var angle = TWO_PI / npoints;
var halfAngle = angle/2.0;
beginShape();
for (var a = 0; a < TWO_PI; a += angle) {
var sx = x + cos(a) * radius2;
var sy = y + sin(a) * radius2;
vertex(sx, sy);
sx = x + cos(a+halfAngle) * radius1;
sy = y + sin(a+halfAngle) * radius1;
vertex(sx, sy);
}
endShape(CLOSE);
}
Slika 1.7: Primjer rotacije i translacije s [2]
Najprije translatiramo ishodisˇte na zˇeljeno mjesto na canvasu, zatim rotiramo koordi-
natni sustav za odredeni kut i na kraju nacrtamo zˇeljeni lik tako da je njegovo sredisˇte
na koordinatama (0, 0). Na pocˇetku draw() pozivamo funkciju background() kako bi
”ocˇistila” canvas i dala iluziju da se ”jedna” zvijezda okrec´e oko svoje osi.
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Skaliranje
Funkcija scale() skalira svaki sljedec´i nacrtani oblik. Prima jedan argument koji se
tretira kao decimalni postotak. Naime, poziv scale(2.0) c´e povec´ati velicˇinu sljedec´ih
oblika na 200%, a scale(0.3) c´e smanjiti dimenziju na 30%. Pozovemo li najprije
scale(1.5), a zatim scale(2.0) to je isto kao da smo pozvali scale(3.0), odnosno
primijenjene vrijednosti skaliranja se mnozˇe.
function setup() {
createCanvas(windowWidth, windowHeight);
background(255);
}
function draw() {
fill(170);
rect(200, 200, 100, 100);
scale(0.5);
fill(100);
rect(200, 200, 100, 100);
scale(2.5);
fill(255);
rect(200, 200, 100, 100);
}
Slika 1.8: Primjer skaliranja pravokutnika
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1.6 Random
Nepredvidive dogadaje u svijetu, poput opadanja listova, leta leptira, padanja kapljica
itd., mozˇemo simulirati generiranjem slucˇajnih brojeva. U p5.js s funkcijom random()
mozˇemo dobiti slucˇajne brojeve ili na slucˇajan nacˇin izabrati element polja. Pozovemo li
random(), funkcija c´e vratiti slucˇajan broj u intervalu [0, 1〉, a ako pozovemo random(5)
kao rezultat c´emo dobiti broj u intervalu [0, 5〉.
random([’lubenica’, ’smokva’, ’kivi’, ’breskva’]) c´e vratiti slucˇajan ele-
ment iz danog polja, a random(-5, 5) c´e vratiti broj iz intervala [−5, 5〉.
Samom random() funkcijom, nec´emo postic´i oku ugodne rezultate. No, kombinirajuc´i
je s trigonometrijskim funkcijama i/ili for petljom dolazimo do zanimljivih crtezˇa.
U sljedec´em primjeru c´emo simulirati padanje kapi kisˇe. Kapi c´emo nacrtati pomoc´u
kruzˇnica, a njihove polozˇaje, radijus, boju i brzinu sˇirenja odabrat c´emo na slucˇajan nacˇin.
var N = 100;
var drops = new Array();
function setup(){
createCanvas(windowWidth, windowHeight);
noFill();
for(let i = 0; i < N; ++i){
let x = random(width);
let y = random(height);
let d = random(200);
let speed = random(2);
drops.push(new drop(x, y, speed, d));
}
}
function draw(){
background(225, 120);
for(let i = 0; i < N; ++i)
drops[i].display();
}
function drop(x, y, speed, diameter){
this.x = x;
this.y = y;
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this.speed = speed;
this.diameter = diameter;
this.fade = random(200);
this.color = random(30, 150);
this.display = function(){
stroke(this.color, this.fade);
ellipse(this.x, this.y, this.diameter, this.diameter);
this.diameter += this.speed;
this.fade -= this.speed;
if(this.diameter > height){
this.diameter = random(200);
this.fade = 0;
}
if(this.fade < 0){
this.diameter = random(200);
this.fade = random(200);
}
}
}
Slika 1.9: Simulacija padanja kapi kisˇe
Kap kisˇe je implementirana u klasi drop. Njen konstruktor za argumente prima x i
y koordinatu sredisˇta kruzˇnice, promjer i brzinu sˇirenja. U metodi display() crtamo
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kruzˇnicu i azˇuriramo vrijednosti njenog promjera i boje ruba. Ako te vrijednosti prijedu
odredenu granicu, na slucˇajan nacˇin ih resetiramo. U funkciji setup() inicijaliziramo
polje drops. U njemu pohranjujemo N varijabli tipa drop. U funkciji draw() prolazimo
kroz petlju i pozivamo na svakom elementu polja display() metodu.
1.7 Interakcija
Dosadasˇnji programski primjeri su bili staticˇni, tj. pokrenuli smo program i cˇekali da se
izvrsˇi te nisu zahtjevali neki unos (eng. input) od samog korisnika. U p5.js korisnik mozˇe
misˇem, unosom s tipkovnice ili cˇak dodirom na ekran mijenjati boju, polozˇaj ili velicˇinu
oblika.
Misˇ
Neki podaci o kursoru misˇa koje p5.js ima ugradene su: mouseX, mouseY,
pmouseY, pmouseY, mouseIsPressed, mouseButton... pmouseY i pmouseY sadrzˇe
x i y koordinatu prethodne pozicije kursora misˇa, mouseIsPressed je boolean sistemska
varijabla koja je true ako smo pritisnuli tipku misˇa, a mouseButton je sistemska varijabla
koja vrac´a LEFT, MIDDLE ili RIGHT ovisno o tome koju tipku misˇa smo pritisnuli.
Korisˇtenjem funkcija poput mouseMoved(), mouseDragged(), mousePressed(),
mouseReleased(), mouseClicked() ili mouseWheel() mozˇemo kontrolirati razne
dogadaje s misˇem.
var c = 0;
var x = 200;
var y = 200;
function setup() {
createCanvas(windowWidth, windowHeight);
rectMode(CENTER);
noStroke();
}
function draw() {
background(255);
fill(100);
rect(x, y, 300, 300);
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fill(c);
if(dist(mouseX, mouseY, x, y) <= 75)
rect(x, y, 150, 150);
else
ellipse(x, y, 150, 150);
}
function mousePressed(){
if(dist(mouseX, mouseY, x, y) <= 75)
c = 255 - c;
return false;
}
function mouseDragged(){
x = mouseX;
y = mouseY;
return false;
}
Slika 1.10: Primjer interakcije s misˇem, ako se kursor nalazi van kruzˇnice, onda se ona
pretvori u kvadrat
U ovom primjeru, ako pritisnemo tipku misˇa na sredisˇte velikog kvadrata i vucˇemo
kursor po ekranu, oba lika c´e se pomicati zajedno s misˇem. Pritisnemo li tipkom misˇa
unutar manjeg lika, njegova ispuna c´e se promijeniti u bijelu. Koji c´e se manji lik nacrtati,
kvadrat ili kruzˇnica, ovisi o tome nalazi li se kursor misˇa izvan ili unutar manjeg lika.
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U funkcijama mousePressed() i mouseDragged() smo vrac´ali vrijednost false
zbog toga sˇto preglednici imaju razlicˇita zadana ponasˇanja kod dogadaja s misˇem. Kako bi
sprijecˇili zadana ponasˇanja, dodamo return false; na kraju ovih metoda.
Tipkovnica
p5.js osim dogadaja s misˇem prati i dogadaje na tipkovnici, poput koja je tipka zadnja
pritisnuta. Kao i mouseIsPressed varijabla, keyIsPressed je boolean varijabla koja
je true ako smo pritisnuli tipkovnicu, a inacˇe je false. Varijabla key sadrzˇi informaciju
koja je tipka zadnja pritisnuta. Medutim, ona ne razlikuje velika i mala slova. Zbog toga,
preporucˇa se korisˇtenje funkcije keyTyped(). Ako smo pritisnuli neku od specijalnih
tipki poput ENTER, RETURN ili SHIFT, varijabla keyCode c´e sadrzˇavati tu informaciju.
U sljedec´em primjeru pokazat c´emo kako se u p5.js mozˇe pisati tekst i to preko unosa s
tipkovnice.
var x = 100;
function setup() {
createCanvas(windowWidth, windowHeight);
background(255);
textSize(32);
textAlign(CENTER);
fill(0);
}
function draw() {
text(key, x, height/2);
}
function keyPressed(){
x += 32;
return false;
}
Funkcijom text() pisˇemo tekst u p5.js. Prvi argument je String, Object, Array,
Number ili Boolean varijabla koju zˇelimo ispisati, a drugi i trec´i parametar su x i y koor-
dinate tocˇke od koje c´emo pocˇeti pisati tekst. Funkcija keyPressed() se poziva svaki put
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kad se pritisne tipka na tipkovnici. Kao i kod funkcije mousePressed(), na kraj doda-
jemo liniju return false; kako bi sprijecˇili zadano ponasˇanje pregledinka (npr. da se
pritiskom tipke F5 osvjezˇava web-stranica).
Slika 1.11: Primjer interakcije s tipkovnicom
Dodir
Kod touch-screen uredaja, p5.js pamti je li ekran dodirnut i njegovo mjesto dodira. Kao
i kod prethodnih, ”isPressed” varijabli, varijabla touchIsDown je true ako smo dodirnuli
ekran, a inacˇe je false. Varijable touchX i touchY sadrzˇe x i y koordinate mjesta gdje
smo dodirnuli ekran. Ako smo ekran dodirnuli na visˇe mjesta istovremeno, u varijabli
touches c´e biti pohranjena sva trenutna mjesta dodira s ekranom. touches je varijabla
tipa Array, u kojoj svaki element ima x, y i id podatke. U sljedec´em primjeru, svaki put
kad dodirnemo ekran, nacrtat c´e se kruzˇnica na mjestu dodira.
function setup() {
createCanvas(windowWidth, windowHeight);
fill(0, 102);
noStroke();
}
function draw() {
ellipse(touchX, touchY, 15, 15);
}
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1.8 Animacija
Za sada smo likove mogli pomaknuti pomoc´u misˇa ili tipkovnice. Ono sˇto mozˇemo
napraviti je da ih pustimo da se sami krec´u po ekranu, neovisno o tome gdje smo pos-
tavili kursor misˇa. Likovima mozˇemo zadati brzinu i smjer kretanja. Pocˇnimo s necˇim
jednostavnim: krug koji se odbija od rub ekrana.
var centerX, centerY;
var diameter;
var speed;
var direction = -1;
function setup(){
createCanvas(windowWidth, windowHeight);
background(255);
noStroke();
diameter = 50;
centerX = width/2 - diameter/2;
centerY = height - diameter/2;
speed = 2;
}
function draw(){
background(255);
if(centerY < diameter/2 || centerY > height - diameter/2)
direction *= -1;
fill(125);
ellipse(centerX, centerY, diameter, diameter);
centerY += speed*direction;
}
Na pocˇetku programa deklariramo varijable za x i y koordinatu sredisˇta kruga, nje-
gov promjer te brzinu i smjer, a zatim ih inicijaliziramo u funkciji setup(). U funkciji
draw() provjeravamo je li krug dosˇao do ruba ekrana i ako jest, promijenimo mu smjer.
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Na kraju ove funkcije izracˇunamo novi polozˇaj kruga tako da y koordinati sredisˇta dodamo
vrijednost brzine kretanja kruga.
Slika 1.12: Krug koji ostavlja trag za sobom
Ako zˇelimo da krug ostavlja trag iza sebe, samo promijenimo liniju background(255)
u background(255, 10). Sˇto je vec´a vrijednost drugog argumenta, trag iza kruga je
manji.
Sljedec´i korak je: visˇe krugova koji se odbijaju.
var N = 50;
var disks = new Array(N);
function setup(){
createCanvas(windowWidth, windowHeight);
background(255);
noStroke();
for(let i = 0; i < disks.length; ++i){
let speed = random(2, 10);
let diameter = random(10, 100);
let x = random(width - diameter);
let y = random(diameter/2, height - diameter/2);
disks[i] = new Disk(x, y, diameter, speed);
}
}
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function draw(){
background(255);
for(let i = 0; i < disks.length; ++i)
disks[i].display();
}
function Disk(centerX, centerY, diameter, speed){
this.centerX = centerX;
this.centerY = centerY;
this.diameter = diameter;
this.speed = speed;
this.direction = random([-1, 1]);
this.fill = random(150);
this.display = function() {
if(this.centerY < this.diameter/2 ||
this.centerY > height - this.diameter/2)
this.direction *= -1;
fill(this.fill);
ellipse(this.centerX, this.centerY, this.diameter, this.diameter);
this.centerY += this.speed * this.direction;
}
}
Definiramo klasu Disk, cˇiji konstruktor prima x i y koordinatu sredisˇta kruga, njenu
brzinu i promjer. Pocˇetni smjer kretanja i boja kruga c´e se odabrati na slucˇajan nacˇin. U
metodi display() klase Disk najprije provjeramo je li krug dosˇao do ruba ekrana i ako
jest, promijenimo njegov smjer kretanja. Zatim crtamo krug i azˇuriramo koordinate nje-
govog sredisˇta. U polju disks c´emo pohraniti sve krugove koje c´emo crtati na canvasu.
Elemente polja inicijaliziramo u funkciji setup(), a u funkciji draw() u petlji prolazimo
kroz polje i na svakom njegovom elementu pozivamo funkciju display() kako bi ih na-
crtali na canvasu.
Osim obicˇnog odbijanja, vrlo jednostavno mozˇemo simulirati i elasticˇno gibanje:
var M = 0.8; // mass
var K = 0.2; // spring constant
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Slika 1.13: Visˇe krugova koji se odbijaju od rubove prozora
var D = 0.93; // damping
var R; // rest position
var ypos; // position
var v = 0.0; // velocity
var a = 0; // acceleration
var f = 0; // force
var released = false;
function setup(){
createCanvas(windowWidth, windowHeight);
ypos = height/2;
R = ypos;
}
function draw(){
background(255);
if(released) move();
ellipse(width/2, ypos, 100, 100);
}
function move(){
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f = -K * (ypos - R);
a = f / M;
v = D * (v + a);
ypos += v;
if(abs(v) < 0.01){
v = 0.0;
released = false;
}
}
function mouseMoved(){
let distance = dist(mouseX, mouseY, width/2, ypos);
if(distance < 100)
stroke(255, 0, 0);
else
stroke(0);
}
function mouseDragged(){
released = false;
ypos = mouseY;
}
function mouseReleased(){
released = true;
}
Na pocˇetku programa incijaliziramo varijable nuzˇne za elasticˇno gibanje, poput mase
i pocˇetnog polozˇaja kugle i konstante elasticˇne opruge. U funkciji move() simuliramo
gibanje kugle na elasticˇnoj opruzi: prema formuli izracˇunamo silu, akceleraciju, brzinu i
novi polozˇaj kugle. Kako bi pomaknuli kuglu iz pocˇetnog polozˇaja, dovedemo kursor misˇa
unutar nje i povucˇemo je gore ili dolje. Nakon sˇto pustimo tipku misˇa, kugla c´e se gibati
kao da se nalazi na elasticˇnoj opruzi.
U p5.js mozˇemo simulirati i kompliciranija fizikalna gibanja, a primjeri se mogu
pronac´i u [5] i [6].
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1.9 Dodatno
U radu smo obradili osnovne funkcije za rad u biblioteci p5.js, koja nudi josˇ puno visˇe
toga kao sˇto je rad sa DOM elementima, tablicˇnim i JSON podacima, slikama, zvukom i
web-kamerom. Potrebne biblioteke se mogu preuzeti s [7], a zatim se dodaju u datoteku
index.html unutar taga <script>.
Pokazat c´emo vrlo jednostavni primjer kako ucˇitati zvuk, pokrenuti i zaustaviti ga s
klikom na gumb te crtati zvucˇne valove.
var button;
var sound, fft;
function preload(){
sound = loadSound("data/sample.mp3");
}
function setup(){
createCanvas(windowWidth, windowHeight);
button = createButton("Start");
button.position(50, 50);
button.mousePressed(playSound);
sound.setVolume(1.0);
fft = new p5.FFT();
}
function draw(){
background(255);
let wave = fft.waveform();
noFill();
beginShape();
stroke(0);
strokeWeight(2);
for(let i = 0; i < wave.length; ++i){
let x = map(i, 0, wave.length, 0, width);
let y = map(wave[i], -1, 1, 0, height);
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vertex(x, y);
}
endShape();
}
function playSound(){
if(button.html() == "Start"){
sound.loop();
button.html("Stop");
}
else{
sound.stop();
button.html("Start");
}
}
Slika 1.14: Zvucˇni valovi na canvasu
Funkcija preload() u p5.js sluzˇi za ucˇitavanje podataka. Preporucˇeno je nju koristiti
jer se ona uvijek poziva prije funkcija setup() i draw() i tek po njenom zavrsˇetku se ove
dvije funkcije pozivaju. Na taj nacˇin smo se osigurali da su nasˇi podaci u cjelosti ucˇitani
prije nego sˇto krenemo s njima raditi.
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Funkcija loadSound() ucˇitava zvucˇnu datoteku i njoj prosljedujemo put do zˇeljene
datoteke. U funkciji setup() najprije crtamo DOM gumb kojim c´emo pokrenuti i za-
ustaviti zvuk. Taj gumb se dodaje na kraj tijela web-stranice i nije dio canvasa. Funkciji
mousePressed() prosljedujemo ime funkcije koja c´e se pozvati kada pritisnemo na gumb.
fft je p5.FFT objekt iz koje mozˇemo dobiti amplitude valova u frekvencijskoj i vremen-
skoj domeni.
U draw() funkciji c´emo pomoc´u waveform() dobiti upravo polje vrijednosti ampli-
tuda u vremenskoj domeni. S map() preslikavamo vrijednosti iz jednog raspona u drugi.
Prvi argument je vrijednost koju zˇelimo konvertirati, sljedec´a dva su granice koje ta vrijed-
nost mozˇe imati, a zadnja dva argumenta su granice ciljane vrijednosti. Pomoc´u loop() i
stop() pokrenemo i zaustavimo datoteku. Umjesto loop() mozˇemo koristiti i start().
U tom slucˇaju c´e se ucˇitana datoteka samo jednom izvesti.
Poglavlje 2
Stanicˇni automati. Igra zˇivota
Stanicˇni automat (eng. cellular automaton) je autonomni sustav koji se sastoji od sta-
nica i pravila koja odreduju ponasˇanje pojedine stanice u odnosu na njene susjede. John von
Neumann bio je medu prvima koji je promatrao stanicˇne automate 40-tih godina prosˇlog
stoljec´a, a postali su popularni kasnije, 1970. godine, kada je Martin Gardner objavio
cˇlanak o stanicˇnom automatu Igra zˇivota (Game of Life) Johna Conwaya. Automati su
svoju popularnost stekli jer su mogli simulirati dogadaje u raznim podrucˇjima: biologiji,
ekonomiiji, sociologiji, neuroznanosti i drugima.
Stanicˇni automat se sastoji od mrezˇe stanica proizvoljnih dimenzija. Svaka od stanica
mozˇe biti u jednom od konacˇno mnogo stanja, na primjer zˇivom ili nezˇivom; on, dying
ili off. Susjedstvo stanice definiramo kao skup stanica koje je okruzˇuju. Pocˇetno stanje
automata se zadaje tako da odredimo stanje svake stanice. Nova generacija stanica nastaje
prema pravilima automata. Pravila automata odreduju stanje stanice u odnosu na stanja
njenih susjeda. Tipicˇno, pravila se ne mijenjaju i primjenjuju se istovremeno na sve stanice
u mrezˇi.
Conwayeva Igra zˇivota je dvodimenzionalni stanicˇni automat, cˇije stanice mogu biti u
jednom od moguc´a dva stanja: zˇivom ili nezˇivom. Pravila automata su sljedec´a:
• Ako zˇiva stanica ima dva ili tri zˇiva susjeda, ostaje zˇiva. Inacˇe, postaje nezˇiva.
• Ako nezˇiva stanica ima tocˇno tri zˇiva susjeda, postaje zˇivom.
Najcˇesˇc´e vrste uzoraka (eng. pattern) ovih automata su: still life, oscilatori i space-
ship. Uzorak still life se ne mijenja iz generacije u generaciju, oscilator uzorak dolazi do
pocˇetnog stanja nakon konacˇno mnogo generacija, a spaceship je uzorak koji takoder do-
lazi do pocˇetnog stanja nakon konacˇnog broja generacija, ali se nalazi na drugom mjestu
u mrezˇi. Kod posljednja dva uzorka, najmanji broj generacija potreban da se uzorak opet
vrati u pocˇetno stanje zove se period.
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U sljedec´em primjeru implementirat c´emo Igru zˇivota. Mrezˇa automata c´e biti cijela
web-stranica, a svaka stanica c´e biti kruzˇnica, obojana u crno ili bijelo. Pocˇetno stanje
mrezˇe zadat c´emo na slucˇajan nacˇin.
var automaton;
var diametar = 30;
var M, N;
function setup(){
createCanvas(windowWidth, windowHeight);
noStroke();
frameRate(15);
M = int(height/diametar) + 1;
N = int(width/diametar) + 1;
automaton = new Array(M*N);
for(let i = 0; i < M*N; ++i)
automaton[i] = random([0, 1]);
}
function draw(){
for(let i = 0; i < M; ++i)
for(let j = 0; j < N; ++j){
if(automaton[i*N + j])
fill(0, 50);
else
fill(255, 50);
let x = (j)*diametar;
let y = (i)*diametar;
ellipse(x, y, diametar, diametar);
}
nextGeneration();
}
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function nextGeneration(){
let temp = new Array(M*N);
for(let i = 0; i < M; ++i)
for(let j = 0; j < N; ++j){
let neighbours = numNeighbours(i, j);
let cell = automaton[i*N + j];
if(cell && (neighbours == 2 || neighbours == 3))
temp[i*N + j] = 1;
else if(!cell && neighbours == 3)
temp[i*N + j] = 1;
else
temp[i*N + j] = 0;
}
automaton = temp;
}
function numNeighbours(x, y){
let num = 0;
for(let i = -1; i < 2; ++i){
for(let j = -1; j < 2; ++j){
if(x+i >= 0 && y+j >= 0 &&
x+i < M && y+j < N &&
automaton[(x+i)*N + y+j])
++num;
}
}
return (automaton[x*N + y] > 0) ? num-1 : num;
}
Na pocˇetku zadajemo promjer kruzˇnice i izracˇunamo broj stanica po recima i stupcima
mrezˇe. Broj redaka pohranjujemo u varijablu M, a broj stupaca u N. Stanicˇni automat c´emo
reprezentirati varijablom automaton tipa Array. Svaki element polja c´e biti inicijaliziran
na slucˇajan nacˇin na vrijednost 0 ili 1. U funkciji draw() u for petlji prolazimo kroz polje
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Slika 2.1: Stanicˇni automat, Igra zˇivota
automaton i ovisno o tome je li element polja 0 ili 1 boja kruzˇnice c´e biti crna ili bijela.
Na kraju draw() pozivamo funkciju nextGeneration() koja racˇuna sljedec´u generaciju
stanica primjenjujuc´i pravila Igre zˇivota. Funkcija numNeighbours(x, y) se koristi za
racˇunanje broja susjeda stanice koja se u polju nalazi na mjestu x*N + y.
U sljedec´em poglavlju c´emo vidjeti kako mozˇemo generirati zanimljive likove pomoc´u
stanicˇnih automata.
Poglavlje 3
Primjeri
U ovom poglavlju pokazat c´emo dva kompliciranija primjera korisˇtenja biblioteke p5.js
i stanicˇnih automata kako bi nacrtali maslacˇke i lava lampu. U oba primjera, stanicˇni auto-
mat ”zˇivi” u pozadini i generira likove na canvasu. Uz pomoc´ random() funkcije i raznih
svojstava stanica poput starosti, broja susjeda, broja susjeda od susjeda i njihovom kom-
binacijom mozˇemo kontrolirati, izmedu ostalog, boju, velicˇinu, kut i polozˇaj nasˇih likova.
Na taj nacˇin uspjesˇno kombiniramo stroga pravila automata i nepredviljivost random()
funkcije.
3.1 Maslacˇak
U ovom primjeru na canvasu c´e se nacrtati maslacˇak u pahuljastoj formi. U gornjem
lijevom kutu ekrana postoji padajuc´i izbornik u kojem mozˇemo odabrati koliko maslacˇaka
zˇelimo da se nacrtaju te slider kojim mozˇemo povec´avati i smanjivati brzinu generiranja
crtezˇa.
Maslacˇak je implementiran kao klasa Dandelion cˇiji konstruktor kao argumente prima
x i y koordinatu sredisˇta kruzˇnice unutar koje c´e se crtati latice. Klasa ima varijable cˇlanice
petals, x0, y0. petals je polje varijabli tipa Petal koje predstavljaju latice cvijeta. Me-
toda addPetal na osnovu svojih argumenata inicijalizira jednu varijablu tipa Petal i do-
daje je na kraj polja petals.
Svaka latica maslacˇka c´e biti na canvasu nacrtana kao pravilni peterokut, unutar ko-
jeg smo nacrtali pet parabola tehnikom sˇivanja krivulja. Svakoj latici pridruzˇena je jedna
zˇiva stanica automata. Konstruktor klase Petal kao argumente prima x i y koordinatu
sredisˇta peterokuta, radijus opisane njemu opisane kruzˇnice, starost pripadne stanice, broj
rupica potrebnih za sˇivanje parabole, indeks i indeks cvijeta kojem latica pripada. Klasa
ima metodu drawPetal koja crta lik na canvasu. Boja latice ovisi o zbroju linearnog
indeksa stanice u automatu i sˇuma. Polozˇaj latice se odreduje na slucˇajan nacˇin, radijus
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opisane kruzˇnice je jednak umnosˇku starosti stanice i kvadrata broja susjeda od susjeda.
Broj rupica za sˇivanje parabole je jednak umnosˇku starosti i broja susjeda stanice. Metoda
myCell(i, j) vrac´a true ako latica pripada stanici koja se nalazi na mjestu (i,j), a inacˇe
vrac´a false.
Klasa GameOL predstavlja stanicˇni automat. Na pocˇetku programa iz datoteke se ucˇita
pocˇetno stanje automata. Zvjezdice u datoteci oznacˇavaju zˇive stanice, a crtice nezˇive.
Klasa GameOL ima jednu varijablu cˇlanicu GOL. GOL je dvodimenzionalno polje u koje po-
hranujemo elemente tipa Cell. Klasa Cell kao varijable cˇlanice ima i, j koordinate u polju
i life koja oznacˇava starost c´elije. Prilikom ucˇitavanja iz datoteke, ako smo ucˇitali znak
*, starost c´elije postavljamo na vrijednost 1. Klasa GameOL ima metodu update() ko-
jom prelazimo u sljedec´u generaciju automata. Kao argument uzima indeks cvijeta kojem
automat pripada. Svaki put kad se pojavi zˇiva stanica u automatu ili jedna stanica ostari,
cvijetu dodajemo po jednu laticu. Metoda numOfAliveCells racˇuna broj zˇivih stanica,
size vrac´a velicˇinu polja GOL, numNeighbours(x, y) racˇuna broj zˇivih susjeda stanice
na mjestu (x, y) u polju, a numNeighboursx2(x, y) racˇuna broj susjeda od susjeda sta-
nice na mjestu (x, y).
U glavnom programu, najprije se u funkciji preload() ucˇitaju imena datoteka u
kojima se nalaze automati u tekstovnom obliku. Imena se spreme u polje automataNames.
Zatim se na slucˇajan nacˇin iz tog polja odabere jedno ime datoteke, ucˇita se njen sadrzˇaj
i instancira jedan objekt tipa GameOL. To sve dogada za vrijeme poziva funkcije
initializeValues(). Funkcijom drawControls() nacrtamo padajuc´i izbornik u
kojem biramo broj maslacˇaka koje c´emo nacrtati. Funkcija draw() ima jedan switch
case blok. Ako se radi o case:0, crta se stabljika cvijeta. Stabljika cvijeta je prikazana
kao konacˇni niz pravokutnika koje se crtaju do sredisˇta cvijeta. Zatim se prelazi u case:1,
u kojem automat prelazi u novo stanje i crta se cvijet.
// class Petal
function Petal( myX,
myY,
radius,
age,
nstitchPoints,
myIdx,
dandelionIdx){
this.myX = myX;
this.myY = myY;
this.radius = radius;
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this.age = age;
this.nstitchPoints = nstitchPoints;
this.myIdx = myIdx;
this.dandelionIdx = dandelionIdx;
this.drawPetal = function(){
let numOfVertices = 5;
poligonWithStitches(this.myX,
this.myY,
this.dandelionIdx,
this.radius,
numOfVertices,
this.nstitchPoints,
this.myIdx);
};
this.myCell = function(i, j){
if(this.myIdx[0] == i && this.myIdx[1] == j)
return true;
return false;
}
}
//class Dandelion
function Dandelion(myX, myY){
this.petals = new Array();
this.x0 = myX;
this.y0 = myY;
this.addPetal = function(numOfNeighbours,
numOfNeighboursx2,
age,
petalIdx,
dandelionIdx){
//r is radius of circumscribed circle of pentagon
let r = (numOfNeighboursx2*numOfNeighboursx2)*age;
let nstitchPoints = numOfNeighbours*age;
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if(nstitchPoints < 5)
nstitchPoints *= 2;
// (x1, y1) is the center of pentagon
let x1 = random(this.x0 - radius, this.x0 + radius);
let y1 = random(this.y0 - radius, this.y0 + radius);
while(dist(x1, y1, this.x0, this.y0) > radius){
x1 = random(this.x0 - radius, this.x0 + radius);
y1 = random(this.y0 - radius, this.y0 + radius);
}
let newPetal = new Petal(x1, y1, r,
age,
nstitchPoints,
petalIdx,
dandelionIdx);
this.petals.push(newPetal);
}
}
Slika 3.1: Jedan maslacˇak
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Slika 3.2: Visˇe maslacˇaka
3.2 Lava lampa
U ovom primjeru pokazat c´emo kako mozˇemo crtati u trodimenzionalnom canvasu u
p5.js. Kugle u lavi lampi c´e biti povezane sa stanicama automata, a slijeve strane mozˇemo
odabrati hoc´emo li prikazati lavu lampu ili njen stanicˇni automat. Pomicˇemo li tocˇkic´ na
misˇu mozˇemo napraviti zoom-in ili zoom-out. Pritisnemo li misˇem na canvas mozˇemo roti-
rati lampu. Kada pustimo tipku misˇa lampa se vrac´a u pocˇetni polozˇaj. Kao i u prethodnom
primjeru, sa sliderom odredujemo brzinu generiranja crtezˇa.
Lava lampa je implementirana kao polje lamp. Elementi polja su varijable tipa Bubble.
Konstruktor klase Bubble kao argumente prima x i z koordinatu kugle, brzinu, radijus,
smjer i indeks kugle. Metoda drawBubble() crta kuglu na canvasu. Najprije se provjeri
je li kugla dosˇla do ruba kvadra i ako jest, promijeni se njen smjer kretanja. Sljedec´e
se provjerava je li stanica automata koja je pridruzˇena ovoj kugli postala nezˇiva. Ako je
postala nezˇiva, varijabla deathFlag se postavi na vrijednost 2, sˇto znacˇi da c´e kugla kada
dode do vrha kvadra, spusˇtajuc´i se nazad, postupno smanjivati svoj radijus i kada on padne
ispod odredene granice, kugla c´e se ukloniti iz polja lamp. Sljedec´e metode u funkciji
drawBubble sluzˇe za osvjetljivanje kugle. Na kraju, nacrtamo kuglu i izracˇunamo njenu
novu poziciju.
Klasa GameOL je skoro identicˇna kao i u prethodnom primjeru. Ovdje, prilikom
racˇunanja nove generacije automata, dodatno provjeravamo je li neka stanica postala
nezˇiva kako bismo odgovarajuc´oj kugli mogli promijeniti varijablu deathFlag. Ako je
neka stanica postala zˇiva instanciramo novi objekt tipa Bubble i dodajemo ga na kraj polja
lamp. Radijus kugle se dobiva kombiniranjem svojstava stanica poput broja susjeda, broja
38 POGLAVLJE 3. PRIMJERI
susjeda od susjeda i prosjecˇnim brojem zˇivih stanica. Brzina kugle ovisi o zˇivotu stanice,
trenutnom broju frameova ili vrijednosti frameRate(). Polozˇaj kugle se odreduje na
slucˇajan nacˇin.
U glavnom programu, ucˇitamo iz jedne datoteke (njeno ime se nalazi u kodu) automat
i instanciramo jedan objekt tipa GameOL. Odredimo dimenzije kvadra u kojem c´e se kugle
gibati te nacrtamo slidere, gumb i jedan padajuc´i izbornik. U funkciji draw() ovisno o
vrijednosti varijable showAutomata prikazujemo ili automat ili lampu. Zatim racˇunamo
sljedec´u generaciju automata, izbacujemo malene kuglice iz polja i crtamo lampu i njene
kugle.
// class Bubble
function Bubble(myX, myZ, myShift, myRadius, mySign, myIdx){
this.myX = myX;
this.myZ = myZ;
this.myY = bubbleY;
this.myShift = myShift;
this.myRadius = myRadius;
this.mySign = mySign;
this.myIdx = myIdx;
this.deathFlag = 0;
this.color = random(colors);
// function for drawing a bubble
this.drawBubble = function(){
// if the bubble is at the top/bottom of lamp, bounce it back
if(Math.abs(this.myY) + this.myRadius >= lampHeight/2)
this.mySign *= -1;
if(this.deathFlag == 1 && this.mySign == 1){
if(this.myRadius < 5)
this.deathFlag = 2;
else
this.myRadius -= 0.5;
}
push();
translate(this.myX, this.myY, this.myZ);
// illumination for bubbles
specularMaterial(this.color);
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sphere(this.myRadius);
pop();
this.myY += this.mySign*this.myShift;
}
// function returns true if automata's cell
// belongs to this bubble
this.myCell = function(i, j){
if(this.myIdx[0] == i && this.myIdx[1] == j)
return true;
return false;
}
}
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Slika 3.3: Lava lampa
Slika 3.4: Stanicˇni automat lave lampe
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Sazˇetak
U ovom radu smo izlozˇili osnove JavaScript inacˇice jezika Processinga, p5.js. U pr-
vom poglavlju smo kroz primjere opisali kako se crtaju osnovni graficˇki elementi, rade
transformacije na njima te kako mozˇemo napraviti interaktivne sketcheve.
U drugom poglavlju smo ukratko predstavili stanicˇne automate koji mogu sluzˇiti kao
podloga za generiranje geometrijskih likova u p5.js programima. Na kraju smo implmenti-
rali dva kompliciranija primjera korisˇtenja ove biblioteke u cˇijoj pozadini se upravo nalaze
stanicˇni automati.

Summary
In this diploma thesis we have outlined the basics of the JavaScript version of the Pro-
cessing language, p5.js. In the first part we have, through examples, described how to draw
basic graphical elements, make transformations on them and create interactive sketches.
In the second part we briefly introduced cellular automata that can serve as a basis
for generating geometric characters in p5.js programs. Lastly, we implemented two more
complicated examples of using this library in the background of which cellular automata
are currently in place.

Zˇivotopis
Ivana Senkic´ je rodena 15.11.1994. u Mostaru gdje je pohadala osnovnu sˇkolu i gimna-
ziju. Nakon zavrsˇetka gimnazije, 2013. godine upisuje preddiplomski studij Matematika
na Matematicˇkom odsjeku Prirodoslovno-matematicˇkog fakulteta Sveucˇilisˇta u Zagrebu.
Nakon zavrsˇetka, 2016. godine upisuje diplomski studij Racˇunarstva i matematike na is-
tom fakultetu.
