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Tato bakalářská práce se zabývá moderními způsoby programování mikrokontrolerů. 
Jsou zde rozebrány některé programovací jazyky, programovací prostředí a grafické 
editory. U každého způsobu programování jsou uvedeny jejich výhody a nevýhody. 
Jsou zde rozebrány způsoby nahrávání programu do mikrokontroleru, tzv. flashování. 
Jako způsob pro otestování byl vybrán programovací jazyk C, pomocí kterého byl 






This bachelor thesis is dedicated to modern methods of programming microcontrollers. 
In this work are examined some programming languages, various programming 
environments and graphic editors. In every methods of programming are explained their 
advantages and disadvantages. Here are two examined methods of loading program to 
microcontroller, so called flashing. Choosed method is programming language C, which 
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1 Úvod  
Před několika desítkami let, kdy vznikl první počítač si pravděpodobně jeho vynálezci, 
ještě nedovedli představit, jak všestranně užitečnou věc vytvořili. První počítače toho 
moc nesvedly, ale byl to první krok k tomu, aby lidé časem pochopili, že jejich 
používání bude vést k tomu, že jejich práce bude rychlejší a efektivnější. Výhody 
počítačů by ale nikdy nebyly uplatněný bez programátorů, kteří jejich efektivity 
využívají a předávají dál. První programátoři to měli podstatně těžší než současní. Ale 
s příchodem nových, přehlednějších programovacích jazyků a způsobu programování 
těchto zařízení, se počítače staly otevřenější i pro veřejnost - a to i z důvodu jejich 
cenové dostupnosti. Byla to právě cena k poměru výkonu a velikosti počítače, která 
postupem času inženýrům umožnila na jednoduché úkoly používat i jednodušší zařízení, 
což mělo za následek vznik prvních mikroprocesorů a mikrokontrolerů, které se rychle 
rozšířily. 
 Na začátku této práce jsou uvedeny pojmy a historie z oblasti mikroprocesorů a 
mikrokontrolerů a způsoby jejich využití. Po popsání jejich vnitřní struktury si povíme o 
typech pamětí, se kterými programátor pracuje a při práci jejich kapacit a vlastností 
využívá. V této práci jsou uvedeny i způsoby nahrávání programů do mikrokontrolerů a 
jejich výhody a nevýhody. 
 V další části této práce jsou rozebrány časté způsoby programování mikro-
kotrolerů a to od prvních programovacích jazyků až po současné. Část této práce se 
zaměřuje i na jiné techniky ovládání  těchto malých zařízení jako jsou třeba grafické 
programátory, programování pomocí vývojových diagramů nebo pomocí operačních 
systémů reálného času. U každého programovacího jazyku je uvedena i ukázka použití a 
můj pohled na jejich výhody a nevýhody. 
 V poslední části této práce byla otestována volitelná programovací metoda.  
V našem případě byl vybrán programovací jazyk C, pomocí kterého byl navržen 
dvoustavový regulátor s hysterezí jako regulátor teploty ve skleníku. Jako řídící člen byl 








2 Co je to mikroprocesor 
„Mikroprocesor je poměrně složitý číslicový obvod, 
který pomocí do něj vloženého programu vykonává 
sled aritmetických a logických operací. Důsledkem 
této činnosti je skutečnost, že mikroprocesor realizuje 
námi požadovanou funkci.“[1] 
2.1 Jednočipový mikropočítač 
„Samotný mikroprocesor by dokázal bez přídavných 
obvodů provést jen velmi málo operací. Kdyby nebyl 
mikroprocesor doplněn pamětí programu, nemohl by 
provádět program z toho důvodu, že by jej vlastně 
“neznal“. Podobně by mohl těžko ovládat připojená 
zařízení, když by nebyl vybaven obvody rozhraní. 
Jednočipový mikropočítač je tedy spojením mikroprocesoru, paměti a obvodů rozhraní 
v jediném čipu (v pouzdře jediného integrovaného obvodu). Jednočipové mikropočítače 
jsou značně univerzální s čímž je spojen poměrně velký počet vývodů čipu.“[1] 
2.2 Jednočipový mikrokontroler (jednočipový mikrořadič) 
„Jednočipový mikrokontroler představuje spojení mikroprocesoru s vnitřní pamětí a 
obvody rozhraní. Čip je opatřen poměrně nízkým počtem vývodů, které lze používat 
k přímému řízení připojených zařízení. Jednočipový mikrokontroler je poměrně levný, 
je však velmi obtížně rozšířitelný (například k němu nelze jednoduše připojovat vnější 
paměť). V současnosti dochází u pojmu mikrokontroler k určitému posunu, řada 
mikrokontrolerů disponuje několika desítkami vývodů a často k nim lze připojovat 
minimálně vnější datovou paměť (například u ATmega128).“[1] 
Mikrokontroler je programovatelná elektronická součástka, která má nejčastěji 
podobu integrovaného obvodu. Jsou vhodné pro použití v řízení a jsou navrženy a 
určeny pro tzv. vestavné (angl. embedded) aplikace, tj. mikrokontroler je buď řídící 
jednotkou („mozkem“) nějakého přístroje, nebo je součástí nějakého dalšího zařízení, 
kde plní určitou specifickou funkci (na rozdíl od běžných počítačů, které jsou určeny k 
univerzálnímu použití). Mikropočítač je proto navržen jako samostatná jednotka 
schopná komunikace a interakce s okolím. Jsou v něm obvykle kromě vstupně-
výstupních obvodů integrovány i mnohé další periferní obvody, např. čítač1, časovač2, 
komparátor3, sériové porty, analogově-digitální4, příp. digitálně-analogový převodník, 
USB, paměť EEPROM a FLASH, o kterých se budeme bavit později. Protože se 
mikrokontrolery často používají v přístrojích napájených z baterií, je u nich rovněž 
kladen velký důraz na malou spotřebu, která je obvykle do 5 voltů.  
    Mikrokontroler tak obvykle disponuje různými úspornými režimy, umožňuje 
řídit kmitočet oscilátoru nebo vypínat jednotlivé moduly. Některé typy mikrořadičů 
mohou být dále speciálně navrženy, aby splňovaly určité specifické požadavky. 
Příkladem může být zvětšený rozsah pracovních teplot (např.  –40 až 150 °C) u 
                                                 
1
 Čitač je obvod, který počítá impulzy vnějšího signálu (měří vlastně jeho kmitočet) *atmega16+ 
2
 Časovač čítá pevný kmitočet, který je odvozen od hodinového signálu mikrokontroleru. Napočítáním 
určitého počtů impůlzů se zajistí odměření časového úseku. 
3
 Analogový komparátor umožňuje porovnávat hodnoty dvou vstupních napětí. 
4
 Nebo také analogově-číslicový převodník je obvod, který v konstantních časových intervalech generuje 
čísla, která jsou úměrná analogovému signálu.*1+ 




mikrokontrolerů určených k řízení motorů automobilů a jiných tepelně namáhaných 
součástí.  
Mikrokontrolery rozdělujeme podle tvaru, velikosti, velikosti paměti, vnitřní 
struktury, počtů bitů a podle instrukční sady. Liší se podle výrobce, např. 8051 
mikrokontrolery, PIC mikrokontrolery, AVR mikrokontrolery a ARM mikrokontrolery. 
[3,4] 
2.2.1 Použití mikrokontrolerů 
Mikrokontrolery dnes naleznete téměř v každém moderním elektronickém přístroji. Své 
místo mají mikrokontrolery nejen v systémech, kde je potřeba složité řízení nebo 
ovládání, ale používají se rovněž např. k řízení různých částí automobilu včetně 
zmíněného motoru, také v přenosných lékařských přístrojích nebo implantátech, 
dálkových ovládáních, kancelářských přístrojích, měřících přístrojích, hračkách, mp3 
přehrávačích, mobilních telefonech a v celé řadě dalších přístrojů a zařízení. Výhodou 
použití mikrokontroleru je, že dokáže nahradit velké množství logických obvodů a 
diskrétních součástek, které byly dříve k realizaci podobných zapojení potřeba, a díky 
různým periferiím, které jsou již v mikrokontroleru integrovány, dokáže nahradit i další 
integrované obvody. Tím je možné nejen snížit náklady, ale rovněž díky použití 
mikropočítače navrhnout např. uživatelsky přívětivější rozhraní nebo implementovat 
funkce, které zvyšují komfort celého zařízení. Při použití „počítačů“ můžeme rovněž 
celé zařízení zdokonalovat, nebo přidávat další funkce pouhou změnou programu bez 
nutnosti zásahu do jeho konstrukce.[3, 4] 
2.3 První mikrokontrolery 
 
Mikrokontroler TMS 1000 
 
Gary Boone a Michael Cochran byli prvními inženýry, kteří v roce 1971 
vyvinuli první mikrokontroler. Tento mikrokontroler nesl název TMS 1000. Byl to 
4bitový mikrokontroler se zabudovanou pamětí ROM a RAM. Napřed se používal 
v kalkulačkách, později i ve složitějších elektronických zařízeních. Do roku 1983 se jich 
prodalo asi 100 miliónů.[6] 




Mikrokontrolery 8048 a 8051 
 
V roce 1976 Intel představil svůj první mikrokontroler 8048. Byl použit jako procesor 
v klávesnici IBM. Mikrokontroler 8051 byl představen 1980 a je to jeden z 
nejpoužívanější mikrokontrolerů, protože se používá dodnes, i když jádro tohoto 
mikrořadiče je mnohokrát obměněné a pracuje několikanásobně rychleji, než jeho první 
předchůdce.[7, 8] 
 
2.4  Mikrokontrolery s ARM jádrem 
Je třeba se zmínit i o výkonných ARM mikroprocesorech, které jsou díky své nízké 
spotřebě elektrické energie používány zejména v mobilních zařízeních, tabletech, ale 
také jsou obsaženy v pevných discích, USB flash discích, routerech a dalších 
elektronických zařízeních. Globálně je ARM nejpočetnější zastoupenou architekturou 
mikroprocesorů, co se týče použitelnosti na různých zařízeních, přičemž okolo 60 %, 
v roce 2007 dokonce 98 %, mobilních zařízení obsahovalo alespoň jeden mikroprocesor 
tohoto typu
5
. Jejich velkou výhodou je velký výkon při nízkém příkonu, což se u 
zařízení napájených baterií zvlášť hodí.[9] 
                                                 
5
 Stejně jako v mobilních zařízeních, tak i v dalších přístrojích se vyskytuje více druhů mikrokontrolerů, 
které mají na starost různé úkoly. Například v mobilu může mít na starost jeden mikrokontroler pouze 
snímání dotyku na dotykové obrazovce. 
Obr. 3 Mikrokontroler 8051 [7] 
Strana 20 
 
3 Základní struktura 
Architektury mikroprocesorů 
 Von Neumanova architektura 
„Je architektura počítače využívající společnou paměť pro data i instrukce, 
zpracovávání je tudíž sekvenční. Takovéto uspořádání má své výhody, 
nepotřebujeme rozlišovat data a instrukce a celé zapojení mikroprocesoru je tedy 
jednodušší. Z toho plyne i další výhoda, potřebujeme pouze jednu datovou 
sběrnici, po které se přenášejí data i instrukce zároveň – je to ale zároveň i 
nevýhoda, proč přenos bude poměrně pomalý. Tuto nevýhody řešíme vložením 




 Harvardská architektura 
„Je architektura založená na oddělení dat a instrukcí programu. Název nese po 
počítači Harvard Mark 1. Byl to první počítač postavený na této architektuře. 
Výhody této architektury jsou v oddělení paměti od dat, paměť může být zcela 
jiná než data, může mít zcela jiný zápis, jiné délky slov apod. Paměti mohou být 
dokonce dvě a různého typu, např. RAM a ROM přístup je paralelní. Tato 




Obr. 4 Von Neumannova architektura [36] 
Obr. 5 Základní struktura [37] 
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3.1 CPU (Central Processing Unit) 
Jádrem a nejdůležitější částí mikrokontroleru je 
mikroprocesor, obvykle označovaný anglickou 
zkratkou CPU. Mikroprocesor je zodpovědný za správné 
načítání, dekódování a vykonávání jednotlivých instrukcí 
uložených v programové paměti a obecně řídí činnost 
celého mikrokontroleru. Ve spojení s aritmeticko-
logickou jednotkou ALU (Arithmetic Logic Unit) 
vykonává mikroprocesor aritmetické a logické operace, 
dále řídí čtení a zápis dat do paměti a komunikaci mezi 
vstupně-výstupními porty a dalšími periferními 
obvody.[10] 
3.2 Vstupně-výstupní rozhraní 
Vstupně výstupní rozhraní mikrokontroleru, často označovaná 
jako I/O porty (Input / Output), zprostředkovávají komunikaci mezi mikrokontrolerem a 
externími zařízeními. Přenos dat probíhá skrze vývody integrovaného obvodu, které lze 
obvykle programově nastavit jako vstupy nebo výstupy. Procesor komunikuje se 
skupinou takových vývodů, kterou nazýváme (paralelní) porty. V závislosti na šířce 
datové sběrnice mají paralelní porty většinou šířku násobků jednoho bytu (např. 8 nebo 
16 bitů). Na vstupně-výstupní porty mikrokontroleru můžeme přímo připojit např. 
tlačítka, klávesnici, LED, relé, displej nebo další logické obvody. Protože je počet 
vývodů mikrokontroleru často omezen, některé I/O vývody mohou sdílet funkci s 
dalšími periferními obvody, např. A/D převodníkem, budičem LCD displeje, sériovým 
rozhraním apod.[11] 
3.3 Obvody čítačů a časovačů 
Mikrokontroler obvykle obsahuje jeden nebo více čítačů / časovačů, které lze 
programově konfigurovat. Čítače a časovače umožňují programu mikrokontroleru např. 
měřit časové intervaly, detekovat počet impulsů za určitý časový interval apod.[11] 
3.4 Sériová rozhraní a další periferní obvody 
Kromě paralelních vstupně-výstupních portů je mikrokontroler často vybaven také 
jedním nebo i více sériovými rozhraními, které usnadňují komunikaci s dalšími 
mikrokontrolery, počítačem nebo jinými digitálními obvody (např. s vnější pamětí se 
sériovým rozhraním, vnějším A/D převodníkem apod.). V mikrokontroleru jsou dále 
integrovány i různé další periferní obvody, jejichž druh a množství závisí na konkrétní 
řadě, architektuře a typu mikrokontroleru.[11] 
Obr. 6 Základní struktura [4] 
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3.5 Paměť programu a dat 
Paměť je dalším nepostradatelným prvkem mikrokontroleru. Paměť je nezbytná jednak 
k uložení vlastního programu v podobě instrukcí, které řídí činnost mikrokontroleru, a 
dále dat, se kterými mikrokontroler pracuje. Paměť si můžeme představit jako šuplíky 
ve skříni, kde každý šuplík má nějakou nálepku neboli adresu dané paměti. Každá 
adresa je spojována s umístěním místa v paměti.[11] 
3.5.1 ROM (Read Only Memory) 
Paměť ROM je obsah paměti, který je dán od výroby a dále jej nelze měnit. Velikost 
programu, který bude vykonáván, záleží na velikosti paměti. ROM může být již obsažen 
v mikrokontroleru, nebo přidán jako externí čip. Oba způsoby mají své výhody a 
nevýhody. Jestliže je ROM obsažen na externím čipu, potom je mikrokontroler levnější 
a výchozí program může být delší, ale snižuje se množství volných a použitelných pinů. 
Na druhou stranu u vnitřní paměti ROM může být paměť menší velikosti a za dražší 
cenu, ale nezabírají volné piny, které mohou být použity při zapojování obvodu. 
Samozřejmě ale je velké množství mikrokontrolerů a výše uvedené nemusí vždy platit, 
protože vždy záleží, na jaký účel mikrořadič budeme používat. Velikost paměti ROM se 
pohybuje mezi 512B a 64KB.[11,12] 
3.5.2 RAM (Random Acces Memory) 
Jedná se o typ paměti používaný pro dočasné uchovávání dat a slouží jako prostředník 
při vytváření mezivýsledků používaných při operacích v mikrokontroleru. Obsah paměti 
je vymazán, jakmile je vypnut přísun energie do mikrokontroleru. U mikrokontroleru 
ATmega32 je statická paměť RAM o velikosti 2KB. Velikost RAM bývá maximálně 
v desítkách KB.[11,12] 
3.5.3 EEPROM (Electrically Erasable Programmable ROM) 
EEPROM je speciální typ paměti, který není obsažen ve všech mikrokontrolerech. Jeho 
obsah se může měnit během vykonávání programu (podobně jako RAM), ale zůstává 
uložen i po přerušení přísunu energie (podobně jako ROM). Zkrátka kombinuje výhody 
předešlých typů pamětí. Je používán pro uchovávání hodnot vytvořených a používaných 
během vykonávání procesů, které musí být uloženy i po vypnutí mikrokontroleru. 
Nevýhoda je, že programování této paměti je časově náročnější, než u FLASH paměti, 
Obr. 7 Způsob čtení a adresování paměti [11] 
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která je právě díky své rychlosti vhodnější k testování programů. Další nevýhoda je, že 
vydrží pouze omezený počet přepsání, obvykle v řádech statisíců. U Atmega32 je to 
minimálně 100 tisíc.[11,12] 
3.5.4 FLASH 
Flash paměť kombinuje výhody již zmíněných druhů pamětí. Je rychlá, takže pro 
zkoušení programu je ideální, po vypnutí energie se nesmaže a umožňuje tzv. self-
programming u některých AVR mikrokontrolerů, které mohou obsahovat kód zvaný 
bootloader, který možností této paměti využívá. Nevýhodou této paměti je dražší cena. 
U ATmega32 je velikost paměti Flash 32KB.[11,12] 
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4 Způsoby programování 
 
4.1 Bootloader 
„Bootloader, neboli česky zavaděč, je speciální aplikace, 
která slouží k zavedení nebo nahrání aplikace nebo 
operačního systému do paměti a jeho následné spuštění. 
U PC je to BIOS, který spustí bootloader, a ten pak načte 
z požadovaného média jádro operačního systému do 
paměti a následně jej spustí.“[13]  
U mikrokontrolerů AVR je to trochu jednodušší, 
protože bootloader se spustí a začne okamžitě vykonávat 
kód při přístupu napájecího napětí, který je uložen na 
konci paměti flash. Bootloader umožňuje mikrokon-
troleru self-programming, což je schopnost mikrořadiče 
přepisovat svou vlastní paměť flash. K tomuto využívá 
instrukci SPM (Store Program Memory), kterou lze 
spustit jenom z té části flash paměti, která je k tomu 
určená. Obvykle to bývá malá část paměti flash, která se 
označuje jako bootloader section. Instrukce SPM nám 
umožňuje mazat a ukládat kód na libovolnou stránku6 v paměti. Používá k tomu registr 
SPMCR (Store Program Memory Control Register), který slouží k nastavení činnosti, 
kterou má SPM vykonávat, jako např. mazání slov, nahrání a aktivace RWW7, také se 
ale používá k ovládání NRWW8 sekce. Dále využívá registr Z9, registry R0 a R110 a 
speciálně vyhrazenou paměť zvanou page buffer. Page buffer je speciálně vyhrazená 
paměť o velikosti jedné stránky, do které lze pouze zapisovat po slovech 
prostřednictvím instrukce SPM. Čtení a zápis do page bufferu je zvenku (oblast mimo 
sekce flash) nemožné. [13,12] 
4.2 Přímé programování 
Za přímé programování se dá označit programování mikrokontroleru bez využití 
bootloaderu. Ve zkratce se jedná o přímé nahrání programu do flash paměti. Děje se tak 
přes programátorské zařízení, které má každy producent jiné. Atmel s řadou AVR 
využívá ISP (In-System programmer) programátory. 
4.3 Výhody a nevýhody 
U bootloaderu nepotřebujeme žádné drahé zařízení na nahrání programu do 
mikrokontroleru a můžeme ho nahrávat přes sériovou komunikaci, jako třeba USB. 
Jenže pokud se něco pokazí, tak stejně budeme potřebovat drahé programovací zařízení, 
které je ale spolehlivé a nahrávat (přehrávat) soubory v  mikrokontroleru s ním 
můžeme, dokud bude mikropočítač fungovat. 
                                                 
6
 Paměť se rozděluje na stránky (ang. pages), kde každá stránka obsahuje 32, 64 nebo 128 slov. Jedno 
slovo zabírá 2 bajty. Atmega32 má stránku o velikosti 64 slov, což je 128 bajtů. Celková velikost paměti 
je 32KB, což nám dává celkem 256 stránek paměti. 
7
 RWW je označení sekce mimo sekci bootloaderu. 
8
 NRWW je označení sekce, která je vyhrazená pro bootloader 
9
 Registr Z, nebo také z-pointer nese adresu paměti (paměťového slova). 
10
 Do registrů R0 a R1 se zapisují paměťová slova. 
Obr. 8 Sekce bootloaderu [12] 
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5 Schéma programování mikrokontrolerů 
Při programování mikrokontrolerů se musí programátor s mikrokontrolerem nějak 
domluvit. Protože samotný mikrokontroler rozumí jenom strojovému kódu, budeme mu 
muset dát strojový kód. Jazyků na programování mikrokontrolerů je mnoho a ještě o 
nich budu mluvit. Ale systém předání programu mikrokontroleru používají všichni 
stejný. Pokud třeba naprogramuji nějaký program v Cčku, tak ho musím napřed 
zkompilovat. Kompilátor změní program na hexadecimální vyjádření kódu do HEX 
formátu. Soubor s příponou „.hex“ se přes programátorské zařízení nahraje do paměti 
v mikrokontroleru a mikrokontroler jej začne vykonávat.[14] 
 
 
Další rozšířený jazyk je JSA, nazývaný Jazyk Symbolických Adres. Jeho postup 
je v podstatě totožný, jenom s tím rozdílem, že zdrojový soubor se nekompiluje, ale 
používá se Assembler (sestavovatel), který nám kód převede na strojový.[15] 
 
 Ale i další programovací jazyky musí vždy program zkompilovat do HEX 
formátu. Nebo mohou kompilovat do programovacích jazyků mezi sebou. Například 
Matlab dovede program převést i do C formátu. 
  
Obr. 9 Průběh kompilace z jazyku C [14] 
Obr. 10 Převaděč z JSA [15] 
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6 Programovací jazyky 
První programátoři opravdu vytvářeli programy pouze pomocí strojového kódu a 
tabulky se seznamem funkci, které skládali za sebe a doufali, že se v kódu neztratí. Ale 
tento způsob programování byl samozřejmě velmi neefektivní, a proto byla snaha 
vymyslet nějaké jednodušší způsoby jak komunikovat s počítači.[16] 
6.1 Jazyk symbolických adres 
Už v 50. letech 20. století se objevil Jazyk Symbolických, který sestavování kódu 
značně usnadnil tím, že každá funkce měla svůj zkrácený anglický název. Je označován 
jako nižší programovací jazyk, ale doteď se při programování mikrokontrolerů využívá, 
pro jeho jasně definovaný postup programu. [17] 
6.1.1 Výhody 
 Jasně definovaný postup při vytváření programu 
 Pokud člověk pochopí JSA, potom lépe pochopí, jak mikrokontroler skutečně 
funguje, protože i v jazyku C se na příkazy z JSA občas musíme dovolat 
6.1.2 Nevýhody 
 Přece jenom je to už starý jazyk a dá se nahradit jednodušeji strukturovanými 
jazyky 
 Při tvorbě programu je potřeba u sebe mít i tabulku s instrukcemi, pokud ji 
nemáme v hlavě  
Ukázka programu 
Na úvod každého JSA je potřeba říci programu, jaký mikropočítač budeme  
používat – což obsahuje konfigurační nastavení, nastavení počítadla, nadefinovat 
proměnné, nastavit z jaké adresy se začne program vykonávat a nastavení výstupních a 
vstupních pinů jednotlivých portů. Dále následuje hlavní část programu na blikání 




bsf PORTB, 0 
call delay 










decfsz delay_1, f 
goto delay_loop 





bsf PORTB, 0 – Nastaví port B0, jako logickou 1, čímž pustí proud do tohoto pinu a 
LED dioda se rozsvítí. 
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call delay – zavolá „funkci“ delay, neboli zpoždění. LED dioda bude nějakou dobu 
svítit. 
bcf PORTB, 0 – Nastaví port B0, jako logickou 0, LED dioda zhasne. 
goto begin – zpět na begin a smyčka se opakuje. 
Dle jazyku JSA nelze napsat „teď 500 ms nic nedělej“, ale musíme mikrokontroler 
„obalamutit“, aby nějakou chvíli dělal výpočty tak, aby námi požadovaný čas 
„promarnil“. K tomu použijeme pomocnou funkci delay: 
movlw d’255’ – přesune v decimální formě do pracovního registru  w, číslo 255 (což je 
maximální možná velikost čísla v jednoho bajtu) 
movwf delay_1 – zkopíruje registr w do nadefinované proměnné delay_1, která má již 
v paměti uvolněné místo jednoho bajtu, stejně jako proměnná delay_2. 
movwf delay_2 – tentokrát zkopíruje registr w tentokrát do proměnné delay_2. 
Poté následuje smyčka delay_loop, což je hlavní podfunkce našeho časování. 
Funkce decfsz delay_1, f – funguje jako sebe-odčítač, tzn.,  že na začátku odečte od 
proměnné delay_1 číslo 1 a nové číslo 254 uloží zpět do delay_1. Pokud delay_1 není 
rovno nule, tak pokračuje na řádek goto delay_loop, která nás vrátí zpět na začátek 
programu, což znamená, že tento proces se 256krát opakuje. 
Po vynulování delay_1 program „skočí“ na instrukci decfsz delay_2, f, která funguje 
stejně, jenom nás navíc po odečtení vrátí na začátek pomocné funkce, jenže je potřeba 
opět znovu po-odečítat proměnnou delay_1, takže proces probíhá od 255 do 0, 256krát. 
Vytvoříme tak dostatečnou časovou mezeru, kterou poznáme podle blikání LED diody. 
Rychlost blikání také závisí na rychlosti časovače a oscilátoru. [18,19] 
 
6.2 Programovací jazyk C 
Programovací jazyk C, který se objevil na konci v 70. let, je označován jako vyšší 
programovací jazyk. Ale i tento jazyk se už příliš nepoužívá, kde to jde, tak je nahrazen 
novějšími jazyky, které jsou i objektově orientované. Mikrokontrolery ale objektově 
orientované programování nedovolují.[16,20] 
6.2.1 Výhody 
 Přehlednost a jednoduchost oproti JSA 
 Mnoho předem vytvořených funkcí 
6.2.2 Nevýhody 





 DDRB = 0b00000100; 
 while(1) 
    { 
  PORTB = 0b00000100;   
  _delay_ms(500); 
  PORTB = 0b00000000; 
        _delay_ms(500); 









Budeme blikat s LED diodou napojenou na pin B2: 
Na začátku každého programu musíme vložit některé knihovny, které obsahují funkce, 
bez kterých se neobejdeme. Knihovna io.h, se nachází v každém programu. Knihovnu 
delay.h jsem přidal, protože budu potřebovat jednu z jejích funkcí. 
Uvnitř hlavní části programu se nachází příkaz DDRB, kde zkratka DDR znamená Data 
Direction Register. Pomocí tohoto příkazu nastavíme pin B2 jako výstupní (1) a ostatní 
necháme jako vstupní (0).“0b“ se vkládá vždy před nastavování tímto binárním 
způsobem. Poté následuje 8 číslic, protože registr B se skládá z 8 bitů. Číslování bitů je 
zprava a první bit je značen B0, proto pin B2, je až třetí zprava. Tento způsob se již moc 
nepoužívá, jsou rychlejší a jednodušší formulace, ale na ukázku to stačí. 
Stejně, jako v JSA, i zde vytvoříme nekonečnou smyčku, ale trochu elegantnějším 
způsobem. Použijeme k tomu podmínkový příkaz while(1).  
Následuje příkaz PORTB, který souží k nastavení pinu na stav HIGH nebo LOW, což 
udává, zda je daný pin pod napětím nebo není. Napřed ho nastavíme na HIGH, čímž se 
LED dioda rozsvítí, potom využijeme funkci _delay_ms(200) z knihovny delay.h, kdy 
mikrokontroler 200 milisekund „čeká“, potom následuje nastavení pinu B2 na LOW – 
zhasnutí LEDky, potom opět chvíli čeká a proces se opakuje, dokud je mikrokontroler 
pod napětím. 
Jak je vidět, tak tento kód je mnohem kratší, než u JSA. Hlavně proto, že není třeba 
téměř nic nastavovat, odpočítávat ani používat proměnné.[21,22] 
6.3 Projekt Arduino 
Arduino bylo poprvé představeno v roce 2005. Cílem tohoto projektu bylo vytvořit něco 
lehce ovladatelného jak pro zábavu a koníček pro nadšence, tak i pro profesionály. 
Z části se jim to podařilo, ale pro profesionální použití to moc není. Arduino je open-
source, který je stále ve vývoji a jeho programovací jazyk vychází z wiringu.[23] 
 
6.3.1 Výhody 
 Snadné na pochopení, vhodný pro úplné začátečníky 
 Spousta návodů a projektů na internetu 
 Kód bude ještě kratší než u programovacího jazyku C 
 Má spoustu funkcí, které se snadno aplikují 
6.3.2 Nevýhody 
 Kód je sice kratší, ale opět tím ztrácíme více kontroly nad mikrokontrolerem 
 Pokud chce člověk umět ovládat mikrokontrolery, tak k tomu mu arduino 
nestačí 
 Vhodné pouze pro neprofesionální programátory mikrokontrolerů 

















 digitalWrite(13, HIGH); 
 delay(1000); 





Jak je vidět z ukázky programu, tak program se až tak neliší od kódu 
v programovacím jazyku C, kdybychom ale chtěli např. číst údaje z čidla teploty 
pomocí A/D převodu, byl by to velký rozdíl. Arduino má totiž v sobě již zabudované 
funkce a na čtení této teploty bychom si vystačili s jedním příkazem. V programovacím 
jazyku C bychom si na to museli vytvořit vlastní funkci nebo vložit knihovnu a použít 
cizí funkci. Jestli je to výhoda nebo nevýhoda, záleží na jedinci a jeho zájmu na tom, jak 
jednotlivé příkazy v Arduinu fungují. 
Na obrázku 11 je vidět, že na pin 13 je napojena elektroda. Pin 13 je nastaven na výstup 
a je střídavě nastaven na výstup 5 V a 0 V, což způsobuje, že elektroda svítí nebo 
nesvítí.[25] 
7 Další způsoby programování mikrokontrolerů 
Programovací jazyky C a JSA jsou nejčastěji používány, protože jsou normalizované a 
vždy s nimi mikrokontroler naprogramujete. Jsou ale i jiné způsoby programování 
mikrokontrolerů. 
7.1 Visual Basic a Proteus 
Visual Basic je odvozen z jazyku Basic
11
, navíc ale podporuje různé vymoženosti, jako 
třeba objektově orientované programování a IDE (integrated development 
environment), což je grafické vývojové prostředí, kam můžete například vkládat tlačítka 
a programovat jejich funkce.  
 Naprogramovaný kód je možné ve Visual Basic spojit s programem Proteus, 
který podporuje VSM (Virtual System Modelling), neboli virtuální modelování, které 
umožňuje veškerá zapojení mikrořadiče provést již na počítači a tímto způsobem si 
můžeme vše odzkoušet, než zařízení zavedeme do praxe. Je také možné k programování 
této simulace využít i program Arduino, nebo program MikroC a programovat ho přímo 
v programovacím jazyku C.  
Nevýhoda je, že program Proteus není zadarmo a cena jeho startovací verze 
momentálně stojí okolo 5000 Kč a plnohodnotná verze okolo 130000 Kč. [27, 40, 41] 
                                                 
11
 Programovací jazyk, který vznikl v roce 1964. Sloužil jako učební jazyk programování pro začátečníky. 
Jazyk se řadí mezi jazyky vysoké úrovně. Jazyk je velmi podobný JSA, ale jsou tam určité změny. 
Například se jinak definují proměnné a časem se vyvinul i způsob volání funkcí. Jazyk začal postupně 






Programování v matlabu je jiné hlavně v tom, že obvod reaguje okamžitě na příkazy 
zadané do příkazového řádku matlabu. Jak je ale vidět na obrázku 13, tak příkazy jsou 







Obr. 13 Tabulka funkcí pro Matlab [28] 
Obr. 12 Zapojení v programu Proteus [42] 
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7.3 Grafické vývojové prostředí 
Jedním z grafických programátorů je třeba Pepino. Pepino je open-source prostředí na 
principu táhni a pusť (Drag & Drop). Pro jeho ovládání není třeba ovládat jakýkoli 
programovací jazyk a ovládání programu je jednoduché. Je určen pro ne-programátory, 
kteří program nechtějí 
psát, ale přesto se dá pomocí tohoto programu nějaký jednodušší kód sestavit. Pepino 
má i možnost ukázat psaný kód v závislosti na vašem grafickém uspořádání. Na 





















Obr. 14 Prostředí Pepino [29] 
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7.4 Programování pomocí vývojových diagramů 
Programování pomocí vývojových diagramů rovněž funguje na principu Drag & Drop, 
ale má jasně daná pravidla a strukturu, kterou musíme dodržovat. Je náročnější než 
grafické programovací jazyky, ale dají se s ním dělat i složité projekty a 




RTOS je zkratka pro Real Time Operating Systém, neboli operační systém reálného 
času. 
„U desktopového systému, který používá běžný uživatel, nevadí, když je potřeba 
na dokončení některých operací počkat. Avšak při průmyslovém nasazení není taková 
možnost přípustná, protože by mohlo dojít k poškození výrobku, zranění, narušení 
výrobního procesu a podobně. V těchto situacích je nutné nasadit RTOS (operační 
systém reálného času). Například od počítače, který řídí výtah, vyžadujeme, aby signál 
od čidla, signalizující že výtah dosáhl požadovaného patra, zpracoval ihned a výtah se 
zastavil (tj. není například možné, aby „zaneprázdněnost“ počítače zobrazováním čísla 
patra na displeji způsobilo, že výtah v daném patře nestihne zastavit a zastaví až v 
následujícím).“[31] 
Operačních systému tohoto typu je mnoho, ale pro embedded 12  systémy, je 
známý např. freeRTOS. Velikosti těchto RTOS se liší. U menších 8bitových 
mikrokontrolerech můžeme nalézt např. Femto OS, který je také zdarma. 
                                                 
12
 „Vestavěný systém (zabudovaný systém, embedded system) je jednoúčelový systém, ve kterém je 
řídicí počítač zcela zabudován do zařízení, které ovládá. Na rozdíl od univerzálních počítačů, jako 
jsou osobní počítače, jsou zabudované počítače většinou jednoúčelové, určené pro předem definované 
činnosti.”*39] 







FreeRTOS je druh operačního systému, který lze spustit na velmi malých zařízení, jako 
jsou právě mikrokontrolery. Tento operační systém, který zabírá okolo 4,3 kilobajtů, 
umožňuje vykonávat na mikrokontroleru sadu určitých funkcí tasků a správu paměti.  
 FreeRTOS umožňuje spuštění neomezeného počtu tasků, dokud to hardware a 
paměť unese (do naplnění paměti RAM). Stejně jako skutečný operační systém, tak i 
freeRTOS je schopen zvládnout jak cyklické, tak i necyklické úkoly. Úkoly se píší 
pomocí jazyka C jako funkce s parametrem void a vracející prázdnou funkci (void). Na 
ovládání úkolů je mnoho funkcí, jako třeba tvorba úkolů vTaskCreate(), zrušení 
vTaskDelete(), určení priority uxTaskPriorityGet() nebo zpoždění vTaskDelay().  
U RTOS obecně platí, že v daný okamžik může být spuštěno několik tasků zároveň (viz 
obrázek 16)[32] 
 
 Důležitou funkci v těchto operačních systémech zastává plánovač (scheduler). 
To je ten kdo určuje, který úkol bude vykonáván. Plánovač může některý úkol přerušit 
(suspend), protože čeká na nějakou událost nebo je zastaven, protože se vyskytl jiný 
úkol s vyšší prioritou. Plánovač ho zastaví a později ho může zase zavolat. Když je 
nějaký úkol zpožděn z důvodu čekání na druhý (tzv. semaforová synchronizace), tak je 
úkol zablokován. Po splnění události nutné pro pokračování funkce se pomocí úkolu 
vTaskSuspend() a vTaskResume() opět vrátí do oběhu.[32] 
 
Obr. 16 Průběh vykonávání tasků  [33] 
Obr. 17 Ukázka logiky tasků[32] 
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7.6 Výhody a nevýhody RTOS 
Pro programátora i pro uživatele je příjemnější, když nějakou interakcí se zařízením 
nastane okamžitá reakce. Tudíž není třeba brát velký ohled na „frontu“, která při 
klasickém programování vzniká.  
 Nevýhodou může být cena, protože né všechny RTOS jsou zdarma. Dále 
velikost tohoto operačního systému zabírá část paměti mikrokontroleru, takže program 
bude muset být menší, než při klasickém programovacím způsobu.   
Konkrétně systém FreeRTOS je psaný téměř výhradně v jazyce C a jeho zdrojové 
soubory je dokonce možné bez problému začlenit i do C++ projektu.  
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8 Regulátor do skleníku 
Můj dvoustavový regulátor může být použit jako regulátor teploty v letních měsících ve 
skleníku, který unguje na principu hystereze. Cílem je udržet teplotu ve skleníku mezi 
dvěma námi zvolenými hodnotami. Jako počítač tohoto „přístroje“ jsem použil 
mikrokontroler ATmega32. Regulátor se skládá z LCD displeje, na kterém budeme 
nastavovat spodní a horní interval teplot mezi kterými chceme, aby se teplota udržovala, 
což zvládneme pomocí 2 tlačítek. Dále čidlo teploty TMP 36GZ a dallas ds18b20, které 
mají sice odchylku až 0,5 °C, ale pro naše účely budou stačit.  Tyto dvě teploty budu 
průměrovat pro přesnější hodnotu. 
 Princip je následovný. Pokud bude teplota ve skleníku větší, než námi navolená, 
tak se otevře okno skleníku, které bude větrat tak dlouho, dokud neklesne teplota pod 
námi zvolenou dolní hodnotu teploty. Pod dolní hodnotou se okno zavře a otevře se opět 
až pro překročení horní hodnoty a takto stále dokola. Jako signalizace polohy okna 
v této práci slouží 3 LED diody. Jedna pro zavřené okno druhá pro otevřené a třetí pro 
signalizaci změny polohy okna. V praxi by se piny napojené na LED diody daly napojit 
na koncový spínač přes relé. 
 
Obr. 18 Schéma regulace 
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8.1 Ukázky programu 
Uvedu několik důležitých částí programu pro alespoň částečný přehled o způsobu 
fungování program. 
8.1.1 Hlavička programu 
Pro bezproblémový běh programu je důležité na úvod definovat rychlost 
mikroprocesoru, což je v našem případě 1 MHz/s. Dále pomocné knihovny, kde 
jednotlivé knihovny obsahují pomocné funkce, které budeme potřebovat, jako např. 
lcd.h, pro funkci LCD obrazovky. Na úvod programu musíme kompilátor informovat o 
přítomnosti funkcí. 
 












char tlacitkoON(char port, char pin); //pri sepnuti tlacitka 
//pri pusteni tlacitka 
void tlacitkoOFF(char port1, char pin1, char port2, char pin2);   
void uvitaciObrazovka(); // uvodni obrazovka 
uint16_t ReadADC(uint8_t ch); // cteni hodnot z A/D prevodniku 




int vratTeplotu(); //teplota z cidla pres A/D prevodnik 
unsigned int Read_Temperature(void); //teplota z dallasu 
//ovladani polohy okna 
void polohaOkna(char teplota, char horni_int, char dolni_int);  
//vychozi poloha okna po prvnim spusteni (zavrene) 
void vychoziPolohaOkna(void);  
void oteviraniOkna(void); 
void zaviraniOkna(void); 
8.1.2 Inicializační část 
Ve funkci main musíme naprogramovat počáteční nastavení komponent, které budeme 
potřebovat. Je to displej, A/D převodník, dallas, nastavení výstupních registrů u tlačítek 
a LED diody a nastavení proměnných. Na ukázku: 
int main(void) 
{ 





 //NASTAVENI A/D prevodniku 
   
 ADCSRA |= 1<<ADEN; // spusteni A/D prevodniku 
 ADCSRA |= 1<<ADPS2; // predelicka - 16 




 Na začátek programu musíme nastavit LCD displej a A/D převodník. U LCD 
displeje nastavujeme typ kurzoru, což v našem případě bude pouze čárka. 
 U A/D převodníku nastavíme jeho spuštění, předěličku podle tabulky 
v datasheetu na 16 pomocí zapsání jedničky na bit ADPS2 v registru ADCSRA, protože 
A/D převodník v ATmega32 pracuje mezi 50 až 200 KHz, jenže frekvence 
mikroprocesoru je 1Mhz. Pomocí této předěličky se dostaneme na hodnotu 1000000/16 





 int obrazovka1 = 0; //obrazovka 1 - nastaveni spodni teploty 
 int obrazovka2 = 0; //obrazovka 2 - nastaveni horni teploty 
 int obrazovka3 = 0; //obrazovka 3 - priprava pro proces, zhodnoceni 
                     // 0 znamena ze ukol na obrazovce neni splnen 
 
 Základní princip možností procházet jednotlivými obrazovkami je, že po splnění 
úkolu (jako např. nastavení dolního intervalu teploty) na určité obrazovce, se hodnota 
proměnné této obrazovky změní na 1, což způsobí zamezení opětovného zobrazení této 
obrazovky. Například pokud nastavím hodnotu spodní teploty, tak po potvrzení tlačítek 
se proměnná obrazovka1 bude rovnat jedné. A obrazovka2 se zobrazí pouze tehdy, když 
obrazovka1 je rovna jedné. 
8.1.3 Nekonečná smyčka 
Ukázka způsobu vypisování textu na obrazovce. Funkce pro vypisování řetězců a čísel 
na obrazovce jsou již obsaženy v knihovně lcd.h. 
 
  LCDWriteStringXY(11,1,"zmen"); 
  LCDWriteStringXY(11,0,"dale"); 
   
  LCDWriteStringXY(0,0,"Dolni");   //zobrazeni textu 
  LCDWriteIntXY(0,1,dolni_int,2); 
  LCDWriteStringXY(2,1,"C"); 
 
 Text lze také zobrazovat pomocí funkce sprintf(), která je již obsažena v námi 
implementované knihovně stdio.h. 




 Princip kódu pro tlačítka. Zde vidíme příklad pro zadávání hodnoty spodního 
intervalu teploty.  
 
//tlacitko pro volbu spodniho intervalu 
if(tlacitkoON(pinTlacitko2,Tlacitko2))    
  { 
    
    //minimalni spodni interval 
   if (dolni_int<=MAX_TEPLOTA -2) dolni_int++;  
    else dolni_int = MIN_TEPLOTA; 
    
  } 
 
 Maximální a minimální teplota jsou nadefinované. A to 20 °C a 50 °C, což je 
zhruba teplota udržovaná ve skleníku v letních měsících. 
 Pro ovládání tlačítek mám vlastní funkci: 
 
char tlacitkoON(char port, char pin) 
{ 
   
 if(bit_is_clear(port,pin)) 
 { 
  if(pressed==0) 
  { 
   pressed =1; 
   return 1; 
  } 
   
 } 
 return 0; 
} 
 
 Proměnná pressed je globální a vynuluje se okamžitě po stisknutí tlačítka ve 
funkci TlacitkoOFF(), která se nachází na konci smyčky while: 
 
void tlacitkoOFF(char port1, char pin1, char port2, char pin2) 
{ 
 if((bit_is_set(port1, pin1)) && (bit_is_set(port2, pin2))) 
 { 






 Kód pro získání teploty z čidla TMP gz36 se v jednom cyklu celého programu  
pro větší přesnost 200x opakuje. Proměnná výsledek je typu int, protože A/D převodník 
čte z čidla teploty hodnotu od 0 do 1024 z portu ADC0, neboli z portu A0.  Tato 
hodnota se přepočítá na volty. Zde už ale musíme proměnnou výsledek přetypovat na 
float, protože při dělení dvou čísel, kde výstup je float, musí být jedna z hodnot typu 
float. Z datasheetu čidla teploty víme, že při pokojových 25 °C je hodnota 0,750 V. 
Dále víme, že 1 °C je rovno změně 10 mV. Neboli 0,760 V je rovno 26 °C. 
Čidlo má lineární charakter, takže si vypočítáme funkční závislost voltů na teplotě a 
výjde nám: 
  




 Funkce pro získávání teploty vypadá následovně: 
   
int vratTeplotu() 
{ 
 int teplota = 0; 
 int k=0; 
 int vysledek=0; 
 float volt=0; 
  




   
  vysledek = ReadADC(1); 
  volt = (((float)vysledek*5*1)/1024); 
  prepocet=100*volt-50; 
  teplota=teplota+prepocet; 
  k++; 
 } 
  
 teplota /=200; 




 Funkce pro čtení A/D převodníku začíná výběrem kanálu, který pošleme 
parametrem funkce. Když při volání funkce dáme do parametru nulu, tak proměnná 
uint8_t ji přeloží do binárního kódu, v našem případě 8 nul. Operandem or se tato 
hodnota uloží do registru ADMUX (ADC Multiplexer Selection Register), kde 0 až 4 
bit určuje, který port bude snímat údaje. ADSC odstartuje konverzi, která potrvá tak 
dlouho, dokud se uzavřená smyčka while nedokončí. Což nastane až se port ADIF 
vynuluje. Bit ADIF „vyčistíme“ nastavením na logickou jedničku. Na závěr funkce 
vrátíme hodnotu registrem ADCW, který má rozsah 16 bitů. 
 





 //start konverze 
 ADCSRA|=(1<<ADSC); 
 
 //pockani do konce konverze 
 while((ADCSRA & (1<<ADIF))==0); 
 
 //vycisteni ADIF 
 ADCSRA|=(1<<ADIF); 
 













Nakonec ukázka funkce pro ovládání polohy okna: 
 
void polohaOkna(char teplota, char horni_int, char dolni_int) 
{ 
 //vynulovani casovace 
 if ((teplota<=horni_int) && (teplota>=dolni_int)) TCNT1=0; 
 if ((teplota>horni_int) && (okno==1)) TCNT1=0; 
 if ((teplota<dolni_int) && (okno==0)) TCNT1=0; 
      
  //pokud teplota prebehla dolni interval a potom opet horni 
  if ((teplota > horni_int)&&(okno==0)) 
  { 
    
   if(TCNT1>sekunda*3) 
   { 
   //otevirani okna (blikani modrou LEDkou)    
   oteviraniOkna(); 
   PORTD |= 1<<portOtevreno; //spusteni LEDky otevreno 
   PORTC &=~(1<<portZavreno); //vypnuti LEDky zavreno 
   // funkce se znovu vykona, az po opetovnem prebehnuti 
celeho intervalu, neboli hystereze 
   okno=1; // okno je otevrene 
   } 
  } 
   
 //pokud je teplota pod dolnim intervalem, tak se zavre okno 
   
  if ((teplota < dolni_int)&&(okno==1)) 
  { 
   if(TCNT1>sekunda*3) 
   { 
   //zavirani okna, (blikani modrou LEDkou) 
   zaviraniOkna(); 
   PORTC |= 1<<portZavreno; 
   PORTD &=~(1<<portOtevreno); 
   okno=0; // okno je zavrene 
    
   } 
  } 
} 
 
 V tomto projektu hraje velmi důležitou roli globální proměnná okno (1 otevřeno, 
0 zavřeno), podle které mikrokontroler pozná, ve které poloze se okno nachází a podle 
toho se taky chová. Např. po opětovném zadávání intervalu teplot a opětovném spuštění 
s tímto novým intervalem mikrokontroler ví, v jaké poloze se okno nachází (nebavíme 
se restartu mikrokontroleru). První výchozí poloha je zavřené okno. 
 Ovládání oken je podmíněno prodlevou 3 sekund, protože teplota od teploměru 
36gz, který je napojený na A/D převodník, je velmi kolísavá. Takže průměrná teplota 
musí přeskočit některý z intervalů na minimálně 3 sekundy, aby se změnila poloha 
oken. 
 Při programování tohoto projektu jsem využil již naprogramovanou knihovnu 
pro LCD komponent[43], funkci pro A/D převodník[38] a knihovnu pro dallas ds18b20 
jsem si půjčil od vedoucího práce. Projekt jsem programoval ve Studiu 6.2, které je 






V této práci byly prezentovány způsoby programování mikrokontrolerů. Byly zde 
představeny i ukázky u jednotlivých způsobů programních jazyků a uvedeny jejich 
výhody a nevýhody. Byly zde ukázány i modernější programovací prostředí, jako např. 
virtuální prostředí Proteus a grafický editor Pepino. Je však třeba vzít v potaz, že „staré“ 
programovací jazyky, jako programovací jazyk C a Jazyk symbolických adres, budou 
vždy patřit k nejpoužívanějším jazykům, protože jedině tyto jazyky jsou normalizované. 
Proto také nelze s jistotou tvrdit, že objem jejich dosavadního používání bude nahrazen 
nějakou jinou programovací metodou, protože pokud se člověk chce mikrokopočítačům 
věnovat a pochopit jejich funkci, musí znát alespoň jeden z těchto programovacích 
jazyků. 
 Byl zde představen i programovací způsob s využitím systému fungujícím v 
reálném čase, tzv. RTOS. 
Na závěr práce byl odzkoušen jeden programovací způsob, v tomto případě v 
jazyka C, v němž byla naprogramována ukázka dvoustavového regulátoru s hysterezí, 
který slouží jako regulátor teploty ve skleníku. Tento program by mohl být využit i v 
praxi. Při porovnání dvou použitých snímačů teploty, by vyšel lépe teploměr dallas pro 
svoji přesnost a nekolísavost. Čidlo TMP 36gz je méně spolehlivé, ale podstatně 
levnější než dallas. Cena dallasu se pohybuje okolo 80 Kč, cena 36gz v řádu korun.  
Tuto úlohu by bylo možné i dále rozšířit např. snímačem vlhkosti vzduchu, či 
vlhkosti půdy pro automatické zalévání. Dále by bylo možné doplnit fotorezistor pro 
snímání den/noc, pro zapojení vnitřního vytápění v nočních hodinách. Ovládání 
regulačních parametrů a informace stavu skleníku by bylo možné bezdrátově 
kontrolovat přes domácí zařízení. Cílem této bakalářské práce však bylo pouze 
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Příloha A: CD elektronickou formou bakalářské práce a s program-
mem regulátoru 
