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Open source software plays a signicant role in the software industry. Prior work described open source to
be growing polynomially or even exponentially. However, such growth cannot be sustained innitely given
nite resources. In this study, we present the results of four accumulated measurements on size and growth of
open source considering over 224,000 open source projects for the last 25 years. For each of those projects, we
measured lines of code, commits, contributors and lifecycle state over time, which reproduces and replicates
the measurements of three well-cited studies. We found the number of active open source projects has been
shrinking since 2016 and the number of contributors and commits has decreased from a peak in 2013. Open
source – although initially growing at exponential rate – is not growing anymore. We believe it has reached
saturation.
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1 INTRODUCTION
Open source software is everywhere in modern software development: Open source development
tools help to build software and open source components are used as part of other software. Open
source is recognized to be capable of delivering high quality software [10]. This makes open source
components an integral part of modern software industry.
Most studies on the growth of open source projects are vertical and have investigated the growth
of single, mostly extraordinary, successful, or special open source projects [19, 35, 38, 46], or, on
occasion, software forges [43].
Three horizontal studies investigated the growth of open source as a whole: [7] from 2003, [24]
from 2007, and [12]. From those three prior studies, open source is expected to grow quadratically
[24] or exponentially [12] with respect to lines of code and number of projects. But obviously, no
system with a polynomial or even exponential growth rate can remain stable: At some point it
might plateau or reach saturation, because all available resources are exhausted.
This study replicates the measurements of project-specic quantities suggested by the three prior
studies (lines of code, lifecycle state), but also reproduce the measurements by new measurands
(contributors, commits) on an enlarged and updated data set of 180 million commits contributed
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Table 1. Three prior studies on the evolution of open source, showing data source, project sample size, and
date range.
Study Year Source Project sample size Time frame
[7] Study A 2003 FreshMeat.net 406 ? – 2002-07-01
[24] Study B 2007 SourceForge.net 4,047 unknown
[12] Study C 2008 Ohloh.net 5,122 1995-01-01 – 2006-12-31
to more than 224,000 open source projects in the last 25 years. In this way, we evaluate existing
growth models and help to mature the knowledge of open source by addressing both internal and
external validity.
In detail, the contributions of this paper are
• the denition and discussion of four measurements and measurands for quantifying open
source including a novel open-source project life-cycle model,
• the multi-dimensional measurements using Open Hub as a measuring system to measure
the growth of open source with respect to lines of code, commits, number of contributors,
and stateful projects, and, thereby,
• the replication and reproduction of the measurements by three prior studies.
Throughout this paper, we are following the terminology of metrology [22]. Therefore, we
dierentiate between replication (dierent team and same experimental setup) and reproduction
(dierent team and dierent experimental setup). In this, we follow the denition of ACM, which
is based on [22], and remove the ambiguity of replication and reproduction [32], too.
Three studies investigated the evolution and growth of open source as a whole [7, 12, 24]. All
three studies are sample studies aiming for generalizability over the population of open source
projects which means the focus is not on specic contextual details. This implies a sample study
research strategy [45]. This also means that all results must also hold true for a larger or newer
sample of open source.
The following structure guides the reader through the study: In Section 2, we present all
three studies and extract their measurement results as hypotheses. In Section 3, we describe our
measurements, which not only include measurands from the prior studies, but also incorporate an
additional measurand: contributors. Section 4 describes our approach to ensuring the correctness
of the data. In Sections 5 and 6, we present and discuss the results of our measurements. In the last
section, we summarize and conclude from our ndings and discuss future work.
2 STATE OF THE ART
In this study, we replicate the measurements of three studies: [7] from 2003 (Study A), [24] from
2007 (Study B), and [12] from 2008 (Study C). Table 1 lists all three studies with their time of
publishing, their source, the number of open source projects in the sample, and the considered time
frames.
From those three prior works, we extracted four measurements and hypotheses, which are either
explicit or implicit hypotheses, which are listed in Table 2.
The original data sets of all studies were not publicly archived by the authors and, in case of
Study A and B, the data sources no longer exist. We contacted all lead authors from prior studies to
clarify inconsistencies or ambiguities in their work, but only one author team responded.
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Table 2. All hypotheses extracted from studies A, B, and C, along with the types of measurements from this
study.
Hypothesis Study Measurement
1 Open source grows with respect to byte size. A byte size
2 Open source grows quadratically with respect to lines of code. B lines of code
3 Open source grows exponentially with respect to lines of code. C lines of code
4 Open source grows exponentially with respect to projects. C projects
2.1 Study A
Study A [7] from 2003 presented a descriptive longitudinal study on 406 open source projects and
analyzed 12 dierent quantities of open source projects. Although measured three times (February
2001, January 1st, 2002, and July 1st, 2002), all quantities are statically analyzed containing the
whole time frame only and are not presented continuously over time or at least over those three or
four sampling points. The exact sampling point (1999) and the date of rst data collection (also
1999 or February 2001) remains unclear.
A pseudo-sampling was applied: the study uses the project status dened by the FreshMeat
platform, an index for open source software, with the status planning, pre-alpha, alpha, beta, stable,
mature. It is unclear how this status is determined. For each possible status, half of the projects
were randomly selected, resulting in 406 projects, according to the authors half of the population
in 1999 hosted on FreshMeat. However, the sample could be drawn from “living” or inactive open
source projects, or both. Neither living nor inactive is dened.
The quantities number of developers, size, modularity level, documentation level, and success
of a project are used, but not properly dened and described in the study. All derived quantities
computed for the study lack a precise denition, i.e. success of project and number of developers.
Study A measured the byte size of the source code excluding “documentation and unessential
binary or code les, such as HTML, GIF, JPG”. The study found that 63% of the examined projects
have not changed their size over six months, with 34% of projects changing less than 1%. In
conclusion, only 3% of all projects changed more than 1% in size over six months. Over the longer
period of time encompassed by the rst and last samplings, 59% of projects did not change size,
22% grew by up to 10%, 15% grew between 10%-50% in size, and 5% more than doubled in size. The
authors observed that open source grows:
Hypothesis 1
Open source grows with respect to size (in bytes).
They neither discussed the magnitude of growth nor made predictions about future growth.
The study considered additional measurements. We were not able to replicate or reproduce
these measurements because no detailed description of their construction was given: The original
data source FreshMeat does not exist anymore: On October 29, 2011, FreshMeat was renamed to
Freecode. Since June 18, 2014, Freecode is no longer maintained. The quantities age, application
domain, programming language, size, number of developers, number of users, modularity level,
documentation level, popularity, and vitality rely on computations by the portal owner or are
derived from those. Their construction is unclear and, in consequence, we cannot replicate or
reproduce the measurements.
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The measurements for vitality and popularity are explicitly discussed by the study. According to
this study, 23% of projects increased their vitality. Vitality V is dened by
V =
R · A
L
(1)
where – according to description – R is the number of releases in a given period (t ), A is the age
of the project in days, and L is the number of releases in the period t . We assume a typo in the
formula and/or the denitions: From the denition, R = L and, therefore, V = A in equation 1. We
also miss the portion of constant vitality in order to estimate the growth.
90% of projects did not change their status in a period of six months. How the status is com-
puted/dened and what are the six months remains unclear.
60 projects out of 400 (15%) are active projects, the rest are considered lethargic. Study A denes
an active project to have an increasing “vitality, popularity and subscribers and developers”. All
projects which are not active are dened as lethargic. It remains unclear if all three measurands
must be increasing (∧) or at least one of them (∨) for a project to be deemed active.
Popularity P is dened by
P =
3
√
U · R · (S + 1)
3 (2)
where U stands for the count of visit to the project homepage, R is the number of visits to the
project on FreshMeat pages, and S is the number of subscribers. It is unclear to what extent the
study controlled for bots and web crawlers, and what measures were taken to merge duplicate user
identities. According to the description, P is normalized between 0% and 100%, which obviously is
not true for anyU ,R, S ≥ 1, unless an unspecied adjustment was subsequently applied.
2.2 Study B
Study B [24] from 2007 found the growth of open source to be best described as a quadratic function
for a sample of 7,734,082 commits with 663,801,121 lines of code added and 87,405,383 removed
from 8,621 projects contributed by 12,395 developers. The study did not discuss whether the lines
of code count includes comments or not. Only CVS projects are considered. Neither the study B
nor the supplementary work [23] contains any information on the time when the sampling took
place and the considered time frame.
In detail, the authors found the growth better described as a quadratic
SB (t) = a · t2 + t · b + c
than as a linear function
SA(t) = a · t + b
where SB and SA, respectively, is the size in lines of code at time t as days after the rst
commit. Both models are evaluated by the adjusted R2 value, which is not applicable for non-linear
regressions like this [42]. Study B observed:
Hypothesis 2
Open source grows quadratically with respect to lines of code.
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2.3 Study C
Study C [12] from 2008 found an exponential growth of open source with respect to source lines of
code, and number of new and total number of open source projects. Comment lines and empty
lines are excluded from the lines of code count.
Study C considers the 5,122 most popular open source projects according to the number of
in-links provided by the Yahoo! search engine to their website. A list of those open source projects
is not available to us. In contrast to study A and B, the original data source, Ohloh (now Open Hub)
is still available.
Study C excluded “all commits where lines of code added is greater than average code added
per commit plus three times the standard deviation”. The exact measurement is not completely
described in the paper: Although labeled in the plots, the description of the approach indicates that
not lines added, but the net change with respect to lines of code is considered. The measurement of
total number of projects is redundant to the measurement of newly added projects, because for
a population growing at exponential rate, the removal rate from the population must be smaller.
This is a sucient and necessary condition for an exponential growth. However, if one considers
lines of code added only, the lines of code added before the sampling period are removed and older
projects are disadvantaged.
Study C used R2 to evaluate the goodness of the models, which is not an adequate measure for the
goodness of t in non-linear models [42]. Additionally, the curve tting and its initial parameters
are not presented.
We conclude the following two hypotheses, which are derived from the ndings of study C:
Hypothesis 3
Open source grows exponentially with respect to source lines of code.
Hypothesis 4
Open source grows exponentially with respect to number of projects.
3 MEASUREMENTS
As our primary measurement system we rely on Open Hub1, which was well-known under the
name Ohloh until August 2014. Open Hub is an online platform which provides an infrastructure
to crawl and index open source projects from dierent sources. Open Hub’s crawlers support all
main open source version control systems: git, CSV, SVN, Bazaar, and Mercurial. This allows it
to collect commit information across dierent source code hosts like GitHub, Gitlab, BitBucket,
SourceForge, etc. The data source also includes deleted open source projects and their commit
history, which allows a retrospective view on the development of open source.
In addition to study C, [30] used Ohloh develop a classication to assess the quality of a sample
of open source projects and to identify open source projects that could be added to improve the
sample quality. Their sample consisted of 20,028 active open source projects, where active is dened
as at least one commit per year.
Open Hub provides information on each project of the cumulative sum per month of
• total and added/removed code lines,
1We are not referring to the data collection tool with the same name described in [13].
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Table 3. All measurements extracted from Study A, B, and C, along with the types of measurements from
this study.
Prior measurement Lines of code Commits State Contributors
Size (Study A) reproduction reproduction
Lines of code (Study B, C) replication reproduction reproduction
Projects (Study C) replication reproduction
• total and added/removed comment lines,
• total and added/removed blank lines,
• commits, and
• contributors.
We crawled those data points through a REST API with XML responses from Open Hub for each
project in the sample. Additionally, we gathered the project’s Open Hub page as HTML in order to
parse all duplicate warnings, because this information is not available through the REST API. Our
crawling and analysis tool chain as well as the anonymized data set is fully published on Zenodo
and GitHub.
We evaluate hypotheses 1, 2, and 3 by measuring lines of code, and hypothesis 4 by measuring
stateful projects: We replicated measurements of Study B and C on lines of code from, and mea-
surement of Study C on stateful projects. We also reproduce measurements of Study A on the size
(measured in bytes) from Study A through measuring lines of code and measurements of Study B
and C on lines of code through measuring commits. As we are measuring human activities, we
also reproduce all measurements by measuring contributors. Table 3 lists all hypotheses we are
evaluating, the measurements we conducted in this study, and whether we replicate or reproduce
the prior measurements.
3.1 Lines of Code
A line of code (LoC) is a non-blank line containing either comments, source code, or both. A source
line of code (SLoC) is a non-blank line starting with source code. A comment line of code (CLoC) is a
non-blank line containing comments only.2
Study B and C estimated the size of available source code in open source by measuring lines of
code. Study C excluded comment lines of code. It remains unclear if Study B included or excluded
comment lines. However, a comment is a valuable contribution to a software project. In modern
programming languages like Go or Python, comments are directly embedded in the source code
for documentation purposes. Therefore, we replicate the measurements of both Study B and C by
measuring lines of code, which contains both comment and source lines of code. However, we also
distinguish between source and comment lines of code during our measurements.
Study A measured the byte size of the source code excluding “documentation and unessential
code, such as HTML, GIF, JPG”. Because the exact inclusion and exclusion criterions and denition
of unessential code are not available or described by Study A, we are reproducing this measurement
by also measuring lines of code: Any non-empty line of code has at least one byte. Therefore, our
measurement is consistent with Hypothesis 1, which states that open source grows (in bytes).
By measuring lines of code and its derivates source lines of code and (indirectly) comment lines
of code, we are able to replicate the measurements of all three studies.
2This denition also applies to inline comments such as /* some comment*/ int i = 0; in C/C++, also at the beginning.
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Open Hub evaluates the type of lines of code using ohcount, which is publicly available3. This
tool can only distinguish binarily between code and comment (and blank) line. However, a line
with both source code and followed by a comment is classied as lines of source code – although
having both.
A more ne-grain split in lines of code added, removed, or changed is not universally applicable.
This derivative of LoC has its origin in di, a Unix command line tool to calculate and display
the line-based dierence between two les. Using di, a line can be added, removed, or changed.
However, those status changes are not easily detectable: due to optimizations, two les with three
lines each a, b, c and c, b, a, can lead to three dierent outputs – depending which character is
detected as common and this depends on the version, the system, and optimization in use. Thus,
we do not rely on any di-generated information and do not follow the experimental setup of Study
C strictly. Instead, we use the monthly measurements on line of code on the project.
3.2 Commits
Study C assumes “a positive correlation between work spent on open source, its total growth in
terms of code and number of projects, and the revenue generated from it, understanding the overall
growth of open source will give us a better indication of how signicant a role open source will
play in the future.” However, the choice of programming language, tooling, coding style guidelines,
and embedded documentation has a large impact on lines of code. For example, a GitHub client
component written in Python has 1,113 lines of code in 12 .py les, a comparable library in Go has
60,438 LoC in 207 .go les. However, we believe that measuring commits are more suitable for
estimating eort spent in open source in total.
A commit is a semantically enclosed and authored tailored contribution to a software project.
Commit is the predominant term across most version control systems such as git, CSV, SVN,
Mercurial, and Bazaar. Synonyms are, for example, change set in Microsoft’s Team Foundation
Server (TFS). Unlike commits in data management (e.g. databases), commits in version control
systems are persistent and kept in the repository. Each commit contains, in addition to other
information, meta information on
• the code change to be contributed,
• a unique identier,
• the timestamp of the commit action, and
• the author of the commit.
Several studies used commits for eort estimation [6, 47] or to measure collaboration among
organizational boundaries [9]. Using commits as the basis for estimating eort is supported by
research showing that the interval between consecutive commits does not vary widely [26, 29],
implying that developers typically put about the same amount of time into each commit. When
commit size is calculated as the total number of commits in a time period, it follows a power-law
distribution [28].
Using the OpenStack project as a case study, [36] proposed an approach to estimating devel-
opment eort based on identifying full-time paid contributors and calculating the number of
person-months they contributed in aggregate, assuming 40-hour work weeks [36]. The total
time was estimated by extrapolating the output of full-time contributors to cover the remaining
proportion of contributions.
Open source software development has become, in a large part, commercial paid-for software
development [34]. About 50% of all commits to projects to our sample were authored during regular
3https://github.com/blackducksoftware/ohcount
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(Western) working hours, Monday to Friday, 9 am to 5 pm (local time) [34]. This implies that
commits are not only related to labor, but also to money. Attributing a value to eort is beyond the
scope of the current study, however.
Commit size calculated in lines of code has also been described as following a power-law
distribution [2] or a Pareto distribution [20, 25]. The majority of commits aect 2-4 les, 6-46 lines
of code, or 2-8 sections of contiguous lines of code [1].
Therefore, we use the measurement of commits for reproducing measurements of lines of code.
3.3 Lifecycle State
Study C measured the number of projects and new crawled projects. However, purely counting the
number of open source projects falls short: In contrast to classical software projects, open source
projects do not have a pre-dened scope, thus an explicit beginning and end. Although an open
source project may not be actively developed any more and abandoned, the code and all related
artefacts such as documentation and communication may be still publicly available. In order to
dierentiate between active, inactive, abandoned, and deleted open source projects, a life-cycle
model must be considered – traditional, closed-source life-cycle models do not t to open source
projects [39]. Therefore, we present in this section a novel open source project life-cycle based on
a project’s commit frequency.
3.3.1 Related work. Before we dene our novel open source project life-cycle model, we would
like to give an overview of the existing open source life-cycle models and discusses their non-
applicability.
[8] presented an empirical study on two OSS projects, Arla and Wine, to illustrate dierent phases
in their lifecycle [8]. The basic measure for the determination of the phases of project life-cycle,
cathedral and bazaar phase, and the transition thereof, is number of unique developers and number
of produced modules or subsystems. Once an open source project transits to the bazaar phase, the
way back is not given. This might apply to the two selected open source projects, but does not
generalize: Open source can be actively developed or abandoned within the bazaar phase, or may
fail to reach the bazaar phase [31, 41, 49].
The open source life-cycle project by [40] lists three major stages: project initiation, going open,
and project growth or decline [40]. It “is based on is based loosely on the discussion on the OS
development lifecycle provided by [14]”. 14 non-programming and 15 programming open source
project were selected, but only the latter are considered. Although not naming it explicitly, we
assume an adopted case study research method. A mentioned case coding form (assumingly a case
study protocol), which was developed for this study and should guide the analysis, is not provided.
None of criteria or metrics are available or dened.
[50] proposes a qualitative model of open source project life-cycle containing the stages intro-
duction, growth, maturity, decline, or revive. All stages are qualitatively described, but not dened.
The underlying measure is number of downloads. However, number of downloads does not imply
the use of an open source project and can be hardly measured.
[27] suggests a maturity life-cycle model based on development activity with the stages born,
childhood, adolescence, adulthood, and obsolete and applied it to an unknown number of open
source projects of two major OSS communities, Apache Software Foundation and the OpenStack
Foundation. None of the states are dened or described in detail.
Not a complete life-cycle model, but a denition of an active open source project is provided by
[26], which is based on [11]: “A project is active at a given point in time if the number of commits
in the preceding 12 months is at least 60% of the number of commits in the 12 months before that.”
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However, the denition applies only for projects older than 25 months, and relies on numbers of
[11] which are arbitrary. This makes this denition not applicable for this study.
In their descriptive longitudinal study, [7] used a data source containing living and inactive open
source projects [7]. Neither the state active/living nor inactive is dened or described.
Open source foundations like the Eclipse [16] or Apache Software [15] foundation typically
explicitly dene life-cycle models with the goal to describe how their open source projects mature
through the ranks (e.g. from a proposed project to a mature project). By doing so, they implicitly
also model whether a project is active or abandoned. The model we propose explicitly describes
the activity of a project and does exclude project maturity.
3.3.2 Definition. In this subsection, we present a novel open source life-cycle model, where the
transition of the states are determined by the commit frequency for a given time frame.
The commit frequency denoted by cp (t) of a project p ∈ P(t) at timeframe t is the number of
occurrences of commit events per timeframe t . P(t) is the set of available open source projects at
timeframe t .
Our open source life-cyclemodel is a non-deterministic nite automaton (NFA) and is formally
represented by the 5-tuple (Q, Σ,δ , {active}, F ), consisting of
• the nite set of states
Q = {active, inactive, abandoned, deleted}
• the nite set of input symbols as alphabet
Σ = {⊕, 	, , ε}
computed the commit frequency cp (t) at timeframe t where
⊕ := cp (t) , ∅,
	 := cp (t) = ∅, and
 := p < P(t),
• a transition function
δ : Q × Σ→ Q,
• the start state {active}, and
• the set of nal states
F = {abandoned, deleted}.
Figure 1 is a graphical representation of the NFA-based open source project life-cycle.
A project starts with an initial commit. If it receives contributions (⊕) it remains active, if not (	)
it transits to the state inactive. It is common that – even after a long period of inactivity – a project
can reactivated with a contribution. However, some projects are just dumped or archived and not
actively developed any more; they are in the state abandoned. The transition (ε) is not explicit, but
happens usually after a long time of inactivity. An open source project can be removed or deleted
from the public repositories () at any point in time. Those projects are not accessible any more
and are vanished from the open source population. For this study, we set the time frame for any
commit – independent of its human origin – in the life-cycle to be one calendar month. This time
period is arbitrary.
This measurement aims to replicate the measurement on projects by Study C.
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Fig. 1. The open source project life-cycle. The project starts with an initial commit. The model is independent
of the time frame chosen for commits.
activestart
inactive abandoned
deleted
⊕
	 ⊕
	
ε

 
3.4 Contributors
Because all of the previous measurements are human-based activities (writing code, starting a
new open source projects, or contributing a commit), we would also like to extend the existing
measurements by measuring contributors and, by that, reproduce all other measurements.
A contributor is a role of a person who contributes to a project. In this paper, we focus exclusively
on code contributions and accepted changes to the project’s source code. In open source, usually
only committer can accept changes, because only they have write-access to the repository. A
human being can serve as multiple contributors, for example, depending on their professional
aliation. Open Hub is able to map contributor identities to a person. However, this mapping
requires a registered user and is in general not trivial.
4 FILTERING
At the time of the measurement (from 2020-01-02 to 2020-01-04), Open Hub lists 477,851 open
source projects. The development activity is available for 224,884 projects only.
4.1 Timeframe
We limited the analysis time frame from 1994-01-01 to 2018-12-31. Incorrect time conguration on
developers’ machine can cause a wrong timestamp for the commit, either accidentally (e.g., Unix
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time, which is the Thursday, 1 January 1970) or on purpose4. Also Open Hub assigns 1970-01-015 if
there is no valid timestamp. The default Unix timestamp (1970-01-01) is already excluded from the
sample anyway. We bypass this issue by limiting out analysis from the time frame from 1994-01-01
to 2018-12-31. Those exceptions aside, we assume the timestamps to be correct by default. Smaller
deviations (e.g., by setting up the time manually, wrong time zones, etc.) are intercepted by the
monthly resampling.
4.2 Duplicates
Some projects contain commits which originate from other projects. We extracted the information
on duplications from all the collected projects’ HTML pages as it is not accessible through the
REST API and excluded the projects marked as duplicates. We relied on the duplication detection
by OpenHub, which is not publicly available.
We excluded 731 duplicates from 484 original projects. The Linux Kernel was the most duplicated
project with 79 duplicates.
4.3 Outlier detection
In our data set, we found outliers. For example, we found values up to 453,380 commits by one
contributor in November 2018 within the Beagle Board project6: A large-scale change to a database
and to log les was split into tiny commits each with some dozen added lines on one specic le.
Statistical outlier detection such as z-score, or median absolute deviation (MAD) fails in detecting
outliers for our data set, because most stellar, large open source projects such as OpenStack, KDE,
Linux kernel, Chromium, or Firefox are considered as outliers with respect to contributors, commits,
and lines of code, but are regular, and very successful open source projects.
Therefore, we decided not to apply any statistical outlier detection and exclude the one occurrence
at the BeagleBoard project. However, we present the median for the relevant measurements (lines
of code, commits, and contributors) to mitigate the outliers problem. Additionally, we also present
the mean, because the dierence between the median and the mean is useful to characterize how
skewed the data is.
5 RESULTS
In this section, we present the results of our analysis on the accumulated measurements of lines of
code, commits, lifecycle state, and contributors over all 224,844 open source projects in the sample.
For describing time frames, we dene until and since to be inclusive.
Lines of code and lifecycle result in a physical artefact, code and projects. Thus, they are presented
as cumulative sums as they do not disappear, but remain reusable. Commits and contributors are
not reusable, they describe work eort.
In all four measurements, we found an initial, transient exponential growth. This growth
exponential growth is evaluated by using an exponential function y = a · exp(b · x) + c with the
initial parameter a,b, c = 0 with a resolution of full years. Those exponential models are depicted in
all relevant graphs by a dashed red line. The exact parameters are published in the related Jupyter
notebooks.
4For example, according to its Git-history, the Go programming language started back in 1972 with a commit (commit hash
7d7c6a97f815e9279d08cfaea7d5efb5e90695a8) by Brian Kernighan with a C-code snippet – obviously a remembrance
for Kernighan’s famous hello world memo.
5https://github.com/blackducksoftware/ohloh_scm/blob/ca0e512177fb9958473812445d6a54b551b3ce9b/lib/ohloh_scm/git/
activity.rb#L215
6https://github.com/beagleboard/beagleboard-org
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5.1 Lines of code
The body of open source lines of code is tremendous: more than 17 billion lines of open source
code are available today. As of the end of 2018, open source projects contained 17,586,490,655 lines
of code, comprised of 14,588,351,457 lines of source code and 2,998,139,198 lines of comments.
Figure 2 depicts an aggregated view on lines of source code and comment lines of code over
time, with the exponential model for lines of code.
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Fig. 2. Lines of code over time, showing lines of code and combined lines of comments and code. An exponental
curve no longer fits the combined comments and code aer 2013, while the source code growth rate declines
aer 2011.
Observation 1
Although initially growing exponentially through 2010, the growth in lines of code has
continuously slowed down since 2011.
Figure 2
Although neither quadratic nor exponential, open source still grows with respect to lines of code.
However, since 2011, the growth has continuously slowed down. The slow-down is greater for
lines of code containing source code than comments: The portion of comment lines increases over
time. We speculate that the relative increase of comment lines correlates with the popularity of
programming languages and tools which generate documentation from source code (e.g. JavaDoc
for Java, Pydoc for Python, or Godoc for Go).
Figure 3 shows that the total amount of lines of code in open source has been stable since 2011.
The mean monthly size in lines of code per project is stable around 83,000 lines of code. The median
of lines of code decreased over the same period of time from 2700 to 2200 lines of code. This implies
that the outlier, stellar project can compensate the decrease for open source as a total – the growth
is not distributed among all project sizes.
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Fig. 3. Mean and median of lines of code.
5.2 Commits
In the last 25 years, the 224,342 open source projects received 180,937,525 commits in total. Figure 4
shows the total number of commits over time.
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Fig. 4. Number of new commits made over time. The exponential growth curve does not fit aer 2010.
Again, we found an exponential growth of commits until 2010 and can conrm the measurement
results of lines of code by reproduction.
Observation 2
Although the number of open source commits grew exponentially until March 2010 and
peaked in 1.5 mio commits in March 2013, it has since declined. In 2018, it reached a level
comparable to the end of 2007.
Figure 4
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After a dent in 2010 and 2011, the commits monthly contributed to open source reached its peak
with 1,534,726 million commits in March 2013. With seasonal minima in December from 2013 to
2019, the trend of commits contributed to open source is downwards.
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Fig. 5. Mean and median of commits per project over time. The mean number of commits has declined fairly
consistently since 2000, while the median stabilized at zero in 2003.
Observation 3
The mean and median of monthly commits per projects is decreasing.
Figure 5
As depicted in Figure 5, the number of commits for each projects is decreasing. The median of
monthly commits per open source project reached zero in 2003 and has not increased since then.
This means more than half of the known projects have not received a monthly contribution since
2003. The mean of monthly commits per open source project continuously decreases: After stable
phases between 1994 and 2000 with ca. 70 commits in average per project and between 2005 and a
local maximum around 2006, the mean as of end 2018 is 3.05 commits per project per month.
5.3 Lifecycle State
We evaluated the projects using the lifecycle model presented in Section 3.3. We used one month
as the time period for evaluating the underlying life-cycle. As of the last month of measurement
(December 2018), we found 224,342 open source projects. 196,009 of them were inactive, 13,085
where abandoned, and 58 new projects were added. 15,046 were deleted over the whole time frame
of 25 years. Figure 6 depicts the lifecycle states over time.
Again, we were able to conrm an exponential growth until 2013 over all available projects,
while most of the projects are inactive – they do not receiving a commit within a given month.
Observation 4
Until July 2013, the available open source projects grew exponentially, reaching a plateau in
2016.
Figure 6
We observed that most open source projects are inactive. Beyond that, most inactive projects
never receive a contribution again – they are abandoned. The growth of abandoned projects in the
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Fig. 6. Available open source projects by lifecycle phase, where the time for implicit state changes is one
month. While the exponential curve fits until 2011, this is only when all projects, including inactive and
abandoned ones, are included. The number of abandoned projects relative to active projects continues to
grow.
last year comes from the end of measurement in 2018: Because the measurement ends in 2018, all
inactive projects are abandoned because they have not received a contribution since then.
Observation 5
The vast majority of open source projects are abandoned; they have never received a contri-
bution again until the end of measurement or their deletion.
Figure 6
The vast majority and a constant portion of open source project is abandoned. The portion of
actively developed open source projects which receive at least one contribution in a given month is
small and approximately constant over time.
Observation 6
We observe a signicant decrease of new projects in the year 2011.
Figure 6
There is a signicant drop in new projects with their rst commit in 2011, which we are not able
to explain. Without this drop, open source could probably have retained an exponential growth in
projects until 2012.
5.4 Contributors
Again, we observed an exponential growth of open source contributors until 2010. Figure 7
illustrates our observations.
Like for the monthly commits, the number of monthly contributors decreased after the peak in
2013. We also can see a yearly, seasonal drop in December around Christmas.
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Fig. 7. Total contributors per month over time. The exponential curve does not fit aer 2010. The number of
contributors peaked in 2013, and since 2015 the general trend has been a decline.
Observation 7
Although growing exponentially until March 2010 and reaching its peak in March 2013 with
107,915 contributors, the number of open source contributors has, as of 2018, decreased to the
level of 2008.
Figure 7
We refer the reader to Figure 7 and the sharp rises in 2005 and 2012.
Observation 8
We observe an erratic rise of contributors in 2005, and again in 2012.
Figure 7
We cannot with certainty attribute the two sharp rises in contributors to any denite cause.
However, it is possible that the factor mentioned as a source of measurement error in counting
contributors (Section 3.4), namely an increase in bot activity, is responsible. In a sample of GitHub
projects, [48] identied a signicant increase in bot adoption, beginning at a slightly later date, after
2013. Our sample includes but is not limited to GitHub projects, which might explain the dierence.
Other possible factors are the increase of paid developers in this period [34], potentially with
multiple professional aliations, and the widespread shift from centralized to distributed version
control (git was published in 2005), which changed the way in which commits were attributed [37].
Observation 9
The average number of monthly contributors decreases over time.
Figure 8
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Fig. 8. Mean and median contributors per project per month. The mean of monthly commits has declined
steadily since 2016, and the median reached and has remained at zero since 2003.
The median of contributors per month reaching zero means that more than half of the projects
have no monthly contributors. Also the mean has a clear downwards trend.
As elaborated in Section 3.4 on systematic errors of measuring contributors, the exact numbers
must be treated with caution. Especially tracking individual contributors, and matching identities to
persons are error-prone and became increasingly dicult with distributed version control systems
such as git. However, we assume that the number of identities per user remains stable over time:
Most open source developers want to be identiable and rewarded for their contributions. Both
trends, the number of contributors and the eort spent in open source (measured in commits
per contributor) are downwards. The reduction in eort per person is consistent with research
describing the growing recognition of episodic participation in open source projects [4].
6 LIMITATIONS
The most serious threat to our the validity of our study is the unknown precision and accuracy of
Open Hub as measurement system. This could result both in a sample of open source projects, that
is not representative towards the universe of all open source projects and insucient precision and
accuracy of the detailed measurements. In a rst attempt, we evaluated the precision and accuracy
measurements by Open Hub by manual measuring lines of code and commits on ve projects
based on maximum variation sample: very large projects (Linux Kernel, OpenStack), midsized
projects (KDE, Golang), and small projects (BeeTee). We found no signicant deviations beyond
the crawling jitter. However, this cannot be seen as a full evaluation as it is not statistically sound.
If Open Hub as measurement system is faulty, this also aects [30] and, of course, Study C [12].
[5] assessed the quality of Ohloh in its version of the year 2013. They observed improper (1) SVN
congurations, (2) missing and inconsistent (3) values. We also encountered the issue of projects
which cannot be crawled due to outdated or wrong repository conguration (which we excluded).
We also encountered similar problems while crawling Open Hub: 253,007 of 477,851 open source
do not contain any information on the development activity and 881 projects had negative sizes,
which we therefore excluded. We also found that the accumulated number lines added does not t
to the measured lines of code.
Open Hub marks reported duplicates of open source projects (mostly Linux kernel). How Open
Hub detects duplications remains unclear. We assume further, undetected duplications. With
excluding duplicates of the largest open source projects (e.g. Linux kernel), we believe that we
excluded a signicant, though not complete set of of duplicates. In open source, forking is a common
phenomenon. A fork is a secession from an existing open source project to a new, independent
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development. This split applies not only to the software development itself, but also to the developer
community. The data set includes forks such as LibreOce (forked from OpenOce), but does not
contain temporarily forks such those from GitHub. Although it can be extended, the current version
of the novel open source life-cycle model does not cover the practice of forking. Although we
excluded duplicated open source projects from our analysis, we relied on the duplication detection
by Open Hub, which is not publicly available.
Still, we have good reasons to believe that the Open Hub measurement system is appropriated
and applicable:
• Other studies have also relied on Open Hub and its predecessor Ohloh [30] – including
one of the studies replicated [12].
• The universe contains 477,851 open source projects (in January 2020) and is thus the largest
collection of open source projects we are aware of.
• Dierent platforms (such as GitHub, Gitlab, BitBucket, etc.) and tools are covered.
• We assume the data set tend to be more towards large, vivid, and larger open source projects,
and to neglect code dumps, non-code open source projects, and intentionally hidden open
source projects.
All measurements are based on the assumption that a human being contributed to open source.
However, a contributor does not need to be human being and a commit or line of code is not
necessarily written by a human being. For example, at Google most of the commits come from bots
[33]. The extent of bot-generated code in open source is unknown. Bots do not aect the life-cycle
(as long as bots are triggered by outside events and are not able to kick o open source projects),
but all other measurements are aected.
The number of rejected or abandoned contributions is unknown and not considered in this
work. However, because open source became a mass phenomenon, the acceptance rate may not be
constant, but decreasing.
In our study, we refer to deleted projects when we actually mean not reachable for Open Hub
(any more). This could also be the case for moved or archived projects or using a new version
control system and not updating the Open Hub prole.
Changing the version control system (e.g. Linux kernel started in 1991, but switched to git
in April 2005) can disturb the results. A change of version control system from centralized to
distributed can also aect the perceived number of contributors because in earlier systems, commits
were often attributed to the committer, regardless of who actually authored the commit [37].
7 CONCLUSION
In this study, we conducted a large-scale sample study on open source projects and their cumulative
growth. We replicated and reproduced measurements on lines of code, commits, and projects from
prior studies and added a fourth measurement: contributors. We leverage Open Hub as measuring
system to measure development activities of 224,342 open source projects over the last 25 years
with respect to those four quantities.
We could conrm an initial, transient exponential growth as claimed by Study C [12]. In detail,
we found an exponential growth
• until 2009 for commits and contributors (observations 2 and 7),
• until 2011 for the number of available projects (observation 4), and
• until 2013 for available lines of code (observation 1).
However, none of our accumulated measurements on lines of code (Observation 1), commits
(Observation 2), contributors (Observation 7), or number of projects (Observation 4) could remain
exponential, quadratic, or linear in terms of growth as suggested by the prior studies. Thus, all four
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hypotheses on the growth behaviour of open source must be rejected. In fact, we already passed
the peak and observed a downwards trend for the measurements on commits and contributors. The
average of number of monthly commits per project decreased to a monadic number (Observation
3). The same downwards trend applies for the average monthly contributors (Observation 9).
The vast majority of open source projects are abandoned (Observation 5) and do not receive any
contributions.
However, the data is not sucient for any prediction model on the growth of open source: On the
one hand, we could not overcome concerns towards the measurement accuracy and precision of our
measurement system Open Hub (Observations 6 and 8, unclear project duplication detection and
bot contributions). On the other hand, open source could have reached a local or global maximum,
the growth could be best described as bell-shaped or does not follow any regular pattern – we just
can speculate.
Future research is needed to explain this change, as companies and open source projects will
need to adopt strategies which address the limited resources. While the data we investigated does
not provide an answer, we can think of a number of potential explanations:
• A decrease in developers willing to volunteer, and no corresponding increase in paid
development work
• The shift from volunteer to paid contributions reducing the eective time for contributing
for each participant, due to company resource management
• An increase in episodic participation [3], with more people preferring to volunteer less
• A generational shift (the mean age of contributors in 2005 was 31, and in 2017 it was 30
[17, 18]) from collective to reexive volunteering [21], perhaps in response to the growing
role of open source participation in career development
• Increasing code complexity requiring skills fewer developers possess, and discouraging
newcomers [44]
• A decreased quality of contributions and, therefore, a lower acceptance rate of contributions
and an overload for reviewers and committers
A major issue we faced with was that none of the replicated or reproduced studies published the
analyzed data set and had substantial shortcomings in describing the data collection and analyzing
steps. In order to make this replication study easily replicable, we published all analysis scripts set
up in Jupyter notebooks. The data set is going to be published in raw and preprocessed state to the
extent the data license allows.
We hope that this study triggers further replication and reproduction studies not only on open
source, but in software engineering in general.
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