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1.1.  accesorios.h 
 
enum meses {enero, febrero, marzo, abril, mayo, junio, julio, agosto, septiembre, octubre, noviembre, diciembre}; 
int8 num_dias_mes[12]={31,28,31,30,31,30,31,31,30,31,30,31}; 
 
int8 incSegsFechaMicro=0; 
 
#define CALENDARIO_HABILITADO 1 
#define CALENDARIO_DESHABILITADO 0 
 
int1 calendarioMicro=CALENDARIO_HABILITADO; 
 
typedef struct { 
   int8 dia;                           //Fecha de grabación 
   int8 mes; 
   unsigned int16 ano; 
    
   int8 hora;                           //Hora de grabación 
   int8 minuto;    
   int8 segundo; 
} Fecha; 
 
Fecha fechaMicro; 
 
unsigned int16 uint16_2bytes(int8 byte_alto,int8 byte_bajo) { 
 return (((unsigned int16) byte_alto)<<8)|byte_bajo; 
} 
 
int8 byteAlto (unsigned int16 entero) { 
   return entero>>8; 
} 
 
int8 byteBajo (unsigned int16 entero) { 
   return (entero<<8)>>8; 
} 
 
int8 exponente (float numeroDecimal) { 
 return *(((int8 *)&numeroDecimal) + 0) ; 
} 
 
int8 mantisaH (float numeroDecimal) { 
 return *(((int8 *)&numeroDecimal) + 1) ; 
} 
 
int8 mantisaM (float numeroDecimal) { 
 return *(((int8 *)&numeroDecimal) + 2) ; 
} 
 
int8 mantisaL (float numeroDecimal) { 
 return *(((int8 *)&numeroDecimal) + 3) ; 
} 
 
void IncrementarFechaMicrocontrolador () { 
   int1 bisiesto=0; 
 
   fechaMicro.segundo++; 
   if (fechaMicro.segundo==60) { 
      fechaMicro.segundo=0; 
      fechaMicro.minuto++; 
      if (fechaMicro.minuto==60) { 
         fechaMicro.minuto=0; 
         fechaMicro.hora++; 
         if (fechaMicro.hora==24) { 
            fechaMicro.hora=0; 
            fechaMicro.dia++; 
            if (fechaMicro.dia>=num_dias_mes[fechaMicro.mes]) { 
               if (fechaMicro.mes==febrero) { 
                  if (fechaMicro.ano%400==0) bisiesto=1; 
                  else { 
                     if (fechaMicro.ano%100==0) bisiesto=0; 
                     else if (fechaMicro.ano%4==0) bisiesto=1; 
                  } 
                  if (bisiesto==0) { 
                     fechaMicro.dia=0; 
                     fechaMicro.mes++; 
                  } 
                  if (bisiesto==1 && fechaMicro.dia==29) { 
                     fechaMicro.dia=0; 
                     fechaMicro.mes++; 
                  }                
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               } 
               else { 
                  fechaMicro.dia=0; 
    
                  fechaMicro.mes++; 
                  if (fechaMicro.mes==12) { 
                     fechaMicro.mes=0; 
                     fechaMicro.ano++; 
                  } 
               } 
            } 
         } 
      } 
   }  
} 
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1.2.  lib_crc.h 
 
    /*******************************************************************\ 
    *                                                                   * 
    *   Library         : lib_crc                                       * 
    *   File            : lib_crc.c                                     * 
    *   Author          : Lammert Bies  1999-2005                       * 
    *   E-mail          : info@lammertbies.nl                           * 
    *   Language        : ANSI C                                        * 
    *                                                                   * 
    *                                                                   * 
    *   Description                                                     * 
    *   ===========                                                     * 
    *                                                                   * 
    *   The file lib_crc.c contains the private  and  public  func-     * 
    *   tions  used  for  the  calculation of CRC-16, CRC-CCITT and     * 
    *   CRC-32 cyclic redundancy values.                                * 
    *                                                                   * 
    *                                                                   * 
    *   Dependencies                                                    * 
    *   ============                                                    * 
    *                                                                   * 
    *   lib_crc.h       CRC definitions and prototypes                  * 
    *                                                                   * 
    *                                                                   * 
    *   Modification history                                            * 
    *   ====================                                            * 
    *                                                                   * 
    *   Date        Version Comment                                     * 
    *                                                                   * 
    *   2005-05-14  1.12    Added CRC-CCITT with start value 0          * 
    *                                                                   * 
    *   2005-02-05  1.11    Fixed bug in CRC-DNP routine                * 
    *                                                                   * 
    *   2005-02-04  1.10    Added CRC-DNP routines                      * 
    *                                                                   * 
    *   1999-02-21  1.01    Added FALSE and TRUE mnemonics              * 
    *                                                                   * 
    *   1999-01-22  1.00    Initial source                              * 
    *                                                                   * 
    \*******************************************************************/ 
 
    /*******************************************************************\ 
    *                                                                   * 
    *   #define P_xxxx                                                  * 
    *                                                                   * 
    *   The CRC's are computed using polynomials. The  coefficients     * 
    *   for the algorithms are defined by the following constants.      * 
    *                                                                   * 
    \*******************************************************************/ 
 
#define                 P_CCITT     0x1021 
 
#define CRC_VERSION     "1.12" 
 
unsigned int16          update_crc_ccitt( unsigned int16 crc, char c ); 
 
  int16 const crctable[256] = { 
      0x0000, 0x1021, 0x2042, 0x3063, 0x4084, 0x50a5, 0x60c6, 0x70e7, 
      0x8108, 0x9129, 0xa14a, 0xb16b, 0xc18c, 0xd1ad, 0xe1ce, 0xf1ef, 
      0x1231, 0x0210, 0x3273, 0x2252, 0x52b5, 0x4294, 0x72f7, 0x62d6, 
      0x9339, 0x8318, 0xb37b, 0xa35a, 0xd3bd, 0xc39c, 0xf3ff, 0xe3de, 
      0x2462, 0x3443, 0x0420, 0x1401, 0x64e6, 0x74c7, 0x44a4, 0x5485, 
      0xa56a, 0xb54b, 0x8528, 0x9509, 0xe5ee, 0xf5cf, 0xc5ac, 0xd58d, 
      0x3653, 0x2672, 0x1611, 0x0630, 0x76d7, 0x66f6, 0x5695, 0x46b4, 
      0xb75b, 0xa77a, 0x9719, 0x8738, 0xf7df, 0xe7fe, 0xd79d, 0xc7bc, 
      0x48c4, 0x58e5, 0x6886, 0x78a7, 0x0840, 0x1861, 0x2802, 0x3823, 
      0xc9cc, 0xd9ed, 0xe98e, 0xf9af, 0x8948, 0x9969, 0xa90a, 0xb92b, 
      0x5af5, 0x4ad4, 0x7ab7, 0x6a96, 0x1a71, 0x0a50, 0x3a33, 0x2a12, 
      0xdbfd, 0xcbdc, 0xfbbf, 0xeb9e, 0x9b79, 0x8b58, 0xbb3b, 0xab1a, 
      0x6ca6, 0x7c87, 0x4ce4, 0x5cc5, 0x2c22, 0x3c03, 0x0c60, 0x1c41, 
      0xedae, 0xfd8f, 0xcdec, 0xddcd, 0xad2a, 0xbd0b, 0x8d68, 0x9d49, 
      0x7e97, 0x6eb6, 0x5ed5, 0x4ef4, 0x3e13, 0x2e32, 0x1e51, 0x0e70, 
      0xff9f, 0xefbe, 0xdfdd, 0xcffc, 0xbf1b, 0xaf3a, 0x9f59, 0x8f78, 
      
      0x9188, 0x81a9, 0xb1ca, 0xa1eb, 0xd10c, 0xc12d, 0xf14e, 0xe16f, 
      0x1080, 0x00a1, 0x30c2, 0x20e3, 0x5004, 0x4025, 0x7046, 0x6067, 
      0x83b9, 0x9398, 0xa3fb, 0xb3da, 0xc33d, 0xd31c, 0xe37f, 0xf35e, 
      0x02b1, 0x1290, 0x22f3, 0x32d2, 0x4235, 0x5214, 0x6277, 0x7256, 
      0xb5ea, 0xa5cb, 0x95a8, 0x8589, 0xf56e, 0xe54f, 0xd52c, 0xc50d, 
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      0x34e2, 0x24c3, 0x14a0, 0x0481, 0x7466, 0x6447, 0x5424, 0x4405, 
      0xa7db, 0xb7fa, 0x8799, 0x97b8, 0xe75f, 0xf77e, 0xc71d, 0xd73c, 
      0x26d3, 0x36f2, 0x0691, 0x16b0, 0x6657, 0x7676, 0x4615, 0x5634, 
      0xd94c, 0xc96d, 0xf90e, 0xe92f, 0x99c8, 0x89e9, 0xb98a, 0xa9ab, 
      0x5844, 0x4865, 0x7806, 0x6827, 0x18c0, 0x08e1, 0x3882, 0x28a3, 
      0xcb7d, 0xdb5c, 0xeb3f, 0xfb1e, 0x8bf9, 0x9bd8, 0xabbb, 0xbb9a, 
      0x4a75, 0x5a54, 0x6a37, 0x7a16, 0x0af1, 0x1ad0, 0x2ab3, 0x3a92, 
      0xfd2e, 0xed0f, 0xdd6c, 0xcd4d, 0xbdaa, 0xad8b, 0x9de8, 0x8dc9, 
      0x7c26, 0x6c07, 0x5c64, 0x4c45, 0x3ca2, 0x2c83, 0x1ce0, 0x0cc1, 
      0xef1f, 0xff3e, 0xcf5d, 0xdf7c, 0xaf9b, 0xbfba, 0x8fd9, 0x9ff8, 
      0x6e17, 0x7e36, 0x4e55, 0x5e74, 0x2e93, 0x3eb2, 0x0ed1, 0x1ef0 
  }; 
 
 
    /*******************************************************************\ 
    *                                                                   * 
    *   unsigned short update_crc_ccitt( unsigned long crc, char c );   * 
    *                                                                   * 
    *   The function update_crc_ccitt calculates  a  new  CRC-CCITT     * 
    *   value  based  on the previous value of the CRC and the next     * 
    *   byte of the data to be checked.                                 * 
    *                                                                   * 
    \*******************************************************************/ 
 
unsigned int16 update_crc_ccitt( unsigned int16 crc, unsigned int8 c ) { 
 
    unsigned int16 tmp, short_c; 
 
    short_c  = 0x00ff & (unsigned int16) c; 
 
    tmp = (crc >> 8) ^ short_c; 
     
    crc = (crc << 8) ^ crctable[tmp]; 
 
    return crc; 
 
}  
 
unsigned int16 calcCRC(int8 cadena[],int8 longitud) 
{ 
    //Se devuelve el CRC 16-CCITT 
     
   int i; 
   unsigned int16 crc16=0xffff; 
    
   for (i=0; i<longitud; i++) 
      crc16=update_crc_ccitt( crc16, cadena[i] ); 
 
   return crc16; 
    
} 
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1.3.  DIMMERSyRELES.h 
 
#include <18F2525.h> 
 
#device adc=16 
 
#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES WDT128                   //Watch Dog Timer uses 1:128 Postscale 
#FUSES INTRC_IO                 //Internal RC Osc, no CLKOUT 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NOIESO                   //Internal External Switch Over mode enabled             
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES BORV20                   //Brownout reset at 2.0V 
#FUSES NOPUT                    //Power Up Timer                                                 
#FUSES NOCPD                    //No EE protection 
#FUSES STVREN                   //Stack full/underflow will cause reset 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOWRT                    //Program memory not write protected 
#FUSES NOWRTD                   //Data EEPROM not write protected 
#FUSES NOEBTR                   //Memory not protected from table reads 
#FUSES NOCPB                    //No Boot Block code protection 
#FUSES NOEBTRB                  //Boot block not protected from table reads 
#FUSES NOWRTC                   //configuration not registers write protected 
#FUSES NOWRTB                   //Boot block not write protected 
#FUSES NOFCMEN                  //Fail-safe clock monitor enabled                               
#FUSES NOXINST                  //Extended set extension and Indexed Addressing mode enabled    
#FUSES NOPBADEN                 //PORTB pins are configured as analog input channels on RESET 
#FUSES NOLPT1OSC                //Timer1 configured for higher power operation 
#FUSES MCLR                     //Master Clear pin enabled 
 
#use delay(clock=16000000) 
#use i2c(slave,address=0xa0,fast,force_hw,sda=PIN_C4,scl=PIN_C3)       
 
    #ZERO_RAM 
 
#define TODAS_LAS_APLICACIONES 0xffff 
#define NINGUNA_APLICACION 0x0000 
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1.4.  DIMMERSyRELES.c 
 
#include "DIMMERSyRELES.h" 
#include "accesorios.h" 
#include "lib_crc.h" 
#include <stdlib.h> 
#include <string.h> 
#include <math.h> 
 
signed int8 cronoLED_LIGHT=-1; 
signed int8 cronoLED_TEMP=-1; 
 
int8 numBytesOUT_I2C=0; 
int8 numBytesIN_I2C; 
 
int8 bufferIN_I2C[100]; 
int8 bufferOUT_I2C[100]; 
 
int8 estadoApp_I2C=2;  //0: Sin aplicación 
        //1: Processing data 
        //2: Free 
 
unsigned int16 appIDDestino=NINGUNA_APLICACION; 
 
#define LED_DIMMER1 PIN_A0 
#define LED_DIMMER2 PIN_A1 
#define LED_DIMMER3 PIN_A2 
#define LED_RELE1 PIN_A3 
#define LED_RELE2 PIN_A4 
 
#define PIN_DIMMER1 PIN_B1 
#define PIN_DIMMER2 PIN_B2 
#define PIN_DIMMER3 PIN_B3 
#define PIN_RELE2 PIN_B5 
#define PIN_RELE1 PIN_B4 
#define PIN_CZ PIN_B0 
 
unsigned int16 appID; 
int8 appVersionMayor; 
int8 appVersionMenor; 
int8 plhnVersionMayor; 
int8 plhnVersionMenor; 
int8 appTipo; 
 
#define ELEMENTO_LIBRE 0 
#define ELEMENTO_OCUPADO 1 
#define ELEMENTO_NINGUNO_LIBRE 0xff 
 
typedef struct { 
   int1 libre; 
   int8 ptrSiguienteMSG_I2C_OUT; 
   int8 longitud; 
   int8 datos[50]; 
   unsigned int16 CRC; 
} MensajeI2C_OUT; 
 
#define MAX_MSG_I2C_OUT 30 
MensajeI2C_OUT msgI2C_OUT[MAX_MSG_I2C_OUT]; 
 
int8 numMensajesColaI2C_OUT=0; 
 
int8 ptrPrimerMensajeColaI2C_OUT=0; 
int8 ptrUltimoMensajeColaI2C_OUT=0; 
 
#define DIMMER_APAGADO 0 
#define DIMMER_ENCENDIDO 1 
#define DIMMER_INTERMITENTE 2 
#define DIMMER_VAIVEN 3 
#define DIMMER_INTENSIDAD 4 
 
typedef struct { 
 int8 Funcion; 
 int8 intensidadMin; 
 int8 intensidadMax; 
 unsigned int16 contadorPeriodo; 
 unsigned int16 contadorStep; 
 unsigned int16 maxStep1; 
 unsigned int16 maxStep2; 
 unsigned int16 maxPeriodo1; 
 unsigned int16 maxPeriodo2; 
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 int8 flag; 
 int8 estado; 
 unsigned int16 maxContador1; 
 unsigned int16 maxContador2; 
} Dimmer; 
 
Dimmer Regul[3]; 
 
#define MAX_DIMMER_CONTADOR 34 
unsigned int16 contador; 
 
#define ACSWITCH_OFF 0 
#define ACSWITCH_ON 1 
typedef struct { 
 int1 Encendido; 
} Interruptor; 
 
Interruptor ACSwitch[2]; 
 
int1 flagTimer2; 
 
#PRIORITY SSP,TIMER2,EXT 
 
#int_SSP 
SSP_isr()  
{ 
   int8 estado; 
   static int8 numBytesDATA_I2C; 
 
   estado=i2c_isr_state(); 
 if (estado>=0x80) { 
  if (estado==0x80) i2c_write(estadoApp_I2C); 
  else if (estado==0x81) i2c_write(numBytesOUT_I2C); 
  else if (estado==0x82) i2c_write('Q'); 
  else if (estado>0x82) i2c_write(bufferOUT_I2C[estado-0x83]); 
  if ((estado-0x82)==numBytesOUT_I2C) { 
   numBytesOut_I2C=0; 
  } 
 } 
 else {  
  if (estado==1) { 
   numBytesDATA_I2C=i2c_read(); 
  } 
  if (estado>1) { 
   bufferIN_I2C[estado-2]=i2c_read(); 
   if (estado==(numBytesDATA_I2C+1)) { 
    numBytesIN_I2C=numBytesDATA_I2C; 
    estadoAPP_I2C=1; 
                         //Si el módem lee el estado de la aplicación, verá que está procesando los datos. 
   } 
  } 
 }  
} 
 
#int_EXT 
EXT_isr() 
{ 
   int8 i; 
   set_timer2(0); 
   for (i=0;i<3;i++) 
 Regul[i].flag=0; 
   contador=0; 
} 
 
#int_TIMER2 
TIMER2_isr() //4000 = 1 s; 1000=0.25 s; 100=0.025 s 
{ 
 int8 i; 
 unsigned int16 pin=PIN_DIMMER1; 
 
 contador++; 
 
 for (i=0;i<3;i++) { 
  switch (Regul[i].Funcion) { 
   case DIMMER_APAGADO: 
    break; 
   case DIMMER_ENCENDIDO: 
    if (Regul[i].flag==0) { 
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
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     output_low(pin); 
    } 
    break; 
   case DIMMER_INTERMITENTE: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1 && Regul[i].estado==0) { 
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==0 && contador>Regul[i].maxContador2 && Regul[i].estado==1) {     
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     output_low(pin); 
    }     
    if (Regul[i].estado==0) { 
     Regul[i].contadorPeriodo++; 
     if (Regul[i].contadorPeriodo>Regul[i].maxPeriodo1) { 
      Regul[i].contadorPeriodo=0; 
      Regul[i].estado=1; 
     } 
    } 
    else { 
     Regul[i].contadorPeriodo++; 
     if (Regul[i].contadorPeriodo>Regul[i].maxPeriodo2) { 
      Regul[i].contadorPeriodo=0; 
      Regul[i].estado=0; 
     } 
    } 
     
    break; 
 
   case DIMMER_INTENSIDAD: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1) { 
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     output_low(pin); 
    }     
    break; 
 
   case DIMMER_VAIVEN: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1 && Regul[i].estado==0) { 
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==0 && contador>Regul[i].maxContador2 && Regul[i].estado==1) {     
     Regul[i].flag=1; 
     output_high(pin); 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     output_low(pin); 
    }     
    if (Regul[i].estado==0) { 
     Regul[i].contadorStep++; 
     if (Regul[i].contadorStep>Regul[i].maxStep1) { 
      Regul[i].contadorStep=0; 
      if (Regul[i].maxContador1>Regul[i].intensidadMax)     
       Regul[i].maxContador1--; 
      else { 
       Regul[i].maxContador1=Regul[i].intensidadMin; 
       Regul[i].estado=1;        
      }   
     } 
    } 
    else { 
     Regul[i].contadorStep++; 
     if (Regul[i].contadorStep>Regul[i].maxStep2) { 
      Regul[i].contadorStep=0; 
      if (Regul[i].maxContador2<Regul[i].intensidadMin)  
       Regul[i].maxContador2++; 
      else { 
       Regul[i].maxContador2=Regul[i].intensidadMax; 
       Regul[i].estado=0;        
      }   
     } 
    }    
    break; 
  } 
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  pin++; 
 } 
} 
 
int8 ptrPrimerMSG_I2C_OUTLibre() { 
 int8 i; 
  
 for (i=0;i<MAX_MSG_I2C_OUT;i++) { 
  if (msgI2C_OUT[i].libre==ELEMENTO_LIBRE) { 
   //if (i==0) output_high(LED_TEMP); 
   return i; 
  } 
 } 
   
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
void AnadirMensajeColaI2C_OUT(int8 ptrMsg) 
{ 
 if (numMensajesColaI2C_OUT==0) { 
  msgI2C_OUT[ptrMsg].libre=ELEMENTO_OCUPADO; 
  ptrPrimerMensajeColaI2C_OUT=ptrMsg; 
  ptrUltimoMensajeColaI2C_OUT=ptrMsg; 
  numMensajesColaI2C_OUT=1; 
 
 } 
 else { 
  msgI2C_OUT[ptrMsg].libre=ELEMENTO_OCUPADO;   
  msgI2C_OUT[ptrUltimoMensajeColaI2C_OUT].ptrSiguienteMSG_I2C_OUT=ptrMsg; 
  ptrUltimoMensajeColaI2C_OUT=ptrMsg; 
  numMensajesColaI2C_OUT++; 
 } 
} 
 
void LeerValoresEEPROM() 
{ 
 
 appID=uint16_2bytes(read_eeprom(7),read_eeprom(8)); 
 appVersionMayor=read_eeprom(9); 
 appVersionMenor=read_eeprom(10); 
 plhnVersionMayor=read_eeprom(11); 
 plhnVersionMenor=read_eeprom(12); 
 appTipo=read_eeprom(13); 
 
} 
 
void InicializarVariables() 
{ 
 fechaMicro.ano=2007; 
 fechaMicro.mes=0; 
 fechaMicro.dia=0; 
 fechaMicro.hora=0; 
 fechaMicro.minuto=0; 
 fechaMicro.segundo=0; 
 
 estadoAPP_I2C=2; 
} 
 
void EnviarIdentificacionAModem() 
{ 
 int8 ptr; 
 
 ptr=ptrPrimerMSG_I2C_OUTLibre(); 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
  
  msgI2C_OUT[ptr].datos[0]=0x01; 
  msgI2C_OUT[ptr].datos[1]=byteAlto(appID); 
  msgI2C_OUT[ptr].datos[2]=byteBajo(appID); 
  msgI2C_OUT[ptr].datos[3]=appTipo; 
  msgI2C_OUT[ptr].datos[4]=appVersionMayor; 
  msgI2C_OUT[ptr].datos[5]=appVersionMenor; 
  msgI2C_OUT[ptr].datos[6]=plhnVersionMayor; 
  msgI2C_OUT[ptr].datos[7]=plhnVersionMenor; 
  msgI2C_OUT[ptr].longitud=8; 
       
  AnadirMensajeColaI2C_OUT(ptr); 
 } 
} 
 
void GestionarSalidaApp() 
{ 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados de los programas de los microcontroladores 13  
 int8 i; 
 
 if (numMensajesColaI2C_OUT!=0 && numBytesOUT_I2C==0) {       
  for (i=0;i<msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].longitud;i++) 
   bufferOUT_I2C[i]=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].datos[i]; 
 
  numBytesOUT_I2C=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].longitud; 
 
  msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].libre=ELEMENTO_LIBRE; 
  ptrPrimerMensajeColaI2C_OUT=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].ptrSiguienteMSG_I2C_OUT; 
   
  numMensajesColaI2C_OUT--; 
 } 
} 
 
void GestionarEntradaApp() 
{ 
 unsigned int16 IDOrigen; 
 int8 ptr; 
 int8 dimmer; 
 int8 interruptor; 
 int8 estado; 
 int8 intMax; 
 int8 intMin; 
 unsigned int16 tiempoAlto; 
 unsigned int16 tiempoBajo; 
 
 if (numBytesIN_I2C>0) { 
  switch (bufferIN_I2C[0]) { 
   case 10:  //El mensaje va para la aplicación 
    switch (bufferIN_I2C[1]) { 
     case 0x01: 
      ptr=ptrPrimerMSG_I2C_OUTLibre(); 
      
      if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
       msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
  
       msgI2C_OUT[ptr].datos[0]=0x05;    //Comando para el módem 
       msgI2C_OUT[ptr].datos[1]=0x04;    //Comando para la aplicación 
       msgI2C_OUT[ptr].datos[2]=byteAlto(appID); 
       msgI2C_OUT[ptr].datos[3]=byteBajo(appID); 
       msgI2C_OUT[ptr].datos[4]=bufferIN_I2C[2]; //ID de la app 
       msgI2C_OUT[ptr].datos[5]=bufferIN_I2C[3]; // solicitante 
       msgI2C_OUT[ptr].datos[6]=5;    //Número de herramientas colgadas 
       msgI2C_OUT[ptr].datos[7]=1;    //ID herramienta 1 
       msgI2C_OUT[ptr].datos[8]=1;    //Tipo de la herramienta 1 
       msgI2C_OUT[ptr].datos[9]=2;    //ID herramienta 2 
       msgI2C_OUT[ptr].datos[10]=1;    //Tipo de la herramienta 2 
       msgI2C_OUT[ptr].datos[11]=3;    //ID herramienta 3 
       msgI2C_OUT[ptr].datos[12]=1;    //Tipo de la herramienta 3 
       msgI2C_OUT[ptr].datos[13]=4;    //ID herramienta 4 
       msgI2C_OUT[ptr].datos[14]=2;    //Tipo de la herramienta 4 
       msgI2C_OUT[ptr].datos[15]=5;    //ID herramienta 5 
       msgI2C_OUT[ptr].datos[16]=2;    //Tipo de la herramienta 5 
        
       msgI2C_OUT[ptr].longitud=17; 
  
       AnadirMensajeColaI2C_OUT(ptr);       
      } 
      break; 
 
     case 0x15: 
      if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
       msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
       msgI2C_OUT[ptr].datos[0]=0x05; //Comando para el módem 
       msgI2C_OUT[ptr].datos[1]=0x16; //Comando para la aplicación 
       msgI2C_OUT[ptr].datos[2]=byteAlto(appID); 
       msgI2C_OUT[ptr].datos[3]=byteBajo(appID); 
       msgI2C_OUT[ptr].datos[4]=bufferIN_I2C[2]; //ID de la app 
       msgI2C_OUT[ptr].datos[5]=bufferIN_I2C[3]; // solicitante 
       if (bufferIN_I2C[6]==4 || bufferIN_I2C[6]==5) { 
        msgI2C_OUT[ptr].datos[6]=bufferIN_I2C[6]; //ID del interruptor solicitado 
        msgI2C_OUT[ptr].datos[7]=ACSwitch[bufferIN_I2C[6]-4].Encendido; 
               //Estado del interruptor 
        msgI2C_OUT[ptr].longitud=8; 
       } 
       else { 
        //Enviar estado de los dimmers 
       } 
        
       AnadirMensajeColaI2C_OUT(ptr); 
      } 
      break; 
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     case 0x20: 
      dimmer=bufferIN_I2C[6]-1; 
      estado=bufferIN_I2C[7]; 
      intMax=bufferIN_I2C[8]; 
      intMin=bufferIN_I2C[9]; 
      tiempoAlto=uint16_2bytes(bufferIN_I2C[10],bufferIN_I2C[11]); 
      tiempoBajo=uint16_2bytes(bufferIN_I2C[12],bufferIN_I2C[13]); 
      switch (estado) { 
       case DIMMER_APAGADO: 
        break; 
       case DIMMER_ENCENDIDO: 
        break; 
       case DIMMER_INTERMITENTE: 
        Regul[dimmer].maxContador1=intMax; 
        Regul[dimmer].maxContador2=intMin; 
        Regul[dimmer].maxPeriodo1=tiempoAlto; 
        Regul[dimmer].maxPeriodo2=tiempoBajo; 
        break; 
       case DIMMER_VAIVEN: 
        Regul[dimmer].intensidadMax=intMax; 
        Regul[dimmer].intensidadMin=intMin; 
        Regul[dimmer].maxStep1=tiempoAlto; 
        Regul[dimmer].maxStep2=tiempoBajo;         
        break; 
       case DIMMER_INTENSIDAD: 
        Regul[dimmer].maxContador1=intMax; 
        break; 
      } 
      Regul[dimmer].Funcion=estado; 
      break; 
 
     case 0x40: 
      interruptor=bufferIN_I2C[6]; 
      estado=bufferIN_I2C[7]; 
      if (estado==1) { 
       if (interruptor==4) { 
        output_high(PIN_RELE1);    
        ACSwitch[0].Encendido==ACSWITCH_ON; 
       } 
       if (interruptor==5) { 
        output_high(PIN_RELE2); 
        ACSwitch[1].Encendido==ACSWITCH_ON; 
       } 
      } 
      else { 
       if (interruptor==4) { 
        output_low(PIN_RELE1);  
        ACSwitch[0].Encendido==ACSWITCH_OFF;   
       } 
       if (interruptor==5) { 
        output_low(PIN_RELE2); 
        ACSwitch[1].Encendido==ACSWITCH_OFF; 
       } 
      } 
      break; 
    } 
    break; 
  } 
  numBytesIN_I2C=0; 
  estadoApp_I2C=2; 
 } 
} 
 
void TareasTimer2() { 
 int8 i; 
 contador++; 
  output_toggle(PIN_C5); 
  
 if (ACSwitch[0].Encendido==ACSWITCH_OFF) { 
  output_low(PIN_RELE1); 
  output_high(LED_RELE1); 
 } 
 else { 
  output_high(PIN_RELE1); 
  output_low(LED_RELE1); 
 } 
 
 if (ACSwitch[1].Encendido==ACSWITCH_OFF) { 
  output_low(PIN_RELE2); 
  output_high(LED_RELE2); 
 } 
 else { 
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  output_high(PIN_RELE2); 
  output_low(LED_RELE2); 
 } 
 
 for (i=0;i<3;i++) { 
  if (Regul[i].Funcion==DIMMER_APAGADO) { 
   switch(i) { 
    case 0: 
     output_high(LED_DIMMER1); 
     break; 
    case 1: 
     output_high(LED_DIMMER2); 
     break; 
    case 2: 
     output_high(LED_DIMMER3); 
     break; 
   } 
  } 
  else { 
   switch(i) { 
    case 0: 
     output_low(LED_DIMMER1); 
     break; 
    case 1: 
     output_low(LED_DIMMER2); 
     break; 
    case 2: 
     output_low(LED_DIMMER3); 
     break; 
   } 
 
  } 
 
 
  switch (Regul[i].Funcion) { 
   case DIMMER_APAGADO: 
    break; 
   case DIMMER_ENCENDIDO: 
    if (Regul[i].flag==0) { 
     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     switch (i) { 
      case 0: 
       output_low(PIN_DIMMER1); 
       break; 
      case 1: 
       output_low(PIN_DIMMER2); 
       break; 
      case 2: 
       output_low(PIN_DIMMER3); 
       break; 
     }      
    } 
    break; 
   case DIMMER_INTERMITENTE: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1 && Regul[i].estado==0) { 
     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==0 && contador>Regul[i].maxContador2 && Regul[i].estado==1) {     
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     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     switch (i) { 
      case 0: 
       output_low(PIN_DIMMER1); 
       break; 
      case 1: 
       output_low(PIN_DIMMER2); 
       break; 
      case 2: 
       output_low(PIN_DIMMER3); 
       break; 
     }      
    }     
    if (Regul[i].estado==0) { 
     Regul[i].contadorPeriodo++; 
     if (Regul[i].contadorPeriodo>Regul[i].maxPeriodo1) { 
      Regul[i].contadorPeriodo=0; 
      Regul[i].estado=1; 
     } 
    } 
    else { 
     Regul[i].contadorPeriodo++; 
     if (Regul[i].contadorPeriodo>Regul[i].maxPeriodo2) { 
      Regul[i].contadorPeriodo=0; 
      Regul[i].estado=0; 
     } 
    } 
    break; 
 
   case DIMMER_INTENSIDAD: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1) { 
     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     switch (i) { 
      case 0: 
       output_low(PIN_DIMMER1); 
       break; 
      case 1: 
       output_low(PIN_DIMMER2); 
       break; 
      case 2: 
       output_low(PIN_DIMMER3); 
       break; 
     }      
    }     
    break; 
 
   case DIMMER_VAIVEN: 
    if (Regul[i].flag==0 && contador>Regul[i].maxContador1 && Regul[i].estado==0) { 
     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
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       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==0 && contador>Regul[i].maxContador2 && Regul[i].estado==1) {     
     Regul[i].flag=1; 
     switch (i) { 
      case 0: 
       output_high(PIN_DIMMER1); 
       break; 
      case 1: 
       output_high(PIN_DIMMER2); 
       break; 
      case 2: 
       output_high(PIN_DIMMER3); 
       break; 
     } 
    } 
    else if (Regul[i].flag==1){ 
     Regul[i].flag=2; 
     switch (i) { 
      case 0: 
       output_low(PIN_DIMMER1); 
       break; 
      case 1: 
       output_low(PIN_DIMMER2); 
       break; 
      case 2: 
       output_low(PIN_DIMMER3); 
       break; 
     }      
    }     
    if (Regul[i].estado==0) { 
     Regul[i].contadorStep++; 
     if (Regul[i].contadorStep>Regul[i].maxStep1) { 
      Regul[i].contadorStep=0; 
      if (Regul[i].maxContador1>Regul[i].intensidadMax) Regul[i].maxContador1--; 
      else { 
       Regul[i].maxContador1=Regul[i].intensidadMin; 
       Regul[i].estado=1;        
      }   
     } 
    } 
    else { 
     Regul[i].contadorStep++; 
     if (Regul[i].contadorStep>Regul[i].maxStep2) { 
      Regul[i].contadorStep=0; 
      if (Regul[i].maxContador2<Regul[i].intensidadMin) Regul[i].maxContador2++; 
      else { 
       Regul[i].maxContador2=Regul[i].intensidadMax; 
       Regul[i].estado=0;        
      }   
     } 
    }    
    break; 
  } 
 } 
} 
 
void main() 
{ 
   int8 i; 
 
   setup_oscillator(OSC_16MHZ); 
   setup_adc_ports(NO_ANALOGS|VSS_VDD); 
   setup_adc(ADC_OFF|ADC_TAD_MUL_0); 
   setup_wdt(WDT_OFF); 
   setup_timer_0(RTCC_OFF); 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DIV_BY_1,99,10); 
   setup_timer_3(T3_DISABLED|T3_DIV_BY_1); 
   setup_comparator(NC_NC_NC_NC); 
   setup_vref(FALSE);       
 
   LeerValoresEEPROM(); 
 
   InicializarVariables(); 
 
 output_float(PIN_C3); 
 output_float(PIN_C4); 
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 enable_interrupts(INT_SSP); 
    enable_interrupts(GLOBAL); 
 EnviarIdentificacionAModem(); 
 delay_ms(100); 
 
ext_int_edge( H_TO_L ); 
    enable_interrupts(INT_TIMER2); 
    enable_interrupts(INT_EXT); 
  
   while(1) 
   { 
      if (incSegsFechaMicro>0) { 
   IncrementarFechaMicrocontrolador(); 
   incSegsFechaMicro--; 
  } 
  GestionarEntradaApp(); 
  GestionarSalidaApp();    
 
  if (ACSwitch[0].Encendido==ACSWITCH_OFF) { 
   output_high(LED_RELE1); 
  } 
  else { 
   output_low(LED_RELE1); 
  } 
  
  if (ACSwitch[1].Encendido==ACSWITCH_OFF) { 
   output_high(LED_RELE2); 
  } 
  else { 
   output_low(LED_RELE2); 
  } 
 
  for (i=0;i<3;i++) { 
   if (Regul[i].Funcion==DIMMER_APAGADO) { 
    switch(i) { 
     case 0: 
      output_high(LED_DIMMER1); 
      break; 
     case 1: 
      output_high(LED_DIMMER2); 
      break; 
     case 2: 
      output_high(LED_DIMMER3); 
      break; 
    } 
   } 
   else { 
    switch(i) { 
     case 0: 
      output_low(LED_DIMMER1); 
      break; 
     case 1: 
      output_low(LED_DIMMER2); 
      break; 
     case 2: 
      output_low(LED_DIMMER3); 
      break; 
    } 
   } 
   } 
 } 
} 
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1.5.  LDRyTEMP.h 
 
#include <18F2525.h> 
 
#device adc=16 
 
#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES WDT128                   //Watch Dog Timer uses 1:128 Postscale 
#FUSES INTRC_IO                 //Internal RC Osc, no CLKOUT 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NOIESO                   //Internal External Switch Over mode enabled             
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES BORV20                   //Brownout reset at 2.0V 
#FUSES NOPUT                    //Power Up Timer                                                
#FUSES NOCPD                    //No EE protection 
#FUSES STVREN                   //Stack full/underflow will cause reset 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOWRT                    //Program memory not write protected 
#FUSES NOWRTD                   //Data EEPROM not write protected 
#FUSES NOEBTR                   //Memory not protected from table reads 
#FUSES NOCPB                    //No Boot Block code protection 
#FUSES NOEBTRB                  //Boot block not protected from table reads 
#FUSES NOWRTC                   //configuration not registers write protected 
#FUSES NOWRTB                   //Boot block not write protected 
#FUSES NOFCMEN                  //Fail-safe clock monitor enabled                               
#FUSES NOXINST                  //Extended set extension and Indexed Addressing mode enabled    
#FUSES NOPBADEN                 //PORTB pins are configured as analog input channels on RESET 
#FUSES NOLPT1OSC                //Timer1 configured for higher power operation 
#FUSES MCLR                     //Master Clear pin enabled 
 
#use delay(clock=16000000) 
#use i2c(master,sda=PIN_C7,scl=PIN_C6,stream=i2cSoft) 
#use i2c(slave,address=0xa0,slow,force_hw,sda=PIN_C4,scl=PIN_C3,stream=i2cHard)       
 
    #ZERO_RAM 
 
#define TODAS_LAS_APLICACIONES 0xffff 
#define NINGUNA_APLICACION 0x0000 
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1.6.  LDRyTEMP.c 
 
#include "LDRyTEMP.h" 
#include "accesorios.h" 
#include "lib_crc.h" 
#include <stdlib.h> 
#include <string.h> 
#include <math.h> 
 
signed int8 cronoLED_LIGHT=-1; 
signed int8 cronoLED_TEMP=-1; 
 
int8 numBytesOUT_I2C=0; 
int8 numBytesIN_I2C; 
 
int8 bufferIN_I2C[100]; 
int8 bufferOUT_I2C[100]; 
 
int8 estadoApp_I2C=2;  //0: Sin aplicación 
        //1: Processing data 
        //2: Free 
 
unsigned int16 temperatura; 
int8 ventanaTemp[50]; 
int8 ptrTemp=0; 
int8 tamanoVentanaTemp=10; 
int8 refrescoTemp=4; 
int8 cronoTemp=0; 
unsigned int16 cronoTicksTemp=0; 
int1 flagLeerTemp=0; 
 
unsigned int32 iluminancia; 
float ventanaIlum[20]; 
int8 numIlum=0; 
int8 ptrPrimeroIlum=0; 
int8 ptrUltimoIlum=0; 
int8 tamanoVentanaIlum=1; 
int8 refrescoIlum=1; 
int8 cronoIlum=0; 
unsigned int16 cronoTicksIlum=0; 
int1 flagLeerIlum=0; 
 
int1 flagEnviarIlum=0; 
int1 flagEnviarTemp=0; 
 
unsigned int16 appIDDestino=NINGUNA_APLICACION; 
 
#define PIN_DP_INC PIN_C0 
#define PIN_DP_UD PIN_C1 
#define PIN_DP_CS PIN_C2 
 
#define LED_TEMP PIN_A6 
#define LED_ILUM PIN_A7 
 
int8 digipot=0; 
 
typedef struct { 
 unsigned int32 lux; 
 unsigned int32 R; 
 float p; 
 float y0; 
} Punto; 
 
Punto puntosLight[14]; 
 
unsigned int16 appID; 
int8 appVersionMayor; 
int8 appVersionMenor; 
int8 plhnVersionMayor; 
int8 plhnVersionMenor; 
int8 appTipo; 
 
#define ELEMENTO_LIBRE 0 
#define ELEMENTO_OCUPADO 1 
#define ELEMENTO_NINGUNO_LIBRE 0xff 
 
typedef struct { 
 int1 libre; 
int8 ptrSiguienteMSG_I2C_OUT; 
    int8 longitud; 
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    int8 datos[50]; 
    unsigned int16 CRC; 
} MensajeI2C_OUT; 
 
#define MAX_MSG_I2C_OUT 30 
MensajeI2C_OUT msgI2C_OUT[MAX_MSG_I2C_OUT]; 
 
int8 numMensajesColaI2C_OUT=0; 
 
int8 ptrPrimerMensajeColaI2C_OUT=0; 
int8 ptrUltimoMensajeColaI2C_OUT=0; 
 
#define TMP_write 0B10010000 
#define TMP_read  0B10010001 
#define _TMPREG_  0x00 
#define _CONFREG_ 0x01 
 
#int_TIMER2 
TIMER2_isr() //4000 = 1 s; 1000=0.25 s; 100=0.025 s 
{ 
 if (cronoLED_LIGHT!=-1) { 
  output_high(LED_ILUM); 
  cronoLED_LIGHT++;   
  if (cronoLED_LIGHT==200) { 
   cronoLED_LIGHT=-1; 
   output_low(LED_ILUM); 
  } 
 } 
 
 if (cronoLED_TEMP!=-1) { 
  output_high(LED_TEMP); 
  cronoLED_TEMP++;   
  if (cronoLED_TEMP==200) { 
   cronoLED_TEMP=-1; 
   output_low(LED_TEMP); 
  } 
 } 
 
 cronoTicksIlum++; 
 if (cronoTicksIlum==8000) { 
  flagLeerIlum=1; 
  cronoTicksIlum=0; 
 } 
 
 cronoTicksTemp++; 
 if (cronoTicksTemp==2000) { 
  flagLeerTemp=1; 
  cronoTicksTemp=0; 
 } 
} 
 
 
#int_SSP 
SSP_isr()  
{ 
 int8 estado; 
    static int8 numBytesDATA_I2C; 
 
estado=i2c_isr_state(); 
 if (estado>=0x80) { 
  if (estado==0x80) i2c_write(i2cHard,estadoApp_I2C); 
  else if (estado==0x81) i2c_write(i2cHard,numBytesOUT_I2C); 
  else if (estado==0x82) i2c_write(i2cHard,'Q'); 
  else if (estado>0x82) i2c_write(i2cHard,bufferOUT_I2C[estado-0x83]); 
  if ((estado-0x82)==numBytesOUT_I2C) { 
   //enviandoAlModem=0; 
   //if (numBytesOut_I2C>0) cronoLED_PCNET=0; 
   numBytesOut_I2C=0; 
  } 
 
 } 
 else {  
  if (estado==1) { 
   numBytesDATA_I2C=i2c_read(i2cHard); 
  } 
  if (estado>1) { 
   bufferIN_I2C[estado-2]=i2c_read(i2cHard); 
   if (estado==(numBytesDATA_I2C+1)) { 
    numBytesIN_I2C=numBytesDATA_I2C; 
    estadoAPP_I2C=1;//Si el módem lee el estado de la aplicación, verá que está procesando los datos. 
   } 
  } 
 }  
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} 
 
int8 ptrPrimerMSG_I2C_OUTLibre() { 
 int8 i; 
  
 for (i=0;i<MAX_MSG_I2C_OUT;i++) { 
  if (msgI2C_OUT[i].libre==ELEMENTO_LIBRE) { 
   //if (i==0) output_high(LED_TEMP); 
   return i; 
  } 
 } 
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
 
void AnadirMensajeColaI2C_OUT(int8 ptrMsg) 
{ 
 if (numMensajesColaI2C_OUT==0) { 
  msgI2C_OUT[ptrMsg].libre=ELEMENTO_OCUPADO; 
  ptrPrimerMensajeColaI2C_OUT=ptrMsg; 
  ptrUltimoMensajeColaI2C_OUT=ptrMsg; 
  numMensajesColaI2C_OUT=1; 
 } 
 else { 
  msgI2C_OUT[ptrMsg].libre=ELEMENTO_OCUPADO;   
  msgI2C_OUT[ptrUltimoMensajeColaI2C_OUT].ptrSiguienteMSG_I2C_OUT=ptrMsg; 
  ptrUltimoMensajeColaI2C_OUT=ptrMsg; 
  numMensajesColaI2C_OUT++; 
 } 
} 
 
int8  GetTemp() 
{ 
 int8 data; 
 
 i2c_start(i2cSoft); 
 i2c_write(i2cSoft,0x9A); 
 i2c_write(i2cSoft,0x00); 
 i2c_start(i2cSoft); 
 i2c_write(i2cSoft,0x9B); 
 data = i2c_read(i2cSoft,0); //data is 
 i2c_stop(i2cSoft);  
 return data; 
} 
 
void LeerValoresEEPROM() 
{ 
 appID=uint16_2bytes(read_eeprom(7),read_eeprom(8)); 
 appVersionMayor=read_eeprom(9); 
 appVersionMenor=read_eeprom(10); 
 plhnVersionMayor=read_eeprom(11); 
 plhnVersionMenor=read_eeprom(12); 
 appTipo=read_eeprom(13); 
} 
 
void EnviarIlum() 
{ 
 int8 ptr; 
 
 if (appIDDestino!=NINGUNA_APLICACION) { 
  ptr=ptrPrimerMSG_I2C_OUTLibre(); 
  if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
   msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
   msgI2C_OUT[ptr].datos[0]=0x05; //Comando para el módem 
   msgI2C_OUT[ptr].datos[1]=12; //Comando para la aplicación 
   msgI2C_OUT[ptr].datos[2]=byteAlto(appID); 
   msgI2C_OUT[ptr].datos[3]=byteBajo(appID); 
   msgI2C_OUT[ptr].datos[4]=byteAlto(appIDDestino); //ID de la app 
   msgI2C_OUT[ptr].datos[5]=byteBajo(appIDDestino); // solicitante 
   msgI2C_OUT[ptr].datos[6]=1;        
  
   memcpy(msgI2C_OUT[ptr].datos+7,&iluminancia,4); 
   
   msgI2C_OUT[ptr].longitud=11; 
   AnadirMensajeColaI2C_OUT(ptr); 
  } 
 } 
} 
 
void EnviarTemp() 
{ 
 int8 ptr; 
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 if (appIDDestino!=NINGUNA_APLICACION) { 
  ptr=ptrPrimerMSG_I2C_OUTLibre(); 
  if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
   msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
  
   msgI2C_OUT[ptr].datos[0]=0x05; //Comando para el módem 
    
   msgI2C_OUT[ptr].datos[1]=13; //Comando para la aplicación 
   msgI2C_OUT[ptr].datos[2]=byteAlto(appID); 
   msgI2C_OUT[ptr].datos[3]=byteBajo(appID); 
   msgI2C_OUT[ptr].datos[4]=byteAlto(appIDDestino); //ID de la app 
   msgI2C_OUT[ptr].datos[5]=byteBajo(appIDDestino); // solicitante 
   msgI2C_OUT[ptr].datos[6]=2;        
  
   msgI2C_OUT[ptr].datos[7]=byteAlto(temperatura); 
   msgI2C_OUT[ptr].datos[8]=byteBajo(temperatura); 
   
   msgI2C_OUT[ptr].longitud=9; 
   AnadirMensajeColaI2C_OUT(ptr);       
  } 
 } 
} 
 
void InicializarVariables() 
{ 
 fechaMicro.ano=2007; 
 fechaMicro.mes=0; 
 fechaMicro.dia=0; 
 fechaMicro.hora=0; 
 fechaMicro.minuto=0; 
 fechaMicro.segundo=0; 
 
 puntosLight[0].R=0; 
 puntosLight[0].lux=10000; 
 puntosLight[1].R=200; 
 puntosLight[1].lux=1800; 
 puntosLight[2].R=600; 
 puntosLight[2].lux=370; 
 puntosLight[3].R=780; 
 puntosLight[3].lux=280; 
 puntosLight[4].R=1200; 
 puntosLight[4].lux=150; 
 puntosLight[5].R=1450; 
 puntosLight[5].lux=120; 
 puntosLight[6].R=1800; 
 puntosLight[6].lux=99; 
 puntosLight[7].R=2200; 
 puntosLight[7].lux=80; 
 puntosLight[8].R=2700; 
 puntosLight[8].lux=70; 
 puntosLight[9].R=3400; 
 puntosLight[9].lux=61; 
 puntosLight[10].R=4100; 
 puntosLight[10].lux=53; 
 puntosLight[11].R=5000; 
 puntosLight[11].lux=46; 
 puntosLight[12].R=6600; 
 puntosLight[12].lux=40; 
 puntosLight[13].R=200000; 
 puntosLight[13].lux=0; 
   
 puntosLight[0].p=-41.0000000000; 
 puntosLight[1].p=-3.5750000000; 
 puntosLight[2].p=-0.5000000000; 
 puntosLight[3].p=-0.3095238095; 
 puntosLight[4].p=-0.1200000000; 
 puntosLight[5].p=-0.0600000000; 
 puntosLight[6].p=-0.0475000000; 
 puntosLight[7].p=-0.0200000000; 
 puntosLight[8].p=-0.0128571429; 
 puntosLight[9].p=-0.0114285714; 
 puntosLight[10].p=-0.0077777778; 
 puntosLight[11].p=-0.0037500000; 
 puntosLight[12].p=-0.0000810701; 
 
 puntosLight[0].y0=10000.0000000000; 
 puntosLight[1].y0=2515.0000000000; 
 puntosLight[2].y0=670.0000000000; 
 puntosLight[3].y0=521.4285714286; 
 puntosLight[4].y0=294.0000000000; 
 puntosLight[5].y0=207.0000000000; 
 puntosLight[6].y0=184.5000000000; 
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 puntosLight[7].y0=124.0000000000; 
 puntosLight[8].y0=104.7142857143; 
 puntosLight[9].y0=99.8571428571; 
 puntosLight[10].y0=84.8888888889; 
 puntosLight[11].y0=64.7500000000; 
 puntosLight[12].y0=40.5350628293; 
 
 estadoAPP_I2C=2; 
} 
 
void InicializarDigipot() 
{ 
 int8 i; 
 
 output_high(PIN_DP_INC); 
 output_high(PIN_DP_UD); 
 output_high(PIN_DP_CS); 
 
 output_low(PIN_DP_CS); 
 
 for (i=0;i<105;i++) { 
  delay_us(1); 
  output_low(PIN_DP_INC); 
  delay_us(1); 
  output_high(PIN_DP_INC);    
 } 
 
 digipot=99; 
} 
 
void IncrementaDigipot() 
{ 
 if (digipot<99) { 
  delay_us(1); 
  output_high(PIN_DP_UD); 
 
  delay_us(1); 
  output_low(PIN_DP_INC); 
  delay_us(1); 
  output_high(PIN_DP_INC);  
 
  digipot++; 
 } 
} 
 
void DecrementaDigipot() 
{ 
 if (digipot>1) { 
  delay_us(1); 
  output_low(PIN_DP_UD); 
 
  delay_us(1); 
  output_low(PIN_DP_INC); 
  delay_us(1); 
  output_high(PIN_DP_INC);  
 
  digipot--; 
 } 
} 
 
void IncrementaDigipotXVeces(int8 numVeces) 
{ 
 int8 i; 
 
 for (i=0; i<numVeces; i++) 
  IncrementaDigipot(); 
} 
 
void DecrementaDigipotXVeces(int8 numVeces) 
{ 
 int8 i; 
 
 for (i=0; i<numVeces; i++) 
  DecrementaDigipot(); 
} 
 
void EstablecerValorDigipot(int8 valor) 
{ 
 signed int8 diferencia; 
 
 if (valor>99) valor=100; 
 if (valor==0) valor=1; 
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 diferencia=valor-digipot; 
 
 if (diferencia==0) return; 
 
 if (diferencia>0)  
  IncrementaDigipotXVeces(diferencia); 
 else 
  DecrementaDigipotXVeces(abs(diferencia)); 
 
 digipot=valor; 
} 
 
void EstablecerR_Digipot(unsigned int16 res) 
{ 
 unsigned int32 temp; 
 
 if (res>50000) res=50000; 
 
 temp=99*res; 
 temp/=50000; 
 
 EstablecerValorDigipot(res); 
} 
 
void EnviarIdentificacionAModem() 
{ 
 int8 ptr; 
 
 ptr=ptrPrimerMSG_I2C_OUTLibre(); 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
  
  msgI2C_OUT[ptr].datos[0]=0x01; 
  msgI2C_OUT[ptr].datos[1]=byteAlto(appID); 
  msgI2C_OUT[ptr].datos[2]=byteBajo(appID); 
  msgI2C_OUT[ptr].datos[3]=appTipo; 
  msgI2C_OUT[ptr].datos[4]=appVersionMayor; 
  msgI2C_OUT[ptr].datos[5]=appVersionMenor; 
  msgI2C_OUT[ptr].datos[6]=plhnVersionMayor; 
  msgI2C_OUT[ptr].datos[7]=plhnVersionMenor; 
  
  msgI2C_OUT[ptr].longitud=8; 
       
  AnadirMensajeColaI2C_OUT(ptr); 
 } 
} 
 
void GestionarTemperatura() 
{ 
 float t=0.0; 
 int8 i; 
 
 if (flagLeerTemp==1) { 
  cronoTemp++; 
  if (cronoTemp>=refrescoTemp) { 
   ptrTemp++; 
   if (ptrTemp==tamanoVentanaTemp) ptrTemp=0; 
   ventanaTemp[ptrTemp]=GetTemp(); 
   for (i=0; i<tamanoVentanaTemp;i++) { 
    t+=(float) ventanaTemp[i]; 
   } 
   t*=10.0; 
   t/=(float) tamanoVentanaTemp;   
  
   temperatura=t; 
 
   cronoLED_TEMP=0; 
   EnviarTemp(); 
 
   cronoTemp=0; 
  }  
  flagLeerTemp=0; 
 } 
} 
 
void GestionarLuz() 
{ 
 float R_ldr; 
 float lux; 
 unsigned int16 valor_adc; 
 unsigned int16 valor_adc2; 
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 int8 i; 
 
 unsigned int32 Rldr; 
 float RldrDen; 
 
 float vdp; 
 float rdp; 
 float vldr; 
 float intens; 
  
 float p; 
 float y0; 
 
 if (flagLeerIlum==1) { 
  cronoIlum++; 
  if (cronoIlum>=refrescoIlum) { 
   valor_adc=read_adc(); 
   valor_adc2=valor_adc; 
   Rldr=6613333.333*(5.-0.7636852395e-4*valor_adc2)/valor_adc2*digipot; 
   EstablecerValorDigipot((Rldr*99)/50000); 
 
   for (i=1;i<13;i++) { 
    if (puntosLight[i].R>Rldr) break; 
   } 
 
   lux=puntosLight[i-1].p*Rldr+puntosLight[i-1].y0; 
 
   iluminancia=lux; 
   cronoLED_LIGHT=0; 
   EnviarIlum(); 
 
   cronoIlum=0; 
  }  
  flagLeerIlum=0; 
 } 
} 
 
void GestionarSalidaApp() 
{ 
 int8 i; 
 
 if (numMensajesColaI2C_OUT!=0 && numBytesOUT_I2C==0) { 
  for (i=0;i<msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].longitud;i++) 
   bufferOUT_I2C[i]=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].datos[i]; 
 
  numBytesOUT_I2C=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].longitud; 
 
  msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].libre=ELEMENTO_LIBRE; 
  ptrPrimerMensajeColaI2C_OUT=msgI2C_OUT[ptrPrimerMensajeColaI2C_OUT].ptrSiguienteMSG_I2C_OUT; 
   
  numMensajesColaI2C_OUT--; 
 } 
} 
 
void GestionarEntradaApp() 
{ 
 unsigned int16 IDOrigen; 
 int8 ptr; 
 int1 flag=0; 
 int8 i; 
 
 if (numBytesIN_I2C>0) { 
  switch (bufferIN_I2C[0]) { 
   case 10:  //El mensaje va para la aplicación 
    switch (bufferIN_I2C[1]) { 
     case 0x01: 
      ptr=ptrPrimerMSG_I2C_OUTLibre(); 
  
      if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
       msgI2C_OUT[ptr].libre=ELEMENTO_OCUPADO; 
  
       msgI2C_OUT[ptr].datos[0]=0x06;    //Comando para el módem 
       msgI2C_OUT[ptr].datos[1]=0x04;    //Comando para la aplicación 
       msgI2C_OUT[ptr].datos[2]=byteAlto(appID); 
       msgI2C_OUT[ptr].datos[3]=byteBajo(appID); 
       msgI2C_OUT[ptr].datos[4]=bufferIN_I2C[2]; //ID de la app 
       msgI2C_OUT[ptr].datos[5]=bufferIN_I2C[3]; // solicitante 
       msgI2C_OUT[ptr].datos[6]=2;    //Número de herramientas colgadas 
       msgI2C_OUT[ptr].datos[7]=1;    //ID herramienta 1 
       msgI2C_OUT[ptr].datos[8]=3;    //Tipo de la herramienta 1 
       msgI2C_OUT[ptr].datos[9]=2;    //ID herramienta 2 
       msgI2C_OUT[ptr].datos[10]=4;    //Tipo de la herramienta 2 
       msgI2C_OUT[ptr].longitud=11; 
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       AnadirMensajeColaI2C_OUT(ptr);       
      } 
      break; 
 
     case 0x10: 
      refrescoIlum=bufferIN_I2C[7]; 
      tamanoVentanaIlum=bufferIN_I2C[8]; 
      appIDDestino=TODAS_LAS_APLICACIONES; 
      break; 
     case 0x11: 
      appIDDestino=TODAS_LAS_APLICACIONES; 
      break; 
     case 0x50: 
      if (appIDDestino!=TODAS_LAS_APLICACIONES) { 
       appIDDestino=TODAS_LAS_APLICACIONES; 
       EnviarIlum(); 
       appIDDestino=NINGUNA_APLICACION; 
      } 
      break; 
 
     case 0x60: 
      if (appIDDestino!=TODAS_LAS_APLICACIONES) { 
       appIDDestino=TODAS_LAS_APLICACIONES; 
       EnviarTemp(); 
       appIDDestino=NINGUNA_APLICACION; 
      } 
      break; 
    } 
    break; 
  } 
 
  numBytesIN_I2C=0; 
  estadoApp_I2C=2; 
 } 
} 
 
 
void main() 
{ 
   setup_oscillator(OSC_16MHZ); 
   setup_adc_ports(AN0|VSS_VDD); 
   setup_adc(ADC_CLOCK_INTERNAL); 
   setup_wdt(WDT_OFF); 
   setup_timer_0(RTCC_OFF); 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DIV_BY_1,99,10); 
   setup_timer_3(T3_DISABLED|T3_DIV_BY_1); 
   setup_comparator(NC_NC_NC_NC); 
   setup_vref(FALSE);       
 
 set_adc_channel(0); 
 
 LeerValoresEEPROM(); 
 
 InicializarDigipot(); 
 
 EstablecerValorDigipot(20); 
 
   InicializarVariables(); 
 
   enable_interrupts(INT_TIMER2); 
   enable_interrupts(INT_SSP); 
   enable_interrupts(GLOBAL);   
 
 EnviarIdentificacionAModem();   
 
   while (1) { 
      if (incSegsFechaMicro>0) { 
   IncrementarFechaMicrocontrolador(); 
   incSegsFechaMicro--; 
  } 
      
  GestionarEntradaApp(); 
  GestionarSalidaApp(); 
  GestionarLuz(); 
  GestionarTemperatura(); 
   }   
} 
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1.7.  modem_18f2525.h 
 
#include <18F2525.h> 
 
#device adc=8 
 
#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES WDT128                   //Watch Dog Timer uses 1:128 Postscale 
#FUSES INTRC_IO                 //Internal RC Osc, no CLKOUT 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES NOIESO                   //Internal External Switch Over mode enabled             
#FUSES NOBROWNOUT               //No brownout reset 
#FUSES BORV20                   //Brownout reset at 2.0V 
#FUSES NOPUT                    //Power Up Timer                                          
#FUSES NOCPD                    //No EE protection 
#FUSES STVREN                   //Stack full/underflow will cause reset 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOWRT                    //Program memory not write protected 
#FUSES NOWRTD                   //Data EEPROM not write protected 
#FUSES NOEBTR                   //Memory not protected from table reads 
#FUSES NOCPB                    //No Boot Block code protection 
#FUSES NOEBTRB                  //Boot block not protected from table reads 
#FUSES NOWRTC                   //configuration not registers write protected 
#FUSES NOWRTB                   //Boot block not write protected 
#FUSES NOFCMEN                  //Fail-safe clock monitor enabled                               
#FUSES NOXINST                  //Extended set extension and Indexed Addressing mode enabled    
#FUSES NOPBADEN                 //PORTB pins are configured as analog input channels on RESET 
#FUSES NOLPT1OSC                //Timer1 configured for higher power operation 
#FUSES MCLR                     //Master Clear pin enabled 
 
#use delay(clock=16000000) 
#use rs232(baud=1200,parity=N,xmit=PIN_C6,rcv=PIN_C7,bits=8) 
#use i2c(master,fast=8000,force_hw,sda=PIN_C4,scl=PIN_C3)       
 
    #ZERO_RAM 
 
//**********************************LEDS********************************************************************** 
#define LED_OUT_VERDE PIN_B0 
#define LED_OUT_ROJO PIN_B1 
#define LED_IN_VERDE PIN_B2 
#define LED_IN_ROJO PIN_B3 
 
#define LED_OUT_OK {output_low(LED_OUT_VERDE); output_high(LED_OUT_ROJO);} 
#define LED_OUT_ERROR {output_high(LED_OUT_VERDE); output_low(LED_OUT_ROJO);} 
#define LED_OUT_OFF {output_high(LED_OUT_VERDE); output_high(LED_OUT_ROJO);} 
#define LED_IN_OK {output_low(LED_IN_VERDE); output_high(LED_IN_ROJO);} 
#define LED_IN_ERROR {output_high(LED_IN_VERDE); output_low(LED_IN_ROJO);} 
#define LED_IN_OFF {output_high(LED_IN_VERDE); output_high(LED_IN_ROJO);} 
 
#define LED_IN 0 
#define LED_OUT 1 
#define LED_OK 0 
#define LED_ERROR 1 
#define LED_ON 1 
#define LED_OFF 0 
typedef struct { 
   int1 estado; 
   int1 color; 
   int16 tiempo;    
} CronoLED; 
 
CronoLED crLED[2]; 
 
#define LD_IN_OK {crLED[LED_IN].color=LED_OK; crLED[LED_IN].tiempo=0;crLED[LED_IN].estado=LED_ON;} 
#define LD_IN_ERROR {crLED[LED_IN].color=LED_ERROR; crLED[LED_IN].tiempo=0;crLED[LED_IN].estado=LED_ON;} 
#define LD_OUT_OK {crLED[LED_OUT].color=LED_OK; crLED[LED_OUT].tiempo=0;crLED[LED_OUT].estado=LED_ON;} 
#define LD_OUT_ERROR {crLED[LED_OUT].color=LED_ERROR; crLED[LED_OUT].tiempo=0;crLED[LED_OUT].estado=LED_ON;} 
 
#define LED_DEBUG {for (i=0;i<10;i++) { LD_IN_OK LD_OUT_OK delay_ms(100); }} 
 
 
//*****************************APLICACIONES********************************************************************** 
int8 estadoAPP; 
int8 longSigMsgAPP; 
#define APP_SIN_APLICACION 0 
#define APP_PROCESANDO 1 
#define APP_LIBRE 2 
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//**********************ELEMENTOS PARA LAS COLAS****************************************************************** 
#define ELEMENTO_LIBRE 0 
#define ELEMENTO_OCUPADO 1 
#define ELEMENTO_NINGUNO_LIBRE 0xff 
 
 
//**********************************PLC****************************************************************** 
#define MAX_BUFFER 150 
typedef struct { 
   int8 datos[MAX_BUFFER]; 
   int8 longitud; 
   int8 ptr; 
} Buffer; 
 
Buffer bufferOUT_PLC; 
 
#define MAX_BUFFER_GRANDE 512 
typedef struct { 
   int8 datos[MAX_BUFFER_GRANDE]; 
   int8 longitud; 
} BufferGrande; 
 
BufferGrande bufferIN_PLC; 
 
int1 flagErrorAlEnviarXPLC = false; 
 
 
//**********************************MODEMS****************************************************************** 
#define MAX_MODEMS 8 
typedef struct { 
   int1 libre; 
 
   unsigned int16 ID; 
    
   int8 versionMayorMODEM;                  //Versión 
   int8 versionMenorMODEM; 
   int8 versionMayorPLHN; 
   int8 versionMenorPLHN; 
 
   unsigned int16 contadorPresencia;   // Cronómetro (en decimas de segundo) 
           // que indica la presencia de un módem. 
                                       // Si llega a 0 el módem ha perdido la conexión. 
                                       // Unidades: XXXXXXXX  
} Modem; 
Modem mod[MAX_MODEMS]; 
 
int8 numModems=0; 
 
 
//******************************************CRONOMETROS****************************************************************** 
#define TICKS_X_DECIMA_SEGUNDO 50 
#define MAX_DECIMAS_PRESENCIA 300 
#define DECIMAS_INDICAR_PRESENCIA 70 
int1 flagRevisarPresenciaModem=false; 
 
unsigned int16 crono250us[6]; 
 
#define TICKS_X_SEGUNDO 500 
 
#define CRONO_SEGUNDOS 0 
#define CRONO_PLC_OUT 1 
#define CRONO_PLC_IN 2 
#define CRONO_PRESENCIA_MODEMS 3 
#define CRONO_GESTION_APP 4 
#define CRONO_SIGUIENTE_ACK 5 
 
 
//*****************************************APLICACIONES****************************************************************** 
#define MAX_APPS 8 
typedef struct { 
   int1 libre; 
 
   unsigned int16 ID; 
 
   unsigned int16 IDModem; 
    
   unsigned int8 tipo; 
 
   int8 versionMayorAPP;                  //Versión 
   int8 versionMenorAPP; 
   int8 versionMayorPLHN; 
   int8 versionMenorPLHN; 
} Aplicacion; 
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Aplicacion app[MAX_APPS]; 
 
int8 numApps=0; 
 
 
//*****************************MENSAJES PLC****************************************************************** 
typedef struct { 
   int1 libre; 
   int8 ptrSiguienteMSG_PLC_OUT; 
 
   int8 cabecera[2]; 
   int8 versionMayorPLHN; 
   int8 versionMenorPLHN; 
 
   unsigned int16 IDOrigen; 
   unsigned int16 IDDestino; 
   unsigned int16 IDMensaje; 
   int8 control; 
   int8 longitud; 
   int8 datos[90]; 
   unsigned int16 CRC; 
} MensajePLC; 
 
#define MENSAJE_PLC_VALIDO 0 
#define MENSAJE_PLC_NO_VALIDO 1 
typedef struct { 
 unsigned int16 ptrPrimerByteBuffer; 
 unsigned int16 longitud; 
 int1 mensajeValido; 
} InfoMensajePLC_IN; 
 
#define MAX_MSG_PLC_IN 20 
#define MAX_MSG_PLC_OUT 14 
 
InfoMensajePLC_IN msgPLC_IN[MAX_MSG_PLC_IN]; 
 
int8 numMsgPLC_IN = 0; 
int8 ptrPrimerInfoMsgPLC_IN = 0; 
int8 ptrUltimoInfoMsgPLC_IN = 0; 
 
MensajePLC msgPLC_OUT[MAX_MSG_PLC_OUT]; 
 
int8 numMensajesColaPLC_OUT=0; 
 
int8 ptrPrimerMensajeColaPLC_OUT=0; 
int8 ptrUltimoMensajeColaPLC_OUT=0; 
 
#define LONGITUD_MINIMA_MENSAJE_PLC 14 
 
#define ULTIMO_MSG_PLC_RECIBIDO 1 
#define ULTIMO_MSG_PLC_NO_RECIBIDO 0 
int1 estadoUltimoMsgPLC=ULTIMO_MSG_PLC_NO_RECIBIDO; 
 
 
//****************************MENSAJES MODEM A APLICACIONES************************************************* 
typedef struct { 
 int1 libre; 
 int8 ptrSiguienteMSG_MODEM_APP; 
 
     int8 longitud; 
     int8 datos[100]; 
} MensajeMODEM_APP; 
 
#define MAX_MSG_MODEM_APP 8 
MensajeMODEM_APP msgMODEM_APP[MAX_MSG_MODEM_APP]; 
int8 numMensajesColaMODEM_APP=0; 
 
int8 ptrPrimerMensajeColaMODEM_APP=0; 
int8 ptrUltimoMensajeColaMODEM_APP=0; 
 
 
//***************************ESTADOS DEL CANAL PLC OUT***************************************** 
#define CANAL_DISPONIBLE 0 
#define CANAL_NO_DISPONIBLE 1 
int1 flagEnviarPLC_OUT = CANAL_NO_DISPONIBLE; 
#define RAND_MAX 150 
#define MAX_TIEMPO_RECIBIR_SIGUIENTE_CARACTER 8 
#define MIN_TIEMPO_ENVIAR_MSG_DESPUES_DE_ENVIO_MSG 60 
#define MIN_TIEMPO_ENVIAR_MSG_DESPUES_DE_RECEPCION_MSG 20 
unsigned int16 tiempoParaSiguienteMSG_PLC_OUT=0; 
unsigned int16 tiempoParaRecibirSiguienteCaracter=0; 
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//************************MENSAJE DE LA APLICACIÓN AL MÓDEM****************************************** 
typedef struct { 
   int8 estado; 
   int8 longitud; 
   int8 datos[100]; 
} MensajeAPP_MODEM; 
 
MensajeAPP_MODEM msgAPP_MODEM; 
 
 
//************************CONSTANTES PARA DESTINATARIOS***************************************** 
#define TODAS_LAS_APLICACIONES 0xffff 
#define TODOS_LOS_MODEMS 0xffff 
#define NINGUNA_APLICACION 0x0000 
#define NINGUN_MODEM 0x0000 
 
 
//*********************CABECERA MENSAJE PLC********************************* 
#define CABECERA_PLC_1 0b10000001 
#define CABECERA_PLC_2 0b01011010 
 
 
//*******************BYTE DE CONTROL*********************************** 
#define CONTROL_MSG_PARA_MODEM 0 
#define CONTROL_MSG_PARA_APLICACION 1 
#define CONTROL_MSG_CON_SOLICITUD_ACK 2 
#define CONTROL_MSG_SIN_SOLICITUD_ACK 0 
#define CONTROL_MSG_DE_ACK 4 
#define CONTROL_MSG_NO_DE_ACK 0 
 
 
//********************************GESTIÓN DE LOS ACK********************************************** 
int8 flagEsperandoACK; 
#define ACK_ESPERANDO 1 
#define ACK_ENVIAR_SIGUIENTE 2 
#define ACK_NO_ESPERANDO 0 
int8 numIntentosEnviarACK=0; 
  
 
int1 flagGestionarAPP=0; 
 
int8 bufferIN_SAME_OUT_PLC[150]; 
int8 longBufferIN_SAME_OUT_PLC=0; 
#define ENVIANDO_X_PLC 1 
#define NO_ENVIANDO_X_PLC 0 
int1 enviandoMsgPLC=NO_ENVIANDO_X_PLC; 
 
#define MSG_ENVIADO_OK 0 
#define MSG_ENVIADO_ERROR 1 
 
 
#define RECIBIENDO_X_PLC 1 
#define NO_RECIBIENDO_X_PLC 0 
int1 recibiendoMsgPLC=NO_RECIBIENDO_X_PLC; 
 
 
#define BUFFER_ACCEDIENDO 1 
#define BUFFER_NO_ACCEDIENDO 0 
int1 accediendoBufferIN_PLC = BUFFER_NO_ACCEDIENDO; 
 
 
#define ELEMENTO_NO_ENCONTRADO 0xff 
 
#define SIN_VERSION 0xff 
 
int8 numIntentosEnviarPLC=0; 
 
int1 flagEncargadoDeControlarPresenciaModems=0; 
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1.8.  modem_18f2525.c 
 
#include "modem_18f2525.h" 
#include "lib_crc.h" 
#include "accesorios.h" 
#include <stdlib.h> 
#include <string.h> 
 
#define RestablecerPLC_OUT_DespuesRecepcion() { tiempoParaSiguienteMSG_PLC_OUT = 
MIN_TIEMPO_ENVIAR_MSG_DESPUES_DE_RECEPCION_MSG + rand(); crono250us[CRONO_PLC_OUT]=0;
 flagEnviarPLC_OUT=CANAL_NO_DISPONIBLE;} 
 
#define RestablecerPLC_OUT_DespuesEnvio() { tiempoParaSiguienteMSG_PLC_OUT = MIN_TIEMPO_ENVIAR_MSG_DESPUES_DE_ENVIO_MSG 
+ rand();  crono250us[CRONO_PLC_OUT]=0;  flagEnviarPLC_OUT=CANAL_NO_DISPONIBLE;} 
 
void RestablecerTiempoRecibirSiguienteCaracter() 
{ 
 tiempoParaRecibirSiguienteCaracter=MAX_TIEMPO_RECIBIR_SIGUIENTE_CARACTER; 
 crono250us[CRONO_PLC_IN]=0; 
} 
 
#int_RDA 
RDA_isr()  
{ 
   int8 car; 
 unsigned int16 ptr; 
 
 while (kbhit()) { 
  car=getc(); 
  
  RestablecerTiempoRecibirSiguienteCaracter(); 
  
  if (enviandoMsgPLC==ENVIANDO_X_PLC) { 
   bufferIN_SAME_OUT_PLC[longBufferIN_SAME_OUT_PLC++]=car; 
  } 
  else { 
   estadoUltimoMsgPLC=ULTIMO_MSG_PLC_NO_RECIBIDO; 
   
   accediendoBufferIN_PLC=BUFFER_ACCEDIENDO; 
   
   if (recibiendoMsgPLC==RECIBIENDO_X_PLC) { 
    ptr = msgPLC_IN[ptrUltimoInfoMsgPLC_IN].ptrPrimerByteBuffer + 
msgPLC_IN[ptrUltimoInfoMsgPLC_IN].longitud; 
    ptr%=MAX_BUFFER_GRANDE; 
  
    bufferIN_PLC.datos[ptr]=car; 
    bufferIN_PLC.longitud++; 
  
    msgPLC_IN[ptrUltimoInfoMsgPLC_IN].longitud++; 
   } 
   else { 
    recibiendoMsgPLC=RECIBIENDO_X_PLC; 
    numMsgPLC_IN++; 
  
    if (numMsgPLC_IN==1) { 
     ptrPrimerInfoMsgPLC_IN=0; 
     ptrUltimoInfoMsgPLC_IN=0; 
     msgPLC_IN[0].ptrPrimerByteBuffer=0; 
     msgPLC_IN[0].longitud=1; 
  
     bufferIN_PLC.datos[0]=car; 
     bufferIN_PLC.longitud=1; 
    } 
    else { 
     if (numMsgPLC_IN!=MAX_MSG_PLC_IN) { 
      ptr=msgPLC_IN[ptrUltimoInfoMsgPLC_IN].ptrPrimerByteBuffer + 
msgPLC_IN[ptrUltimoInfoMsgPLC_IN].longitud; 
      ptr%=MAX_BUFFER_GRANDE; 
  
      ptrUltimoInfoMsgPLC_IN++; 
      if (ptrUltimoInfoMsgPLC_IN==MAX_MSG_PLC_IN) ptrUltimoInfoMsgPLC_IN=0; 
       
      msgPLC_IN[ptrUltimoInfoMsgPLC_IN].ptrPrimerByteBuffer=ptr; 
      msgPLC_IN[ptrUltimoInfoMsgPLC_IN].longitud=1; 
  
      bufferIN_PLC.datos[ptr]=car; 
      bufferIN_PLC.longitud++;      
     }   
    } 
   } 
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   accediendoBufferIN_PLC=BUFFER_NO_ACCEDIENDO; 
  } 
 } 
} 
 
#int_TBE 
TBE_isr() 
{ 
 putc(bufferOUT_PLC.datos[bufferOUT_PLC.ptr++]); 
 
 if (bufferOUT_PLC.ptr==1) { 
  RestablecerTiempoRecibirSiguienteCaracter(); 
 } 
 if (bufferOUT_PLC.longitud==bufferOUT_PLC.ptr) { 
 
  disable_interrupts(INT_TBE); 
 } 
} 
 
#int_TIMER2 
TIMER2_isr() 
{ 
 int8 i; 
 
 crono250us[CRONO_PLC_OUT]++; 
 if (crono250us[CRONO_PLC_OUT]>= tiempoParaSiguienteMSG_PLC_OUT) { 
  flagEnviarPLC_OUT = CANAL_DISPONIBLE; 
 } 
 
 crono250us[CRONO_PLC_IN]++; 
 if (crono250us[CRONO_PLC_IN]>= tiempoParaRecibirSiguienteCaracter && recibiendoMsgPLC==RECIBIENDO_X_PLC) { 
  if (recibiendoMsgPLC==RECIBIENDO_X_PLC)  
   estadoUltimoMsgPLC=ULTIMO_MSG_PLC_RECIBIDO; 
  RestablecerPLC_OUT_DespuesRecepcion(); 
  recibiendoMsgPLC=NO_RECIBIENDO_X_PLC; 
   
 } 
  
   crono250us[CRONO_SEGUNDOS]++; 
   if (crono250us[CRONO_SEGUNDOS] >= TICKS_X_SEGUNDO && calendarioMicro==CALENDARIO_HABILITADO) { 
  crono250us[CRONO_SEGUNDOS]=0; 
  incSegsFechaMicro++; 
 } 
 
 crono250us[CRONO_PRESENCIA_MODEMS]++; 
 if (crono250us[CRONO_PRESENCIA_MODEMS] >= TICKS_X_DECIMA_SEGUNDO) { 
  flagRevisarPresenciaModem=true; 
  crono250us[CRONO_PRESENCIA_MODEMS]=0; 
 } 
 
 crono250us[CRONO_GESTION_APP]++; 
 if (crono250us[CRONO_GESTION_APP] >= 100) { 
  flagGestionarAPP=1; 
  crono250us[CRONO_GESTION_APP]=0; 
 } 
  
 if (flagEsperandoACK==ACK_ESPERANDO) { 
  crono250us[CRONO_SIGUIENTE_ACK]++; 
  if (crono250us[CRONO_SIGUIENTE_ACK]>200)  
   flagEsperandoACK=ACK_ENVIAR_SIGUIENTE; 
 } 
 
   if (crLED[LED_IN].estado==LED_ON) { 
      if (crLED[LED_IN].color==LED_OK) LED_IN_OK 
      else LED_IN_ERROR 
       
      crLED[LED_IN].tiempo++; 
      if (crLED[LED_IN].tiempo>=50) { 
         crLED[LED_IN].estado=LED_OFF; 
         crLED[LED_IN].tiempo=0; 
   LED_IN_OFF; 
      }   
   } 
 
   if (crLED[LED_OUT].estado==LED_ON) { 
      if (crLED[LED_OUT].color==LED_OK) LED_OUT_OK 
      else LED_OUT_ERROR 
       
      crLED[LED_OUT].tiempo++; 
      if (crLED[1].tiempo>=50) { 
         crLED[1].estado=LED_OFF; 
         crLED[1].tiempo=0; 
   LED_OUT_OFF;   
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      }   
   } 
} 
 
int8 ptrPrimerMSG_MODEM_APPLibre() { 
 int i; 
 
 for (i=0;i<MAX_MSG_MODEM_APP;i++) { 
  if (msgMODEM_APP[i].libre==ELEMENTO_LIBRE) return i; 
 } 
   
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
int8 ptrPrimerMODEMLibre() { 
 int i; 
  
 for (i=0;i<MAX_MODEMS;i++) { 
  if (mod[i].libre==ELEMENTO_LIBRE && i!=0) return i; 
 } 
   
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
int8 ptrPrimeraAPLICACIONLibre() { 
 int i; 
 
 for (i=0;i<MAX_APPS;i++) { 
  if (app[i].libre==ELEMENTO_LIBRE && i!=0) return i; 
 } 
   
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
 
int8 ptrPrimerMSG_MODEM_PLC_OUTLibre() { 
 int i; 
 
 for (i=0;i<MAX_MSG_PLC_OUT;i++) { 
  if (msgPLC_OUT[i].libre==ELEMENTO_LIBRE) return i; 
 } 
   
 return ELEMENTO_NINGUNO_LIBRE; 
} 
 
void AnadirMensajeColaPLC_OUT(int8 ptrMsg) 
{ 
 if (numMensajesColaPLC_OUT==0) { 
  msgPLC_OUT[ptrMsg].libre=ELEMENTO_OCUPADO; 
  ptrPrimerMensajeColaPLC_OUT=ptrMsg; 
  ptrUltimoMensajeColaPLC_OUT=ptrMsg; 
  numMensajesColaPLC_OUT=1; 
 } 
 else { 
  msgPLC_OUT[ptrMsg].libre=ELEMENTO_OCUPADO;   
  msgPLC_OUT[ptrUltimoMensajeColaPLC_OUT].ptrSiguienteMSG_PLC_OUT=ptrMsg; 
  ptrUltimoMensajeColaPLC_OUT=ptrMsg; 
  numMensajesColaPLC_OUT++; 
 } 
} 
 
void AnadirMensajePrincipioColaPLC_OUT(int8 ptrMsg) 
{ 
 if (numMensajesColaPLC_OUT==0) { 
  msgPLC_OUT[ptrMsg].libre=ELEMENTO_OCUPADO; 
  ptrPrimerMensajeColaPLC_OUT=ptrMsg; 
  ptrUltimoMensajeColaPLC_OUT=ptrMsg; 
  numMensajesColaPLC_OUT=1; 
 } 
 else { 
  msgPLC_OUT[ptrMsg].libre=ELEMENTO_OCUPADO; 
  msgPLC_OUT[ptrMsg].ptrSiguienteMSG_PLC_OUT=ptrPrimerMensajeColaPLC_OUT; 
  ptrPrimerMensajeColaPLC_OUT=ptrMsg;    
 
  numMensajesColaPLC_OUT++; 
 } 
} 
 
void AnadirMensajeColaMODEM_APP(int8 ptrMsg) 
{ 
 if (numMensajesColaMODEM_APP==0) { 
  msgMODEM_APP[ptrMsg].libre=ELEMENTO_OCUPADO; 
  ptrPrimerMensajeColaMODEM_APP=ptrMsg; 
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  ptrUltimoMensajeColaMODEM_APP=ptrMsg; 
  numMensajesColaMODEM_APP=1; 
 } 
 else { 
  msgMODEM_APP[ptrMsg].libre=ELEMENTO_OCUPADO;   
  msgMODEM_APP[ptrUltimoMensajeColaMODEM_APP].ptrSiguienteMSG_MODEM_APP=ptrMsg; 
  ptrUltimoMensajeColaMODEM_APP=ptrMsg; 
  numMensajesColaMODEM_APP++; 
 } 
} 
 
int1 EnviarMensajePLC (MensajePLC *msg) { 
 int8 i; 
 
 int8 longComprobado=0; 
 
 unsigned int16 crcCalculado; 
 
 bufferOUT_PLC.longitud=14+(*msg).longitud; 
 
   bufferOUT_PLC.datos[0]=(*msg).cabecera[0]; 
   bufferOUT_PLC.datos[1]=(*msg).cabecera[1]; 
    
 bufferOUT_PLC.datos[2]=(*msg).versionMayorPLHN; 
 bufferOUT_PLC.datos[3]=(*msg).versionMenorPLHN; 
 
   bufferOUT_PLC.datos[4]=byteAlto((*msg).IDOrigen); 
   bufferOUT_PLC.datos[5]=byteBajo((*msg).IDOrigen); 
    
   bufferOUT_PLC.datos[6]=byteAlto((*msg).IDDestino); 
   bufferOUT_PLC.datos[7]=byteBajo((*msg).IDDestino); 
 
   bufferOUT_PLC.datos[8]=byteAlto((*msg).IDMensaje); 
   bufferOUT_PLC.datos[9]=byteBajo((*msg).IDMensaje); 
    
   bufferOUT_PLC.datos[10]=(*msg).control; 
 
   bufferOUT_PLC.datos[11]=(*msg).longitud; 
 
   memcpy(bufferOUT_PLC.datos+12,(*msg).datos,(*msg).longitud); 
 
 crcCalculado=calcCRC(bufferOUT_PLC.datos,12+(*msg).longitud); 
 
   bufferOUT_PLC.datos[12+(*msg).longitud]=byteAlto(crcCalculado); 
   bufferOUT_PLC.datos[13+(*msg).longitud]=byteBajo(crcCalculado); 
 
 bufferOUT_PLC.ptr=0; 
 
 longBufferIN_SAME_OUT_PLC=0; 
 enviandoMsgPLC=ENVIANDO_X_PLC; 
 flagErrorAlEnviarXPLC=false; 
 enable_interrupts(INT_TBE); 
 
 while (longComprobado<bufferOUT_PLC.longitud ) 
 { 
  if (flagErrorAlEnviarXPLC==true) { 
    while (longComprobado!=bufferOUT_PLC.ptr) 
     if (flagEnviarPLC_OUT==CANAL_DISPONIBLE) break; 
    longBufferIN_SAME_OUT_PLC=0; 
    enviandoMsgPLC=NO_ENVIANDO_X_PLC; 
    RestablecerPLC_OUT_DespuesEnvio(); 
    return MSG_ENVIADO_ERROR; 
  } 
 
  if (longComprobado<longBufferIN_SAME_OUT_PLC) { 
   if (bufferIN_SAME_OUT_PLC[longComprobado]==bufferOUT_PLC.datos[longComprobado]) { 
    longComprobado++; 
   } 
   else { 
    disable_interrupts(INT_TBE); 
 
    while (longComprobado!=bufferOUT_PLC.ptr) 
     if (flagEnviarPLC_OUT==CANAL_DISPONIBLE) break; 
    longBufferIN_SAME_OUT_PLC=0; 
    enviandoMsgPLC=NO_ENVIANDO_X_PLC; 
    RestablecerPLC_OUT_DespuesEnvio();  
 
    return MSG_ENVIADO_ERROR; 
   } 
  } 
 } 
 
 if (longComprobado==bufferOUT_PLC.longitud) { 
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  disable_interrupts(INT_TBE); 
  longBufferIN_SAME_OUT_PLC=0; 
  enviandoMsgPLC=NO_ENVIANDO_X_PLC; 
  RestablecerPLC_OUT_DespuesEnvio();  
  return MSG_ENVIADO_OK;   
 } 
 else { 
  disable_interrupts(INT_TBE); 
  while (longComprobado!=bufferOUT_PLC.ptr) 
   if (flagEnviarPLC_OUT==CANAL_DISPONIBLE) break; 
   
  longBufferIN_SAME_OUT_PLC=0; 
  enviandoMsgPLC=NO_ENVIANDO_X_PLC; 
  RestablecerPLC_OUT_DespuesEnvio(); 
  return MSG_ENVIADO_ERROR; 
 } 
} 
 
void EnviarMensajeAPP (MensajeMODEM_APP *msg) { 
   int8 i; 
    
   i2c_start(); 
   if (i2c_write(0xa0)==0) { 
      i2c_write((*msg).longitud);  
      for (i=0;i<(*msg).longitud;i++) 
         i2c_write((*msg).datos[i]); 
   } 
   i2c_stop(); 
} 
 
void LeerEstadoAPP () { 
 i2c_start(); 
 
 if(i2c_write(0xa1)==0) { 
  estadoAPP=i2c_read(); 
  longSigMsgAPP=i2c_read(0); 
 } 
 
 i2c_stop(); 
} 
 
void RecibirMensajeAPP (MensajeAPP_MODEM *msg) { 
   int8 i; 
 
   i2c_start(); 
   if (i2c_write(0xa1)==0) { 
      (*msg).estado=i2c_read(); 
       
      (*msg).longitud=i2c_read(); 
      if ((*msg).longitud==0) i2c_read(0); 
      else { 
         i2c_read(); 
         for (i=0;i<(*msg).longitud;i++) { 
            if (i==((*msg).longitud-1)) (*msg).datos[i]=i2c_read(0); 
            else (*msg).datos[i]=i2c_read(); 
         } 
      } 
   } 
   i2c_stop(); 
} 
 
void InicializarVariables() { 
 fechaMicro.ano=2007; 
 fechaMicro.mes=0; 
 fechaMicro.dia=0; 
 fechaMicro.hora=0; 
 fechaMicro.minuto=0; 
 fechaMicro.segundo=0; 
 
 srand(mod[0].ID); 
  
 RestablecerPLC_OUT_DespuesRecepcion(); 
 recibiendoMsgPLC=NO_RECIBIENDO_X_PLC; 
 
 mod[0].contadorPresencia=10; 
} 
 
void EsperaAPPLibre() 
{ 
 do { 
  LeerEstadoAPP(); 
 } while (estadoAPP==APP_PROCESANDO); 
} 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados de los programas de los microcontroladores 38  
 
void EliminarPrimerMensajeColaPLC_IN() 
{ 
 bufferIN_PLC.longitud-=msgPLC_IN[ptrPrimerInfoMsgPLC_IN].longitud; 
 ptrPrimerInfoMsgPLC_IN++; 
 if (ptrPrimerInfoMsgPLC_IN == MAX_MSG_PLC_IN) ptrPrimerInfoMsgPLC_IN=0; 
 numMsgPLC_IN--; 
} 
 
void EnviarInfoModemsYApps_AAplicacion() 
{ 
 int8 ptr; 
 int8 i; 
 int8 ptrBuffer; 
 int8 ptrBufferBackup; 
 int8 numModems; 
 int8 numApps; 
 
 ptr=ptrPrimerMSG_MODEM_APPLibre(); 
 ptrBuffer=2; 
 ptrBufferBackup=0; 
 numModems=0; 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgMODEM_APP[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgMODEM_APP[ptr].datos[0]=0x02;   //Comando de enviar información sobre modems de la red 
 
  for (i=0;i<MAX_MODEMS;i++) { 
   if (mod[i].libre==ELEMENTO_OCUPADO) { 
    numModems++; 
    ptrBufferBackup=ptrBuffer; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteAlto(mod[i].ID); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteBajo(mod[i].ID); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=mod[i].versionMayorMODEM; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=mod[i].versionMenorMODEM; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=mod[i].versionMayorPLHN; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=mod[i].versionMenorPLHN; 
 
    if (mod[i].libre==ELEMENTO_LIBRE) { 
     numModems--; 
     ptrBuffer=ptrBufferBackup; 
    } 
   } 
  } 
  msgMODEM_APP[ptr].datos[1]=numModems; 
  msgMODEM_APP[ptr].longitud=ptrBuffer; 
  AnadirMensajeColaMODEM_APP(ptr); 
 } 
 
 //APLICACIONES 
 ptr=ptrPrimerMSG_MODEM_APPLibre(); 
 ptrBuffer=2; 
 ptrBufferBackup=0; 
 numApps=0; 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgMODEM_APP[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgMODEM_APP[ptr].datos[0]=0x03;   //Comando de enviar información sobre aplicaciones de la red 
 
  for (i=0;i<MAX_APPS;i++) { 
   if (app[i].libre==ELEMENTO_OCUPADO) { 
    numApps++; 
    ptrBufferBackup=ptrBuffer; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteAlto(app[i].ID); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteBajo(app[i].ID); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteAlto(app[i].IDModem); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=byteBajo(app[i].IDModem); 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=app[i].tipo; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=app[i].versionMayorAPP; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=app[i].versionMenorAPP; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=app[i].versionMayorPLHN; 
    msgMODEM_APP[ptr].datos[ptrBuffer++]=app[i].versionMenorPLHN; 
 
    if (app[i].libre==ELEMENTO_LIBRE) { 
     numApps--; 
     ptrBuffer=ptrBufferBackup; 
    } 
   } 
  } 
  msgMODEM_APP[ptr].datos[1]=numApps; 
 
  msgMODEM_APP[ptr].longitud=ptrBuffer; 
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  AnadirMensajeColaMODEM_APP(ptr); 
 } 
} 
 
void EnviarFechaYHora_AAplicacion() 
{ 
 int8 ptr; 
 
 ptr=ptrPrimerMSG_MODEM_APPLibre(); 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgMODEM_APP[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgMODEM_APP[ptr].datos[0]=0x05;   //Comando de enviar fecha y hora a la aplicación. 
 
  calendarioMicro=CALENDARIO_DESHABILITADO; 
 
  msgMODEM_APP[ptr].datos[1]=fechaMicro.Dia; 
  msgMODEM_APP[ptr].datos[2]=fechaMicro.Mes; 
  msgMODEM_APP[ptr].datos[3]=byteAlto(fechaMicro.Ano); 
  msgMODEM_APP[ptr].datos[4]=byteBajo(fechaMicro.Ano); 
 
  msgMODEM_APP[ptr].datos[5]=fechaMicro.Hora; 
  msgMODEM_APP[ptr].datos[6]=fechaMicro.Minuto; 
  msgMODEM_APP[ptr].datos[7]=fechaMicro.Segundo; 
 
  calendarioMicro=CALENDARIO_HABILITADO; 
 
  msgMODEM_APP[ptr].longitud=8; 
 
  AnadirMensajeColaMODEM_APP(ptr); 
 } 
} 
 
int8 BuscarModemIDXAplicacionID(unsigned int16 appID) 
{ 
 int8 i; 
 
 for (i=0;i<MAX_APPS;i++) { 
  if (app[i].ID==appID && app[i].libre==ELEMENTO_OCUPADO) { 
   return app[i].IDmodem; 
  } 
 } 
 return ELEMENTO_NO_ENCONTRADO; 
} 
 
void EnviarMensajeAplicacionPLC(MensajeAPP_MODEM *msgAPP_MODEM) 
{ 
 unsigned int16 appDestinoID; 
 unsigned int16 appOrigenID; 
 
 unsigned int16 modemDestinoID; 
 
 int8 ptr; 
 
 appOrigenID=uint16_2bytes((*msgAPP_MODEM).datos[1],(*msgAPP_MODEM).datos[2]); 
 appDestinoID=uint16_2bytes((*msgAPP_MODEM).datos[3],(*msgAPP_MODEM).datos[4]); 
 
 if (appDestinoID!=TODAS_LAS_APLICACIONES) { 
  modemDestinoID=BuscarModemIDXAplicacionID(appDestinoID); 
  if (modemDestinoID==ELEMENTO_NO_ENCONTRADO) return; ///GESTIONAR ERROR DE NO MODEM NO ENCONTRADO! 
 } 
 else 
  modemDestinoID=TODOS_LOS_MODEMS; 
 
 ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
  msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
   
  msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
  msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
 
  msgPLC_OUT[ptr].IDOrigen=(appOrigenID==NINGUNA_APLICACION?NINGUN_MODEM:mod[0].ID); 
  msgPLC_OUT[ptr].IDDestino=modemDestinoID; 
  msgPLC_OUT[ptr].IDMensaje=(unsigned int16) ((rand()*0xffff)/RAND_MAX);     
  msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_APLICACION; //Más opciones de control? 
   
  msgPLC_OUT[ptr].longitud=(*msgAPP_MODEM).longitud-1; 
   
  memcpy(msgPLC_OUT[ptr].datos,(*msgAPP_MODEM).datos+1,(*msgAPP_MODEM).longitud-1); 
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  //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
  AnadirMensajeColaPLC_OUT(ptr); 
 } 
} 
 
void EnviarSolicitudPresenciaModem(unsigned int16 ID) { 
 unsigned int8 ptr; 
 
 ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
  msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
   
  msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
  msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
 
  msgPLC_OUT[ptr].IDOrigen=mod[0].ID; 
  msgPLC_OUT[ptr].IDDestino=ID; 
 
  msgPLC_OUT[ptr].IDMensaje=(unsigned int16) (rand()*(0xffff/RAND_MAX)); 
     
  msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_MODEM ; //Más opciones de control? 
     
  msgPLC_OUT[ptr].datos[0]=0x30; 
 
  msgPLC_OUT[ptr].longitud=1; 
 
  //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
  AnadirMensajeColaPLC_OUT(ptr); 
 } 
} 
 
void GestionarEntradaAPP () 
{ 
 unsigned int16 appDestinoID; 
 unsigned int16 appOrigenID; 
 
 unsigned int16 modemDestinoID; 
 
 int8 ptr; 
 
 LeerEstadoAPP(); 
  
 if (estadoAPP==APP_LIBRE && longSigMsgAPP>0) { 
  RecibirMensajeApp(&msgAPP_MODEM); 
 
  if (msgAPP_MODEM.longitud>0) { 
   switch(msgAPP_MODEM.datos[0]) { 
    case 0x01:   //La aplicación se identifica. 
     app[0].ID=uint16_2bytes(msgAPP_MODEM.datos[1],msgAPP_MODEM.datos[2]); 
     app[0].IDModem=mod[0].ID; 
     app[0].tipo=msgAPP_MODEM.datos[3];   
 
     app[0].versionMayorAPP=msgAPP_MODEM.datos[4]; 
     app[0].versionMenorAPP=msgAPP_MODEM.datos[5]; 
     app[0].versionMayorPLHN=msgAPP_MODEM.datos[6]; 
     app[0].versionMenorPLHN=msgAPP_MODEM.datos[7]; 
 
     if (app[0].libre==ELEMENTO_LIBRE) { 
      numApps++;  
      app[0].libre=ELEMENTO_OCUPADO; 
     } 
     break; 
  
    case 0x02:   //La aplicación nos envia la fecha y la hora 
     calendarioMicro=CALENDARIO_DESHABILITADO; 
  
     fechaMicro.Dia=msgAPP_MODEM.datos[1]; 
     fechaMicro.Mes=msgAPP_MODEM.datos[2]; 
     fechaMicro.Ano=uint16_2bytes(msgAPP_MODEM.datos[3],msgAPP_MODEM.datos[4]); 
  
     fechaMicro.Hora=msgAPP_MODEM.datos[5]; 
     fechaMicro.Minuto=msgAPP_MODEM.datos[6]; 
     fechaMicro.Segundo=msgAPP_MODEM.datos[7]; 
      
     calendarioMicro=CALENDARIO_HABILITADO; 
 
     break; 
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    case 0x03: //La aplicación solicita toda la información referente a modems y aplicaciones. 
     //MODEMS 
     EnviarInfoModemsYApps_AAplicacion(); 
  
     break; 
  
    case 0x04:   //La aplicación solicita la hora y la fecha. 
     EnviarFechaYHora_AAplicacion(); 
     break; 
 
    case 0x05:   //Enviar mensaje a una aplicación de la red 
     appOrigenID=uint16_2bytes(msgAPP_MODEM.datos[2],msgAPP_MODEM.datos[3]); 
     appDestinoID=uint16_2bytes(msgAPP_MODEM.datos[4],msgAPP_MODEM.datos[5]); 
     
     if (appDestinoID!=TODAS_LAS_APLICACIONES) { 
      modemDestinoID=BuscarModemIDXAplicacionID(appDestinoID); 
      if (modemDestinoID==ELEMENTO_NO_ENCONTRADO) return; ///GESTIONAR ERROR DE NO MODEM NO 
ENCONTRADO! 
     } 
     else 
      modemDestinoID=TODOS_LOS_MODEMS; 
      
     ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
     
     if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
      msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
       
      msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
      msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
       
      msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
      msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
     
      msgPLC_OUT[ptr].IDOrigen=(appOrigenID==NINGUNA_APLICACION?NINGUN_MODEM:mod[0].ID); 
      msgPLC_OUT[ptr].IDDestino=modemDestinoID; 
      msgPLC_OUT[ptr].IDMensaje=(unsigned int16) ((rand()*0xffff)/RAND_MAX);     
      msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_APLICACION | CONTROL_MSG_SIN_SOLICITUD_ACK | 
CONTROL_MSG_NO_DE_ACK; //Más opciones de control? 
       
      msgPLC_OUT[ptr].longitud=msgAPP_MODEM.longitud-1; 
       
      memcpy(msgPLC_OUT[ptr].datos,msgAPP_MODEM.datos+1,msgAPP_MODEM.longitud-1); 
     
      //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
      AnadirMensajeColaPLC_OUT(ptr); 
     } 
     break; 
 
    case 0x06:   //Enviar mensaje a una aplicación de la red con solicitud de ACK 
     appOrigenID=uint16_2bytes(msgAPP_MODEM.datos[2],msgAPP_MODEM.datos[3]); 
     appDestinoID=uint16_2bytes(msgAPP_MODEM.datos[4],msgAPP_MODEM.datos[5]); 
     
     if (appDestinoID!=TODAS_LAS_APLICACIONES) { 
      modemDestinoID=BuscarModemIDXAplicacionID(appDestinoID); 
      if (modemDestinoID==ELEMENTO_NO_ENCONTRADO) return; ///GESTIONAR ERROR DE NO MODEM NO 
ENCONTRADO! 
     } 
     else 
      modemDestinoID=TODOS_LOS_MODEMS; 
     
     ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
     
     if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
      msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
       
      msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
      msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
       
      msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
      msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
     
      msgPLC_OUT[ptr].IDOrigen=(appOrigenID==NINGUNA_APLICACION?NINGUN_MODEM:mod[0].ID); 
      msgPLC_OUT[ptr].IDDestino=modemDestinoID; 
      msgPLC_OUT[ptr].IDMensaje=(unsigned int16) ((rand()*0xffff)/RAND_MAX);     
      msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_APLICACION | CONTROL_MSG_CON_SOLICITUD_ACK | 
CONTROL_MSG_NO_DE_ACK; //Más opciones de control? 
       
      msgPLC_OUT[ptr].longitud=msgAPP_MODEM.longitud-1; 
       
      memcpy(msgPLC_OUT[ptr].datos,msgAPP_MODEM.datos+1,msgAPP_MODEM.longitud-1); 
     
      //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
      AnadirMensajeColaPLC_OUT(ptr); 
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     } 
     break; 
 
    case 0x07: //La aplicación nos indica que debemos evaluar la presencia de los otros módems cada 
10 segundos 
     EnviarSolicitudPresenciaModem(TODOS_LOS_MODEMS); 
     break; 
   } 
  } 
 } 
} 
 
int8 BuscarModem(unsigned int16 modemID) 
{ 
 int8 i; 
 
 for (i=0;i<MAX_MODEMS;i++) { 
  if (mod[i].ID==modemID && mod[i].libre==ELEMENTO_OCUPADO) { 
   return i; 
  } 
 } 
 
 return ELEMENTO_NO_ENCONTRADO; 
} 
 
int8 BuscarAplicacion(unsigned int16 appID)  
{ 
 int8 i; 
 
 for (i=0;i<MAX_APPS;i++) { 
  if (app[i].ID==appID && app[i].libre==ELEMENTO_OCUPADO) { 
   return i; 
  } 
 } 
 
 return ELEMENTO_NO_ENCONTRADO; 
} 
 
int8 BuscarAplicacionXModemID(unsigned int16 modemID) 
{ 
 int8 i; 
 
 for (i=0;i<MAX_APPS;i++) { 
  if (app[i].IDModem==modemID && app[i].libre==ELEMENTO_OCUPADO) { 
   return i; 
  } 
 } 
 
 return ELEMENTO_NO_ENCONTRADO; 
} 
 
void NotificacionPresenciaModem(unsigned int16 modemID, int8 versionMayorModem, int8 versionMenorModem, int8 
versionMayorPLHN, int8 versionMenorPLHN) 
{ 
 int8 ptr; 
 
 ptr=BuscarModem(modemID); 
 
 if (ptr==ELEMENTO_NO_ENCONTRADO) 
  ptr=ptrPrimerMODEMLibre(); 
 
 mod[ptr].ID=modemID; 
 
 if (versionMayorModem!=SIN_VERSION) mod[ptr].versionMayorMODEM = versionMayorModem; 
 if (versionMenorModem!=SIN_VERSION) mod[ptr].versionMenorMODEM = versionMenorModem; 
 if (versionMayorPLHN!=SIN_VERSION) mod[ptr].versionMayorPLHN = versionMayorPLHN; 
 if (versionMenorPLHN!=SIN_VERSION) mod[ptr].versionMenorPLHN = versionMenorPLHN; 
  
 mod[ptr].contadorPresencia=MAX_DECIMAS_PRESENCIA; 
} 
 
void NotificacionPresenciaModem(unsigned int16 modemID) 
{ 
 int8 ptr; 
 
 ptr=BuscarModem(modemID); 
 
 if (ptr==ELEMENTO_NO_ENCONTRADO) { 
  ptr=ptrPrimerMODEMLibre(); 
  numModems++; 
 } 
 mod[ptr].ID=modemID; 
 mod[ptr].libre=ELEMENTO_OCUPADO; 
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 mod[ptr].contadorPresencia=MAX_DECIMAS_PRESENCIA; 
 //mod[ptr].contadorDecimasSiguienteIntento=50+rand()/10; 
 //mod[ptr].numIntentosConexion=0; 
} 
 
void EnviarMSGPresencia_PLC() 
{ 
 unsigned int8 ptr; 
 
 ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
 
 if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
  msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
   
  msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
  msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
   
  msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
  msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
 
  msgPLC_OUT[ptr].IDOrigen=mod[0].ID; 
  msgPLC_OUT[ptr].IDDestino=TODOS_LOS_MODEMS; 
 
  msgPLC_OUT[ptr].IDMensaje=(unsigned int16) (rand()*(0xffff/RAND_MAX)); 
    
  msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_MODEM ; //Más opciones de control? 
     
  msgPLC_OUT[ptr].datos[0]=0x01; 
 
  //Info sobre el módem 
  msgPLC_OUT[ptr].datos[1]=mod[0].versionMayorMODEM; 
  msgPLC_OUT[ptr].datos[2]=mod[0].versionMenorMODEM; 
  msgPLC_OUT[ptr].datos[3]=mod[0].versionMayorPLHN; 
  msgPLC_OUT[ptr].datos[4]=mod[0].versionMenorPLHN; 
 
  //Info sobre la aplicación 
  if(app[0].libre==ELEMENTO_OCUPADO) { 
   msgPLC_OUT[ptr].datos[5]=byteAlto(app[0].ID); 
   msgPLC_OUT[ptr].datos[6]=byteBajo(app[0].ID); 
   msgPLC_OUT[ptr].datos[7]=app[0].tipo; 
   msgPLC_OUT[ptr].datos[8]=app[0].versionMayorAPP; 
   msgPLC_OUT[ptr].datos[9]=app[0].versionMenorAPP; 
   msgPLC_OUT[ptr].datos[10]=app[0].versionMayorPLHN; 
   msgPLC_OUT[ptr].datos[11]=app[0].versionMenorPLHN; 
   msgPLC_OUT[ptr].longitud=12;  
  } 
  else { 
   msgPLC_OUT[ptr].longitud=5; 
  } 
 
  //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
  AnadirMensajeColaPLC_OUT(ptr); 
 } 
} 
 
void GestionarEntradaPLC() 
{ 
 unsigned int16 ptrBase; 
 unsigned int16 longitud; 
 
 int8 bufferTemp[150]; 
 int8 i; 
 
 int1 flagEstadoMsg=0; 
 int1 flagDestino=0; 
 
 unsigned int16 modemID; 
 
 unsigned int16 CRCMensaje; 
 unsigned int16 CRCCalculado; 
 
 int8 ptr; 
 
 if (numMsgPLC_IN>0 && accediendoBufferIN_PLC==BUFFER_NO_ACCEDIENDO) { 
  accediendoBufferIN_PLC=BUFFER_ACCEDIENDO; 
 
  if (numMsgPLC_IN==1 && estadoUltimoMsgPLC==ULTIMO_MSG_PLC_RECIBIDO || numMsgPLC_IN>1) { 
   //Analizar mensaje recibido 
   ptrBase = msgPLC_IN[ptrPrimerInfoMsgPLC_IN].ptrPrimerByteBuffer; 
   longitud = msgPLC_IN[ptrPrimerInfoMsgPLC_IN].longitud; 
 
   for (i=0; i<longitud;i++) { 
    bufferTemp[i]=bufferIN_PLC.datos[(ptrBase+i)%MAX_BUFFER_GRANDE]; 
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   } 
 
   modemID = uint16_2bytes(bufferTemp[6],bufferTemp[7]); 
 
   if (bufferTemp[0]!=CABECERA_PLC_1) flagEstadoMsg=1; 
   else if (bufferTemp[1]!=CABECERA_PLC_2) flagEstadoMsg=1; 
   else if (bufferTemp[2]>mod[0].versionMayorPLHN) flagEstadoMsg=1; 
   else if (bufferTemp[3]>mod[0].versionMenorPLHN) flagEstadoMsg=1; 
   else if (!(modemID==mod[0].ID || modemID==TODOS_LOS_MODEMS)) { 
    flagEstadoMsg=1; 
    flagDestino=1; 
   } 
   else if ((bufferTemp[11]+LONGITUD_MINIMA_MENSAJE_PLC)!=longitud) flagEstadoMsg=1; 
   else { 
    CRCCalculado=calcCRC(bufferTemp,longitud-2); 
    CRCMensaje=uint16_2bytes(bufferTemp[longitud-2],bufferTemp[longitud-1]); 
    if (CRCCalculado!=CRCMensaje) flagEstadoMsg=1; 
   } 
 
   if (flagEstadoMsg==1) { 
    if (flagDestino==0) { 
     LD_IN_ERROR  //ENCENDER LED ERROR IN 
    } 
   } 
   else { 
    LD_IN_OK 
 
 
       
    NotificacionPresenciaModem(uint16_2bytes(bufferTemp[4],bufferTemp[5])); 
     
    //Gestionar ACK 
    if ((bufferTemp[10]&CONTROL_MSG_CON_SOLICITUD_ACK)!=0 && flagEsperandoACK==ACK_NO_ESPERANDO) {  
      //Mensaje de solicitud de ACK 
     ptr=ptrPrimerMSG_MODEM_PLC_OUTLibre(); 
     
     if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
      msgPLC_OUT[ptr].libre=ELEMENTO_OCUPADO; 
       
      msgPLC_OUT[ptr].cabecera[0]=CABECERA_PLC_1; 
      msgPLC_OUT[ptr].cabecera[1]=CABECERA_PLC_2; 
       
      msgPLC_OUT[ptr].versionMayorPLHN=mod[0].versionMayorPLHN; 
      msgPLC_OUT[ptr].versionMenorPLHN=mod[0].versionMenorPLHN; 
     
      msgPLC_OUT[ptr].IDOrigen=(mod[0].ID); 
      msgPLC_OUT[ptr].IDDestino=uint16_2bytes(bufferTemp[4],bufferTemp[5]); 
      msgPLC_OUT[ptr].IDMensaje=uint16_2bytes(bufferTemp[8],bufferTemp[9]);     
      msgPLC_OUT[ptr].Control=CONTROL_MSG_PARA_MODEM | CONTROL_MSG_SIN_SOLICITUD_ACK | 
CONTROL_MSG_DE_ACK; //Más opciones de control? 
       
      msgPLC_OUT[ptr].longitud=0; 
       
      //FALTA CALCULAR EL CRC!!! DE ESTO SE ENCARGA LA RUTINA DE ENVIAR POR PLC EN SI 
      AnadirMensajePrincipioColaPLC_OUT(ptr); 
     } 
    } 
    else if ((bufferTemp[10]&CONTROL_MSG_DE_ACK)!=0){ 
     if (flagEsperandoACK!=ACK_NO_ESPERANDO && 
msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].IDMensaje==uint16_2bytes( bufferTemp[8],bufferTemp[9] ) && 
msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].IDOrigen==uint16_2bytes( bufferTemp[6],bufferTemp[7] )){ 
      flagEsperandoACK=ACK_NO_ESPERANDO; 
      numIntentosEnviarACK=0; 
      LD_IN_OK; 
 
      msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].libre=ELEMENTO_LIBRE; 
                   
ptrPrimerMensajeColaPLC_OUT=msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].ptrSiguienteMSG_PLC_OUT; 
       
      numMensajesColaPLC_OUT--; 
    
      numIntentosEnviarPLC=0;  
     } 
    } 
 
    if ((bufferTemp[10]&CONTROL_MSG_DE_ACK)==0){ 
     //Discernir destinatario: MÓDEM o APLICACIÓN 
     if ((bufferTemp[10]&0x01)==1) { 
 
      //Redirigir el mensaje hacia la aplicación 
      ptrBase=12; 
       
      ptr=ptrPrimerMSG_MODEM_APPLibre(); 
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      if (ptr!=ELEMENTO_NINGUNO_LIBRE) { 
       msgMODEM_APP[ptr].libre=ELEMENTO_OCUPADO; 
       msgMODEM_APP[ptr].datos[0]=10; 
       memcpy(msgMODEM_APP[ptr].datos+1,bufferTemp+ptrBase,bufferTemp[11]); 
  
       msgMODEM_APP[ptr].longitud=bufferTemp[11]+1; 
      
       AnadirMensajeColaMODEM_APP(ptr); 
      } 
     } 
     else { 
      //El mensaje es para el MODEM 
      ptrBase=12; 
      switch (bufferTemp[ptrBase]) { 
       case 0x01: //Información sobre el  modem 
        modemID=uint16_2bytes(bufferTemp[4],bufferTemp[5]); 
  
        ptr=BuscarModem(modemID); 
  
        if (ptr==ELEMENTO_NO_ENCONTRADO) { 
         ptr=ptrPrimerMODEMLibre(); 
         numModems++; 
        } 
        mod[ptr].ID=modemID; 
        mod[ptr].libre=ELEMENTO_OCUPADO; 
  
        mod[ptr].versionMayorMODEM=bufferTemp[ptrBase+1]; 
        mod[ptr].versionMenorMODEM=bufferTemp[ptrBase+2]; 
        mod[ptr].versionMayorPLHN=bufferTemp[ptrBase+3]; 
        mod[ptr].versionMenorPLHN=bufferTemp[ptrBase+4]; 
  
        if (bufferTemp[11]>5) { 
         ptr=BuscarAplicacionXModemID(modemID); 
         if (ptr==ELEMENTO_NO_ENCONTRADO) { 
          ptr=ptrPrimeraAPLICACIONLibre(); 
          numApps++; 
         } 
          
         app[ptr].libre=ELEMENTO_OCUPADO;        
         app[ptr].ID=uint16_2bytes(bufferTemp[ptrBase+5],bufferTemp[ptrBase+6]); 
         app[ptr].IDModem=modemID; 
         app[ptr].tipo=bufferTemp[ptrBase+7]; 
         app[ptr].versionMayorAPP=bufferTemp[ptrBase+8]; 
         app[ptr].versionMenorAPP=bufferTemp[ptrBase+9]; 
         app[ptr].versionMayorPLHN=bufferTemp[ptrBase+10]; 
         app[ptr].versionMenorPLHN=bufferTemp[ptrBase+11]; 
        } 
        break; 
  
       case 0x30: //Solicitud de presencia 
        //EnviarSolicitudPresenciaModem(TODOS_LOS_MODEMS) 
        EnviarMSGPresencia_PLC(); 
        break; 
      } 
     } 
    } 
   } 
   EliminarPrimerMensajeColaPLC_IN(); 
  } 
  accediendoBufferIN_PLC=BUFFER_NO_ACCEDIENDO; 
 } 
} 
 
void GestionarSalidaPLC()  
{ 
 int8 i; 
 
 if (numMensajesColaPLC_OUT!=0 && flagEnviarPLC_OUT==CANAL_DISPONIBLE && recibiendoMsgPLC==NO_RECIBIENDO_X_PLC) 
 { 
  if (flagEsperandoACK==ACK_NO_ESPERANDO || flagEsperandoACK==ACK_ENVIAR_SIGUIENTE) { 
   if (enviarMensajePLC(&msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT])==MSG_ENVIADO_OK) { 
    LD_OUT_OK; 
 
    if ((msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].control & CONTROL_MSG_CON_SOLICITUD_ACK) == 0) { 
     msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].libre=ELEMENTO_LIBRE; 
     ptrPrimerMensajeColaPLC_OUT=msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].ptrSiguienteMSG_PLC_OUT; 
      
     numMensajesColaPLC_OUT--; 
   
     numIntentosEnviarPLC=0; 
    } 
    else { 
     numIntentosEnviarACK++; 
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     if (numIntentosEnviarACK<3) { 
      crono250us[CRONO_SIGUIENTE_ACK]=0;   
      flagEsperandoACK=ACK_ESPERANDO; 
     } 
     else { 
      flagEsperandoACK=ACK_NO_ESPERANDO; 
      numIntentosEnviarACK=0; 
      LD_OUT_ERROR; 
 
      msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].libre=ELEMENTO_LIBRE; 
     
 ptrPrimerMensajeColaPLC_OUT=msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].ptrSiguienteMSG_PLC_OUT; 
       
      numMensajesColaPLC_OUT--; 
    
      numIntentosEnviarPLC=0;       
     }     
    } 
   } 
   else { 
    LD_OUT_ERROR; 
     
    numIntentosEnviarPLC++; 
    if (numIntentosEnviarPLC<15) { 
    } 
    else { 
     msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].libre=ELEMENTO_LIBRE; 
     ptrPrimerMensajeColaPLC_OUT=msgPLC_OUT[ptrPrimerMensajeColaPLC_OUT].ptrSiguienteMSG_PLC_OUT; 
      
     numMensajesColaPLC_OUT--; 
     numIntentosEnviarPLC=0; 
  
    } 
   } 
  } 
 } 
} 
 
void GestionarSalidaApp() 
{ 
 LeerEstadoAPP(); 
 
 if (numMensajesColaMODEM_APP!=0 && estadoAPP==APP_LIBRE) { 
  
  enviarMensajeAPP(&msgMODEM_APP[ptrPrimerMensajeColaMODEM_APP]); 
 
  msgMODEM_APP[ptrPrimerMensajeColaMODEM_APP].libre=ELEMENTO_LIBRE; 
  ptrPrimerMensajeColaMODEM_APP=msgMODEM_APP[ptrPrimerMensajeColaMODEM_APP].ptrSiguienteMSG_MODEM_APP; 
   
  numMensajesColaMODEM_APP--; 
 } 
} 
 
void LeerValoresEEPROM () 
{ 
 mod[0].libre=ELEMENTO_OCUPADO; 
 mod[0].ID=uint16_2bytes(read_eeprom(4),read_eeprom(5)); 
 mod[0].versionMayorMODEM=read_eeprom(6); 
 mod[0].versionMenorMODEM=read_eeprom(7); 
 mod[0].versionMayorPLHN=read_eeprom(8); 
 mod[0].versionMenorPLHN=read_eeprom(9); 
 
 numModems=1; 
} 
 
void SincronizarConRedPLHN() 
{ 
 while (recibiendoMsgPLC==RECIBIENDO_X_PLC); 
 
 numMsgPLC_IN=0; 
} 
 
void ActualizarListaModems() 
{ 
 int8 i; 
 int8 ptr; 
 
 if (flagRevisarPresenciaModem==true) { 
  for (i=0; i<MAX_MODEMS; i++) { 
   if (mod[i].libre==ELEMENTO_OCUPADO) {     
    mod[i].contadorPresencia--; 
    if (mod[i].contadorPresencia==0) { 
     if (i==0) { 
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      EnviarMSGPresencia_PLC(); 
      //EnviarMensajeInfoAplicacion_PLC(); 
      mod[0].contadorPresencia=DECIMAS_INDICAR_PRESENCIA; 
     } 
     else { 
      ptr=BuscarAplicacionXModemID(mod[i].ID); 
      app[ptr].libre=ELEMENTO_LIBRE; 
      numApps--; 
  
      mod[i].libre=ELEMENTO_LIBRE; 
      numModems--; 
     } 
    } 
   } 
  } 
  flagRevisarPresenciaModem=false; 
 } 
} 
 
void main() 
{ 
 int8 i; 
 
   setup_oscillator(OSC_16MHZ); 
   setup_adc_ports(NO_ANALOGS|VSS_VDD); 
   setup_adc(ADC_OFF|ADC_TAD_MUL_0); 
   setup_wdt(WDT_OFF); 
   setup_timer_0(RTCC_OFF); 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DIV_BY_16,249,2); //Interrupción cada 2 ms 
   setup_timer_3(T3_DISABLED|T3_DIV_BY_1); 
   setup_comparator(NC_NC_NC_NC); 
   setup_vref(FALSE);       
 
 LeerValoresEEPROM(); 
 
   InicializarVariables(); 
 
   enable_interrupts(INT_TIMER2); 
   enable_interrupts(INT_RDA); 
   enable_interrupts(GLOBAL);   
 
 LED_IN_OK; 
 LED_OUT_OK; 
   delay_ms(100); 
    
 LED_IN_OFF; 
 LED_OUT_OFF; 
   delay_ms(100); 
 
 LED_IN_OK; 
 LED_OUT_OK; 
   delay_ms(100); 
    
 LED_IN_OFF; 
 LED_OUT_OFF; 
   delay_ms(100); 
 
 SincronizarConRedPLHN(); 
 
   while (1) { 
      if (incSegsFechaMicro>0) { 
   IncrementarFechaMicrocontrolador(); 
   incSegsFechaMicro--; 
  } 
       
  if (flagGestionarAPP==1){ 
       GestionarEntradaAPP(); 
       
   GestionarSalidaAPP(); 
 
   flagGestionarAPP=0; 
  } 
 
  GestionarEntradaPLC(); 
  GestionarSalidaPLC(); 
  ActualizarListaModems(); 
   }   
} 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados de los programas de los microcontroladores 48  
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados de los programas de los microcontroladores 49  
 
1.9.  USB_PC_INTERFACE.h 
 
#include <18F2550.h> 
#device adc=8 
 
#FUSES NOWDT                    //No Watch Dog Timer 
#FUSES WDT128                   //Watch Dog Timer uses 1:128 Postscale 
#FUSES HSPLL                    //High speed Osc (> 4mhz) with PLL Enabled 
#FUSES NOPROTECT                //Code not protected from reading 
#FUSES BROWNOUT                 //Reset when brownout detected 
#FUSES BORV20                   //Brownout reset at 2.0V 
#FUSES PUT                      //Power Up Timer 
#FUSES NOCPD                    //No EE protection 
#FUSES STVREN                   //Stack full/underflow will cause reset 
#FUSES NODEBUG                  //No Debug mode for ICD 
#FUSES NOLVP                    //No low voltage prgming, B3(PIC16) or B5(PIC18) used for I/O 
#FUSES NOWRT                    //Program memory not write protected 
#FUSES NOWRTD                   //Data EEPROM not write protected 
#FUSES NOIESO                   //Internal External Switch Over mode disabled 
#FUSES FCMEN                    //Fail-safe clock monitor enabled 
#FUSES NOPBADEN                 //PORTB pins are configured as digital I/O on RESET 
#FUSES NOWRTC                   //configuration not registers write protected 
#FUSES NOWRTB                   //Boot block not write protected 
#FUSES NOEBTR                   //Memory not protected from table reads 
#FUSES NOEBTRB                  //Boot block not protected from table reads 
#FUSES NOCPB                    //No Boot Block code protection 
#FUSES MCLR                     //Master Clear pin enabled 
#FUSES NOLPT1OSC                //Timer1 configured for higher power operation 
#FUSES NOXINST                  //Extended set extension and Indexed Addressing mode disabled (Legacy mode) 
#FUSES PLL5                     //Divide by 5(20 MHz oscillator input) 
#FUSES USBDIV                   //USB clock source comes from PLL divide by 2 
#FUSES CPUDIV1                  //No System Clock Postscaler 
#FUSES VREGEN                   //USB voltage regulator enabled 
 
#use delay(clock=48000000) 
 
#ifndef I2C_SDA 
#define I2C_SDA  PIN_B4 
#define I2C_SCL  PIN_B5 
#endif 
#use i2c(slave,slow,force_hw,sda=PIN_B0,scl=PIN_B1,address=0xa0) 
 
#define RAND_MAX 255 
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1.10. USB_PC_INTERFACE.c 
 
#include "USB_PC_INTERFACE.h" 
#include "lib_crc.h" 
#include <usb_cdc.h> 
#include <string.h> 
#include <stdlib.h> 
 
#ZERO_RAM 
 
//Variables Búffer I2C   
int8 bufferIN_I2C[100]; 
int8 bufferOUT_I2C[100]; 
 
int8 numBytesOUT_I2C; 
int8 numBytesIN_I2C; 
 
int8 bufferOUT_USB[100]; 
int8 bufferIN_RAW_USB[512]; 
int8 datosIN_USB[100]; 
 
int16 contaRAW_USB=0; 
int16 ptrFirstRAW_USB=0; 
int16 ptrLastRAW_USB=0; 
 
int8 estadoApp_I2C=0;  //0: Sin aplicación 
        //1: Processing data 
        //2: Free 
 
signed int8 cronoLED_NETPC=-1; 
signed int8 cronoLED_PCNET=-1; 
 
#int_TIMER2 
TIMER2_isr() 
{ 
 if (cronoLED_PCNET!=-1) { 
  output_high(PIN_C0); 
  cronoLED_PCNET++;  //100 = 0.5 segundos 
  if (cronoLED_PCNET==20) { 
   cronoLED_PCNET=-1; 
   output_low(PIN_C0); 
  } 
 } 
 if (cronoLED_NETPC!=-1) { 
  output_high(PIN_C1); 
  cronoLED_NETPC++;  //100 = 0.5 segundos 
  if (cronoLED_NETPC==20) { 
   cronoLED_NETPC=-1; 
   output_low(PIN_C1); 
  } 
 } 
} 
 
#int_SSP 
SSP_isr()  
{ 
 int8 estado; 
   static int8 numBytesDATA_I2C; 
 
   estado=i2c_isr_state(); 
 if (estado>=0x80) { 
  if (estado==0x80) i2c_write(estadoApp_I2C); 
  else if (estado==0x81) i2c_write(numBytesOUT_I2C); 
  else if (estado==0x82) i2c_write('Q'); 
  else if (estado>0x82) i2c_write(bufferOUT_I2C[estado-0x83]); 
  if ((estado-0x82)==numBytesOUT_I2C) { 
   if (numBytesOut_I2C>0) cronoLED_PCNET=0; 
   numBytesOut_I2C=0; 
  } 
 } 
 else {  
  if (estado==1) { 
   numBytesDATA_I2C=i2c_read(); 
  } 
  if (estado>1) { 
   bufferIN_I2C[estado-2]=i2c_read(); 
   if (estado==(numBytesDATA_I2C+1)) { 
    numBytesIN_I2C=numBytesDATA_I2C; 
    estadoAPP_I2C=1;  //Si el módem lee el estado de la aplicación, verá que está procesando los 
datos.  
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   } 
  } 
 }  
} 
 
void enviarPC(char *cadena, int8 longitud) { 
 int8 i; 
 unsigned int16 temp16; 
 int8 enumerado; 
 
 bufferOUT_USB[0]=0x80;      //Cabecera 
 bufferOUT_USB[1]=longitud;     //Longitud Datos 
 memcpy(&bufferOUT_USB[2],cadena,longitud);  //Copiar datos del búfer de entrada I2C al de salida USB 
 temp16=calcCRC(bufferOUT_USB,longitud+2);     
 bufferOUT_USB[longitud+2]=temp16>>8;   // CRC-16 
 bufferOUT_USB[longitud+3]=(temp16<<8)>>8;  // CRC-16 
 
     usb_task();  
 for (i=0;i<(longitud+4);i++) { 
  enumerado=usb_enumerated(); 
  if (enumerado && usb_cdc_putready()) usb_cdc_putc(bufferOUT_USB[i]); 
  else if (!enumerado) { 
   estadoApp_I2C=0;    //No existe aplicación 
   break; 
  } 
 } 
 numBytesIN_I2C=0; 
 estadoAPP_I2C=2; 
 cronoLED_NETPC=0; 
} 
 
int8 recibirPC() { 
 int8 car; 
 int8 i; 
 int8 longLinea; 
 unsigned int16 crcLeido; 
 
 usb_task(); 
 if (usb_enumerated()) { 
  //Vaciar búffer USB 
  while (usb_cdc_kbhit()) { 
   if (estadoApp_I2C==0) estadoApp_I2C=2; 
 
   car=usb_cdc_getc(); 
 
   if (contaRAW_USB==0) { 
    contaRAW_USB=1; 
    ptrFirstRAW_USB=0; 
    ptrLastRAW_USB=0; 
    bufferIN_RAW_USB[0]=car; 
   } 
   else if (contaRAW_USB==512) { 
    // EL BÚFFER ESTÁ LLENO!! 
   } 
   else { 
    contaRAW_USB++; 
    ptrLastRAW_USB++; 
    if (ptrLastRAW_USB==512) ptrLastRAW_USB=0; 
    bufferIN_RAW_USB[ptrLastRAW_USB]=car; 
   } 
  } 
 
  //Interpretar Búffer y pasar datos al búfer de salida si el búfer de salida está vacío 
  if (numBytesOUT_I2C==0 && contaRAW_USB>3) { 
   while (bufferIN_RAW_USB[ptrFirstRAW_USB]!=0x80) { //Omitir bytes que no son cabecera 
    ptrFirstRAW_USB++; 
    if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB=0; 
    contaRAW_USB--; 
   } 
 
   datosIN_USB[0]=bufferIN_RAW_USB[ptrFirstRAW_USB]; 
   ptrFirstRAW_USB++;    
   contaRAW_USB--; 
   if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB = 0; 
 
   if (contaRAW_USB >= (bufferIN_RAW_USB[ptrFirstRAW_USB]+2)) { //Comparar bytes restantes del búfer con los 
que debería haber segun el byte de longitud 
    longLinea=bufferIN_RAW_USB[ptrFirstRAW_USB];      //Almacenamos la longitud 
    datosIN_USB[1]=longLinea; 
   } 
   else { 
    ptrFirstRAW_USB--;   //Dejamos el buffer tal y como estaba 
    if (ptrFirstRAW_USB == -1) ptrFirstRAW_USB = 511; 
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    contaRAW_USB++; 
    return; 
   } 
 
   contaRAW_USB--;    //Empezamos a leer bytes de datos 
   ptrFirstRAW_USB++; 
   if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB = 0; 
 
   if (contaRAW_USB!=0) 
   { 
    for (i=0;i<longLinea;i++) 
    { 
     datosIN_USB[i+2]=bufferIN_RAW_USB[ptrFirstRAW_USB]; 
 
     ptrFirstRAW_USB++; 
     if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB = 0; 
     contaRAW_USB--; 
      
     if (contaRAW_USB==0) break;      
    } 
   } 
   else return; 
 
   if (contaRAW_USB>1) { 
    contaRAW_USB-=2; 
    crcLeido=bufferIN_RAW_USB[ptrFirstRAW_USB]<<8; 
     
    ptrFirstRAW_USB++; 
    if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB = 0; 
 
    crcLeido+= bufferIN_RAW_USB[ptrFirstRAW_USB]; 
 
    ptrFirstRAW_USB++; 
    if (ptrFirstRAW_USB == 512) ptrFirstRAW_USB = 0; 
     
    if (calcCRC(datosIN_USB,longLinea+2)==crcLeido) { 
     memcpy(bufferOUT_I2C,datosIN_USB+2,longLinea); 
     numBytesOUT_I2C=longLinea; 
     cronoLED_PCNET=0; 
    } 
    else { 
    } 
   } 
  } 
 } 
} 
 
void main() 
{ 
   setup_adc_ports(NO_ANALOGS|VSS_VDD); 
   setup_adc(ADC_OFF); 
   setup_wdt(WDT_OFF); 
   setup_timer_0(RTCC_INTERNAL); 
   setup_timer_1(T1_DISABLED); 
   setup_timer_2(T2_DIV_BY_16,249,15); 
   setup_timer_3(T3_DISABLED|T3_DIV_BY_1); 
   setup_comparator(NC_NC_NC_NC); 
   setup_vref(FALSE); 
   enable_interrupts(INT_SSP); 
   enable_interrupts(INT_TIMER2); 
   enable_interrupts(GLOBAL); 
   setup_oscillator(False); 
 
 output_float(PIN_B0); 
 output_float(PIN_B1); 
 output_low(PIN_C0); 
 output_low(PIN_C1); 
  
   usb_init_cs(); 
   while(TRUE) {    
  // Comprobar conexión USB 
   usb_task(); 
   if (!usb_enumerated()) estadoApp_I2C=0; 
 
  // Gestión USB->PC 
   usb_task(); 
   if (numBytesIN_I2C!=0 && usb_enumerated()) enviarPC(bufferIN_I2C,numBytesIN_I2C); 
  
  // Gestión PC -> USB 
   recibirPC(); 
   } 
} 
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2.1.  Aplicacion.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Aplicacion 
    { 
        public UInt16 ID; 
        public byte tipo; 
 
        public Herramientas herramientasAPP = new Herramientas(); 
 
        public byte versionMayor; 
        public byte versionMenor; 
 
        public byte versionMayorPLHN; 
        public byte versionMenorPLHN; 
 
        public bool askedForTools = false; 
        public bool answeredForTools = false; 
 
        public int cronoHerramientas = 0; 
    } 
} 
 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados del programa del PC  58  
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados del programa del PC  59  
 
2.2.  Aplicaciones.cs 
 
using System; 
using System.Collections; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Aplicaciones : System.Collections.DictionaryBase  
    { 
        public Aplicacion this[UInt16 ID] 
        { 
            get 
            { 
                return ((Aplicacion)Dictionary[ID]); 
            } 
            set 
            { 
                Dictionary[ID] = value; 
            } 
        } 
        public ICollection Keys 
        { 
            get 
            { 
                return (Dictionary.Keys); 
            } 
        } 
        public ICollection Values 
        { 
            get 
            { 
                return (Dictionary.Values); 
            } 
        } 
        public void Add(UInt16 ID, Aplicacion value) 
        { 
            Dictionary.Add(ID, value); 
        } 
        public bool Contains(UInt16 ID) 
        { 
            return (Dictionary.Contains(ID)); 
        } 
        public void Remove(UInt16 ID) 
        { 
            Dictionary.Remove(ID); 
        } 
 
        protected override void OnInsert(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            if (value.GetType() != typeof(Aplicacion)) 
                throw new ArgumentException("value must be of type Aplicacion.", "value"); 
        } 
 
        protected override void OnRemove(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
        } 
 
        protected override void OnSet(Object key, Object oldValue, Object newValue) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            if (newValue.GetType() != typeof(Aplicacion)) 
                throw new ArgumentException("newValue must be of type Aplicacion.", "newValue"); 
        } 
 
        protected override void OnValidate(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            if (value.GetType() != typeof(Aplicacion)) 
                throw new ArgumentException("value must be of type Aplicacion.", "value"); 
        } 
    } 
} 
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2.3.  AplicacionPC.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class AplicacionPC 
    { 
        public string[] nombreTipoApp =  
        { 
            "PC", "Dimmer", "Interruptor AC ON/OFF", "Sensor luz", "Sensor temperatura", "Dimmer + Interruptor AC 
ON/OFF", "Sensor luz + sensor temperatura" 
        }; 
 
        public string[] nombreTipoHerr = 
        { 
            "Dimmer", "Interruptor AC ON/OFF", "Sensor luz", "Sensor temperatura","Teléfono Móvil" 
        }; 
 
        public int frecRefrescoNodosRed;        //Frecuencia (en decimas de segundo) 
                                                //de solicitud de información al 
                                                //modem sobre los nodos conectados a la red 
                                                //y sus aplicaciones. 
 
        public byte VersionMayorAPP 
        { 
            get 
            { 
                return 0x01; 
            } 
        } 
 
        public byte VersionMenorAPP 
        { 
            get 
            { 
                return 0x00; 
            } 
        } 
 
        public byte VersionMayorPLHN 
        { 
            get 
            { 
                return 0x01; 
            } 
        } 
 
        public byte VersionMenorPLHN 
        { 
            get 
            { 
                return 0x00; 
            } 
        }                                               
 
        public AplicacionPC() 
        { 
        } 
 
        public void EnviarInfoSobreAplicacionPC() 
        { 
            COMLineData linea = new COMLineData(); 
 
            linea.datos[0] = 0x01;          //Comando de Info Aplicación 
            linea.datos[1] = 0x00;          //ID del PC (byte alto) 
            linea.datos[2] = 0x01;          //ID del PC (byte bajo) 
            linea.datos[3] = 0x01;          //Tipo de aplicación: PC 
 
            linea.datos[4] = VersionMayorAPP; 
            linea.datos[5] = VersionMenorAPP; 
            linea.datos[6] = VersionMayorPLHN; 
            linea.datos[7] = VersionMenorPLHN; 
 
            linea.longitud = 8; 
            linea.DireccionDatos = (int)COMLineData.Direccion_Datos.COM_OUT; 
            Program.bufCOM.AnadirLinea(linea); 
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        } 
 
        private void EnviarFechaYHora(DateTime fechaHora) 
        { 
            COMLineData linea = new COMLineData(); 
 
            linea.datos[0] = 0x02;          //Comando de Fecha Actual 
            linea.datos[1] = (byte)fechaHora.Day; 
            linea.datos[2] = (byte)fechaHora.Month; 
            linea.datos[3] = (byte)(((UInt16) fechaHora.Year) >> 8); 
            linea.datos[4] = (byte)((((UInt16)fechaHora.Year) << 8)>>8); 
            linea.datos[5] = (byte)fechaHora.Hour; 
            linea.datos[6] = (byte)fechaHora.Minute; 
            linea.datos[7] = (byte)fechaHora.Second; 
 
            linea.longitud = 8; 
            linea.DireccionDatos = (int)COMLineData.Direccion_Datos.COM_OUT; 
            Program.bufCOM.AnadirLinea(linea); 
        } 
         
        public void EnviarFechaYHoraActual() 
        { 
            EnviarFechaYHora(DateTime.Now); 
        } 
 
        public void EnviarSolicitudDeInformacionSobreModemsYAplicaciones() 
        { 
            COMLineData linea = new COMLineData(); 
 
            linea.datos[0] = 0x03;          //Comando de solicitud de info de la red 
            linea.longitud = 1; 
 
            linea.DireccionDatos = (int)COMLineData.Direccion_Datos.COM_OUT; 
            Program.bufCOM.AnadirLinea(linea); 
        } 
 
        public void EnviarMensajeOtraAplicacionPLC(MensajeAplicacion msgApp) 
        { 
            int i; 
            COMLineData linea = new COMLineData(); 
 
            linea.datos[0] = 0x05;          //Comando de enviar datos por la red 
 
            linea.datos[1] = msgApp.Comando; 
 
            linea.datos[2] = (byte) (msgApp.IDOrigen / 256); 
            linea.datos[3] = (byte) (msgApp.IDOrigen % 256); 
 
            linea.datos[4] = (byte) (msgApp.IDDestino / 256); 
            linea.datos[5] = (byte) (msgApp.IDDestino % 256); 
 
            for (i = 0; i < msgApp.longParametros; i++) 
            { 
                linea.datos[6 + i] = msgApp.Parametros[i]; 
            } 
            linea.DireccionDatos = (int)COMLineData.Direccion_Datos.COM_OUT; 
            linea.longitud = (byte) (6+msgApp.longParametros); 
 
            Program.bufCOM.AnadirLinea(linea); 
        } 
 
        public void EnviarMensajeOtraAplicacionPLCConACK(MensajeAplicacion msgApp) 
        { 
            int i; 
            COMLineData linea = new COMLineData(); 
 
            linea.datos[0] = 0x06;          //Comando de enviar datos por la red 
 
            linea.datos[1] = msgApp.Comando; 
 
            linea.datos[2] = (byte)(msgApp.IDOrigen / 256); 
            linea.datos[3] = (byte)(msgApp.IDOrigen % 256); 
 
            linea.datos[4] = (byte)(msgApp.IDDestino / 256); 
            linea.datos[5] = (byte)(msgApp.IDDestino % 256); 
 
            for (i = 0; i < msgApp.longParametros; i++) 
            { 
                linea.datos[6 + i] = msgApp.Parametros[i]; 
            } 
            linea.DireccionDatos = (int)COMLineData.Direccion_Datos.COM_OUT; 
            linea.longitud = (byte)(6 + msgApp.longParametros); 
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            Program.bufCOM.AnadirLinea(linea); 
        } 
 
        public void EnviarComandoDimmer(UInt16 appID, byte herrID, byte Estado, byte IntensidadMax, byte IntensidadMin, 
UInt16 tiempoAlto, UInt16 tiempoBajo) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x20; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
            msgApp.Parametros[1] = Estado; 
            msgApp.Parametros[2] = IntensidadMax; 
            msgApp.Parametros[3] = IntensidadMin; 
            msgApp.Parametros[4] = (byte) (tiempoAlto /256); 
            msgApp.Parametros[5] = (byte) (tiempoAlto % 256); 
            msgApp.Parametros[6] = (byte) (tiempoBajo / 256); 
            msgApp.Parametros[7] = (byte) (tiempoBajo % 256); 
            msgApp.longParametros = 8; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarComandoInterruptor(UInt16 appID, byte herrID, byte Estado) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x40; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
            msgApp.Parametros[1] = Estado; 
 
            msgApp.longParametros = 2; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarComandoSensorLuz(UInt16 appID, byte herrID) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x50; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
 
            msgApp.longParametros = 1; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarComandoSensorTemp(UInt16 appID, byte herrID) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x60; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
 
            msgApp.longParametros = 1; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarSolicitudEstadoInterruptorODimmer(UInt16 appID, byte herrID) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x15; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
            msgApp.longParametros = 1; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarSolicitudDatosLuxometro(UInt16 appID, byte herrID, byte periodo, byte filtroSoftware, bool 
ajusteDigipot, byte sensibilidadDigipot) 
        { 
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            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x10; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
            msgApp.Parametros[1] = periodo; 
            msgApp.Parametros[2] = filtroSoftware; 
            msgApp.Parametros[3] = (byte) (ajusteDigipot==true?1:0); 
            msgApp.Parametros[4] = sensibilidadDigipot; 
            msgApp.longParametros = 5; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarSolicitudDatosTermometro(UInt16 appID, byte herrID, byte periodo, byte filtroSoftware, bool 
ajusteDigipot, byte sensibilidadDigipot) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x11; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros[0] = herrID; 
            msgApp.Parametros[1] = periodo; 
            msgApp.Parametros[2] = filtroSoftware; 
            msgApp.Parametros[3] = (byte)(ajusteDigipot == true ? 1 : 0); 
            msgApp.Parametros[4] = sensibilidadDigipot; 
            msgApp.longParametros = 5; 
 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void EnviarSolicitudInfoHerramientas(UInt16 appID) 
        { 
            MensajeAplicacion msgApp = new MensajeAplicacion(); 
 
            msgApp.Comando = 0x01; 
            msgApp.IDOrigen = 0x01; 
            msgApp.IDDestino = appID; 
            msgApp.Parametros=null; 
            msgApp.longParametros = 0; 
            EnviarMensajeOtraAplicacionPLCConACK(msgApp); 
        } 
 
        public void ProcesarLineaModem(COMLineData linea) 
        { 
            bool flag=false; 
 
            int i; 
            int numModems; 
            int numApps; 
            int ptrBase; 
 
            UInt16 modemID=0; 
            UInt16 modemID2; 
            UInt16 appID; 
            UInt16 appID2;              
            byte herrID; 
 
            UInt32 tempUInt32 = 0; 
             
            byte tempByte=0; 
            UInt16 tempUInt16 = 0; 
 
            if (linea.longitud!=0) { 
                switch (linea.datos[0]) 
                { 
                    case 1:         //Información del módem 
                        break; 
 
                    case 2:         //Información sobre los modems de la red 
                        numModems = linea.datos[1]; 
                         
                        ArrayList modemsAEliminar = new ArrayList(); 
 
                        foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                        { 
                            modemID = mod.ID; 
 
                            flag=false; 
                            for (i = 0; i < numModems; i++) 
                            { 
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                                ptrBase=i*6+2; 
                                modemID2 = (UInt16)(linea.datos[ptrBase] * 256 + linea.datos[ptrBase + 1]); 
 
                                if (modemID == modemID2) 
                                { 
                                    flag = true; 
                                    break; 
                                } 
                            } 
 
                            if (flag == false) modemsAEliminar.Add(modemID); 
                        } 
 
                        foreach (UInt16 idMod in modemsAEliminar) 
                        { 
                            Program.redPLC.modemsRed.Remove(idMod); 
                        } 
 
                        for (i = 0; i < numModems; i++) 
                        { 
                            ptrBase=i*6+2; 
 
                            modemID = (UInt16)(linea.datos[ptrBase] * 256 + linea.datos[ptrBase + 1]); 
 
                            if (Program.redPLC.modemsRed.Contains(modemID) == true) 
                            { 
                                Program.redPLC.modemsRed[modemID].versionMayor = linea.datos[ptrBase + 2]; 
                                Program.redPLC.modemsRed[modemID].versionMenor = linea.datos[ptrBase + 3]; 
 
                                Program.redPLC.modemsRed[modemID].versionMayorPLHN = linea.datos[ptrBase + 4]; 
                                Program.redPLC.modemsRed[modemID].versionMenorPLHN = linea.datos[ptrBase + 5]; 
                            } 
                            else 
                            { 
                                Modem nuevoModem = new Modem(); 
 
                                nuevoModem.ID=(UInt16)(linea.datos[ptrBase + 0] * 256 + linea.datos[ptrBase + 1]); 
                                nuevoModem.versionMayor = linea.datos[ptrBase + 2]; 
                                nuevoModem.versionMenor = linea.datos[ptrBase + 3]; 
                                nuevoModem.versionMayorPLHN = linea.datos[ptrBase + 4]; 
                                nuevoModem.versionMenorPLHN = linea.datos[ptrBase + 5]; 
 
                                Program.redPLC.modemsRed.Add(nuevoModem.ID, nuevoModem); 
                            } 
                        } 
                        break; 
 
                    case 3:         //Información sobre las aplicaciones de la red 
                        numApps = linea.datos[1]; 
 
                        ArrayList AppsAEliminarMODEMID = new ArrayList(); 
                        ArrayList AppsAEliminarAPPID = new ArrayList(); 
 
                        foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                        { 
                            modemID = mod.ID; 
 
                            foreach (Aplicacion app in mod.aplicacionesModem.Values) 
                            { 
                                appID = app.ID; 
 
                                flag = false; 
                                for (i = 0; i < numApps; i++) 
                                { 
                                    ptrBase = i * 9 + 2; 
                                    appID2 = (UInt16)(linea.datos[ptrBase] * 256 + linea.datos[ptrBase + 1]); 
 
                                    if (appID == appID2) 
                                    { 
                                        flag = true; 
                                        break; 
                                    } 
                                } 
 
                                if (flag == false) 
                                { 
                                    AppsAEliminarMODEMID.Add(modemID); 
                                    AppsAEliminarAPPID.Add(appID); 
                                } 
                            } 
                        } 
 
                        for (i=0;i<AppsAEliminarAPPID.Count;i++) 
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                        { 
                            Program.redPLC.modemsRed[(UInt16) AppsAEliminarMODEMID[i]].aplicacionesModem.Remove((UInt16) 
AppsAEliminarAPPID[i]); 
                        } 
 
                        for (i = 0; i < numApps; i++) 
                        { 
                            ptrBase = i * 9 + 2; 
 
                            modemID = (UInt16)(linea.datos[ptrBase+2] * 256 + linea.datos[ptrBase + 3]); 
                            appID = (UInt16)(linea.datos[ptrBase+0] * 256 + linea.datos[ptrBase + 1]); 
 
                            if (Program.redPLC.modemsRed.Contains(modemID) == true) 
                            { 
                                if (Program.redPLC.modemsRed[modemID].aplicacionesModem.Contains(appID) == true) 
                                { 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].tipo = linea.datos[ptrBase 
+ 4]; 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMayor = 
linea.datos[ptrBase + 5]; 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMenor = 
linea.datos[ptrBase + 6]; 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMayorPLHN = 
linea.datos[ptrBase + 7]; 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMenorPLHN = 
linea.datos[ptrBase + 8]; 
 
                                } 
                                else 
                                { 
                                    Aplicacion nuevaApp = new Aplicacion(); 
 
                                    nuevaApp.ID = appID; 
                                     
                                    nuevaApp.tipo = linea.datos[ptrBase + 4]; 
                                    nuevaApp.versionMayor = linea.datos[ptrBase + 5]; 
                                    nuevaApp.versionMenor = linea.datos[ptrBase + 6]; 
                                    nuevaApp.versionMayorPLHN = linea.datos[ptrBase + 7]; 
                                    nuevaApp.versionMenorPLHN = linea.datos[ptrBase + 8]; 
 
                                    Program.redPLC.modemsRed[modemID].aplicacionesModem.Add(appID, nuevaApp); 
                                } 
                            } 
                            else 
                            { 
                            } 
                        } 
                        break; 
                    case 10:     //Comandos para aplicaciones 
                        switch (linea.datos[1]) 
                        { 
                            case 0x04: 
                                appID = (UInt16)(linea.datos[2] * 256 + linea.datos[3]); 
                                foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                                { 
                                    modemID = mod.ID; 
                                    if (Program.redPLC.modemsRed[modemID].aplicacionesModem.Contains(appID)) 
                                        break; 
                                } 
 
                                for (i=0; i<linea.datos[6];i++) {                                     
                                    Herramienta herramienta = new Herramienta(); 
                                    herramienta.ID=linea.datos[7+2*i]; 
                                    herramienta.tipo=linea.datos[8+2*i]; 
                                    if 
(Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP.Contains(herramienta.ID)==false) 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP.Add(herramienta.ID,herramienta); 
 
                                } 
                                 
                                Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].askedForTools=true; 
                                 
                                break; 
                            case 12: 
                                appID = (UInt16) (linea.datos[2] * 256 + linea.datos[3]); 
                                herrID = linea.datos[6]; 
                                tempUInt32 = (UInt32) 
(linea.datos[7]+linea.datos[8]*256+linea.datos[9]*(256^2)+linea.datos[10]*(256^3)); 
 
                                flag = false; 
                                foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                                { 
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                                    modemID = mod.ID; 
                                    if (Program.redPLC.modemsRed[modemID].aplicacionesModem.Contains(appID)) 
                                    { 
                                        flag = true; 
                                        break; 
                                    } 
                                } 
                                if (flag == true) 
                                { 
                                    try 
                                    { 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt32 = tempUInt32; 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado = true; 
                                         
                                        if (Program.telMovil.EsperandoAEnviarSMSLuz == true) 
                                        { 
                                            Program.telMovil.EnviarSMS(System.String.Concat("App: ", appID.ToString(), ". 
Herr: ", herrID.ToString(), ". Nivel de luz: ", tempUInt32.ToString(), " lux")); 
                                            Program.telMovil.EsperandoAEnviarSMSLuz = false; 
                                        } 
                                    } 
                                    catch 
                                    { 
 
                                    } 
                                } 
                                break; 
 
                            case 13: 
                                appID = (UInt16)(linea.datos[2] * 256 + linea.datos[3]); 
                                herrID = linea.datos[6]; 
                                tempUInt16 = (UInt16) (linea.datos[7]*256 + linea.datos[8]); 
 
                                flag = false; 
                                foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                                { 
                                    modemID = mod.ID; 
                                    if (Program.redPLC.modemsRed[modemID].aplicacionesModem.Contains(appID)) 
                                    { 
                                        flag = true; 
                                        break; 
                                    } 
                                } 
                                if (flag == true) 
                                { 
                                    try 
                                    { 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt16 = tempUInt16; 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado = true; 
 
                                        if (Program.telMovil.EsperandoAEnviarSMSTemp == true) 
                                        { 
                                            Program.telMovil.EnviarSMS(System.String.Concat("App: ", appID.ToString(), ". 
Herr: ", herrID.ToString(), ". Temperatura: ", System.Convert.ToString((float)(tempUInt16)/(float)(10.0)), " grados C")); 
                                            Program.telMovil.EsperandoAEnviarSMSTemp = false; 
                                        } 
                                    } 
                                    catch 
                                    { 
 
                                    } 
                                } 
                                break; 
 
                            case 0x16:      //Información del estado de un interruptor 
                                appID = (UInt16)(linea.datos[2] * 256 + linea.datos[3]); 
                                herrID = linea.datos[6]; 
                                tempByte = linea.datos[7]; 
 
                                flag = false; 
                                foreach (Modem mod in Program.redPLC.modemsRed.Values) 
                                { 
                                    modemID = mod.ID; 
                                    if (Program.redPLC.modemsRed[modemID].aplicacionesModem.Contains(appID)) 
                                    { 
                                        flag = true; 
                                        break; 
                                    } 
                                } 
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                                if (flag == true) 
                                { 
                                    try 
                                    { 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoByte  = tempByte; 
                                        
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado = true; 
                                    } 
                                    catch 
                                    { 
                                    } 
                                } 
                                break; 
                        } 
                        break; 
                } 
            } 
        } 
    } 
} 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados del programa del PC  69  
 
2.4.  BufferCOM.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class BufferCOM 
    { 
        private byte[] RAWData = new byte[10000]; 
        private int ptrRAWFirst = 0; 
        private int ptrRAWLast = 0; 
        private int contadorRAW = 0; 
 
        private COMLineData[] buffer = new COMLineData[100]; 
 
        private int ptrFirst = -1; 
        private int ptrLast = -1; 
        private int contador = 0; 
 
        public enum Estado{ Libre, Trabajando }; 
        public enum Resultado { OK, KO }; 
 
        public int Ocupado = (int) Estado.Libre; 
 
        public int AnadirLinea(COMLineData nuevaLinea) 
        { 
            contador++; 
            if (contador == 101) 
            { 
                contador = 100; 
                return (int) Resultado.KO; 
            } 
            else if (contador == 1) 
            { 
                ptrLast = 0; 
                ptrFirst = 0; 
                buffer[0] = nuevaLinea; 
 
                return (int) Resultado.OK; 
            } 
            else 
            { 
                ptrLast++; 
                if (ptrLast == 100) ptrLast = 0; 
                buffer[ptrLast] = nuevaLinea; 
                 
                return (int) Resultado.OK; 
            } 
        } 
 
        public COMLineData ExtraerLinea() 
        { 
            COMLineData linea; 
 
            contador--; 
            if (contador == -1) 
            { 
                contador = 0; 
                ptrFirst = -1; 
                ptrLast = -1; 
                return null; 
            } 
            else if (contador == 0) 
            { 
                linea = buffer[ptrFirst]; 
                ptrFirst = -1; 
                ptrLast = -1; 
                return linea; 
            } 
            else 
            { 
                linea = buffer[ptrFirst]; 
                ptrFirst++; 
                if (ptrFirst == 100) ptrFirst = 0; 
                return linea; 
            } 
        } 
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        public void AnadirRAWData(byte[] datos) 
        { 
            int i; 
 
            for (i = 0; i < (int) datos.GetLength(0); i++) 
            { 
                if (contadorRAW != 10000) 
                { 
                    contadorRAW++; 
                    
                    RAWData[ptrRAWLast] = datos[i]; 
                    ptrRAWLast++; 
                    if (ptrRAWLast == 10000) ptrRAWLast = 0; 
                } 
            } 
        } 
 
        public void ConvertirRAWenLineas() 
        { 
            int i; 
 
            byte longLinea; 
            byte[] datos; 
 
            UInt16 crcLeido; 
 
            while (contadorRAW != 0) 
            { 
                COMLineData lineaDatos = new COMLineData(); 
 
                while (RAWData[ptrRAWFirst] != 0x80 && contadorRAW != 0)//Omitir símbolos que no son una cabecera; 
                { 
                    ptrRAWFirst++;  
                    contadorRAW--; 
                    if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
                } 
 
                ptrRAWFirst++;      //Omitir Cabecera 
                contadorRAW--; 
                if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
 
                if (contadorRAW >= (RAWData[ptrRAWFirst] + 2)) 
                { 
                    longLinea = RAWData[ptrRAWFirst]; 
                    lineaDatos.longitud = longLinea; 
                    datos = new byte[longLinea]; 
                } 
                else 
                { 
                    ptrRAWFirst--; 
                    if (ptrRAWFirst == -1) ptrRAWFirst = 9999; 
                    contadorRAW++; 
                    return; 
                } 
 
                contadorRAW--; 
                ptrRAWFirst++; 
                if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
 
                if (contadorRAW != 0) 
                { 
                    for (i = 0; i < longLinea; i++) 
                    { 
                        datos[i] = RAWData[ptrRAWFirst]; 
 
                        ptrRAWFirst++; 
                        if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
                        contadorRAW--; 
                        if (contadorRAW == 0) break; 
 
                        lineaDatos.datos = datos; 
                    } 
                } 
                else return; 
 
                if (contadorRAW > 1) 
                { 
                    contadorRAW -= 2; 
                    crcLeido = (UInt16) (RAWData[ptrRAWFirst]*256); 
 
                    ptrRAWFirst++; 
                    if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
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                    crcLeido += (UInt16)RAWData[ptrRAWFirst]; 
 
                    ptrRAWFirst++; 
                    if (ptrRAWFirst == 10000) ptrRAWFirst = 0; 
 
                    lineaDatos.DireccionDatos = (int) COMLineData.Direccion_Datos.COM_IN; 
 
                    if (lineaDatos.crc == crcLeido) 
                        AnadirLinea(lineaDatos); 
                } 
                else return; 
            } 
        } 
 
        public BufferCOM() 
        { 
        } 
    } 
} 
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2.5.  COMLineData.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class COMLineData 
    { 
        public COMLineData() 
        { 
        } 
 
        private UInt16[] crctable = { 
            0x0000, 0x1021, 0x2042, 0x3063, 0x4084, 0x50a5, 0x60c6, 0x70e7, 
            0x8108, 0x9129, 0xa14a, 0xb16b, 0xc18c, 0xd1ad, 0xe1ce, 0xf1ef, 
            0x1231, 0x0210, 0x3273, 0x2252, 0x52b5, 0x4294, 0x72f7, 0x62d6, 
            0x9339, 0x8318, 0xb37b, 0xa35a, 0xd3bd, 0xc39c, 0xf3ff, 0xe3de, 
            0x2462, 0x3443, 0x0420, 0x1401, 0x64e6, 0x74c7, 0x44a4, 0x5485, 
            0xa56a, 0xb54b, 0x8528, 0x9509, 0xe5ee, 0xf5cf, 0xc5ac, 0xd58d, 
            0x3653, 0x2672, 0x1611, 0x0630, 0x76d7, 0x66f6, 0x5695, 0x46b4, 
            0xb75b, 0xa77a, 0x9719, 0x8738, 0xf7df, 0xe7fe, 0xd79d, 0xc7bc, 
            0x48c4, 0x58e5, 0x6886, 0x78a7, 0x0840, 0x1861, 0x2802, 0x3823, 
            0xc9cc, 0xd9ed, 0xe98e, 0xf9af, 0x8948, 0x9969, 0xa90a, 0xb92b, 
            0x5af5, 0x4ad4, 0x7ab7, 0x6a96, 0x1a71, 0x0a50, 0x3a33, 0x2a12, 
            0xdbfd, 0xcbdc, 0xfbbf, 0xeb9e, 0x9b79, 0x8b58, 0xbb3b, 0xab1a, 
            0x6ca6, 0x7c87, 0x4ce4, 0x5cc5, 0x2c22, 0x3c03, 0x0c60, 0x1c41, 
            0xedae, 0xfd8f, 0xcdec, 0xddcd, 0xad2a, 0xbd0b, 0x8d68, 0x9d49, 
            0x7e97, 0x6eb6, 0x5ed5, 0x4ef4, 0x3e13, 0x2e32, 0x1e51, 0x0e70, 
            0xff9f, 0xefbe, 0xdfdd, 0xcffc, 0xbf1b, 0xaf3a, 0x9f59, 0x8f78, 
            0x9188, 0x81a9, 0xb1ca, 0xa1eb, 0xd10c, 0xc12d, 0xf14e, 0xe16f, 
            0x1080, 0x00a1, 0x30c2, 0x20e3, 0x5004, 0x4025, 0x7046, 0x6067, 
            0x83b9, 0x9398, 0xa3fb, 0xb3da, 0xc33d, 0xd31c, 0xe37f, 0xf35e, 
            0x02b1, 0x1290, 0x22f3, 0x32d2, 0x4235, 0x5214, 0x6277, 0x7256, 
            0xb5ea, 0xa5cb, 0x95a8, 0x8589, 0xf56e, 0xe54f, 0xd52c, 0xc50d, 
            0x34e2, 0x24c3, 0x14a0, 0x0481, 0x7466, 0x6447, 0x5424, 0x4405, 
            0xa7db, 0xb7fa, 0x8799, 0x97b8, 0xe75f, 0xf77e, 0xc71d, 0xd73c, 
            0x26d3, 0x36f2, 0x0691, 0x16b0, 0x6657, 0x7676, 0x4615, 0x5634, 
            0xd94c, 0xc96d, 0xf90e, 0xe92f, 0x99c8, 0x89e9, 0xb98a, 0xa9ab, 
            0x5844, 0x4865, 0x7806, 0x6827, 0x18c0, 0x08e1, 0x3882, 0x28a3, 
            0xcb7d, 0xdb5c, 0xeb3f, 0xfb1e, 0x8bf9, 0x9bd8, 0xabbb, 0xbb9a, 
            0x4a75, 0x5a54, 0x6a37, 0x7a16, 0x0af1, 0x1ad0, 0x2ab3, 0x3a92, 
            0xfd2e, 0xed0f, 0xdd6c, 0xcd4d, 0xbdaa, 0xad8b, 0x9de8, 0x8dc9, 
            0x7c26, 0x6c07, 0x5c64, 0x4c45, 0x3ca2, 0x2c83, 0x1ce0, 0x0cc1, 
            0xef1f, 0xff3e, 0xcf5d, 0xdf7c, 0xaf9b, 0xbfba, 0x8fd9, 0x9ff8, 
            0x6e17, 0x7e36, 0x4e55, 0x5e74, 0x2e93, 0x3eb2, 0x0ed1, 0x1ef0 
        }; 
 
        public enum Direccion_Datos { COM_IN, COM_OUT }; 
 
        public byte DireccionDatos; 
 
        public byte cabecera 
        { 
            get 
            { 
                return 0x80; 
            } 
        } 
        public byte longitud; 
        public byte[] datos = new byte[100]; 
 
 
        #region Funciones CRC16 
        private UInt16 update_crc_ccitt(UInt16 crc, byte c) 
        { 
 
            UInt16 tmp; 
            UInt16 short_c; 
 
            //short_c  = 0x00ff & (UInt16) c; 
            short_c = (UInt16)(c & 0x00ff); 
 
            tmp = (UInt16)((crc >> (UInt16)8) ^ (UInt16)short_c); 
 
            crc = (UInt16)((crc << (UInt16)8) ^ (UInt16)crctable[tmp]); 
 
            return crc; 
        } 
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        private UInt16 calcCRC(byte[] cadena, int longitud) 
        { 
            //Se devuelve el CRC 16-CCITT 
 
            int i; 
            UInt16 crc16 = 0xffff; 
 
            for (i = 0; i < longitud; i++) 
                crc16 = update_crc_ccitt(crc16, cadena[i]); 
 
            return crc16; 
        } 
 
        #endregion 
 
 
        public UInt16 crc 
        { 
            get 
            { 
                int i; 
 
                byte[] datosCRC=new byte[longitud+2]; 
                datosCRC[0]=cabecera; 
                datosCRC[1]=longitud; 
                for (i = 0; i < longitud; i++) 
                    datosCRC[i + 2] = datos[i]; 
                 
                return calcCRC( datosCRC, longitud+2); 
            } 
        } 
    } 
} 
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2.6.  frmAcercaDe.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmAcercaDe : Form 
    { 
        public frmAcercaDe() 
        { 
            InitializeComponent(); 
        } 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
 
        } 
    } 
} 
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2.7.  AplicacionPC.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmAppDimmer : Form 
    { 
        public byte herrID; 
        public UInt16 appID; 
        public UInt16 modemID; 
 
        public frmAppDimmer() 
        { 
            InitializeComponent(); 
        } 
 
        private void frmAppDimmer_Load(object sender, EventArgs e) 
        { 
            int posicionPunto1; 
            int posicionPunto2; 
 
            posicionPunto1 = this.Tag.ToString().IndexOf("."); 
            posicionPunto2 = this.Tag.ToString().LastIndexOf("."); 
 
            modemID = System.Convert.ToUInt16(this.Tag.ToString().Substring(0, posicionPunto1)); 
            appID = System.Convert.ToUInt16(this.Tag.ToString().Substring(posicionPunto1 + 1, posicionPunto2 - 
posicionPunto1 - 1)); 
            herrID = System.Convert.ToByte(this.Tag.ToString().Substring(posicionPunto2 + 1)); 
 
            this.Text = System.String.Concat("ID: ", herrID.ToString(), "; ", 
Program.appPC.nombreTipoHerr[Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].tipo - 
1], "; Apl: ", Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].ID.ToString()); 
        } 
 
        private void radioButton1_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton1.Checked == true) 
            { 
                grpIntensidades.Enabled  = false; 
                grpTiempos.Enabled = false; 
            } 
        } 
 
        private void radioButton3_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton3.Checked==true) 
            { 
                grpIntensidades.Enabled = true; 
                trckMenor.Visible = false; 
                label2.Visible = false; 
                label4.Visible = false; 
                label5.Visible = false; 
                label1.Text = "Valor:"; 
                grpTiempos.Enabled = false; 
            } 
 
        } 
 
        private void radioButton4_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton4.Checked == true) 
            { 
                grpIntensidades.Enabled = true; 
                grpTiempos.Enabled = true; 
                trckMenor.Visible = true; 
                label2.Visible = true; 
                label4.Visible = true; 
                label5.Visible = true; 
                label1.Text = "Estado alto:"; 
                label2.Text = "Estado bajo:"; 
                label8.Text = "Alto:"; 
                label7.Text = "Bajo:"; 
                grpTiempos.Enabled = true; 
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                grpTiempos.Text = "Tiempos de estado"; 
            } 
 
        } 
 
        private void radioButton5_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton5.Checked == true) 
            { 
                grpIntensidades.Enabled = true; 
                grpTiempos.Enabled = true; 
                trckMenor.Visible = true; 
                label2.Visible = true; 
                label4.Visible = true; 
                label5.Visible = true; 
                label1.Text = "Mayor:"; 
                label2.Text = "Menor:"; 
                label8.Text = "Ascenso:"; 
                label7.Text = "Descenso:"; 
                grpTiempos.Enabled = true; 
                grpTiempos.Text = "Tiempos de paso"; 
            } 
        } 
 
        private void radioButton2_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton2.Checked == true) 
            { 
                grpIntensidades.Enabled = false; 
                grpTiempos.Enabled = false; 
            } 
 
        } 
 
        private void btnEnviarComando_Click(object sender, EventArgs e) 
        { 
            byte estado=0; 
 
            if (radioButton2.Checked==true) estado=0; 
            else if (radioButton1.Checked==true) estado=1; 
            else if (radioButton4.Checked==true) estado=2; 
            else if (radioButton5.Checked==true) estado=3; 
            else if (radioButton3.Checked==true) estado=4; 
 
            Program.appPC.EnviarComandoDimmer(appID, herrID, estado, (byte) (34 - trckMayor.Value), (byte) (34 - 
trckMenor.Value), (UInt16) udMayor.Value, (UInt16) udMenor.Value); 
        } 
 
        private void trckMayor_Scroll(object sender, EventArgs e) 
        { 
            if (trckMayor.Value < trckMenor.Value) 
            { 
                trckMenor.Value = trckMayor.Value; 
            } 
        } 
 
        private void trckMenor_Scroll(object sender, EventArgs e) 
        { 
            if (trckMenor.Value > trckMayor.Value) 
            { 
                trckMayor.Value = trckMenor.Value; 
            } 
        } 
    } 
} 
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2.8.  frmAppInterruptor.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmAppInterruptor : Form 
    { 
        public byte herrID; 
        public UInt16 appID; 
        public UInt16 modemID; 
 
        public frmAppInterruptor() 
        { 
            InitializeComponent(); 
        } 
 
        private void radioButton1_CheckedChanged(object sender, EventArgs e) 
        { 
            if (radioButton1.Checked == true) 
            { 
                pictureBox1.Image = pictureBox2.Image; 
                Program.appPC.EnviarComandoInterruptor(appID, herrID, 1); 
            } 
            else 
            { 
                pictureBox1.Image = pictureBox3.Image; 
                Program.appPC.EnviarComandoInterruptor(appID, herrID, 0); 
            } 
        } 
 
        private void frmAppInterruptor_Load(object sender, EventArgs e) 
        { 
            int posicionPunto1; 
            int posicionPunto2; 
            posicionPunto1 = this.Tag.ToString().IndexOf("."); 
            posicionPunto2 = this.Tag.ToString().LastIndexOf("."); 
            modemID = System.Convert.ToUInt16(this.Tag.ToString().Substring(0, posicionPunto1)); 
            appID = System.Convert.ToUInt16(this.Tag.ToString().Substring(posicionPunto1 + 1, posicionPunto2 - 
posicionPunto1 - 1)); 
            herrID = System.Convert.ToByte(this.Tag.ToString().Substring(posicionPunto2 + 1)); 
 
            this.Text = System.String.Concat("ID: ", herrID.ToString(), "; ", 
Program.appPC.nombreTipoHerr[Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].tipo - 
1], "; Apl: ", Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].ID.ToString()); 
 
            Program.appPC.EnviarSolicitudEstadoInterruptorODimmer(appID, herrID); 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            try 
            { 
                if (Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado == 
true) 
                { 
                    Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado = 
false; 
                    if (Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoByte == 0) 
                    { 
                        radioButton2.Checked = true; 
                    } 
                    else 
                    { 
                        radioButton1.Checked = true; 
                    } 
                } 
            } 
            catch 
            { 
            } 
        } 
    } 
} 
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2.9.  frmAppSensorLuz.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using Dundas.Gauges.WinControl; 
 
namespace PLHNMonitor 
{ 
    public partial class frmAppSensorLuz : Form 
    { 
        public byte herrID; 
        public UInt16 appID; 
        public UInt16 modemID; 
 
        public frmAppSensorLuz() 
        { 
            InitializeComponent(); 
             
        } 
 
        private void frmAppSensorLuz_Load(object sender, EventArgs e) 
        { 
            int posicionPunto1; 
            int posicionPunto2; 
 
            posicionPunto1 = this.Tag.ToString().IndexOf("."); 
            posicionPunto2 = this.Tag.ToString().LastIndexOf("."); 
 
            modemID = System.Convert.ToUInt16(this.Tag.ToString().Substring(0, posicionPunto1)); 
            appID = System.Convert.ToUInt16(this.Tag.ToString().Substring(posicionPunto1 + 1, posicionPunto2 - 
posicionPunto1 - 1)); 
            herrID = System.Convert.ToByte(this.Tag.ToString().Substring(posicionPunto2 + 1)); 
 
            this.Text = System.String.Concat("ID: ", herrID.ToString(),"; ", 
Program.appPC.nombreTipoHerr[Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].tipo - 
1],"; Apl: ", Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].ID.ToString()); 
             
            Program.appPC.EnviarSolicitudDatosLuxometro(appID, herrID, 1, 1, true, 0); 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            try 
            { 
                if (Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado == 
true) 
                { 
                    gaugeContainer1.CircularGauges[0].Pointers[0].Value = (double) System.Math.Log10( 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt32); 
                    gaugeContainer2.NumericIndicators[0].Value = 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt32; 
                } 
            } 
            catch 
            { 
 
            } 
        } 
    } 
} 
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2.10. frmAppSensorTemp.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using Dundas.Gauges.WinControl; 
 
namespace PLHNMonitor 
{ 
    public partial class frmAppSensorTemp : Form 
    { 
        public byte herrID; 
        public UInt16 appID; 
        public UInt16 modemID; 
 
        public frmAppSensorTemp() 
        { 
            InitializeComponent(); 
        } 
 
        private void frmAppSensorTemp_Load(object sender, EventArgs e) 
        { 
            int posicionPunto1; 
            int posicionPunto2; 
 
            posicionPunto1 = this.Tag.ToString().IndexOf("."); 
            posicionPunto2 = this.Tag.ToString().LastIndexOf("."); 
 
            modemID = System.Convert.ToUInt16(this.Tag.ToString().Substring(0, posicionPunto1)); 
            appID = System.Convert.ToUInt16(this.Tag.ToString().Substring(posicionPunto1 + 1, posicionPunto2 - 
posicionPunto1 - 1)); 
            herrID = System.Convert.ToByte(this.Tag.ToString().Substring(posicionPunto2 + 1)); 
 
            this.Text = System.String.Concat(herrID.ToString(), " Apl: ", 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].ID.ToString()); 
 
            Program.appPC.EnviarSolicitudDatosTermometro(appID, herrID, 1, 1, true, 0); 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            try 
            { 
                if (Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].datoActualizado == 
true) 
                { 
                    gaugeContainer1.LinearGauges[0].Pointers[0].Value = 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt16/10.0; 
                    gaugeContainer2.NumericIndicators[0].Value = 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].dataUInt16/10.0; 
 
                } 
            } 
            catch 
            { 
            } 
        } 
    } 
} 
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2.11. frmBienvenida.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmBienvenida : Form 
    { 
        public frmBienvenida() 
        { 
            InitializeComponent(); 
        } 
 
        private void timer1_Tick(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
    } 
} 
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2.12. frmConfCOM.cs 
 
using System; 
 
 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.IO.Ports; 
using System.Windows.Forms; 
using System.ComponentModel; 
using System.Collections.Generic; 
 
using PLHNMonitor.Properties; 
 
namespace PLHNMonitor 
{ 
    public partial class frmConfCOM : Form 
    { 
        public frmConfCOM() 
        { 
            InitializeComponent(); 
        } 
 
        private void InicializarValoresControles() 
        { 
            cbxPuertoCOM.Items.Clear(); 
 
            foreach (string s in SerialPort.GetPortNames ()) 
                cbxPuertoCOM.Items.Add(s); 
 
            if (cbxPuertoCOM.Items.Count == 0) 
            { 
                MessageBox.Show(this, "No se han detectado puertos COM en este PC.\nPor favor instale un puerto COM.", 
"No hay puertos COM instalados", MessageBoxButtons.OK, MessageBoxIcon.Error); 
                this.Close(); 
            } 
 
            if (cbxPuertoCOM.Items.Contains(Settings.Default.PuertoCOM)) 
                cbxPuertoCOM.Text = Settings.Default.PuertoCOM; 
            else cbxPuertoCOM.SelectedIndex = 0; 
 
            if (cbxBaudios.Items.Contains(Settings.Default.PuertoCOM_Baudios)) 
                cbxBaudios.Text = Settings.Default.PuertoCOM_Baudios; 
            else cbxBaudios.SelectedIndex = 4; 
        } 
 
        private void frmConfCOM_Load(object sender, EventArgs e) 
        { 
            InicializarValoresControles(); 
        } 
 
        private void btnAceptar_Click(object sender, EventArgs e) 
        { 
            Settings.Default.PuertoCOM = cbxPuertoCOM.SelectedItem.ToString(); 
            Settings.Default.PuertoCOM_Baudios = cbxBaudios.SelectedItem.ToString(); 
            Settings.Default.Save(); 
            MessageBox.Show("Los cambios surgiran efecto cuando vuelva a intentar una reconexión."); 
            this.Close(); 
        } 
 
        private void btnCancelar_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
    } 
} 
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2.13. frmConfMovil.cs 
 
using System; 
 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.IO.Ports; 
using System.Windows.Forms; 
using System.ComponentModel; 
using System.Collections.Generic; 
 
using PLHNMonitor.Properties; 
 
namespace PLHNMonitor 
{ 
    public partial class frmConfMovil : Form 
    { 
        private void InicializarValoresControles() 
        { 
            cbxPuertoCOM.Items.Clear(); 
 
 
            foreach (string s in SerialPort.GetPortNames()) 
                cbxPuertoCOM.Items.Add(s); 
 
            if (cbxPuertoCOM.Items.Count == 0) 
            { 
                MessageBox.Show(this, "No se han detectado puertos COM en este PC.\nPor favor instale un puerto COM.", 
"No hay puertos COM instalados", MessageBoxButtons.OK, MessageBoxIcon.Error); 
                this.Close(); 
            } 
 
            if (cbxPuertoCOM.Items.Contains(Settings.Default.PuertoCOM)) 
                cbxPuertoCOM.Text = Settings.Default.PuertoCOMMovil; 
            else cbxPuertoCOM.SelectedIndex = 0; 
 
            if (cbxBaudios.Items.Contains(Settings.Default.PuertoCOM_Baudios)) 
                cbxBaudios.Text = Settings.Default.PuertoCOM_BaudiosMovil; 
            else cbxBaudios.SelectedIndex = 4; 
 
            txtNumTelefono.Text = Settings.Default.NumTelefonoExterno; 
        } 
 
        public frmConfMovil() 
        { 
            InitializeComponent(); 
        } 
 
        private void frmConfMovil_Load(object sender, EventArgs e) 
        { 
            InicializarValoresControles(); 
        } 
 
        private void btnAceptar_Click(object sender, EventArgs e) 
        { 
            Settings.Default.NumTelefonoExterno = txtNumTelefono.Text;            
            Settings.Default.PuertoCOMMovil = cbxPuertoCOM.SelectedItem.ToString(); 
            Settings.Default.PuertoCOM_BaudiosMovil = cbxBaudios.SelectedItem.ToString(); 
            Settings.Default.Save(); 
            MessageBox.Show("Los cambios surgiran efecto cuando vuelva a intentar una reconexión."); 
            this.Close(); 
        } 
 
        private void btnCancelar_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
    } 
} 
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2.14. frmPrincipal.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.IO.Ports; 
using System.Windows.Forms; 
using PLHNMonitor.Properties; 
 
namespace PLHNMonitor 
{ 
    public partial class frmPrincipal : Form 
    { 
        #region Variables Locales 
        frmVisorMovil formVisorMovil = new frmVisorMovil(); 
        public enum Imagenes { modem1, aplicacion, pc1, pc2, modem2, movil1, interruptor1, interruptor2, bombilla, 
movil2,relampago,termostato,carita }; 
       
        // Buffer entrada puerto COM virtual (USB) 
        private byte[] bufferIN=new byte[1000]; 
 
        public AplicacionPC appPC = new AplicacionPC(); 
 
        private frmConfCOM formConfCOM; 
 
        private int[] cronoDecimas=new int[10]; 
 
        public frmVisorBuffer frmVisor = new frmVisorBuffer(); 
 
        #endregion 
 
        #region Constructor 
        public frmPrincipal() 
        { 
            InitializeComponent(); 
            Program.appPC.frecRefrescoNodosRed = 10; 
 
            InicializarArbol(); 
            Program.bufCOM.Ocupado = (int) BufferCOM.Estado.Libre; 
 
            frmVisor.Show(); 
        } 
        #endregion 
 
        private void InicializarArbol() 
        { 
            TreeNode nodo = new TreeNode(); 
            TreeNode nodo2 = new TreeNode(); 
 
            treePLHN.Nodes.Clear(); 
            treePLHN.ImageList = ilstBancoImagenes; 
        } 
 
        private void btnConectar_Click(object sender, EventArgs e) 
        { 
 
        } 
         
        private byte[] prueba = {0x48,0x4F,0x4C,0x41}; 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            formConfCOM = new frmConfCOM(); 
            formConfCOM.StartPosition = FormStartPosition.CenterScreen; 
 
            formConfCOM.Show(); 
        } 
 
        private string ByteArrayToHexString(byte[] data) 
        { 
            StringBuilder sb = new StringBuilder(data.Length * 3); 
            foreach (byte b in data) 
                sb.Append(Convert.ToString(b, 16).PadLeft(2, '0').PadRight(3, ' ')); 
            return sb.ToString().ToUpper(); 
        } 
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        private void frmPrincipal_Load(object sender, EventArgs e) 
        { 
            this.WindowState = System.Windows.Forms.FormWindowState.Maximized; 
        } 
 
        private void puertoSerie_DataReceived(object sender, SerialDataReceivedEventArgs e) 
        { 
            int bytes = puertoSerie.BytesToRead; 
             
            byte[] buffer = new byte[bytes]; 
             
            puertoSerie.Read(buffer, 0, bytes); 
 
            while (Program.bufCOM.Ocupado == (int) BufferCOM.Estado.Trabajando); 
 
            Program.bufCOM.Ocupado = (int) BufferCOM.Estado.Trabajando; 
            Program.bufCOM.AnadirRAWData(buffer); 
            Program.bufCOM.ConvertirRAWenLineas(); 
            Program.bufCOM.Ocupado = (int) BufferCOM.Estado.Libre; 
        } 
 
        private void Temporizador_Tick(object sender, EventArgs e) 
        { 
            bool flag = false; 
            bool flagCambios = false; 
 
            Int32 temp; 
 
            int i; 
            COMLineData linea = new COMLineData(); 
 
            int indexNodoModem=0; 
            int indexNodoApp=0; 
 
            UInt16 modemID; 
            UInt16 appID; 
 
            cronoDecimas[0]++; 
 
            if (Program.bufCOM.Ocupado == (int)BufferCOM.Estado.Libre) 
            { 
                Program.bufCOM.Ocupado = (int)BufferCOM.Estado.Trabajando; 
                linea = Program.bufCOM.ExtraerLinea(); 
 
                while (linea != null) 
                { 
                    if (linea.DireccionDatos == (int)COMLineData.Direccion_Datos.COM_IN) 
                    { 
                        System.Text.ASCIIEncoding enc = new System.Text.ASCIIEncoding(); 
 
                        frmVisor.lbxIN.Items.Add(linea.longitud.ToString()); 
                        frmVisor.lbxIN.Items.Add(ByteArrayToHexString(linea.datos)); 
                        temp = System.Convert.ToInt32( frmVisor.txtNumMsgIN.Text) ; 
                        temp++; 
                        frmVisor.txtNumMsgIN.Text = temp.ToString(); 
 
                        Program.appPC.ProcesarLineaModem(linea); 
                    } 
                    else 
                    { 
                        System.Text.ASCIIEncoding enc = new System.Text.ASCIIEncoding(); 
 
                        frmVisor.lbxOUT.Items.Add(linea.longitud.ToString()); 
                        frmVisor.lbxOUT.Items.Add(ByteArrayToHexString(linea.datos)); 
                        temp = System.Convert.ToInt32(frmVisor.txtNumMsgOUT.Text); 
                        temp++; 
                        frmVisor.txtNumMsgOUT.Text = temp.ToString(); 
 
                        byte[] datosCOM = new byte[linea.longitud + 4]; 
                        datosCOM[0] = linea.cabecera; 
                        datosCOM[1] = linea.longitud; 
                        for (i = 0; i < linea.longitud; i++) 
                            datosCOM[i + 2] = linea.datos[i]; 
                        datosCOM[linea.longitud + 2] = (byte)(linea.crc >> 8); 
                        datosCOM[linea.longitud + 3] = (byte)(linea.crc % 256); 
 
                        puertoSerie.Write(datosCOM, 0, linea.longitud + 4); 
                    } 
                    linea = Program.bufCOM.ExtraerLinea(); 
                } 
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                foreach (TreeNode nodoArbol in treePLHN.Nodes) 
                { 
                    flag = false; 
 
                    foreach (Modem modemNet in Program.redPLC.modemsRed.Values) 
                    { 
                        if (nodoArbol.Name == modemNet.ID.ToString()) 
                        { 
                            flag = true; 
                            break; 
                        } 
                    } 
 
                    if (flag == false) 
                    { 
                        treePLHN.Nodes.Remove(nodoArbol); 
                        flagCambios = true; 
                    } 
                } 
          
                foreach (Modem modemNet in Program.redPLC.modemsRed.Values)    //Añadir modems que no están en el árbol 
                { 
                    flag = false; 
                    foreach (TreeNode nodoArbol in treePLHN.Nodes) 
                    { 
                        if (nodoArbol.Name == modemNet.ID.ToString()) 
                        { 
                            flag = true; 
                            break; 
                        } 
                    } 
 
                    if (flag == false)      //Añadir modem al treeview 
                    { 
                        TreeNode nodoArbol = new TreeNode(); 
 
                        nodoArbol.Name = modemNet.ID.ToString(); 
                        nodoArbol.Text = System.String.Concat("Módem ",modemNet.ID.ToString()); 
                        nodoArbol.ImageIndex = (int) Imagenes.modem1; 
                        nodoArbol.SelectedImageIndex = (int) Imagenes.modem1; 
 
                        treePLHN.Nodes.Add(nodoArbol); 
 
                        flagCambios = true; 
                    } 
 
                    //Aplicaciones 
                    foreach (TreeNode nodoArbol in treePLHN.Nodes) 
                    { 
                        if (nodoArbol.Name == modemNet.ID.ToString()) 
                        { 
                            modemID=Convert.ToUInt16( nodoArbol.Name); 
                            indexNodoModem = nodoArbol.Index; 
 
                            foreach (TreeNode nodoArbol2 in nodoArbol.Nodes) 
                            { 
                                flag = false; 
 
                                foreach (Aplicacion aplicacionModem in 
Program.redPLC.modemsRed[modemID].aplicacionesModem.Values) 
                                { 
                                    if (nodoArbol2.Name == aplicacionModem.ID.ToString()) 
                                    { 
                                        flag = true; 
                                        break; 
                                    } 
                                } 
 
                                if (flag == false) nodoArbol.Nodes.Remove(nodoArbol2); 
                            } 
 
                            foreach (Aplicacion aplicacionModem in 
Program.redPLC.modemsRed[modemID].aplicacionesModem.Values)    //Añadir modems que no están en el árbol 
                            { 
                                appID = aplicacionModem.ID; 
 
                                flag = false; 
                                foreach (TreeNode nodoArbol2 in nodoArbol.Nodes) 
                                { 
                                    if (nodoArbol2.Name == aplicacionModem.ID.ToString()) 
                                    { 
                                        flag = true; 
                                        indexNodoApp = nodoArbol2.Index; 
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                                        break; 
                                    } 
                                } 
 
                                if (flag == false)      //Añadir aplicacion al treeview 
                                { 
                                    TreeNode nodoArbol3 = new TreeNode(); 
 
                                    nodoArbol3.Name = aplicacionModem.ID.ToString(); 
                                    nodoArbol3.Text = System.String.Concat("Aplicación ", aplicacionModem.ID.ToString(), 
": ", Program.appPC.nombreTipoApp[aplicacionModem.tipo - 1]); 
                                    if (aplicacionModem.tipo != 1) 
                                    { 
                                        nodoArbol3.ImageIndex = (int)Imagenes.aplicacion; 
                                        nodoArbol3.SelectedImageIndex = (int)Imagenes.aplicacion; 
                                    } 
                                    else 
                                    { 
                                        nodoArbol3.ImageIndex = (int)Imagenes.pc1; 
                                        nodoArbol3.SelectedImageIndex = (int)Imagenes.pc1; 
                                    } 
                                    indexNodoApp = nodoArbol.Nodes.Add(nodoArbol3); 
                                } 
 
                                foreach (Herramienta herr in aplicacionModem.herramientasAPP.Values) 
                                { 
                                    flag = false; 
                                    foreach (TreeNode nodoArbol4 in 
treePLHN.Nodes[indexNodoModem].Nodes[indexNodoApp].Nodes) 
                                    { 
                                        if (nodoArbol4.Name == herr.ID.ToString()) 
                                        { 
                                            flag = true; 
 
                                        } 
                                    } 
                                    if (flag == false) 
                                    { 
                                        TreeNode nodoArbol5 = new TreeNode(); 
 
                                        nodoArbol5.Name = herr.ID.ToString(); 
                                        nodoArbol5.Text = System.String.Concat(herr.ID.ToString(),": ", 
Program.appPC.nombreTipoHerr[herr.tipo-1]); 
 
                                        switch (herr.tipo) 
                                        { 
                                            case 1: 
                                                nodoArbol5.SelectedImageIndex = (int)Imagenes.bombilla; 
                                                nodoArbol5.ImageIndex = (int)Imagenes.bombilla; 
                                                break; 
                                            case 2: 
                                                nodoArbol5.SelectedImageIndex = (int)Imagenes.interruptor1; 
                                                nodoArbol5.ImageIndex = (int)Imagenes.interruptor1; 
                                                break; 
                                            case 3: 
                                                nodoArbol5.SelectedImageIndex = (int)Imagenes.relampago; 
                                                nodoArbol5.ImageIndex = (int)Imagenes.relampago; 
                                                break; 
                                            case 4: 
                                                nodoArbol5.SelectedImageIndex = (int)Imagenes.termostato; 
                                                nodoArbol5.ImageIndex = (int)Imagenes.termostato; 
                                                break; 
                                            case 5: 
                                                nodoArbol5.SelectedImageIndex = (int)Imagenes.carita; 
                                                nodoArbol5.ImageIndex = (int)Imagenes.carita; 
                                                break; 
                                        } 
                                         
                                        treePLHN.Nodes[indexNodoModem].Nodes[indexNodoApp].Nodes.Add(nodoArbol5); 
                                    } 
                                } 
 
                                ArrayList HerrAEliminar = new ArrayList(); 
 
                                foreach (TreeNode nodoArbol6 in treePLHN.Nodes[indexNodoModem].Nodes[indexNodoApp].Nodes) 
                                { 
                                    flag = false; 
                                    foreach (Herramienta herrAplication in 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP.Values) 
                                    { 
                                        if (herrAplication.ID.ToString() == nodoArbol6.Name) 
                                        { 
                                            flag = true; 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados del programa del PC  95  
                                            break; 
                                        } 
                                    } 
                                    if (flag == false && modemID == 1) 
                                    { 
                                        HerrAEliminar.Add(nodoArbol6.Name); 
                                    } 
                                } 
 
                                foreach (object nombreNodo in HerrAEliminar) 
                                { 
                                    
treePLHN.Nodes[indexNodoModem].Nodes[indexNodoApp].Nodes.RemoveByKey(nombreNodo.ToString()); 
                                } 
 
                                //Consultar herramientas que tiene cada aplicación 
                                if (aplicacionModem.askedForTools == false && aplicacionModem.ID != 1) 
                                { 
                                    if (aplicacionModem.cronoHerramientas == 0) 
                                    { 
                                        Program.appPC.EnviarSolicitudInfoHerramientas(aplicacionModem.ID); 
                                        aplicacionModem.askedForTools = true; 
                                    } 
 
                                    aplicacionModem.cronoHerramientas++; 
 
                                    if (aplicacionModem.cronoHerramientas > 30) 
                                    { 
                                        aplicacionModem.cronoHerramientas = 0; 
                                    } 
                                } 
                            } 
 
                            break; 
                        } 
                    } 
                     
                    if (flagCambios==true) treePLHN.Sort(); 
                } 
 
                if (cronoDecimas[0] >= Program.appPC.frecRefrescoNodosRed) 
                { 
                    cronoDecimas[0] = 0; 
 
                    Program.appPC.EnviarSolicitudDeInformacionSobreModemsYAplicaciones(); 
                } 
 
                Program.bufCOM.Ocupado = (int)BufferCOM.Estado.Libre; 
            } 
            else 
            { 
            } 
        } 
 
        private void button3_Click(object sender, EventArgs e) 
        { 
            frmAppSensorLuz formSensorLuz; 
            formSensorLuz = new frmAppSensorLuz(); 
 
            formSensorLuz.Show(); 
        } 
 
        private void btnPrueba_Click_1(object sender, EventArgs e) 
        { 
            COMLineData linea=new COMLineData(); 
 
            linea.datos[0] = 0x48; 
            linea.datos[1] = 0x6F; 
            linea.datos[2] = 0x6C; 
            linea.datos[3] = 0x61; 
             
            linea.longitud = 4; 
            linea.DireccionDatos = (int) COMLineData.Direccion_Datos.COM_OUT; 
            Program.bufCOM.AnadirLinea(linea); 
        } 
 
        private void button1_Click_1(object sender, EventArgs e) 
        { 
            formConfCOM = new frmConfCOM(); 
            formConfCOM.StartPosition = FormStartPosition.CenterScreen; 
 
            formConfCOM.Show(); 
        } 
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        private void ConectarRed() 
        { 
            try 
            { 
                // If the port is open, close it. 
                if (puertoSerie.IsOpen) puertoSerie.Close(); 
 
                // Set the port's settings 
                puertoSerie.BaudRate = Convert.ToInt32(Settings.Default.PuertoCOM_Baudios); 
                puertoSerie.DataBits = 8; 
                puertoSerie.StopBits = StopBits.One; 
                puertoSerie.Parity = Parity.None; 
                puertoSerie.PortName = Settings.Default.PuertoCOM; 
 
                // Open the port 
                puertoSerie.Open(); 
 
                Program.appPC.EnviarInfoSobreAplicacionPC(); 
                Program.appPC.EnviarFechaYHoraActual(); 
                Program.appPC.EnviarSolicitudDeInformacionSobreModemsYAplicaciones(); 
                cronoDecimas[0] = 0; 
 
                Temporizador.Enabled = true; 
                conectarToolStripMenuItem.Text = "Desconectar"; 
                conectarToolStripMenuItem1.Enabled = true; 
                actualizarToolStripMenuItem.Enabled = true; 
                configurarPuertoCOMToolStripMenuItem.Enabled = false; 
                Program.redPLC.Conectado = true; 
            } 
            catch 
            { 
                MessageBox.Show("Error al intentar abrir el puerto de comunicaciones. Revise la conexión y la 
configuración.", "Power Line Home Network Monitor v1.00", MessageBoxButtons.OK, MessageBoxIcon.Error); 
                Program.redPLC.Conectado = false; 
            } 
        } 
 
        private void ConectarMovil() 
        { 
            UInt16 modemID=0; 
            UInt16 appID=0; 
            byte herrID=0; 
 
            if (Program.redPLC.Conectado == false) 
            { 
                MessageBox.Show("Debe conectarse a la red antes de iniciar una conexión con el teléfono móvil.", "Power 
Line Home Network Monitor v1.00", MessageBoxButtons.OK, MessageBoxIcon.Exclamation); 
                return; 
            } 
 
                if (puertoSerieMovil.IsOpen) puertoSerieMovil.Close(); 
 
                // Set the port's settings 
                puertoSerieMovil.BaudRate = Convert.ToInt32(Settings.Default.PuertoCOM_BaudiosMovil); 
                puertoSerieMovil.DataBits = 8; 
                puertoSerieMovil.StopBits = StopBits.One; 
                puertoSerieMovil.Parity = Parity.None; 
                puertoSerieMovil.PortName = Settings.Default.PuertoCOMMovil; 
 
                // Open the port 
                puertoSerieMovil.Open(); 
 
                configurarMóvilToolStripMenuItem.Enabled = false; 
                conectarToolStripMenuItem1.Text = "&Desconectar"; 
 
                foreach (Modem modem in Program.redPLC.modemsRed.Values) 
                { 
                    if (modem.aplicacionesModem.Contains(1)) 
                    { 
                        modemID = modem.ID; 
                        appID = 1; 
                        herrID = 1; 
                    } 
                } 
 
                Herramienta herrMovil = new Herramienta(); 
                herrMovil.ID = herrID; 
                herrMovil.tipo = 5; 
                Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP.Add(herrID, herrMovil); 
 
                Program.telMovil.EnviarAttentionCommand(); 
                Program.telMovil.EnviarSolicitudDeNoEcho(); 
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                Program.telMovil.EnviarSolicitudModeloMovil(); 
                Program.telMovil.EnviarSolicitudDescripcionModeloModemIncorporado(); 
                Program.telMovil.EnviarSolicitudInformacionNivelBateria(); 
                Program.telMovil.EnviarSolicitudNumeroSerie(); 
                Program.telMovil.EnviarSolicitudNumeroTelefonoCentroServicios(); 
                Program.telMovil.EnviarSolicitudNumeroSuscriptor(); 
                Program.telMovil.EnviarUbicacionAlmacenajeSMS(); 
 
                TemporizadorMovil.Enabled = true; 
                Program.telMovil.Conectado = true; 
        } 
 
        private void btnConectar_Click_1(object sender, EventArgs e) 
        { 
            // If the port is open, close it. 
            if (puertoSerie.IsOpen) puertoSerie.Close(); 
         
            // Set the port's settings 
            puertoSerie.BaudRate = Convert.ToInt32(Settings.Default.PuertoCOM_Baudios); 
            puertoSerie.DataBits = 8; 
            puertoSerie.StopBits = StopBits.One; 
            puertoSerie.Parity = Parity.None; 
            puertoSerie.PortName = Settings.Default.PuertoCOM; 
 
            // Open the port 
            puertoSerie.Open(); 
 
            Temporizador.Enabled = true; 
        } 
 
        private void button4_Click(object sender, EventArgs e) 
        { 
            Temporizador.Enabled = false; 
            if (puertoSerie.IsOpen) puertoSerie.Close(); ; 
        } 
 
        private void conectarToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            if (Program.redPLC.Conectado == false) ConectarRed(); 
            else 
            { 
                Temporizador.Enabled = false; 
                if (puertoSerie.IsOpen) puertoSerie.Close();  
                TemporizadorMovil.Enabled = false; 
                if (puertoSerieMovil.IsOpen) puertoSerieMovil.Close(); 
                conectarToolStripMenuItem.Text = "&Conectar"; 
                actualizarToolStripMenuItem.Enabled = false; 
                conectarToolStripMenuItem1.Enabled = false; 
                configurarPuertoCOMToolStripMenuItem.Enabled = true; 
                Program.redPLC.Conectado = false; 
                Program.redPLC.modemsRed.Clear(); 
                treePLHN.Nodes.Clear(); 
            } 
        } 
 
        private void treePLHN_AfterSelect(object sender, TreeViewEventArgs e) 
        { 
            UInt16 modemID; 
            UInt16 appID; 
            UInt16 herrID; 
 
            byte tipo; 
 
            bool flag; 
 
            switch (e.Node.Level) 
            { 
                case 0: 
                    grpInfoElemento.Text = System.String.Concat("Información sobre ", e.Node.Text); 
                    panelAplicacion.Visible = false; 
                    panelHerramienta.Visible = false; 
                    panelMovil.Visible = false; 
 
                    panelModem.Dock = DockStyle.Fill; 
                    txtModemID.Text = e.Node.Name; 
                    txtModemVersion.Text = System.String.Concat(Program.redPLC.modemsRed[System.Convert.ToUInt16( 
e.Node.Name)].versionMayor.ToString(),".",Program.redPLC.modemsRed[System.Convert.ToUInt16( 
e.Node.Name)].versionMenor.ToString("00")); 
                    txtModemVersionPLHN.Text = 
System.String.Concat(Program.redPLC.modemsRed[System.Convert.ToUInt16(e.Node.Name)].versionMayorPLHN.ToString(), ".", 
Program.redPLC.modemsRed[System.Convert.ToUInt16(e.Node.Name)].versionMenorPLHN.ToString("00")); 
 
                    panelModem.Visible = true; 
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                    break; 
 
                case 1: 
                    grpInfoElemento.Text = System.String.Concat("Información sobre ", e.Node.Text); 
                    panelModem.Visible = false; 
                    panelHerramienta.Visible = false; 
                    panelMovil.Visible = false; 
 
                    panelAplicacion.Dock = DockStyle.Fill; 
                    txtAppID.Text = e.Node.Name; 
 
                    modemID = System.Convert.ToUInt16(e.Node.Parent.Name); 
                    appID = System.Convert.ToUInt16(e.Node.Name); 
 
                    txtAppTipo.Text = Program.appPC.nombreTipoApp[ 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].tipo-1]; 
                    txtAppVersion.Text = 
System.String.Concat(Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMayor.ToString(), ".", 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMenor.ToString("00")); 
                    txtAppVersionPLHN.Text = 
System.String.Concat(Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMayorPLHN.ToString(), ".", 
Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].versionMenorPLHN.ToString("00")); 
 
                    panelAplicacion.Visible = true; 
                    break; 
 
                case 2: 
                    modemID = System.Convert.ToUInt16(e.Node.Parent.Parent.Name); 
                    appID = System.Convert.ToUInt16(e.Node.Parent.Name); 
                    herrID = System.Convert.ToUInt16(e.Node.Name); 
 
                    tipo = Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].tipo; 
 
                    if (tipo == 5) 
                    { 
                        grpInfoElemento.Text = System.String.Concat("Información sobre ", e.Node.Text); 
                        panelModem.Visible = false; 
                        panelHerramienta.Visible = false; 
                        panelMovil.Visible = true; 
                        panelAplicacion.Visible = false; 
 
                        panelMovil.Dock = DockStyle.Fill; 
 
                        txtModeloMovil.Text = Program.telMovil.ModeloMovil; 
                        txtModeloModemMovil.Text = Program.telMovil.ModeloModemMovil; 
                        txtNumeroSerie.Text = Program.telMovil.NumeroSerie; 
                        txtTelefonoCentroServicios.Text = Program.telMovil.NumeroCentroServicios; 
                        txtOrigenAlimentacion.Text = Program.telMovil.OrigenBateria; 
                        txtNivelBateria.Text = Program.telMovil.NivelBateria;                        
                    } 
                    break; 
            } 
        } 
 
        private void splitContainer2_SplitterMoved(object sender, SplitterEventArgs e) 
        { 
            treePLHN.Width = splitContainer1.SplitterDistance-120; 
            grpElementosRed.Width = splitContainer1.SplitterDistance - 60; 
        } 
 
        private void sensorLuzToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            frmAppSensorLuz formu = new frmAppSensorLuz(); 
            formu.Show(); 
        } 
 
        private void frmPrincipal_Shown(object sender, EventArgs e) 
        { 
            frmBienvenida formBienvenida = new frmBienvenida(); 
            formBienvenida.StartPosition = FormStartPosition.CenterScreen; 
 
            formBienvenida.Show(); 
        } 
 
        private void salirToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            this.Close(); 
        } 
 
        private void frmPrincipal_FormClosed(object sender, FormClosedEventArgs e) 
        { 
            if (puertoSerie.IsOpen) puertoSerie.Close(); 
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        } 
 
        private void treePLHN_NodeMouseDoubleClick(object sender, TreeNodeMouseClickEventArgs e) 
        { 
            UInt16 herrID; 
            UInt16 modemID; 
            UInt16 appID; 
            byte tipo; 
 
            bool flag; 
 
            if (e.Node.Level == 2) 
            { 
                modemID = System.Convert.ToUInt16(e.Node.Parent.Parent.Name); 
                appID = System.Convert.ToUInt16(e.Node.Parent.Name); 
                herrID = System.Convert.ToUInt16(e.Node.Name); 
 
                tipo=Program.redPLC.modemsRed[modemID].aplicacionesModem[appID].herramientasAPP[herrID].tipo; 
 
                switch (tipo) 
                { 
                    case 1: 
                        flag = false; 
                        foreach (Form formu in Application.OpenForms) 
                        { 
                            if (((string)formu.Tag) == System.String.Concat(modemID.ToString(), ".", appID.ToString(), 
".", herrID.ToString())) 
                            { 
                                flag = true; 
                                formu.Select(); 
                            } 
                        } 
 
                        if (flag == false) 
                        { 
                            frmAppDimmer formDimmer = new frmAppDimmer(); 
                            formDimmer.Tag = System.String.Concat(modemID.ToString(), ".", appID.ToString(), ".", 
herrID.ToString()); 
                            formDimmer.Show(); 
                        } 
                        break; 
 
                    case 2: 
                        flag = false; 
                        foreach (Form formu in Application.OpenForms) 
                        { 
                            if (((string)formu.Tag) == System.String.Concat(modemID.ToString(), ".", appID.ToString(), 
".", herrID.ToString())) 
                            { 
                                flag = true; 
                                formu.Select(); 
                            } 
                        } 
 
                        if (flag == false) 
                        { 
                            frmAppInterruptor formInterruptor = new frmAppInterruptor(); 
                            formInterruptor.Tag = System.String.Concat(modemID.ToString(), ".", appID.ToString(), ".", 
herrID.ToString()); 
                            formInterruptor.Show(); 
                        } 
                        break; 
                         
 
                    case 3: 
                        flag = false;                         
                        foreach (Form formu in Application.OpenForms) 
                        { 
                            if (((string) formu.Tag) == System.String.Concat(modemID.ToString(), ".", appID.ToString(), 
".", herrID.ToString())) 
                            { 
                                flag = true; 
                                formu.Select(); 
                            } 
                        } 
 
                        if (flag == false) 
                        { 
                            frmAppSensorLuz frmSensorLuz = new frmAppSensorLuz(); 
                            frmSensorLuz.Tag = System.String.Concat(modemID.ToString(), ".", appID.ToString(), ".", 
herrID.ToString()); 
                            frmSensorLuz.Show(); 
                        } 
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                        break; 
 
                    case 4: 
                        flag = false; 
                        foreach (Form formu in Application.OpenForms) 
                        { 
                            if (((string)formu.Tag) == System.String.Concat(modemID.ToString(), ".", appID.ToString(), 
".", herrID.ToString())) 
                            { 
                                flag = true; 
                                formu.Select(); 
                            } 
                        } 
 
                        if (flag == false) 
                        { 
                            frmAppSensorTemp frmSensorTemp = new frmAppSensorTemp(); 
                            frmSensorTemp.Tag = System.String.Concat(modemID.ToString(), ".", appID.ToString(), ".", 
herrID.ToString()); 
                            frmSensorTemp.Show(); 
                        } 
                        break; 
                    case 5: 
                        break; 
                } 
            } 
        } 
 
        private void configurarPuertoCOMToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            frmConfCOM formConfCOM = new frmConfCOM(); 
            formConfCOM.StartPosition = FormStartPosition.CenterScreen; 
 
            formConfCOM.Show(); 
        } 
 
        private void configurarMóvilToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            frmConfMovil formConfMOVIL = new frmConfMovil(); 
            formConfMOVIL.StartPosition = FormStartPosition.CenterScreen; 
 
            formConfMOVIL.Show(); 
        } 
 
        private void conectarToolStripMenuItem1_Click(object sender, EventArgs e) 
        { 
            byte herrID = new byte(); 
            Boolean flag = false; 
 
            if (Program.telMovil.Conectado==false) 
            { 
                formVisorMovil.Show(); 
 
                ConectarMovil(); 
            } 
            else 
            { 
                puertoSerieMovil.Close(); 
 
                TemporizadorMovil.Enabled = false; 
                configurarMóvilToolStripMenuItem.Enabled = true; 
                conectarToolStripMenuItem1.Text = "&Conectar"; 
                Program.telMovil.Conectado = false; 
 
                foreach (Modem modemRed in Program.redPLC.modemsRed.Values) 
                { 
                    foreach (Aplicacion appRed in modemRed.aplicacionesModem.Values) 
                    { 
                        foreach (Herramienta herrRed in appRed.herramientasAPP.Values) 
                        { 
                            if (herrRed.tipo == 5) 
                            { 
                                herrID=herrRed.ID; 
                                flag = true; 
                            } 
                        } 
                        if (flag == true) 
                        { 
                            appRed.herramientasAPP.Remove(herrID); 
                        } 
                    } 
                } 
            } 
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        } 
 
        private void TemporizadorMovil_Tick(object sender, EventArgs e) 
        { 
            string cadena; 
            int primerCar; 
            int ultimoCar; 
 
            byte tempByte; 
            int tempInt; 
 
            if (Program.telMovil.EnviandoComando == false) 
            { 
                if (Program.telMovil.NumeroDeComandosPorEnviar > 0) 
                { 
                    string comando; 
                    int tipoComando; 
                    ArrayList devuelto; 
 
                    Program.telMovil.EnviandoComando = true; 
 
                    devuelto = Program.telMovil.ExtraerATComando(); 
                    tipoComando = (int)devuelto[0]; 
                    Program.telMovil.ComandoEnviadoActual = tipoComando; 
                    Program.telMovil.NumeroLineaActual = 0; 
 
                    comando = (string)devuelto[1]; 
 
                    puertoSerieMovil.WriteLine(comando); 
 
                    formVisorMovil.lstMovil.Items.Add(comando); 
                } 
                else 
                { 
                    Program.telMovil.EnviarSolicitudRecepcionSMS(); 
                } 
 
            } 
            else 
            { 
                Program.telMovil.EnviandoComando = false; 
                 
                while (Program.telMovil.ATRecibidos.Count != 0) 
                { 
                    Program.telMovil.NumeroLineaActual++; 
                    cadena=(string)Program.telMovil.ATRecibidos.Dequeue(); 
                    formVisorMovil.lstMovil.Items.Add(cadena); 
 
                    switch (Program.telMovil.ComandoEnviadoActual) 
                    { 
                        case 1: // "AT+GMM"     >> Solicitud Modelo Móvil 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                Program.telMovil.ModeloMovil = cadena.Substring(0, cadena.Length - 1); 
                            } 
                            break; 
                        case 2: // "ATI 3"      >> Solicitud Modelo Modem Móvil 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                Program.telMovil.ModeloModemMovil = cadena.Substring(0, cadena.Length - 1); 
                            }                             
                            break; 
                        case 3: // "AT+CGSN"    >> Número de serie del móvil 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                Program.telMovil.NumeroSerie = cadena.Substring(0,cadena.Length-1); 
                            } 
                            break; 
                        case 6: // "AT+CSCA?"    >> Número de teléfono del centro de servicios 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                primerCar = cadena.IndexOf('"'); 
                                ultimoCar = cadena.LastIndexOf('"'); 
                                Program.telMovil.NumeroCentroServicios = cadena.Substring(1+primerCar,ultimoCar-
primerCar-1); 
                            } 
                            break; 
                        case 5: // "AT+CBC"    >> Nivel de bateria y fuente 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                primerCar = cadena.IndexOf(' '); 
                                ultimoCar = cadena.IndexOf(','); 
                                switch (cadena.Substring(primerCar + 1, 1)) 
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                                { 
                                    case "0": 
                                        Program.telMovil.OrigenBateria = "Batería"; 
                                        break; 
                                    case "1": 
                                        Program.telMovil.OrigenBateria = "Batería. Cargador conectado."; 
                                        break; 
                                    case "2": 
                                        Program.telMovil.OrigenBateria = "Cargador. El móvil no dispone de batería 
conectada."; 
                                        break; 
                                } 
                                Program.telMovil.NivelBateria = System.String.Concat(cadena.Substring(ultimoCar + 
2).Substring(0,cadena.Substring(ultimoCar + 2).Length-1), " %"); 
                            } 
                            break; 
                        case 10: 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                primerCar = cadena.IndexOf('"'); 
                                ultimoCar = cadena.LastIndexOf('"'); 
                            } 
                            break; 
                        case 11: 
                            if (Program.telMovil.NumeroLineaActual == 2) 
                            { 
                                if (cadena.Contains("+CMGL") == true) 
                                { 
                                    Program.telMovil.MensajeRecibido = true; 
                                } 
                            } 
 
                            if (Program.telMovil.NumeroLineaActual == 3 && Program.telMovil.MensajeRecibido == true) 
                            { 
                                Program.telMovil.MensajeRecibido = false; 
                                Program.telMovil.ProcesarSMS(Program.telMovil.DecodificarPDU(cadena.Substring(0, 
cadena.Length - 1))); 
                            } 
 
                            break; 
                        case 13: 
                            break; 
                    } 
                } 
            } 
        } 
 
        private void puertoSerieMovil_DataReceived(object sender, SerialDataReceivedEventArgs e) 
        { 
            while (puertoSerieMovil.BytesToRead != 0) 
            { 
              Program.telMovil.ATRecibidos.Enqueue(puertoSerieMovil.ReadLine()); 
            } 
        } 
 
        private void actualizarToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
 
            foreach (Modem modemRed in Program.redPLC.modemsRed.Values) 
            { 
                foreach (Aplicacion aplicacionModem in Program.redPLC.modemsRed[modemRed.ID].aplicacionesModem.Values)    
//Añadir modems que no están en el árbol 
                { 
                    aplicacionModem.cronoHerramientas = 0; 
                    aplicacionModem.askedForTools = false; 
                } 
            } 
            Program.appPC.EnviarSolicitudDeInformacionSobreModemsYAplicaciones(); 
        } 
 
        private void acercaDeToolStripMenuItem_Click(object sender, EventArgs e) 
        { 
            frmAcercaDe formAcercaDe = new frmAcercaDe(); 
            formAcercaDe.ShowDialog(); 
 
        } 
    } 
} 
Estudio de los sistemas domóticos y diseño de una aplicación 
 
Listados de los programas 
 
 
 
 Listados del programa del PC  103  
 
2.15. frmVisorBuffer.cs 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmVisorBuffer : Form 
    { 
        public frmVisorBuffer() 
        { 
            InitializeComponent(); 
        } 
    } 
} 
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2.16. frmVisorMovil.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    public partial class frmVisorMovil : Form 
    { 
        public frmVisorMovil() 
        { 
            InitializeComponent(); 
        } 
 
        private void button1_Click(object sender, EventArgs e) 
        { 
            textBox1.Text = Program.telMovil.DecodificarPDU(textBox2.Text); 
        } 
 
        private void button2_Click(object sender, EventArgs e) 
        { 
            Program.telMovil.ProcesarSMS(textBox3.Text); 
        } 
 
        private void button3_Click(object sender, EventArgs e) 
        { 
            ArrayList valoresRetornados; 
            valoresRetornados = Program.telMovil.codificarPDU(textBox3.Text); 
            textBox1.Text= (string) valoresRetornados[0]; 
            MessageBox.Show(valoresRetornados[1].ToString()); 
            Program.telMovil.EnviarSMS(textBox3.Text); 
        } 
    } 
} 
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2.17. Herramienta.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Herramienta 
    { 
        public byte ID; 
        public byte tipo; 
 
        public bool datoActualizado=false; 
        public byte datoByte; 
        public float datoFloat; 
        public UInt32 dataUInt16; 
        public UInt32 dataUInt32; 
 
    } 
} 
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2.18. Herramientas.cs 
 
using System; 
using System.Collections; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Herramientas : System.Collections.DictionaryBase  
    { 
 
        public Herramienta this[UInt16 ID] 
        { 
            get 
            { 
                return ((Herramienta)Dictionary[ID]); 
            } 
            set 
            { 
                Dictionary[ID] = value; 
            } 
        } 
 
        public ICollection Keys 
        { 
            get 
            { 
                return (Dictionary.Keys); 
            } 
        } 
 
        public ICollection Values 
        { 
            get 
            { 
                return (Dictionary.Values); 
            } 
        } 
        public void Add(UInt16 ID, Herramienta value) 
        { 
            Dictionary.Add(ID, value); 
        } 
 
        public bool Contains(UInt16 ID) 
        { 
            return (Dictionary.Contains(ID)); 
        } 
 
        public void Remove(UInt16 ID) 
        { 
            Dictionary.Remove(ID); 
        } 
 
        protected override void OnInsert(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            else 
            { 
                //String strkey = (String)key; 
                //if (strkey.Length > 5) 
                //    throw new ArgumentException("key must be no more than 5 characters in length.", "key"); 
            } 
 
            if (value.GetType() != typeof(Herramienta)) 
                throw new ArgumentException("value must be of type Herramienta.", "value"); 
            else 
            { 
                //String strValue = (String)value; 
                //if (strValue.Length > 5) 
                //    throw new ArgumentException("value must be no more than 5 characters in length.", "value"); 
            } 
        } 
 
        protected override void OnRemove(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            else 
            { 
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                //String strkey = (String) key; 
                //if ( strkey.Length > 5 ) 
                //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
            } 
        } 
 
        protected override void OnSet(Object key, Object oldValue, Object newValue) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            else 
            { 
                //String strkey = (String) key; 
                //if ( strkey.Length > 5 ) 
                //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
            } 
 
            if (newValue.GetType() != typeof(Herramienta)) 
                throw new ArgumentException("newValue must be of type Herramienta.", "newValue"); 
            else 
            { 
                //String strValue = (String) newValue; 
                //if ( strValue.Length > 5 ) 
                //   throw new ArgumentException( "newValue must be no more than 5 characters in length.", "newValue" ); 
            } 
        } 
 
        protected override void OnValidate(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            else 
            { 
                //String strkey = (String) key; 
                //if ( strkey.Length > 5 ) 
                //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
            } 
 
            if (value.GetType() != typeof(Herramienta)) 
                throw new ArgumentException("value must be of type Herramienta.", "value"); 
            else 
            { 
                //String strValue = (String) value; 
                //if ( strValue.Length > 5 ) 
                //   throw new ArgumentException( "value must be no more than 5 characters in length.", "value" ); 
            } 
        } 
    } 
} 
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2.19. MensajeAplicacion.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class MensajeAplicacion 
    { 
        public MensajeAplicacion() 
        { 
 
        } 
 
        public UInt16 IDOrigen; 
        public UInt16 IDDestino; 
 
        public byte Comando; 
 
        public byte[] Parametros = new byte[100]; 
        public byte longParametros; 
 
    } 
} 
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2.20. MensajeAppModem.cs 
 
using System; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class MensajeAppModem 
    { 
        public MensajeAppModem() 
        { 
        } 
 
    } 
} 
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2.21. Modem.cs 
 
using System; 
using System.Collections; 
using System.Collections.Specialized; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Modem //: System.IComparable  
    { 
        public Modem() 
        { 
            
        } 
 
        public Aplicaciones aplicacionesModem = new Aplicaciones(); 
 
        public UInt16 ID; 
         
        public byte versionMayor; 
        public byte versionMenor; 
 
        public byte versionMayorPLHN; 
        public byte versionMenorPLHN; 
    } 
} 
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2.22. Modems.cs 
 
using System; 
using System.Collections; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class Modems : System.Collections.DictionaryBase  
    { 
        public Modem this[UInt16 ID] 
        { 
            get 
            { 
                return ((Modem)Dictionary[ID]); 
            } 
            set 
            { 
                Dictionary[ID] = value; 
            } 
        } 
 
        public ICollection Keys 
        { 
            get 
            { 
                return (Dictionary.Keys); 
            } 
        } 
 
        public ICollection Values 
        { 
            get 
            { 
                return (Dictionary.Values); 
            } 
        } 
        public void Add(UInt16 ID, Modem value) 
        { 
            Dictionary.Add(ID, value); 
        } 
 
        public bool Contains(UInt16 ID) 
        { 
            return (Dictionary.Contains(ID)); 
        } 
 
        public void Remove(UInt16 ID) 
        { 
            Dictionary.Remove(ID); 
        } 
 
        protected override void OnInsert(Object key, Object value) 
        { 
            if (key.GetType() != typeof(System.UInt16)) 
                throw new ArgumentException("key must be of type UInt16.", "key"); 
            else 
            { 
                //String strkey = (String)key; 
                //if (strkey.Length > 5) 
                //    throw new ArgumentException("key must be no more than 5 characters in length.", "key"); 
            } 
 
            if (value.GetType() != typeof(Modem)) 
                throw new ArgumentException("value must be of type Modem.", "value"); 
            else 
            { 
                //String strValue = (String)value; 
                //if (strValue.Length > 5) 
                //    throw new ArgumentException("value must be no more than 5 characters in length.", "value"); 
            } 
        } 
 
        protected override void OnRemove( Object key, Object value )  { 
          if ( key.GetType() != typeof(System.UInt16) ) 
             throw new ArgumentException( "key must be of type UInt16.", "key" ); 
          else  { 
             //String strkey = (String) key; 
             //if ( strkey.Length > 5 ) 
             //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
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          } 
        } 
 
        protected override void OnSet( Object key, Object oldValue, Object newValue )  { 
          if ( key.GetType() != typeof(System.UInt16) ) 
             throw new ArgumentException( "key must be of type UInt16.", "key" ); 
          else  { 
             //String strkey = (String) key; 
             //if ( strkey.Length > 5 ) 
             //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
          } 
 
          if ( newValue.GetType() != typeof(Modem) ) 
             throw new ArgumentException( "newValue must be of type Modem.", "newValue" ); 
          else  { 
             //String strValue = (String) newValue; 
             //if ( strValue.Length > 5 ) 
             //   throw new ArgumentException( "newValue must be no more than 5 characters in length.", "newValue" ); 
          } 
        } 
 
        protected override void OnValidate( Object key, Object value )  { 
          if ( key.GetType() != typeof(System.UInt16) ) 
             throw new ArgumentException( "key must be of type UInt16.", "key" ); 
          else  { 
             //String strkey = (String) key; 
             //if ( strkey.Length > 5 ) 
             //   throw new ArgumentException( "key must be no more than 5 characters in length.", "key" ); 
          } 
 
          if ( value.GetType() != typeof(Modem) ) 
             throw new ArgumentException( "value must be of type Modem.", "value" ); 
          else  { 
             //String strValue = (String) value; 
             //if ( strValue.Length > 5 ) 
             //   throw new ArgumentException( "value must be no more than 5 characters in length.", "value" ); 
          } 
        } 
    } 
} 
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2.23. Movil.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using System.Text; 
using Microsoft.VisualBasic; 
using PLHNMonitor.Properties; 
 
namespace PLHNMonitor 
{ 
    public class Movil 
    { 
        private Queue ATMensajes = new Queue(); 
        private Queue tipoATMensajes = new Queue(); 
 
        public string ModeloMovil; 
        public string ModeloModemMovil; 
        public string NumeroCentroServicios; 
        public string OrigenBateria; 
        public string NivelBateria; 
        public string NumeroSerie; 
        public string NumeroSuscriptor; 
         
        public Queue ATRecibidos = new Queue(); 
 
        public bool EnviandoComando = false; 
        public int ComandoEnviadoActual = 0; 
        public int NumeroLineaActual = 0; 
 
        public bool MensajeRecibido = false; 
 
        public bool Conectado = false; 
        public bool EsperandoAEnviarSMSLuz = false; 
        public bool EsperandoAEnviarSMSTemp = false; 
 
        public ArrayList ExtraerATComando() 
        { 
            ArrayList devolver = new ArrayList(); 
 
            devolver.Add(tipoATMensajes.Dequeue()); 
            devolver.Add(ATMensajes.Dequeue()); 
 
            return devolver; 
        } 
 
        public int NumeroDeComandosPorEnviar 
        { 
            get 
            { 
                return ATMensajes.Count; 
            } 
        } 
 
        public void EnviarSolicitudModeloMovil() 
        { 
            ATMensajes.Enqueue("AT+GMM\r"); 
            tipoATMensajes.Enqueue(1); 
        } 
 
        public void EnviarSolicitudDescripcionModeloModemIncorporado() 
        { 
            ATMensajes.Enqueue("ATI 3\r"); 
            tipoATMensajes.Enqueue(2); 
        } 
 
        public void EnviarSolicitudNumeroSerie() 
        { 
            ATMensajes.Enqueue("AT+CGSN\r"); 
            tipoATMensajes.Enqueue(3); 
        } 
 
        public void EnviarSolicitudInformacionFabricante() 
        { 
            ATMensajes.Enqueue("AT+GMI\r"); 
            tipoATMensajes.Enqueue(4); 
        } 
 
        public void EnviarSolicitudInformacionNivelBateria() 
        { 
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            ATMensajes.Enqueue("AT+CBC\r"); 
            tipoATMensajes.Enqueue(5); 
        } 
 
        public void EnviarSolicitudNumeroTelefonoCentroServicios() 
        { 
            ATMensajes.Enqueue("AT+CSCA?\r"); 
            tipoATMensajes.Enqueue(6); 
        } 
 
        public void EnviarSolicitudSMSNoLeidos() 
        { 
            ATMensajes.Enqueue("AT+CMGL\r"); 
            tipoATMensajes.Enqueue(7); 
        } 
 
        public void EnviarSolicitudDeNoEcho() 
        { 
            ATMensajes.Enqueue("ATE=0\r"); 
            tipoATMensajes.Enqueue(8); 
        } 
        public void EnviarAttentionCommand() 
        { 
            ATMensajes.Enqueue("AT\r"); 
            tipoATMensajes.Enqueue(9); 
        } 
 
        public void EnviarSolicitudNumeroSuscriptor() 
        { 
            ATMensajes.Enqueue("AT+CNUM\r"); 
            tipoATMensajes.Enqueue(10); 
        } 
 
        public void EnviarSolicitudRecepcionSMS() 
        { 
            ATMensajes.Enqueue("AT+CMGL=0\r"); 
            tipoATMensajes.Enqueue(11); 
        } 
 
        public void EnviarUbicacionAlmacenajeSMS() 
        { 
             
            ATMensajes.Enqueue(System.String.Concat("AT+CPMS=",'"',"ME",'"',',','"',"ME",'"',",",'"',"ME",'"',"\r")); 
            tipoATMensajes.Enqueue(12); 
        } 
 
        public void EnviarSMS(string texto) 
        { 
            ArrayList valoresRetornados; 
            valoresRetornados = Program.telMovil.codificarPDU(texto); 
 
            ATMensajes.Enqueue(System.String.Concat("AT+CMGS=", valoresRetornados[1].ToString(), '\r')); 
            tipoATMensajes.Enqueue(13); 
            ATMensajes.Enqueue(System.String.Concat((string) valoresRetornados[0],System.Convert.ToChar(26),'\r')); 
            tipoATMensajes.Enqueue(14); 
        } 
 
        public void ProcesarSMS(string cadena) 
        { 
            UInt16 modID=0; 
            UInt16 AppID; 
            byte herrID; 
 
            byte comando; 
 
            string temp; 
 
            bool flagParametro = new bool(); 
 
            byte parametro = new byte(); 
 
            flagParametro = false; 
            parametro=0; 
 
            temp = cadena.Substring(0, cadena.IndexOf('.')); 
            AppID = Convert.ToUInt16(temp); 
            cadena = cadena.Substring(cadena.IndexOf('.') + 1); 
 
            temp = cadena.Substring(0, cadena.IndexOf('.')); 
            herrID = Convert.ToByte(temp); 
            cadena = cadena.Substring(cadena.IndexOf('.') + 1); 
 
            temp = cadena.Substring(0, cadena.IndexOf('.')!=-1?cadena.IndexOf('.'):1); 
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            comando = Convert.ToByte(temp); 
 
            if (cadena.IndexOf('.') != -1) 
            { 
 
                cadena = cadena.Substring(cadena.IndexOf('.') + 1); 
 
 
                parametro = Convert.ToByte(cadena); 
                flagParametro = true; 
            } 
            else 
            { 
                flagParametro = false; 
            } 
 
            foreach (Modem mod in Program.redPLC.modemsRed.Values) 
            { 
                if (mod.aplicacionesModem.Contains(AppID) == true) 
                { 
                    modID = mod.ID; 
                    break; 
                } 
 
            } 
 
            switch (Program.redPLC.modemsRed[modID].aplicacionesModem[AppID].herramientasAPP[herrID].tipo) 
            { 
                case 1: 
                    if (comando==0) { 
                        Program.appPC.EnviarComandoDimmer(AppID,herrID,0,0,0,0,0); 
                    } 
                    else if (comando==1) { 
                        Program.appPC.EnviarComandoDimmer(AppID, herrID, 4, (byte) (34-parametro*0.34), 0, 0, 0); 
                    } 
                     
                    break; 
                case 2: 
                    if (flagParametro == false) 
                    { 
                        if (comando == 1 || comando == 0) 
                        { 
                            Program.appPC.EnviarComandoInterruptor(AppID, herrID, comando); 
                        } 
                    } 
                    break; 
                case 3: 
                    if (flagParametro == false) 
                    { 
                        if (comando == 1) 
                        { 
                            Program.appPC.EnviarComandoSensorLuz(AppID,herrID); 
                            Program.telMovil.EsperandoAEnviarSMSLuz = true; 
                        } 
                    } 
                     
                    break; 
                case 4: 
                    if (flagParametro == false) 
                    { 
                        if (comando == 1) 
                        { 
                            Program.appPC.EnviarComandoSensorTemp(AppID, herrID); 
                            Program.telMovil.EsperandoAEnviarSMSTemp = true; 
                        } 
                    } 
                    break; 
 
            } 
        } 
 
        public string DecodificarPDU(string texto) 
        { 
                string PDUCode = texto.Replace("\r\n",""); 
 
                PDUDecoder.SMS.Decoder.SMSBase.SMSType T = PDUDecoder.SMS.Decoder.SMSBase.GetSMSType(PDUCode); 
                 
                string result = System.String.Concat(texto,T.ToString(),"\r\n"); 
 
                switch (T)  
                { 
                    case PDUDecoder.SMS.Decoder.SMSBase.SMSType.SMS_RECEIVED: 
                        PDUDecoder.SMS.Decoder.SMS_RECEIVED s = new PDUDecoder.SMS.Decoder.SMS_RECEIVED(PDUCode); 
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                        result = System.String.Concat("From:", s.SCAddressValue, "  Time:", s.TP_SCTS, "\r\n", "\r\n"); 
 
                        if (s.TP_DCS == 0) 
                        { 
                            result = PDUDecoder.SMS.Decoder.SMSBase.Decode7Bit(s.TP_UD, s.TP_UDL); 
                        } 
                        break; 
                    default: 
                        result=""; 
                        break; 
                } 
            return result;                  
        } 
 
        public ArrayList codificarPDU(string texto) 
        { 
            string[] pduCodigos; 
            ArrayList valoresRetornados = new ArrayList(); 
            int longitudAT = new int(); 
 
            PDU_Encoder__New_Windows_Form_.frmMain formPDUEncoder = new PDU_Encoder__New_Windows_Form_.frmMain(); 
 
            pduCodigos = formPDUEncoder.GetPDU(Program.telMovil.NumeroCentroServicios, 
Settings.Default.NumTelefonoExterno, 0, false, texto); 
             
            longitudAT=(pduCodigos[0].Length- 
int.Parse(System.String.Concat("0",pduCodigos[0].Substring(0,2)),System.Globalization.NumberStyles.HexNumber,null)*2-
2)/2; 
 
            valoresRetornados.Add(pduCodigos[0]); 
            valoresRetornados.Add(longitudAT); 
            return valoresRetornados; 
        } 
    } 
} 
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2.24. Program.cs 
 
using System; 
using System.Collections.Generic; 
using System.Windows.Forms; 
 
namespace PLHNMonitor 
{ 
    static class Program 
    { 
 
        static public BufferCOM bufCOM = new BufferCOM(); 
        static public AplicacionPC appPC = new AplicacionPC(); 
        static public redPLHN redPLC = new redPLHN(); 
        static public Movil telMovil = new Movil(); 
     
        [STAThread] 
        static void Main() 
        { 
            Application.EnableVisualStyles(); 
            Application.SetCompatibleTextRenderingDefault(false); 
            Application.Run(new frmPrincipal()); 
        } 
    } 
} 
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2.25. redPLHN.cs 
 
using System; 
using System.Collections; 
using System.Collections.Generic; 
using System.Text; 
 
namespace PLHNMonitor 
{ 
    public class redPLHN 
    { 
        public redPLHN() 
        { 
        } 
 
        public Modems modemsRed = new Modems(); 
 
        public Boolean Conectado = new Boolean(); 
         
    } 
} 
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2.26.  Settings.cs 
 
namespace PLHNMonitor.Properties { 
     
     
    // This class allows you to handle specific events on the settings class: 
    //  The SettingChanging event is raised before a setting's value is changed. 
    //  The PropertyChanged event is raised after a setting's value is changed. 
    //  The SettingsLoaded event is raised after the setting values are loaded. 
    //  The SettingsSaving event is raised before the setting values are saved. 
    internal sealed partial class Settings { 
         
        public Settings() { 
            // // To add event handlers for saving and changing settings, uncomment the lines below: 
            // 
            // this.SettingChanging += this.SettingChangingEventHandler; 
            // 
            // this.SettingsSaving += this.SettingsSavingEventHandler; 
            // 
        } 
         
        private void SettingChangingEventHandler(object sender, System.Configuration.SettingChangingEventArgs e) { 
            // Add code to handle the SettingChangingEvent event here. 
        } 
         
        private void SettingsSavingEventHandler(object sender, System.ComponentModel.CancelEventArgs e) { 
            // Add code to handle the SettingsSaving event here. 
        } 
    } 
} 
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