ABSTRACT
INTRODUCTION
Agile project management is a conceptual framework in software engineering where software is built within a relatively short period of time and has several iterations which yield stable release of software (Hariyadi, 2011) . According to the Agile Manifesto (2011), Agile is based on a set of principles that focus on customer value, iterative and incremental delivery, intense collaboration, small integrated teams, self-organization and small and continuous improvements. It is often stated that Agile Management works best with small teams. According to Bustamante and Sawhney (2011) , the ideal Agile project team is small, colocated, communicate face to face on a daily basis and has an ideal team size not exceeding nine people. Along with this, Agile methods such as Scrum recommend an optimal team size of seven plus or minus two. However some industry specialists claim that Agile is a one size fits all methodology and that it can be scaled up to a 150 person team. In general Agile Management is faced with one key challenge:
What is the optimal team size to which Agile should be applied for the team to be effective?
Since Agile is very people focussed, there is a further need to understand how team size affects individual behaviour and productivity within an Agile team. This gives rise to another challenge:
• What people factors should be considered when managing an Agile team to make it effective?
This paper analyses an Agile project management methodology, pilot it in practice with real life projects and aims at identifying the people factors to be considered for an Agile team to be effective. This study takes into consideration to some extent a few psychological factors that can affect team collaboration such as working memory, optimal experience and recommended team size based on social behaviours. To achieve this, three sample Agile teams of different size will be used and managed with the same Agile principles. The results will help determine which team, given that they all have all the necessary skills sets and similar team member profiles, will work best and produce the most optimal results. Agile recommends that, instead of having only developers, Agile teams should have all the required skills sets.
Although some Agile methodologies such as Scrum do have a recommended team size, it is a widely believed that Agile is a concept of one size fits all and is therefore scalable. But the question then arises, how big is too much for an Agile team before it starts to lose its efficiency? In a research performed by Ancona and Caldwell's (1992) , the results indicated that team size may have a direct impact on group performance and communication. Agile Management is very people focus whereas Software Project Management is a rather technical discipline. Project Managers moving from traditional to Agile Methods often spend more time managing projects rather than managing the people working on the projects. This implies that people factors are often not considered when managing Agile teams and they may not be performing at their optimal level.
In spite of the growing popularity of Agile Management (Agile Manifesto, 2011) the rate at which software projects are failing is still alarming. According to the Standish 2009 Chaos Report (Standish, 2009), the average success rate is of all IT projects is 32%, 44% were challenged and the failure rate is 24%. The project success rate has decreased from previous years with only 32% being successful, whereby these were delivered on time, to budget and with all required functionalities. 44% of the projects were challenged which means that either they were delivered late, over budget, and/or with less functionalities that were initially intended. The remaining 24% of IT projects failed and had to be cancelled prior to completion and were never used.
Furthermore, according to Scott W. Ambler (2010a), the success rates for Agile projects are 60% are successful, 28% are challenged, and 12% are failures. The success rate for Agile projects is 83% for small teams (less than eleven people), 70% for medium-sized teams (between eleven and twenty-five people), and 55% for large teams (more than twenty-five people). Based from these figures it is clear that Agile team size has a direct incidence on the success rate of the project.
The motivation for this paper is to provide an overview of the people factors that are often ignored when using agile for setting-up of software development teams. Further to this finding, an insight is provided into the size of an optimal collocated agile team. In section 2, related agile management ideas are discussed. The research method is discussed in section 3. Results and discussion from the study are included in sections 4. Section 5 presents a conclusion and an outline for future work.
LITERATURE REVIEW
This chapter analyses existing research and studies performed on Agile development teams.
Agile and People Management
People and team management are based on various models such as "The five dysfunctions" (Lencioni, 2001 ) and Tuckman's model (Tuckman, 1965) . All of these models require that team members have a lot of interaction. The more persons there is on a team, the more interaction is required and the more difficult it is to manage such teams. In an Agile team, the project manager must define the relationships between the roles to enable the effective coordination and control of the project. The following rules should be applied when defining organisational structures:
• Ensure that each member of the team reports to one and only one person (the "unity of command principle")
• Ensure that each person has no more than seven people reporting directly to him or her (the "rule of seven" principle) (Fayol, 1917 ).
However, individuals with different personalities are often expected to work together as a cohesive team. Team efficiency is often dependent on the interaction between team members and the coordination of the team leader. According to studies, team efficiency is at its peak when team size is of 3 to 7 and it starts to decrease when team size goes beyond 9 members (Abilla, 2006) . Agile teams also work best in a common workspace or "war room," which enable team members to work in a shared environment. This approach facilitates communication and collaboration and has proved to an effective mean of increasing team productivity.
In a software project the objective is to deliver a project on time, to budget and within the agreed quality level. Therefore software project managers have the responsibility for the success of projects. Managers should be skilled leaders and good at organising problem-solving sessions that enable maximizing collaboration across departments (Johnson, 2008) .
"AGILE like many methods ... look great on paper but fail to work in reality because they forget the human factor. Any paradigm, which has human interaction at its heart, will fail if human psychology is not understood and taken into account. The key aspects of human nature which IT development/project management methods have to take into account are no different to those at the heart of most modern economic theories", (Brady, 2006) :
• People will always put their own interests ahead of the interests of the group
• People are self-interested
• Commercial production decisions are based on rational expectations
• Karl Popper's "First law of collective action". You can never get more than 5 people to agree on anything."
Cognitive studies tend to explain the state of mind of team members working in a collaborative environment. This is addressed by the Theory of Flow (Csíkszentmihályi, 1990) . Flow (Optimal Experience), is the rational state in which a person in an activity is totally absorbed, totally focus, have full engrossment, and eventually acquires success in the process. The state of flow is attained when a person has both higher than above challenge and skills in a specific activity. Not only Flow is important to individuals but it can also contribute to team efficiency and organizational goals. Flow generally leads to higher productivity, innovation, and employee development (Csikszentmihalyi, 1990 ). While it is not readily feasible to identify the state of mind of employees within an Agile team, a psychological evaluation may be required in order to determine how to achieve the optimal experience for individuals in an Agile team.
Alan Baddeley represented the model of working memory and clearly demonstrated how the short-term memory works (Baddeley and Sala, 1996) . He stipulates that the mind processes different types of information in different ways. The human mind is limited in its capacity to retain short term information and this can have an impact on an individual's performance in an Agile team whereby work progressed is continuously changing and in short periods of time.
One of the root causes of failure in projects is communication -either a lack thereof, or miscommunication. Large teams are inherently vehicles for bad communication. This is based on the number of communication channels which grow geometrically, not linearly (Abilla, 2006) . A three member team has three communication channels and a five member team has ten, twice the number of persons. However a six member team has as much as fifteen communication channels. This can be represented as below: The authors proposed the following soft factors that can affect software team performance:
• Team climate: shared perceptions and objectives to achieve organisational goals.
• Team diversity: The variation of team member skills, levels of experience, qualifications, gender and race for instance.
• Team innovation: new approaches to problem solving and value added skills.
• Team member competencies and characteristics: Technical and personal competencies of people on team that impact familiarity and collaboration.
• Team leader behaviour: Less micro-management approach and more people management and a facilitator role.
• Top management support: Commitment from management to the project From this study, two key factors were found to be the most influential on software team performance, namely: trust and effective communication. The study is generalised and fails to identify the relationship between the project management methodologies used with these soft factors. It may be that different people factors influence the success of an Agile team.
Shane Hastie (2004) discusses how Agile differs from traditional methods by putting much more emphasis on team work, cooperation and self organisation. One of the key to the success of Agile is trust, which needs to be present both between the leader and the team and among the team members themselves.
The paper does give a good insight on the factors that may influence the productivity of Agile teams. However the factors were not investigated with relation to team size and did not make adequate consideration on how this could influence people factors in an Agile team. As seen from previous studies, team size can be a key factor to the success of a software project. It can also influence individual's behaviour and possibly give rise to other soft factors that may need consideration.
In a paper by Turner and Boehm in 2003, they tend to examine the people factors that influence both Agile and Plan Based methods. It has been proven that people factors are the most critical success factors for development teams. There is enough evidence from previous research in psychology of software teams that suggest that people factors have a direct influence on the cost and quality of software. In a software project, the key areas which are impacted by people factors are:
• Staffing: The right persons should be selected to work for the development of a software project. In broad terms, it means that the customer should be represented by skilled staffs who are collaborative, representative, authorized, committed, and knowledgeable (CRACK) (Turner and Boehm, 2003) . The characteristics of developers within an Agile team should include amicability, talent, skill, and communication.
• Culture: Agile requires a true cultural change from plan based approach, not only a simple change in the processes used.
• Values: One of the most neglected challenges in software development is the consolidation and value of requirements from all stakeholders involved.
• Communication: Agile requires more frequent and intense communication, the more persons on a team the more challenging and problematic it becomes to communicate effectively.
• Managing Expectations: Software development teams often fail to manage expectations and this can cause issues between the teams and the customer.
Whilst the paper covers the major areas impacted by people factors in a development team and even mention communication complexity and impact of team size, the authors do not explore the ideal team size that can affect the effectiveness of an Agile team. There is also limited reference to the actual people factors that should be considered within Agile but more on the areas impacted.
In a study published in 2011 (Conboy et al., 2011) it was found that the increasing use of Agile approaches and growing pressure to adopt Agile Management, contribute to the need for human resource departments and project managers to address people challenges. There is a need to identify the problems that the Agile transition may cause. A list of the most important people challenges in Agile was proposed as follows: developer fear caused by transparency of skill deficiencies, the need for developers to be a 'master of all trades', increased reliance on social skills, a lack of business knowledge among developers, the need to understand and learn values and principles of Agile, not just the practices, lack of developer motivation to use Agile methods and the need for Agile compliant performance evaluation.
There is one questionable issue though; the need for an agile developer to be multi skilled is relative. Although Agile recommends that the team should have all the skill sets required to execute the project, it does not necessary mean that each single team member should have this flexibility. This is subject to interpretation and instead, an Agile team can consist of different roles that provide the skill completeness that Agile advocates.
PROPOSED METHODOLOGY
The following chapter focuses on the methodology used to identify the people factors that can affect an Agile team's performance.
Company background
This study has been made with the development teams of an organisation that specialises in transportation and freight services. The organisation is a major player in Europe and is fully operational across the Middle East, Asia, South America and Australia. The IT department of the organisation exist for well over 30 years and has reached a sound level of maturity in the software industry. It has been using several development methodologies including a fully customised Rational Unified Process and recently moved to Agile Methodology using Scrum. The software development teams are based in Mauritius with the head office located in the United Kingdom.
Study of Agile Teams
This study has been performed using three different sized projects using Agile Methodology over a period of six months. Not all the projects have taken the full six months for completion; as some have been completed within a shorter timeframe. Completion is considered as the phase at which the project is successfully deployed into production and signed off by the customer. Based on the subject matter of this study and to increase the rate of accuracy, no other parameters apart from the project size and team size were drastically different. All three agile teams had the same roles, skill sets and using the same Agile processes i.e.: Scrum. For confidentiality purposes, the projects used will be referred to as A, B and C within this study.
Project size
The projects were initially estimated as follows: Project B 800 (3.6 man yrs) Project C 120 (0.5 man yrs) Table 2 below outlines the technologies used and the level of complexity for each project which has been evaluated as per the organisation standards. 
Architecture and Level of complexity

Team Profile and Structure
Each team is lead by a Project Leader and the whole project is owned by a Project Manager. The table below gives an overview of the various roles that were allocated within each team: 
Method of Measurement
A project outcome can be measured using both objective and subjective measures (Kemerer, 1989; Bahli and Bu¨yu¨kkurt, 2005; Ong et al., 2005) . A team's performance can be measured by evaluating whether the output produced is on schedule and on budget (Boehm, 1981) . This includes measuring the quality of software produced and compliance to schedules and budget (Huckman et al., 2009 ). Quality of software can be measured using number of defects found in testing (Boehm, 1981) . For the purpose of this study, the objective measures used are metrics based whereas the subjective measures are based on a team survey and management observations. The following metrics were measured for each team.
Budget
The budget for each project is allocated by the Project Board. This committee approves the budget based on the business value of the project and the estimates as provided by the respective Project Manager. Actual budget spend is calculated based on two measures: amount of work time logged in JIRA against each tasks and the amount of time logged in Clarity, the organisation time sheet system.
On Time Delivery
Project planning is performed on JIRA and it provides a road map with different releases and their planned release dates. The actual release dates are updated whenever the release goes out to the consumer. At the end of the project, any release deadlines that are not achieved can easily be tracked on JIRA.
Defects
Defects are categorised as non fulfilment of requirements as per defined documentation or undesired functionality due to coding error. Defects can have four types of severity:
• Critical: Resulting in a total loss of the functionality of the system or a partial loss in a key area of the system that makes the software unusable or unstable.
• Major: Resulting in a core requirement not being fulfilled and impact a main functional flow or process. Often causes data discrepancy and failure of several alternative flows.
• Blocker: A coding error or a pending change based on requirements that impacts the alternate flows of a requirement and prevents the usage of a particular functionality which is regarded as low impact.
• Minor: A negligible defect that can pertain to graphical user interface, basic validation with non-breaking effect.
Rework Level
Rework is calculated as the actual man-days spent on a project to fix defects that have been raised by system or integration testing. This figure is then divided by the budget actual to determine the percentage of rework:
JIRA is used as the tool to track defects and time spent fixing a defect. This provides the data to calculate rework level.
Defect Rate
Defect rate is based on the number of defects detected on a software over the total amount of actual time spent on the development of the software. For instance:
Number of days spent on a project : 100 man-days
Total number of defects found on the project : 150
Defect rate of the team : 1.5
So for every day of work produced, approximately 1.5 defects are introduced.
Rework Level = Time spent fixing defect Time spent on the development X 100
Release and Change Management
In a team where the number of issues fixed or functionalities being developed on a daily basis are high, nightly builds help in identifying any potential issues with the code as early as possible so that a stable release is made available to the test team as the end of each sprint. This has been the case mostly for Project B whereby a high number of defects were raised by test team and needed to be fixed as soon as possible. Table 4 provides an overview of the release frequency for each project as well that the frequency for testing cycles and the types of testing that were done. Changes in each project are managed through the organisation change process which consists of the following stages:
• Initiation -Changes are documented and raised by the Business Analysts and created on JIRA
• Analysis and estimation -This stage involves the approval from Technical Architect for the change to be performed from an architecture perspective. Changes are then reviewed by the development team with the risks and impact assessed and estimates are produced.
• Approval -Business Analyst and Project Manager approve both budget and planning on the change
• Implementation and delivery -Changes are planned in the appropriate Sprints and delivered as per agreed timelines and budget spends. Whenever changes are approved and implemented, the estimated costs are added to the overall estimate of the project.
Questionnaire Design
For the purpose of this study, a questionnaire has been designed to receive feedback in three key areas, namely Management, People and Product. A copy is attached in Appendix A.
• Section A -Agile Management. This section consists of five questions and aims at understanding how the team members felt about the way their respective projects were run from an Agile Management perspective.
• Section B -Team Work. This section of the questionnaire will help understand the mindset of the team members and motivation. It will also help in identifying some key people factors that have been mentioned in the previous research.
• Section C -Product. The questions in this section are aimed to understand the level of challenge that the individual has to face in the project and overall perception of the end product to gauge the satisfaction level.
Each team members will be required to fill in the questionnaire at the end of the project and the data will be collected on a per project basis.
RESULTS AND DISCUSSION
It should be noted that the results that came out of this research should not be considered as wide practice or as a standard across the software industry. However they do provide an insight of what is the best option for an Agile team size and the factors that need to be considered.
Budget
The budget spent for each projects were collated following their completion from tools such as JIRA and Clarity. The results are as follows: Table 5 . Budget.
Project Initial estimate (MD) Budget spend (MD) % Deviation
Project A 1800 (8.2 man yrs) 3200 (14.1 man yrs) 66
Project B 800 (3.6 man yrs) 950 (4.3 man yrs) 18
Project C 120 (0.5 man yrs) 130 (0.6 man yrs) 8
As seen in the table above, the over spend has been largest in Project A with a deviation of over 65%. This has been mainly attributed to the following factors:
• Team Communication and Collaboration: There was little interaction between the two Agile sub-teams at the start of the project partly due to lack of familiarity between the team members. This has caused several dependant functionalities not properly developed. There was lack of clear communication of requirements and queries raised by the Mauritius team were not being answered in a timely manner by the UK team. This did not allow good relationship to be developed between both agile sub teams early in the project life cycle. The issue was partially resolved by having each member of the Mauritius team travelling to the UK office to work alongside the on-shore Agile team for a given amount of time that ranged from four to six weeks. The collaboration and communication gradually increased but much time was spent fixing issues that were already raised during the early stage of the project. This had a significant impact on the project budget as not only time was required to fix unexpected issues but also to ensure proper integration after these fixes were made.
• Trust: It was observed that there were trust issues amongst team members. In some situations, individuals would not allocate tasks to others on the basis that they did not think the other person could complete the work in an effective manner and on time and hence took up these tasks themselves. This has caused delays on certain areas.
• Team Interaction: Each sub team had to hold its own daily meeting and pass any information relevant to the other team through the project leaders. However the coordination between the two teams was not always easy. It was not very practical to hold the daily Scrum meetings. More than often about an hour was spent in the daily updates. Some members who had already provided their updates for the day were keen to leave the meeting to be able to continue working on their assigned tasks. They did not think that they the information being discussed was relevant to them and felt that they were being unproductive.
• Code Integration: There have been a large number of code integration issues between the two Agile sub teams that caused a lot of rework to make the integration of components work as expected. Each team were performing their own daily Scrums and aiming at completing tasks assigned to their respective team. However there was little visibility on what the other teams was doing, mainly because there was not enough time for team members to dig into the tasks assigned to the other team. There were simply too many tasks for a team to look into the other teams work basket. A lot of functionalities were not in synched, for instance components did not match the expected behaviour due to developers making changes in their component without proper evaluation of impact on its dependencies or did not remember communicating the changes to everyone or even did not communicate information to people who they do not get along that well.
• Last minute defects: Integration issues were often uncovered at the last minute when performing a release as both sub Agile teams would start integrating their work as least one day before a planned release date. This was performed on a weekly basis and a release made to system testing team. However since the issues were uncovered late, this caused a lot of rework and quite a number of releases got delayed.
• Defect Rate: The fact that a lot of functionalities were being delivered on a weekly basis meant that continuous testing had to be performed. This in turn gave rise to a significant amount of defects to be raised and require fixing. The impact was that rework level increased and impacted on the budget.
• Requirements Clarification: The velocity at which the teams were working was quite high. However Business Analysts were unable to provide clarifications on time for queries that were raised to them. There were too many queries raised and many people raising them. The turnaround time eventually impacted the time to fix issues and delay releases. Even though clarifications were obtained, they were not systematically passed on to the other members of the team mainly because developers would often forget to include everyone in their communication or they would think that the information would not be relevant to fellow colleagues.
Management views on Project A are that is was difficult to manage the team using Agile approach and there were many instances where team members focussed mainly on their own deliverable rather than team output and forgot to pass information to everyone.
Project B was 18% over budget and this was mainly attributed to:
• Communication and Collaboration: Communication was not effective in the team as a few team members would not share information obtained fro the Business Analysts either because they tend to forget to pass the information to all team members or they thought that the information would not be relevant to the other areas being developed. Based on this, quite a number of requirements were not properly implemented and required some re-work.
• Requirements: Some of the development team members were not familiar enough with the business processes that were being implemented and therefore more time was spent in requirements clarifications with the business analyst. There were also little or no documentation for some areas of the project and the knowledge resided with some key team members only.
• Quality of information shared: There was often inaccurate information being provided when clarifications were requested. This caused a large number of defects to be raised by testers as they would test according to documentation available whereas developers would perform development based on knowledge and information gathered from the Business Analyst.
• Conflicting views: Daily Scrum meetings would sometime overrun because it was difficult to get agreements on some issues and this meant that separate meetings had to be held to ensure that a consensus is reached so that development could run smoothly.
Management views are that the project was delivered late and over budget but it matched all requirements requested by the business.
The budget deviation for budget for Project C was around 8% and the main causes were:
• Underestimated areas of work: Due to the fact that requirements were not properly analysed at the start of the project, some areas of development were not properly estimated and the impact on sub components not identified. During development the impact became obvious and impacted to initial budget.
The allowable deviation from budget for all projects based on the organisation standards is 10%. Therefore only Project C was within the standards whereas Project A was well outside.
On Time Delivery
The rate at which releases were performed on time was measured as follows: Project C 10 9 90
From Table 6 , it can be seen that Project A had the largest number of releases and due to the fact that most of them were performed late and testing and deployment were in turn delayed. The project itself was not implemented on time and way off its target delivery date. The main reasons for late deliveries were the large number of defects that were raised due mainly to integration and coding issues.
Project B also faced some similar issues as Project A. Releases were not on time due to integration problems and also lack of coordination with external teams such infrastructure meant that environments were often not working as expected. Deployment and configuration were not performed in an effective manner as the team were focussing mainly on completion of pure development tasks as a priority and often meant that setting up of environments were requested late. The organisations standards allow for a minimum of 90% on time delivery for all projects. Based on the information collected, only Project C satisfied this criterion.
Rework
The rework level for each project has been calculated as below: Table 7 . Rework Level. The amount of time spent fixing defects against the total time spent on development the actual software was highest for Project A. Out of 3200 man days, about 800 were spent on pure defect fixing which accounts to about a quarter of the total budget spent. The rework level on project B and C were relatively low but still outside of the required range as per organisation standards which is 10%.
Project
Defect Rate
The defect rates recorded have been as follows: Project A has that highest defect index, for every 1.9 man days of work produced a new defect was being introduced. In Project C, the index was higher and for every three days of worked produced a new defect was obtained.
Based on the figures for both rework level and defect count, in general a defect on all three projects would cost about 0.5 man day to be fixed i.e.:
• Project A: 1633 defects requiring 800 man days rework
• Project B: 300 defects for 150 man days rework
• Project C: 40 defects for 20 man days rework This clearly indicates that the level of complexity for all three projects is comparable and therefore confirms that the projects used were ideal candidates for this study.
People Aspect
During this study, soft factors of the Agile teams were not measured with any tools or methods except the employee survey and subjective measures such as observations.
As part of the subjective measures, some observations were made on how the individuals behaved during the life of the projects. For all three projects used it this study, particular attention were made to make use of people management best practices. A few issues were encountered in some areas due to inherent complexity in managing particular teams. Such issues could not be quantified on a scale but from an objective view only as described below:
• Accountability: members of all three teams were given clear tasks ownership and this was easily monitored via JIRA. For each task on the project, a corresponding JIRA ticket was created and assigned to a member of the team. • Empowerment: all persons involved on the teams were provided adequate technical training where required and the authority to create dependant JIRA tasks where necessary. These tasks were then either assigned to other team members or to external teams to progress. Initiators of such tasks were required to monitor the progress until completion.
• Developer Skills and Fear: On project A three of the developers who were not good communicators did not raise concerns regarding technical areas where they not really good at. This was attributed to the fact that they did not want to show in the daily Scrum meetings that they were technically behind the other team members. This led to more time being spent on tasks assigned to them. The same issue was encountered on Project B whereby one developer did not raise his concerns. But on Project C there were no such issues and when developers needed coaching, this was raised promptly without any fear in daily Scrum meetings. Based on this reaction, it would seem that individuals fear to raise their skill deficiencies in a large group while this creates no concerns when in a much smaller group.
• Leadership: The teams were provided coaching when required and blockers or impediments that were raised promptly during the daily Scrums had to be progressed either by the Project Leader or Project Manager. This ensured that management acted as a facilitator to the teams while they focus on the delivery of the product.
• Performance management: JIRA provides the facility to view a project's progress and status via a dashboard. This was monitored on a day to day basis to ensure that the individual and hence the team is performing as expected and any discrepancies were readily visible and corrective actions could be taken. For instance if a team member were to stay too long on a JIRA ticket this will be seen on the dashboard as below and enable prompt action to be taken during the daily Scrum meetings.
• Effective Communication: The main role of the Project Leader was not only to ensure that any blockers from external dependencies are progressed but as well to ensure that all information received were cascaded in an effective manner to the team. Changes in requirements were always cascaded and regular feedback on how the team is performing was provided.
As recommended by Agile, the project teams worked in a shared workspace in an open office structure that aimed at facilitating communication and collaboration. This was not easily achievable with project A whereby the two sub Agile teams were located in different geographical locations thus hindering communication to some extent.
The way the team members interact were somehow different across the three teams and there were several observations made:
• Interdependence: At least five team members from Project A, although their work had some dependence on that of others, were seen to work in solo and would not provide enough information to other team members on the impact of their work on other areas. They were very focussed in the delivery of their own tasks on time and within the estimates even at the cost of not ensuring that integration is taken into consideration, at least not until the last minute when it is actually required. This was also observed with a least two members of team B. However for team C the team spirit was quite different and members were communicating quite easily. On project B the same behaviour was observed with only two team members who did not collaborate effectively and causing their completed work to be incompatible with those of other team members. However no such issues were raised from project team C.
• Social Interaction: Although most of the teams had direct face to face communication on a daily basis, some team members from Project A and B would make the use of chat tools to communicate with each other during the day even if the other was in the same office within a few metres. This meant that communication was kept to strict minimum between these persons, only when obliged to do so via team meetings. For Project C the interaction was much better and the team bonded more easily. Members would interact socially by going out to lunch and communicate verbally quite often during the day and this improved their familiarity. The general observation was that for teams A and B, most of the team members did not allow much time to develop the social relationships between each other but rather focussed on the deliverables and often seemed to work under stress. Agile has a high reliance on social skills.
• Perception of a group: While this was easily accepted in Project C and Project B, it was much more difficult in Project A. The fact that there were two sub Agile teams, each member acted as if they were part of their own sub team and could not easily fit themselves in the overall Agile team. This meant that the teams worked independently from each other and often led to communication gaps and integration issues. Most of the team members who were based in the UK were emergent leaders and often took ownership of tasks and at some point even formed mini-teams.
• Commonality of purpose: This characteristic of an Agile team was seen in both Projects B and C but as mentioned above there was not enough motivation for the group to work as one team for project A. There was a lot of individuality in whereby some of the developers were focussed on delivering their own work rather than seeing the overall picture and where it fits in the whole project.
• Motivation: The work on Project B was organised in such a way that specific areas of development were assigned to a team member. One of the issues encountered however was that some team members express themselves on the fact that they did not feel that the work allocated to them were challenging enough.
Communication Channels
One of the key challenges that the Agile team members had to face was the communication complexity. For Project C, it was not difficult for the team members to communicate effectively. However for teams A and B this was much more difficult. 
CONCLUSIONS
This study has been made exclusively based on the Agile Methodology and within an organisation that is making use of Scrum. It did not take into consideration any projects using other types of development methodologies. Therefore it is imperative that before any organisation decides to adopt an Agile Method, it needs to assess whether the company culture, operating structure, business processes and projects are suited for the use of an Agile Project Management Methodology. This study was aimed at evaluating the people factors that can affect the performance of an Agile team. The research was made with a small group of similar projects that differed by size and team size only. This work will give valuable insight to team leaders to select the appropriate number and type of people on each project. It will also be highly beneficial to software organisation which will be in a better position to assess whether agile could work for them. Future work will need to be performed to evaluate whether the same result can be obtained with projects of varying organization, complexity and technology. 
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What was the level of challenge of the project?
12
What was the level of difficulty of tasks assigned to you as per your expertise?
13 What was quality level of the project?
14
What was the complexity level of the project?
15
How do you feel was the size of the project?
16
According to you how satisfied was the customer with the end product?
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