This paper introduces an efficient algorithm for computing the best approximation of a given matrix onto the intersection of linear equalities, inequalities and the doubly nonnegative cone (the cone of all positive semidefinite matrices whose elements are nonnegative). In contrast to directly applying the block coordinate descent (BCD) type methods, we propose an inexact accelerated (two-)block coordinate descent algorithm to tackle the four-block unconstrained nonsmooth dual program. The proposed algorithm hinges on the efficient semismooth Newton method to solve the subproblems, which have no closed form solutions since the original four blocks are merged into two larger blocks. The O(1/k 2 ) iteration complexity of the proposed algorithm is established. Extensive numerical results over various large scale semidefinite programming instances from relaxations of combinatorial problems demonstrate the effectiveness of the proposed algorithm.
Introduction
Let X, Y, and Z be three finite dimensional Euclidean spaces. Our aim in this paper is to solve the following convex optimization problem: minimize x∈X f (x) + φ(x) subject to Ax = b, g(x) ∈ C, x ∈ K,
where f : X → R is a smooth and strongly convex function, φ : X → (−∞, +∞] is a closed proper convex function, A : X → Y is a linear operator, b ∈ Y is the given data, C ⊆ Z and K ⊆ X are two closed convex cones and g : X → Z is a smooth and C-convex map for some closed convex set C (see, e.g., [34, Example 4'] ) satisfying g (αx 1 + (1 − α)x 2 ) − [ αg(x 1 ) + (1 − α)g(x 2 ) ] ∈ C, ∀ x 1 , x 2 ∈ g −1 (C), ∀ α ∈ (0, 1).
Our interest in solving (1) stemmed initially from a particular application pertaining to the best approximation problem over the intersection of affine spaces defined by linear equalities, inequalities and the doubly nonnegative cone, which takes the form of
where A : S n → R m E , B : S n → R m I are linear operators, G ∈ S n , b ∈ R m E , d ∈ R m I are given data, S n and S n + are the cones of all n × n symmetric matrices and positive semidefinite matrices, respectively. Problem (1) also includes the following quadratically constrained quadratic program (which may include an additional nonsmooth regularization function φ in the objective) if f is taken to be a strongly convex quadratic function and g is set to be a map consisting of convex quadratic functions: minimize x∈X 1 2 x, Q 0 x + c 0 , x + φ(x) subject to 1 2 x, Q i x + c i , x + r i ≤ 0, i = 1, . . . , m, x ∈ K.
Here Q 0 : X → X is a self-adjoint positive definite linear operator, Q i : X → X are self-adjoint positive semidefinite linear operators, c 0 , c i ∈ X and r i ∈ R are given data, all for i = 1, . . . , m.
In this paper, we take a dual approach to solve (1) based on the observation that the dual program, with the form of 
is an unconstrained convex nonsmooth problem, where h is a convex differentiable function whose gradient is Lipschitz continuous, and ϕ 1 , . . . , ϕ 4 are proper closed convex functions; see section 2 for the detailed derivations of this dual formulation. In fact, besides being the dual program of (1), many optimization problems themselves have the form of (3), such as the robust principle component analysis [46] and the robust matrix completion problem [21] . Naturally, one may consider the block coordinate (gradient) descent (BCD) method, whose computational complexity is at best O(1/k), to solve the four block unconstrained problem (3) . See the papers [43, 42, 5, 33, 18] and a recent survey [47] for extensive discussions of this method. A key factor for determining the efficiency of the BCD method is the number of blocks that are updated sequentially during one iteration, since there is always a trade-off between such a number of blocks and the difficulty for solving the subproblems for each block. One may notice that solving the conic program (2) is different in nature from solving those problems arising in computational statistics and machine learning. The properties of the latter problems, such as the low computational cost of calculating one component of the gradient or solving one subproblem, and the need for only low accuracy solutions, are conducive for the efficient implementations of multi-block (usually at least hundreds-of-block) coordinate descent method. However, with the focus of solving the conic program (2) to a higher accuracy, we have the following issues to resolve:
• Treating (3) as a single block problem and solving all the variables simultaneously is difficult due to the degeneracy of this problem.
• Directly applying the four-block BCD method is inefficient as it potentially will need many more iteration cycles compared with those of three or fewer blocks. (This observation is indeed confirmed by the numerical experiments in section 5.) Within each iteration cycle, the algorithm may involve a computationally intensive step such as the projection onto the positive semidefinite cone.
To address the above issues, we propose to divide the four variables (w 1 , . . . , w 4 ) into two groups and solve the problem (3) via a two-block inexact majorized accelerated BCD method. The subproblems with regard to each group may be non-degenerate and relatively easy to solve by Newton-type methods. With the presence of four separable nonsmooth functions, this algorithm is rather different from the inexact accelerated BCD method proposed in [39] to solve the doubly nonnegative best approximation problem. In [39] , an additional regularization term related to the linear inequalities is added, which leads to only two nonsmooth separable functions in the corresponding dual program. Furthermore, by using Danskin's Theorem [12, Theorem 10.2.1], one of the nonsmooth blocks can be solved implicitly and the accelerated proximal gradient method initiated by Nesterov [27] is thus applicable to the resulting problem. The key ingredient of our proposed algorithm is a combination of the inexactness, blockwiseupdating, as well as the Nesterov-type acceleration technique. The attractive theoretical complexity of the acceleration technique for gradient-type methods and its good performance in practice has spurred much of the recent research to further investigate this technique. In particular, it has been extended to the BCD-type method with a random order in updating the blocks for smooth problems in [28] and nonsmooth problems in [23, 24, 1, 29] ; and to a BCD method which is added with a large proximal term that is proportional to the number of blocks in [13, 14] . When the function h in (3) is a least-squares quadratic function, the O(1/k 2 ) complexity of a special majorized accelerated BCD algorithm is established in [7] . Though all of the above works have presented important theoretical progress, the numerical experiments in this paper indicate that their practical performance can significantly lag behind our proposed algorithm for solving the best approximation problem (2) .
To summarize, the main contributions of our paper are as follows.
• We design an inexact two-block accelerated BCD method for solving (3) where h is a general smooth coupled function that is not necessarily quadratic. A key feature of the method is the inexactness framework that allows us to apply the two-block based method to solve the 4-block problem (3) by viewing the 4 blocks as two larger blocks each containing 2 smaller blocks. Theoretically, we establish the O(1/k 2 ) complexity of the proposed inexact accelerated BCD method. To achieve good practical performance, we suggest a proper way to merge several variables into one block so that only small proximal terms are added to the BCD subproblems. We also address the important issue of finding efficient algorithms to solve the BCD subproblems.
• Numerically, we provide an efficient solver based on the proposed method for solving the important class of best approximation problems of the form (2) that involves the positive semidefinite cone constraint and a large number of linear equality and inequality constraints. Our experiments on a large number of data instances from the Biq Mac Library maintained by A. Wiegele demonstrate that our solver is at least 3 to 4 times faster than other (accelerated) BCD-type methods.
The rest of the paper is organized as follows. In the next section, we derive the dual form of the problem (1) and propose the inexact majorized accelerated BCD method. Section 3 is devoted to the analysis of O(1/k 2 ) iteration complexity of the proposed algorithm. In section 4, we describe the implementation of this inexact framework for solving the dual program (3). Newton-type algorithms for solving the subproblems are also discussed in this section. Numerical results are reported in section 5, where we show the effectiveness of our proposed algorithm via comparison with several variants of the BCD-type methods. We conclude our paper in section 6.
Formulation of the Dual Problem and the Algorithmic Framework
By introducing an auxiliary variablex = x and reformulating (1) as
we derive the following Lagrangian function associated with the dual variable (y, λ,
which leads to the dual program:
Here A * is the adjoint of A, p * is the conjugate function of p, C * and K * are the dual cones of C and K, and the function ψ : X × C * → R is defined as
Since g is assumed to be C-convex, the term − λ, g(x) is convex with respect to x for λ ∈ C * . The optimal solution of the above problem is thus a singleton by the strong convexity of f . In addition, the function ψ is concave and continuously differentiable with Lipschitz continuous gradient [12, Theorem 10.2.1] . It therefore follows that the dual problem (4) is a special case of (3) . In what follows, we introduce an inexact majorized accelerated two-block coordinate descent method (imABCD) to solve (3) . By grouping the 4 blocks of variables (w 1 , w 2 , w 3 , w 4 ) into two larger blocks, we can express (3) in the following 2-block format:
where p(u) = ϕ 1 (w 1 )+ϕ 2 (w 2 ) and q(v) = ϕ 3 (w 3 )+ϕ 4 (w 4 ) are proper closed convex functions. Since ∇h is assumed to be globally Lipschitz continuous, there exist two self-adjoint positive semidefinite linear operators Q and Q :
The operators Q and Q may be decomposed into the following 2 × 2 block structures as
where Q 11 , Q 11 : U → U and Q 22 , Q 22 : V → V are self-adjoint positive semidefinite linear operators, and Q 12 , Q 12 : V → U are two linear mappings whose adjoints are given by Q * 12 and Q * 12 , respectively. The following assumption is made in the subsequent discussions. Assumption 1. There exist two self-adjoint positive semidefinite linear operators D 1 : U → U and
Furthermore, Q satisfies that Q 11 = Q 11 + D 1 0 and
Below is our proposed algorithm for solving problem (3) via the two-block program (5).
imABCD: An inexact majorized Accelerated Block Coordinate Descent algorithm for (5) Initialization. Choose an initial point (u 1 , v 1 ) = ( u 0 , v 0 ) ∈ dom p × dom q and a nonnegative non-increasing sequence {ε k }. Let t 1 = 1. Perform the following steps in each iteration for k ≥ 1.
Step
such that (
Step 2. Compute
The above imABCD algorithm can be taken as an accelerated as well as an inexact version of the alternating minimization method. When ε k ≡ 0 for all k ≥ 0, the proposed algorithm reduces to an exact version of the majorized accelerated block coordinate descent (mABCD) method. Since Nesterov's acceleration technique is able to improve the complexity of the gradient-type method from O(1/k) to O(1/k 2 ), it is interesting for us to investigate whether this acceleration technique can be extended to the two-block coordinate descent method without random selection of the updating blocks. In fact, extensive numerical experiments in the existing literature indicate that the acceleration technique may substantially improve the efficiency of the BCD algorithm, see, e.g., the numerical comparison in [39] . The study on this subject is thus critical for understanding the reasons behind this phenomenon.
Complexity of the Objective Values
In order to simplify the subsequent discussions, we introduce the positive semidefinite operator
We also write Ω as the optimal solution set of (3). We start by presenting the the following simple lemma concerning the properties of the sequence {t k }.
Lemma 1. The sequence {t k } k≥1 generated by the imABCD algorithm satisfies the following properties:
Proof. By noting that t 2 k+1 − t k+1 = t 2 k , the property (a) can be obtained directly. The property (b) can be derived from the inequalities
and
(c) From the convexity of θ, we have that
From here, we get the desired inequality.
In the following, we shall first provide the O(1/k 2 ) complexity of the ABCD method with subproblems being solved exactly, and then extend the analysis to the inexact case.
The case where the subproblems are being solved exactly
The analysis in this subsection is partially motivated by the recent paper [7] in which the authors consider the O(1/k 2 ) complexity of an accelerated BCD method for (3) where h is a special leastsquares quadratic function. Here we extend this nice result to a more general setting where h is only required to be a smooth function.
The lemma below shows an important property of the objective values for the sequence generated by the mABCD algorithm, which is essential to prove the main global complexity result.
Lemma 2. Suppose that Assumption 1 holds. Let the sequences { w k } {( u k , v k )} and {w k } = {(u k , v k )} be generated by the mABCD algorithm. Then for any k ≥ 1, it holds that
In particular, if w * is an optimal solution of (3), then
Proof. By applying the optimality condition to the subproblems in (7), we derive that
Thus, it follows from the convexity of p(·) and
Based on the inequalities in (6) that
we get
By the Cauchy-Schwarz inequality, we also have
Summing up the inequalities (10) and (11) and substituting the resulting inequality into (12), we obtain
where the last equality is due to Assumption 1. The stated inequality therefore follows.
Based on the above lemma, we next show the O(1/k 2 ) complexity for the sequence of objective values obtained by the mABCD algorithm.
Theorem 2. Suppose that Assumption 1 holds and the solution set Ω of the problem (3) is nonempty. Let w * (u * , v * ) ∈ Ω. Then the sequence { w k } {( u k , v k )} generated by the mABCD algorithm satisfies that
By applying Lemma 1 (c) with w + = w k−1 and w = w * , we get
By combining the above inequalities and noting that w k = w k−1 +
By applying Lemma 2 again for k = 1 and w = w * , we get
It therefore follows that, for all k ≥ 1,
The desired inequality of this theorem can thus be established since t k ≥ k + 1 2 by Lemma 1(b).
The case where the subproblems are being solved inexactly
Theorem 2 shows the O(1/k 2 ) complexity of the objective values for the two-block majorized accelerated BCD algorithm for solving (3). However, there seems to have no easy extension of its proof to problems with three or more blocks. In this section, we consider to allow for inexactness when solving the subproblems. The introduction of the inexactness is crucial for efficiently solving the multi-block problems. We note that such an idea has already been incorporated into different variants of the BCD and APG algorithms, see, e.g., [37, 20, 45, 41] . But the analyses therein are not applicable to our setting. We characterize the decreasing property of the objective values for the imABCD algorithm in the lemma below. Its proof can be derived similarly as the proof of the exact case in Proposition 2 by applying the optimality conditions at the iteration point ( u k , v k ). We omit the details here for brevity.
Lemma 3. Suppose that Assumption 1 holds. Let the sequences { w k } {( u k , v k )} and {w k } {(u k , v k )} be generated by the imABCD algorithm. Then for any k ≥ 1,
For k ≥ 1, we denote the exact solutions at the (k + 1)-th iteration as
For consistency, we set (
. Since Q 11 and Q 22 are assumed to be positive definite, the above two problems admit unique solutions and thus, u k and v k are well defined for k ≥ 0. The following lemma shows the gap between (u k , v k ) and ( u k , v k ).
Lemma 4. Let the sequences {( u k , v k )} and {(u k , v k )} be generated by the imABCD algorithm, and {(u k , v k )} be given by (13) . For any k ≥ 1, the following inequalities hold:
Proof. (a) By applying the optimality conditions to the problems in (13), we deduce that
By the monotonicity of ∂p, we get
Since ∇h is assumed to be globally Lipschitz continuous, it is known from Clarke's Mean-Value Theorem [8, Proposition 2.6.5] that there exists a self-adjoint and positive semidefinite operator
where the set conv
we can derive that
From (14) and (15), we may obtain that
. This completes the proof of part (a).
(b) In order to obtain bounds for Q
we apply the optimality conditions to the problems in (13) at (u k , v k ) and ( u k , v k ) to deduce that
The first inequality implies that
The second inequality yields that
Hence,
By solving this inequality, we obtain that
(c) From parts (a) and (b), we have that
This completes the proof of this lemma.
We are now ready to present the main theorem of this section on the O(1/k 2 ) complexity of the imABCD algorithm.
Theorem 3. Suppose that Assumption 1 holds and the solution set Ω of the problem (3) is nonempty. Let w * ∈ Ω. Assume that
where c 0 is a positive scalar (independent of k).
Proof. By applying Lemma 2 for k = 1 and w = w 1 , we get
For any k ≥ 2, since w k = (u k , v k ) exactly solves the subproblem (7), we may take w k = w k and
in Lemma 2 to obtain the following inequality:
By applying Lemma 1(c) with w + = w k−1 and w = w * , we get
By combining the above two inequalities and noting that
. By Lemma 1(b), Lemma 4 and the nonincreasing property of {ε k }, we derive that for all k ≥ 3,
where c 1 = 5. Note that in deriving the above inequality, we have used Lemma 4 (c). For k = 2, we also have that
where we set ε 0 = ε 1 . It follows from (16) that for k ≥ 2, we have
Notice that by Lemma 2, w 1 − w * 2 H ≤ w 1 − w * 2 H = w 0 − w * 2 H . Next we show that the above inequality implies the boundedness of the sequence { λ k H }. If λ k H ≤ 1 for all k ≥ 1, then we are done. Otherwise, for any given sufficiently large positive integer m, we have that
Thus, for any 1 ≤ k ≤ m, we have that
where the third inequality follows from the definition of λ km H . Thus by letting m → ∞, we get
To estimate the bound for w k+1 − w * H , we set w = w * and w k = w k in Lemma 3 and deduce that
where the last inequality is obtained by Lemma 1(a). It follows that
Summing up the above inequalities, we obtain
By Lemma 1(b), we have
Therefore, the inequality (17) implies that for all k ≥ 1,
Note that we also have (w 1 − w * ) H ≤ c 3 . The next step is to prove the boundedness of the term
. Before that, we need to first bound u k − u * 2
. By using Lemma 4, we have that for k ≥ 2,
For k = 1, we also have that u k − u * Q 11
Now we have for all k ≥ 2,
In addition, for k = 1, we have
On the other hand,
Finally, by applying Lemma 3 at w = (t k − 1) w k−1 + w * t k and using Lemma 1(c), we see that
is a finite value since
, we complete the proof of this theorem.
Solving the Best Approximation Problem (2)
In this section, we discuss an application of the imABCD framework to solve the dual of the best approximation problem (2) . The study of the best approximation problems with only equalities constraints dates back three decades [19, 2, 9, 10, 11] . The best approximation problem with the positive semidefinite cone constraint was studied recently, see, e.g., [25, 31, 6, 16, 39] . The dual of (2) is given by minimize y,S,z,Z
where δ C (·) denotes the indicator function of a given set C, i.e., δ C (x) = 0 if x ∈ C, and δ C (x) = ∞ otherwise. The notation δ ≥0 (·) is used to denote the indicator function over a nonnegative orthant.
To implement the two-block imABCD algorithm, we take (y, S) as one block, and (z, Z) as the other block. There are two important reasons for us to merge the four blocks in such a way. First, based on our previous experiences from developing several solvers with similar types of constraints, in particular for linear and least squares semidefinite programming in [48, 39] , we find that, compared to the linear inequalities and the nonnegative cone constraints, the linear equalities and the semidefinite cone constraints are more challenging to be satisfied numerically. Putting the corresponding multipliers y (for the linear equalities constraints) and S (for the positive semidefinite cone constraint) in one group and solving them simultaneously by the inexact semismooth Newton method may help these two types of constraints to achieve a high accuracy simultaneously. Second, putting S and z (corresponding to the linear inequalities constraints) or Z (corresponding to the entrywise nonnegative constraints) in one group often leads to a degenerate Newton system when the semismooth Newton method is applied to solve the resulting subproblem.
Solving the subproblems by the Newton-type methods
With fixed (z, Z) and a properly defined matrix G 1 ∈ S n , the first workhorse of the imABCD for solving (2) is the following convex program:
Let Π S + n (·) denote the projection onto the cone S n + . Since the optimal solution (ȳ, S) always satisfies
we may solve y first via the following unconstrained minimization problem:
and then substitute the solution into (20) to obtain S. Notice that ξ is a continuously differentiable function and its gradient ∇ξ(y) = AΠ S n
is strongly semismooth [38] . Therefore, the semismooth Newton-CG algorithm with line search, which is proven to converge globally and local superlinearly/quadratically [22, 32, 31, 49] , can be applied to solve the above unconstrained problem (21) . The details of this algorithm are given below.
SNCG: a Semismooth Newton-CG method for solving (21) Initialization. Given µ ∈ (0, 1/2), η ∈ (0, 1), τ ∈ (0, 1] and ρ ∈ (0, 1). Iterate the following steps for j ≥ 0.
Step 1. Choose V j ∈ ∂Π S n + (G 1 + A * y j ). Solve the following linear system to find d j by the conjugate gradient (CG) method:
Step 2. (Line search) Set α j = ρ m j , where m j is the first nonnegative integer m for which
Step 3. Set y j+1 = y j + α j d j .
To solve the second subproblem involving (z, Z) in (7), we need to deal with the program
for some properly defined matrix G 2 ∈ S n . Notice that an additional proximal term c 2 z − z 0 2 for some scalar c > 0 is added to the objective function (which serves as a majorant of the original objective function) to make this problem strongly convex with respect to z. Similar to the first subproblem, the optimal solution (z, Z) satisfies that
We therefore need to solve the problem
Different from (21), the above problem is a constrained SC 1 problem (i.e., the objective function is continuously differentiable with a semismooth gradient). Though we may still apply a globally convergent semismooth Newton algorithm as proposed in [30] , however, a strictly convex quadratic programming problem has to be solved in each step, which itself may be challenging. In fact, the problem (23) is a special case of the general unconstrained nonsmooth convex program
where ζ : X → (−∞, ∞) is a strongly convex and smooth function, and ψ : X → (−∞, +∞] is a convex but possibly nonsmooth function. One can apply Nesterov's accelerated proximal gradient method (APG) [27] , which converges globally and linearly, to solve such a strongly convex problem [37] . Alternatively, the solution of (24) can be obtained via the nonsmooth equation
where Prox ψ (x) argmin ψ(x ) + 1 2 x − x 2 | x ∈ X denotes the proximal mapping of ψ at x, see, e.g., [35, Definition 1.22] . Since the composition of semismooth functions is semismooth [15] , it follows that F is semismooth at x if ∇ζ is semismooth at x and Prox ψ (·) is semismooth at x − ∇ζ(x). We may then apply the semismooth Newton-CG method locally to solve the above nonsmooth equation for a faster convergence rate. Therefore, a convergent and efficient way to solve (23) may be a hybrid of the APG algorithm and the semismooth Newton-CG method. We present this algorithm below, where the positive scalar L ζ denotes the Lipschitz constant of ∇ζ.
APG-SNCG:
A hybrid of the APG algorithm and the SNCG method for solving (24) Choose an initial point x 1 ∈ X, positive constants η, γ ∈ (0, 1), ρ ∈ (0, 1/2), and a positive integer m 0 > 0. Iterate the following steps for j ≥ 0.
Step 1: Select V j ∈ ∂F (x j ), the generalized Jacobian of F at x j , and apply the CG method to find an approximate solution d j to
where η j min{ η, F (x j ) }. If (26) is achievable, go to Step 2. Otherwise, go to Step 3.
Step 2: Let m j ≤ m 0 be the smallest nonnegative integer m such that
If the above inequality is achievable, set t j = ρ m j and x j+1 = x j + t j d j . Replace j by j + 1 and go to Step 1. Otherwise (i.e., the above inequality fails for all m ≤ m 0 ) go to step 3.
Step 3:
. Replace j by j + 1 and go to Step 1. Otherwise, set i = i + 1 and continue the above iteration.
Since ζ is strongly convex, the sequence {x j i } generated by the APG algorithm always converges to the unique optimal solution x * of the problem (24) , which further implies that F (x j i ) → 0 by the continuity of the proximal mapping. Therefore, the APG algorithm can be viewed as a safeguard for the global convergence of {x j } in the above framework. We make two further remarks of this algorithm below.
Remark 4. It is known from Rademacher's Theorem that the Lipschitz continuous function F is differentiable almost everywhere. Assume that (26) is achievable at a differentiable point x j and F (x j ) = 0, then F (x) 2 is differentiable at x j and
Since η j ≤ η < 1, we have F (x j + t d j ) < F (x j ) for t sufficiently small such that d j is a descent direction of F (x) at x j . This yields that the direction obtained by (25) is a descent direction of F (x) at x j with probability 1.
Remark 5. The equation (25) may not be a symmetric linear system. If this occurs, one may use the BiCGStab iterative solver (e.g., van der Vorst [44] ) to solve the corresponding equation.
Decomposing (22) into smaller decoupled problems
For some best approximation problems, the number of inequalities in BX ≥ d may be ultra large, and that can make the subproblem (22) extremely expensive to solve. Fortunately, by the design of imABCD, one can add an appropriate proximal term in (7) to make the subproblem involving (z, Z) easier to solve. In particular, by decomposing (22) into smaller decoupled problems.
A practical way to achieve the decomposition of (22) is to add a proximal term of the form
, where the positive semidefinite linear operator Q is constructed based on dividing the operator B and the dual variable z into q ≥ 1 parts as
By observing that for any given matrix X ∈ R m×n ,
where
It therefore follows that 2M 2I 2BB * 2I B I B * I .
By choosing Q = diag(2M, 2I) − (B * , I) * (B * , I) 0, we can show that
Observe that the subproblem with respect to Z can be solved analytically. For each i, the decoupled subproblem with respect to z i is simple convex quadratic program of the form (24) that can be solved by the APG-SNCG method.
Numerical Experiments
In this section, we test our imABCD algorithm on solving the dual problem (19) . The equalities and inequalities constraints are generated from the doubly nonnegative relaxation of a binary integer nonconvex quadratic (ex-BIQ) programming that was considered in [39] :
The test data for Q and c are taken from Biq Mac Library maintained by Wiegele, which is available at http://biqmac.uni-klu.ac.at/biqmaclib.html.
We set G = − 1 2 Q c c 0 in (2) . Under Slater's condition, the KKT optimality conditions of the problem (2) are:
We measure the accuracy of an approximate dual solution (y, z, S, Z) by the relative residual of the KKT system η max{ η 1 , η 2 , η 3 , η 4 }, where, by letting
We also report the duality gap defined by
where obj p
We stop the algorithms if η < ε for some prescribed accuracy ε.
In order to demonstrate the importance for incorporating the second order information when solving the subproblems, we compare our imABCD method with the two-block accelerated block coordinate gradient descent algorithm proposed by Chambolle and Pock in [7] . For a fair comparison, the two blocks are also taken as (y, S) and (z, Z). Let λ max (BB * ) be the largest eigenvalue of BB * . The algorithm adapted from [7] is given as follows:
ABCGD: An Accelerated Block Coordinate Gradient Descent algorithm for solving (19) .
Step 1. Compute R
Step 2.
Step 3. Compute Figure 1 shows the performance profile of the imABCD and ABCGD algorithms for some large scale ex-BIQ problems with ε = 10 −6 . Recall that a point (x, y) is on the performance profile curve of a method if and only if it can solve exactly (100y)% of all the tested problems at most x times slower than any other methods. The detailed numerical results are presented in Table 1 . The first four columns list the problem names, the dimension of the variable y (m E ), z (m I ) and the size of the matrix G (n s ), respectively. The last several columns report the number of iterations, the relative residual η, the relative duality gap η gap , and the computation time in the format of "hours:minutes:seconds". One can see from the performance profile that the ABCGD algorithm requires at least 5 times the number of iterations taken by imABCD and is about 4 times slower than the imABCD algorithm. In particular, the ABCGD method cannot solve all the large scale bdq500 problems within 50000 iterations, whereas our imABCD can obtain satisfactory solutions after 6000 iterations. This indicates that even though the computational cost for each cycle of the imABCD method is larger than that of the ABCGD method, this cost is compensated by taking much fewer iterations. In fact, the Newton system is well-conditioned in this case such that it only takes only one or two CG iterations to compute a satisfactory Newton direction. We also compare our imABCD algorithm with some other BCD-type methods. The first one is a direct four-block BCD method. In this case, the block z is solved by the APG-SNCG algorithm, while other blocks have analytical solutions. The second one is an enhanced version of the fourblock inexact randomized ABCD method (denoted as eRABCD) that is modified from [23] , where we use the proximal terms A similar modification has also been used in [39] when the randomized BCD algorithm is used to solve a class of positive semidefinite feasibility problems. The detailed steps of the eRABCD are given below.
eRABCD: A four-block inexact enhanced Randomized ABCD algorithm for solving (19) Initialization. Choose an initial point W 1 = W 0 ∈ W. Set k = 1 and α 0 = Step 1. Compute α k = 1 2
Step 3. Denote R k = A * ŷk + B * ẑk + S k + Z k + G. Choose i k ∈ {1, 2, 3, 4} uniformly at random and update W Step 4. Set W In order to know whether our proposed APG-SNCG method could universally improve the efficiency for different outer loops, we also test two variants of the BCD and eRABCD, where the block z is updated by the proximal gradient step. They are named as mBCD and eRABCD2. The numerical performance of two selected test examples is shown in Table 2 . One can see that the mBCD and eRABCD2 perform much worse than their inexact counterparts. These numerical results may indicate that if one of the blocks is computationally intensive (such as the block S in (19) that requires the eigenvalue decomposition for each update), a small proximal term is always preferred for the other blocks in order to reduce the the number of iterations taken by the algorithm, which is also the number of updates required by the difficult block. Table 3 lists the numerical performance of the imABCD, BCD and eRABCD methods, with the performance profile given in Figure 2 . One can see that the BCD algorithm is much less efficient than the other algorithms, as all the test examples cannot be solved to the required accuracy within 50000 iteration steps (We thus do not include its performance in the performance profile). This phenomenon has clearly demonstrated the power of the acceleration technique. Observe that the imABCD method is about 3.5 times faster than the eRABCD method. Based on the above numerical results, we may conclude that the efficiency of the imABCD algorithm can be attributed to the double acceleration procedure: the outer acceleration of the twoblock coordinate descent method, and the inner acceleration by proper incorporation of the secondorder information through solving the subproblems in each iteration by Newton type methods.
Conclusions
In this paper, for the purpose of overcoming the potential degeneracy of the matrix best approximation problem (2), we have proposed a two-block imABCD method with each block solved by the Newton type methods. Extensive numerical results demonstrated the efficiency and robustness of our algorithm in solving various instances of the large scale matrix approximation problems. We believe that our algorithmic framework is a powerful tool to deal with degenerate problems and might be adapted to other convex matrix optimization problems in the future.
