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ABSTRAKT
Předkládaná diplomová práce se zabývá vytvářením vizualizace dat naměřených 3D lase-
rovým skenerem formou Point Cloud. Změřená data jsou po načtení parametrizována pro
použití v programovém prostředí Microsoft Visual Studia 2010 a v platformě XNA. Jed-
notlivé body tvoří středy definovaných krychlí, které jsou zobrazovány a vytvářejí scénu,
ve které je možné se pohybovat pomocí uživatelského vstupu v podobě klávesnice nebo
myši. Vytvořené algoritmy byly analyzovány ke stanovení rychlosti běhu celého programu
a jeho individuálních, a tím také kritických částí. Na základě analyzovaných údajů byly
algoritmy optimalizovány pro rychlejší běh programu. Optimalizace spočívala v selekci
načítaných dat a metodě jejich ukládání do programového prostředí. Dalším optimali-
začním procesem bylo použití jiné metody pro zobrazování naměřených bodů. Jednotlivé
body byly poté zobrazovány ve formě čtvercové 2D textury místo krychle, která se natáčí
v souladu s pohybem pozorovatele. Navržená optimalizace algoritmů vede ke zrychlení
běhu programu.
KLÍČOVÁ SLOVA
3D laserový skener, C#, XNA
ABSTRACT
Master thesis deals with the creation of the data visualization measured by 3D laser
scanner using the Point Cloud method. Measured data were parameterized after loading
for use in programming environment of Microsoft Visual Studio 2010 and in platform
XNA. Individual data points forms the center of defined cubes which are displayed and
create a scene where is possible to move through a user input in the form of a keyboard
or mouse. Created algorithms were analyzed to determine the total running speed of the
program, the individual as well as critical sections. The algorithms were optimized to a
higher running speed of the program on the basis of analyzed data. Optimization was
focused on the selection of retrieved data and on the method of their saving within the
program environment. The next optimization process was based on the using of the other
method for displaying of measured data points. Individual data points were displayed in
form of square 2D texture replacing the cube. This square is rotating according to move
of observer. Designed algorithm optimization leads to faster running of the program.
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1 ÚVOD
Technologie 3D skenování je určena k nasnímání scény prostorových objektů a jejich
převedení do virtuálního 3D modelu. Skener shromažďuje pomocí různých technolo-
gií údaje o tvaru a vzhledu snímaného předmětu. Pro vytvoření tohoto 3D modelu
musí být spolu s 3D laserovým skenerem použit vhodný software, který bude vý-
sledná data dále zpracovávat.
3D skenery mají širokou škálu uplatnění ve velkém množství oborů, například
v oboru reverzního inženýrství, v leteckém nebo automobilovém průmyslu, textil-
ním, obuvnickém nebo kosmetickém průmyslu. Uplatní se také při měření vibrací,
deformací, při montáži přesných zařízení, při výrobě náhradních dílů součástek bez
výkresové dokumentace, při vytváření virtuální scény do počítačových her, při kon-
trole rozměrů a mnoho dalšího.
Cílem této práce je vytvořit vizualizaci dat z 3D skeneru, pomocí tzv. Point
Cloud, po které se lze pohybovat. Point Cloud je mračno těchto naměřených bodů.
Poskytnutá data jsou datové soubory vytvořené přímo skenovacím zařízením, které
obsahují jednotlivé naměřené body spolu s dalšími parametry.
V teoretické části je uveden základní popis 3D laserových skenerů a jejich měřicí
princip používaný pro získání třetího rozměru. Dále je uváděn obecný postup pro
zpracování získaných dat, jsou ukázány transformace, které jsou důležité při práci
s 3D prostorem a nakonec je popisována platforma XNA, kde je kromě základního
popisu celé platformy ukázán i způsob práce s uživatelským vstupem a 3D grafikou.
V praktické části je vytvořeno prostředí vizualizace ve vývojovém nástroji Micro-
soft Visual Studio 2010 s použitím platformy XNA. Vedle způsobu zpracování namě-
řených bodů a jejich následným zobrazením do scény se také uvádí princip pohybu
po scéně, který je uživatelsky zprostředkován klávesnicí nebo myší. Po vytvoření ce-
lého procesu zobrazení je v další kapitole analyzována rychlost celého prováděného
programu, aby bylo zřejmé, která část trvá nejdéle a je tedy kritickým úsekem pro-
gramu. Nakonec je navržena optimalizace rychlosti programu v částech kódu, které
představují nejvyšší zpoždění. Zpracovávaná data jsou již pořízená a cílem práce
není vytvořit vizualizaci pracující přímo při procesu pořizování dat, ale má sloužit
pro účely následného zobrazení scény tedy v režimu offline.
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2 3D SKENERY
Zařízení, která se používají ke snímání tvaru a polohy v prostoru se nazývají 3D
skenery. Tato zařízení jsou hojně aplikována pro technografické použití. Podstatou
je tvorba modelu na základě geometrického tvaru objektu a nikoliv jeho barevného
provedení.[1].
Výstupní veličinou z prostorové digitalizace je soubor 3D bodů. Který se nazývá
point cloud nebo jinak mrak bodů.
3D skenery lze dělit podle několika hledisek[2]:
• Podle způsobu snímání:
– dotykové,
– bezdotykové.
• Podle mobility zařízení:
– stacionární (měřené těleso se musí dopravit k zařízení),
– mobilní (zařízení lze přenášet).
• Podle principu digitalizace signálu:
– mechanické,
– optické,
– laserové,
– destruktivní,
– ultrazvukové,
– rentgenové,
– CT a MRI.
3D laserové skenování patří mezi bezdotykové měřící metody s laserovou digi-
talizací signálu. U laserového skenování nedochází ke kontaktu mezi objektem a
skenovací hlavou[3].
Laserový skener pracuje na stejném principu jako např. sonar, využívá se vlast-
ností laserového paprsku. Vlastní skenování spočívá v tom, že se kolmo proti objektu
vyšle laserový paprsek, který se od něj odrazí a vrátí se zpět do skenovacího zařízení,
kde je snímán pomocí CCD/CMOS snímače, jak je ukázáno na Obr. 2.1. Pomocí
fázového posunu se určí doba odrazu a následně vzdálenost od povrchu objektu.
Informace o zakřivení povrchu plyne z úhlu, pod jakým se paprsek vrátí zpět do
zařízení. Spojením obou základních informací skener získá přesnou polohu bodu,
kterou odešle do počítače. Tímto způsobem skener laserovým paprskem „obkrouží“
celý objekt, popř. objekt se otáčí a skenovací zařízení stojí[4, 5].
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Obr. 2.1: Skenovací hlava[6]
Kvalita digitalizovaného tělesa je dána hustotou, s jakou laserový paprsek pokryl
plochu reálného tělesa. Výstupem je soubor dat o polygonech definujících geometrii
povrchu tělesa. Pokud je požadováno také skenování textury povrchu je nutno přidat
další CCD/CMOS snímač, který snímá barvu povrchu a ta se ve výsledku propojí
se vzniklým 3D tělesem. Výsledný objekt tedy bude nejen přesnou geometrickou
napodobeninou, ale bude mít i stejnou texturu. Podle uspořádání lze integrovat
odměřovací i texturovací funkci do jednoho snímače, to má ovšem za následek menší
přesnost, složitost výroby a vyšší cenu[4, 5].
Podle uspořádání snímacího zařízení jednotlivých typů se pro vyhodnocení pro-
storových souřadnic nasnímaných bodů využívá metody triangulace nebo TOF (time
of flight)[5].
Laserové skenery jsou vhodné pro skenování velmi rozměrných součástí, jelikož
snímají několik tisíc bodů za sekundu. Oproti dotykovému měření je to obrovský
rozdíl. Lze snímat i měkké součástky jakéhokoliv materiálu. Skenování ovšem nemá
takovou přesnost jako dotykové měření. Nevýhodou je zdlouhavé zpracování mraku
bodů, špatné snímání lesklých povrchů, kde se paprsek odrazí pod příliš velkým
úhlem a nevrátí se zpět do skenovacího zařízení a také mají problém se nasnímáním
hran[3].
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2.1 Měřicí principy 3D skenerů
Při 3D skenování je úkolem získat trojrozměrný model. K získání tohoto modelu
slouží především tři metody[7]:
• triangulace,
• měření doby letu světla - TOF (Time of flight),
• optická interferometrie.
2.1.1 Triangulační metody
Metody jsou založené na principech triangulace a jsou v současné době nejpouží-
vanější, mají ovšem velké nároky na konstrukci měřicí aparatury. Pro 3D laserové
skenování je lze rozdělit do dvou nejdůležitějších skupin[7]:
• aktivní triangulace,
• pasivní triangulace.
Aktivní triangulace
Princip spočívá ve fotogrammetrické rekonstrukci snímaného objektu nasvícením
povrchu objektu aktivním světelným zdrojem a současným snímáním povrchu ob-
jektu CCD/CMOS snímačem. Výsledkem tohoto snímání je rastrový obraz, který
představuje pravidelnou síť obrazových bodů[7, 8].
Snímač, zdroj světla a osvětlený bod na požadovaném objektu tvoří společně
takzvaný triangulační trojúhelník, jak je vidět na Obr. 2.2. Spojnice mezi snímačem
a světelným zdrojem se nazývají triangulační báze. Na straně světelného zdroje je
úhel svíraný triangulační bází konstantní, naopak na straně snímače je úhel určen
proměnnou pozicí osvětleného bodu na CCD snímači. Na základě znalosti triangu-
lační báze lze z velikosti tohoto úhlu určit třetí souřadnici bodu (souřadnici Z) na
povrchu objektu[7, 8].
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Obr. 2.2: Triangulační trojúhelník[8]
K označení povrchu se používá[9]:
• 1D triangulace - světelný paprsek,
• 2D triangulace - světelný pruh,
• 3D triangulace - strukturovaný světelný svazek.
Obr. 2.3: 1D aktivní triangulace[7]
U 1D (viz Obr. 2.3) či 2D (viz Obr. 2.4) triangulace, kde světelným vzorem vysí-
laným na objekt je světelný paprsek nebo světelný pruh, dochází ke snímání objektu
postupně, a tudíž nastává problém u snímání pohybujících se objektů. U trojroz-
měrné triangulace je světelným vzorem strukturovaný světelný svazek. Dochází tak
ke snímání objektu najednou a díky tomu je tato metoda rychlejší a také vhodná ke
snímání pohybujících se objektů[7].
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Obr. 2.4: 2D aktivní triangulace[7]
Pasivní triangulace
Při pasivní triangulaci není uvažováno geometrické uspořádání osvětlení. Technika
pasivní triangulace používá nejčastěji metodu stereovidění. Tato metoda je založena
na podobném principu jakým pracuje lidský zrakový systém při odhadu vzdále-
nosti. Místo očí se používají dva snímače s rovnoběžnými optickými osami, jejichž
vzdálenost středů je asi 65mm, což je přibližně vzdálenost lidských očí. Získají se
tak dva stereoskopické snímky, které představují dva perspektivní obrazy snímaného
objektu. Důležitým parametrem je úhel, který svírají oba sdružené paprsky tzv. úh-
lová paralaxa, kterou ilustruje Obr. 2.5 jako úhel "gamma"(LPR). Body L a R jsou
ohniska kamer a bod P je měřený bod. Pro body bližší pozorovateli je paralaxa
vyšší než pro body vzdálenější. Aby se prostorové vidění náležitě uplatnilo, nesmí
klesnout pod určité minimum odpovídající dané geometrii, tj. zejména ohniskovým
vzdálenostem.[8].
Obr. 2.5: Stereoskopické snímky[8]
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2.1.2 Měření doby letu světla – TOF (Time of flight)
Zařízení se sestává ze světelného zdroje a snímače. Třetí rozměr, čili souřadnice Z
se získá z doby letu světelného paprsku. Od okamžiku, kdy světelný zdroj vyšle mo-
dulovaný světelný signál do okamžiku dopadu na snímač, uplyne jistá velmi krátká
doba, která je přímým ukazatelem vzdálenosti objektu od měřicího zařízení. Vysí-
laný světelný signál může být modulován následujícími způsoby[8]:
• pulzně,
• pseudonáhodně,
• spojitě.
Nevýhodou těchto metod je skutečnost, že rychlost světla je extrémně vysoká
(3·108 m·𝑠−1), z čehož vyplývají velké nároky na přesnost měřicího zařízení. Z to-
hoto důvodu se tento princip využívá především u 3D skenerů ke skenování budov,
topografie krajiny a laserových radarů[8].
2.1.3 Optická interferometrie
Princip je založen na měření doby letu koherentního záření. Zařízení se nazývají in-
terferometry. Jak je vidět na Obr. 2.6 je vlnění rozděleno na měřicí (signálové, před-
mětové) a referenční. Spojí-li se vlna s referenční vlnou, mohou spolu interferovat.
Vznikne tak vlnění, jehož celková intenzita je dána tzv. interferenční rovnicí. Takto
je možné zaznamenat informaci nejen o amplitudě vlny, ale i o její fázi, resp. fázovém
rozdílu. Protože je měřen fázový rozdíl, neumožňuje metoda měřit absolutní vzdále-
nost zkoumaných bodů. Pokud bychom chtěli jednoznačně určit vzdálenost objektu,
můžeme ji získat jen ve velmi úzkém rozsahu závislém na vlnové délce použitého
světla[7, 8].
Obr. 2.6: Blokové schéma interferometru[8]
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2.2 Zpracování získaných dat
Po samotném naskenování objektu je velice důležitou činností u laserového skeno-
vání zpracování získaných dat. Získaná data se převádějí do softwaru, kde se dále
zpracovávají. Tato data se nazývají tzv. mrak bodů, tj. nezpracovaná množina po-
drobných bodů objektu včetně chyb, které jsou dané špatnými nebo mnohočetnými
nebo žádnými odrazy od objektu. Zpracování dat se skládá z následujících kroků[10]:
Obr. 2.7: Zpracování dat ze skenování[10]
Podstatnou nevýhodou laserových skenerů je velké množství podrobných bodů,
které se běžnými grafickými prostředky prakticky nedají zobrazit a zpracovat. Pro
zpracování dat existují speciální programy buď přímo vytvořené pro určitý laserový
skener nebo univerzální. Jejich pořizovací cena je ovšem velmi vysoká.
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3 HOMOGENNÍ TRANSFORMACE
Geometrické transformace jsou jedny z nejčastěji používaných operací při zobrazo-
vání prostorových dat. Transformace je možné dělit na lineární a nelineární. Mezi
lineární transformace patří otáčení, posunutí, změna měřítka, zkosení a operace
vzniklé jejich skládáním. S nelineárními transformacemi setkáváme při složitějších
změnách tvaru grafických objektů, např. u deformací prostorových modelů. Zvláštní
transformací je projekce, která převádí objekty z vícerozměrného prostoru do pro-
storu o méně rozměrech. Zde bude využito převodu trojrozměrné scény do roviny
obrazu[11].
Každý objekt je popsán svými souřadnicemi, které jsou vztaženy ke zvolenému
souřadnicovému systému. Geometrické transformace mohou být aplikovány buď na
jednotlivé souřadnice objektu, který tak mění svou polohu, nebo přímo na souřadni-
cový systém. Při porovnání polohy různých objektů je nutné přepočítat (transformo-
vat) jejich geometrické údaje buď mezi jejich souřadnicovými systémy nebo lépe z lo-
kálních souřadnicových systémů do světového souřadnicového systému společného[11].
Reprezentace bodů pomocí homogenních souřadnic zjednodušuje výpočty trans-
formací. Homogenní souřadnice umožňují vyjádření často používaných lineárních
transformací pomocí jedné matice. Četnou transformací, kterou lze vyjádřit pomocí
matice v homogenních souřadnicích, je promítání[11].
Výhodou homogenních souřadnic je především jednotná maticová reprezentace
afinních transformací (zachovávají rovnoběžnost přímek) a možnost jejich skládání
do jediného zobrazení.
Homogenní souřadnice bodu P představuje uspořádaná čtveřice čísel [𝑥, 𝑦, 𝑧, 𝑤]
s kartézskými souřadnicemi [𝑋, 𝑌, 𝑍] ve třech rozměrech, pokud platí[11]:
𝑋 = 𝑥
𝑤
, 𝑌 = 𝑦
𝑤
, 𝑍 = 𝑧
𝑤
, 𝑤 ̸= 0 (3.1)
Souřadnice 𝑤 se nazývá váha bodu. Často se volí 𝑤 = 1, potom jsou souřadnice
bodu [𝑋, 𝑌, 𝑍, 1].
Obecnou transformaci 3D bodu P[𝑥, 𝑦, 𝑧, 𝑤] na bod P’[𝑥′, 𝑦′, 𝑧′, 𝑤′], kterou
reprezentuje matice A4×4, lze v homogenních souřadnicích zapsat následovně:
P′ =
⎛⎜⎜⎜⎜⎜⎝
𝑥′
𝑦′
𝑧′
𝑤′
⎞⎟⎟⎟⎟⎟⎠ = A4×4 ·P =
⎛⎜⎜⎜⎜⎜⎝
𝑎11 𝑎12 𝑎13 𝑎14
𝑎21 𝑎22 𝑎23 𝑎24
𝑎31 𝑎32 𝑎33 𝑎34
𝑎41 𝑎42 𝑎43 𝑎44
⎞⎟⎟⎟⎟⎟⎠ ·
⎛⎜⎜⎜⎜⎜⎝
𝑥
𝑦
𝑧
𝑤
⎞⎟⎟⎟⎟⎟⎠ (3.2)
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3.1 Translace
Translace neboli posunutí je definováno vektorem t⃗. Ten má ve trojrozměrném pro-
storu tvar t⃗ = (𝑋𝑡, 𝑌𝑡, 𝑍𝑡). Matice reprezentující transformaci posunutí je označena
jako T a její inverzní podoba jako T−1.
T
(︁
t(𝑋𝑡, 𝑌𝑡, 𝑍𝑡)
)︁
=
⎛⎜⎜⎜⎜⎜⎝
1 0 0 𝑋𝑡
0 1 0 𝑌𝑡
0 0 1 𝑍𝑡
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.3)
Inverzní operace k posunutí je posunutí ve směru opačném. Matice pro inverzní
posunutí bude tedy vypadat následovně:
T−1
(︁
t(𝑋𝑡, 𝑌𝑡, 𝑍𝑡)
)︁
=
(︁
−⃗t(𝑋𝑡, 𝑌𝑡, 𝑍𝑡)
)︁
=
⎛⎜⎜⎜⎜⎜⎝
1 0 0 −𝑋𝑡
0 1 0 −𝑌𝑡
0 0 1 −𝑍𝑡
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.4)
3.2 Rotace
Rotace neboli otočení je definováno úhlem, o který se má bod otočit kolem dané
souřadné osy, jak ilustruje Obr. 3.1. Pro rotace kolem souřadné osy 𝑥, 𝑦, a 𝑧 o úhel
𝛼, 𝛽 nebo 𝛾 platí:
Rx(𝛼) =
⎛⎜⎜⎜⎜⎜⎝
1 0 0 0
0 cos(𝛼) − sin(𝛼) 0
0 sin(𝛼) cos(𝛼) 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.5)
Ry(𝛽) =
⎛⎜⎜⎜⎜⎜⎝
cos(𝛽) 0 − sin(𝛽) 0
0 1 0 0
sin(𝛽) 0 cos(𝛽) 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.6)
Rz(𝛾) =
⎛⎜⎜⎜⎜⎜⎝
cos(𝛾) − sin(𝛾) 0 0
sin(𝛾) cos(𝛾) 0 0
0 0 1 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.7)
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Obr. 3.1: Rotace kolem souřadných os
Inverzní operace k rotaci představuje otočení o záporně vzatý úhel. Matice rotace
se musí tedy transponovat:
R−1x (𝛼) = Rx(−𝛼) = RTx (𝛼) (3.8)
Pro libovolné otočení v trojrozměrném prostoru lze použít posloupnost rotací
kolem jednotlivých souřadných os systému. Výslednou transformaci popisuje matice
R, pro kterou platí:
R = Rx(𝛼) ·Ry(𝛽) ·Rz(𝛾) (3.9)
3.3 Změna měřítka
Změnu měřítka v prostoru popisují transformační matice:
S (𝑠𝑥, 𝑠𝑦, 𝑠𝑧) =
⎛⎜⎜⎜⎜⎜⎝
𝑠𝑥 0 0 0
0 𝑠𝑦 0 0
0 0 𝑠𝑧 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.10)
S−1 (𝑠𝑥, 𝑠𝑦, 𝑠𝑧) = S(𝑠−1𝑥 , 𝑠−1𝑦 , 𝑠−1𝑧 ) =
⎛⎜⎜⎜⎜⎜⎝
𝑠−1𝑥 0 0 0
0 𝑠−1𝑦 0 0
0 0 𝑠−1𝑧 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎠ (3.11)
Koeficienty 𝑠𝑥, 𝑠𝑦, 𝑠𝑧 určují změnu měřítka ve směru příslušné souřadnicové osy.
Pokud se absolutní hodnoty těchto koeficientů nacházejí v intervalu (0, 1), jedná se
zmenšení. Naopak pokud se koeficienty nacházejí v intervalu (1,∞), jde o zvětšení.
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3.4 Souměrnost
Pomocí měřítkových koeficientů můžeme realizovat některou z transformací sou-
měrnosti v prostoru, pokud jsou koeficienty rovny 1 nebo -1. Souměrnost můžeme
rozdělit do tří skupin[9]:
• středová souměrnost,
• souměrnost podle roviny,
• osová souměrnost.
Všechny tyto souměrnosti lze realizovat pomocí transformace změny měřítka s
koeficienty 𝑠𝑥, 𝑠𝑦, 𝑠𝑧 podle následující Tab. 3.1[9]:
Souměrnost: sx sy sz
podle osy x 1 -1 -1
podle osy y -1 1 -1
podle osy z -1 -1 1
podle roviny xy 1 1 -1
podle roviny xz 1 -1 1
podle roviny yz -1 1 1
středová -1 -1 -1
Tab. 3.1: Jednotlivé koeficienty pro souměrnost[9]
Platí-li 𝑠𝑥 = 𝑠𝑦 = 𝑠𝑧, je možno zápis v homogenních souřadnicích zjednodušit.
S (𝑠𝑥, 𝑠𝑦, 𝑠𝑧) =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 0
0 0 1 0
0 0 0 𝑠−1𝑥
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.12)
3.5 Zkosení
Operaci zkosení ve třech směrech lze rozdělit na tři případy zkosení ve směru jed-
notlivých rovin yz, xz, a xy. Matice transformace zkosení ve směru roviny yz, xz, a
xy mají tvar:
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Shyz =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 𝑠ℎ𝑦 𝑠ℎ𝑧 0
0 1 0 0
0 0 1 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.13)
Shxz =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
𝑠ℎ𝑥 1 𝑠ℎ𝑧 0
0 0 1 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.14)
Shxy =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 0
𝑠ℎ𝑥 𝑠ℎ𝑦 1 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.15)
Koeficienty 𝑠ℎ𝑥, 𝑠ℎ− 𝑦, 𝑠ℎ𝑧 určují míru zkosení v odpovídajícím směru.
3.6 Promítání
Pro zobrazování trojrozměrných objektů na dvojrozměrné je potřeba transformace,
která charakterizuje převod trojrozměrného objektu do dvojrozměrné reprezentace.
Tato transformace se nazývá promítání. Při promítání dochází ke ztrátě prostorové
informace a díky tomu i k možnému zkreslení názoru pozorovatele na skutečný tvar
objektu. Studiem promítacích metod se zabývá deskriptivní geometrie[11].
Mezi důležité pojmy patří promítací paprsek a průmětna. Promítací paprsek je
polopřímka, vycházející z promítaného bodu, jejíž směr závisí na zvolené metodě
promítání. Průmětna je plocha v prostoru, na kterou dopadají promítací paprsky a
v místě dopadu vytvářejí průmět. Při rovinném promítání rozeznáváme dvě základní
třídy - promítání rovnoběžné a středové (perspektivní), jak lze vidět na Obr. 3.2[11].
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Obr. 3.2: Objekt a jeho průmět sestrojený rovnoběžným (vlevo) a středovým
(vpravo) promítáním
3.6.1 Rovnoběžné promítání
Základním typem rovnoběžného promítání je promítání do některé z rovin 𝑥 = 𝑥0,
𝑦 = 𝑦0, 𝑧 = 𝑧0 ve směru příslušné osy kolmé na zvolenou průmětnu. Pokud 𝑥0,
𝑦0 nebo 𝑧0 rovno nule, bude průmětnou některá z hlavních rovin xy, xz nebo yz.
Transformační matice vypadají následovně[11]:
Txy =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 0
0 0 0 𝑧0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.16)
Txz =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 𝑦0
0 0 0 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.17)
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Tyz =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 𝑥0
0 1 0 0
0 0 0 0
0 0 0 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.18)
Všechny promítací paprsky jsou rovnoběžné a vzdálenost průmětny od promí-
taných objektů neovlivňuje velikost průmětů. Podle toho jaký úhel svírají paprsky
s průmětnou, dělíme rovnoběžné promítání na pravoúhlé (pro úhel 90 ∘) a kosoúhlé
(pro ostatní úhly, nejčastěji 45 ∘)[9].
3.6.2 Středové promítání
Středové neboli perspektivní promítání vytváří obrazy podobné lidskému vidění re-
álného světa. Všechny promítací paprsky vycházejí z jednoho bodu, který se na-
zývá střed promítání. Vzdálenost objektů od středu promítání ovlivňuje velikost
jejich průmětů, to znamená, že při zvětšování vzdálenosti mají objekty menší prů-
měty. Na následujícím Obr. 3.3 je ukázáno promítání bodu 𝑃 [𝑥, 𝑦, 𝑧, 1] na bod
𝑃𝑝[𝑥𝑝, 𝑦𝑝, 𝑧0, 1][9, 11].
Obr. 3.3: Perspektivní průmět bodu P
V tomto případě je pozorovatel v počátku souřadnicového systému a průmětna
je kolmá na osu z. Pomocí podobnosti trojúhelníku lze odvodit:
𝑥𝑝 = 𝑥 · 𝑧0
𝑧
(3.19)
𝑦𝑝 = 𝑦 · 𝑧0
𝑧
(3.20)
Objekty za průmětnou jsou při zobrazení zmenšeny, naopak před průmětnou
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se na obraze zvětší. Objekty v průmětně jsou ve své velikosti. Transformace bodu
𝑃 = [𝑥, 𝑦, 𝑧, 1] na bod 𝑃𝑝 = [𝑥𝑝, 𝑦𝑝, 𝑧𝑝, 𝑤𝑝] bude vypadat následovně[11]:⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
𝑥𝑝
𝑦𝑝
𝑧𝑝
𝑤𝑝
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
=
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 0
0 0 1 0
0 0 𝑧−10 0
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
=
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
𝑥
𝑦
𝑧
1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
= 𝑇𝑝𝑒𝑟 · 𝑃 (3.21)
Pokud bude umístěn pozorovatel v bodě 𝑧 = 𝑧0 a průmětnu zvolíme v počátku
souřadnicového systému (ztotožníme ji s rovinou xy), potom[11]:
𝑥𝑝 = 𝑥 · 𝑧0
𝑧0 + 𝑧
= 𝑥1 + 𝑧
𝑧0
(3.22)
𝑦𝑝 = 𝑦 · 𝑧0
𝑧0 + 𝑧
= 𝑦1 + 𝑧
𝑧0
(3.23)
A v maticovém tvaru:
T′per =
⎛⎜⎜⎜⎜⎜⎜⎜⎜⎜⎝
1 0 0 0
0 1 0 0
0 0 0 0
0 0 𝑧−10 1
⎞⎟⎟⎟⎟⎟⎟⎟⎟⎟⎠
(3.24)
Středové promítání nezachovává rovnoběžnost úseček. Průmětny úseček rovno-
běžných v trojrozměrném prostoru jsou obecně mimoběžné. Průmětna může mít
libovolnou polohu, z praktického hlediska se však rozlišují tří případy odpovídající
orientaci průměty vůči osám souřadnicového systému, tj. jednobodová, dvoubodová
a trojbodová perspektiva[11].
Jednobodová perspektiva (viz Obr. 3.4) vzniká, když průmětna protíná jedinou
souřadnicovou osu. Všechny úsečky kolmé na průmětnu míří do jediného bodu, který
se nazývá hlavní úběžník[11].
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Obr. 3.4: Jednobodová perspektiva[9]
Dvoubodová perspektiva (viz Obr. 3.5) vznikne, pokud průmětna protíná dvě
ze souřadnicových os. Hrany osově orientovaných kvádrů směřují do dvou hlavních
úběžníků[11].
Obr. 3.5: Dvoubodová perspektiva[9]
Trojbodová perspektiva (viz Obr. 3.6) je nejobecnější případ, který vzniká, pokud
průmětna protíná všechny tři souřadnicové osy. Protažením hran osově orientova-
ných kvádrů můžeme nalézt tři hlavní úběžníky[11].
Obr. 3.6: Trojbodová perspektiva[9]
27
4 XNA
Moderní počítačové hry využívají technologii DirectX, což je sada knihoven, umož-
ňující přímé ovládání grafické karty. Dosáhne se tak maximálního výkonu, avšak
přímá práce s DirectX je většinou realizovaná přes C++, a proto díky manuální
správě paměti je vývoj velmi složitý a těžkopádný. S příchodem technologie .NET a
moderního jazyka C#, vydal Microsoft novou verzi DirectX, tzv. Managed DirectX,
které dokázalo využít až 98% výkonu DirectX. Kvůli nedostatečné dokumentaci a
podpoře se však příliš nerozšířil a nakonec z něj vzešlo XNA, jako vysokoúrovňová
nástavba nad DirectX pro C# .NET[12, 13].
Microsoft XNA je tedy platforma poskytovaná společností Microsoft, která usnad-
ňuje herní vývoj a správu v jazyce C# a Visual Basic. Je určena především pro
tvorbu her, hlavně pro začátečníky, studenty nebo menší vývojové herní týmy. Jak
je ukázáno na srovnání mezi Obr. 4.1 a Obr. 4.2 XNA se stará o spoustu funkcí, které
by vývojář musel jinak obstarávat sám, a proto bude i zde použita pro vytvoření
vizualizace[13].
Obr. 4.1: Práce vývojáře bez XNA[14]
Obr. 4.2: Práce vývojáře s XNA[14]
28
Zkratka XNA nemá konkrétní význam, často je však uváděné, že je to zkratka
XNA’s Not Acronym. Poprvé byla tato platforma představena 24. března roku 2004
na Game Developers v San Jose v Kalifornii. Součástmi XNA jsou XNA Game studio
a XNA Framework[15, 16].
XNA je možné využít pro platformy[15]:
• Microsoft Windows,
• Windows Phone,
• Xbox 360,
• Zune.
4.1 XNA Game Studio
Game Studio je vývojové prostředí určené pro vývoj 2D a 3D her. Je to vlastně ba-
líček předpřipravených programových komponent neboli Software Development Kit
(SDK), který umožňuje jednoduše a především rychle vykreslovat objekty na obra-
zovku bez toho, aby bylo nutné zdlouhavě tvořit prvotní konfiguraci. Do připravené
aplikace pomocí Game Studia se přidávají modely, textury nebo také zvuky či videa.
Pro vytváření XNA aplikací se musí toto rozšíření doinstalovat do Microsoft Visual
Studia na operačním systému Windows XP a vyšší a při vytváření nového projektu
se vybere položka Windows Game. Visual Studio následně vytvoří základní struk-
turu projektu. Vývojové prostředí XNA Game Studio společnost Microsoft poskytuje
zdarma na svých stránkách. Protože se jedná o volně šiřitelný program, můžeme zde
vytvořenou hru na PC libovolně distribuovat i prodávat[12, 15].
4.2 XNA Framework
XNA Framework je sada programovacích nástrojů určených pro použití s Microsoft
.NET Frameworkem. Zahrnuje rozsáhlou sadu knihoven tříd vedoucích ke snížení
množství kódu potřebného pro běžné herní úkoly a podporuje použití napříč cílo-
vými platformami. Vytvářené hry jsou kompilovány do jazyka Common Intermedi-
ate Language (CIL), kde tento jazyk je mezikód (bytekód) spustitelný libovolnou
implementací Common Language Runtime (CLR). .NET Framework je právě im-
plementací CLR pro systém Windows[16, 17, 18, 19].
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4.3 Načítání dat a jejich správa
Game Studio obsahuje nástroje umožňující pohodlnou práci s herními datovými
soubory. Veškerá správa souborů, načítání a zpracování je zde vyřešeno ještě s pomocí
samotného Visual Studia.
4.3.1 Content Pipeline
Content Pipeline je rozhraní pro načítání herního obsahu, jako jsou různé textury,
modely, shadery a jiné. Toto rozhraní se stará o serializaci dat, to znamená, že veš-
keré datové soubory převádí do formátu xnb. Do vytvořeného projektu ve Visual
Studiu se nahrává herní obsah do připravené složky Content, která je nastavena
jako kořenová složka. Pro efektivnější práci je dobré rozdělovat data podle typu a
použití. V Solution Exploreru lze vytvořit například adresáře představující textury,
modely, fonty nebo při vytváření velké aplikace celou strukturu, kde každá struk-
tura bude obsahovat své vlastní textury, modely nebo shadery. U každého datového
souboru lze nastavit jeho Asset Name, tj. jméno, přes které se přistupuje ve zdro-
jovém kódu k tomuto datovému souboru. Samotné předzpracování probíhá na dvou
úrovních. Nejprve projede potomkem třídy ContentImporter a následně potomkem
třídy ContentProcessor.
4.3.2 Content Importer
Content Importer má za úkol serializaci dat z úložného prostoru, tedy načítá data z
média do operační paměti. V XNA frameworku je k dispozici nejrůznější množství
těchto importérů. Importéry podporují následující formáty souborů[15]:
• 3D formáty: X, FBX.
• Materiálové formáty: FX.
• 2D formáty: BMP, DDS, JPG, PNG, TGA.
• Popis fontu: SPRITEFONT (XML soubory používané XNA s popisem způsobu
generování textury pro daný typ a velikost fontu).
• XML soubory: XML formát například pro uložení nastavení hry.
• Audio formáty: XAP, WAV, WMA, MP3.
XNA nabízí vytvoření také vlastního importéru, kterým je možné připravit zpra-
cování vlastního souboru.
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4.3.3 Content Processor
Content Processor je nástroj, který zpracovává data získané přes Content Importer.
Výsledkem Content Processoru je formát, který by měl být nezávislý na platformě.
Je-li vytvořený vlastní Content Importer, je nutné vytvořit také Content Processor,
který z načtených dat vytvoří struktury použité přímo ve hře.
4.3.4 Content Manager
Content Manager je třída, kde její objekt je vlastněný třídou Game a zaručuje správu
načítání dat. Datový herní soubor se načítá metodou Load(), kde do závorek je
dosazován typ třídy reprezentující daný soubor, tím vznikne odkaz na připravená
herní data a lze s nimi dále pracovat. Všechno načítání je prováděno v metodě
LoadContent.
4.4 Herní smyčka
Pokud se jedná o hru, jde o donekonečna se opakující cyklus. V každém cyklu hra
udělá několik kroků. Například je kontrolován vstup, čili jestli nebylo stisknuto ně-
jaké tlačítko nebo nebyl proveden pohyb myší, tím se například pohneme ve vizua-
lizaci a je nutné provézt příkazy pro pohyb objektů po scéně. Tento stav se opakuje
neustále dokola a na tomto principu funguje téměř každá hra. Na první pohled se
může zdát, že pokud není prováděna žádná akce, hra nic nedělá. Ve skutečnosti se
neustále opakuje jeden velký cyklus, i když nedochází k žádné změně stavu ve vizu-
alizaci, dokud se hra neukončí. Tento cyklus se opakuje přibližně 60krát za sekundu,
aby byl zajištěn plynulý pohyb. Záleží také ovšem, jak je použitý počítač výkonný,
tedy kolikrát tyto náročné procesy stihne provést[20].
Při vytvoření nového projektu se vytvoří třída Game, která reprezentuje hru
a obsahuje několik základních metod, které mají svou funkci v herní smyčce a do
kterých se bude zapisovat vytvářený kód. Schéma herní smyčky lze vidět na Obr.
4.3. Nejprve se provede metoda Initialize() a LoadContent(), následně se periodicky
opakují metody Update() a Draw(), dokud se hra neukončí a nezavolá metoda Un-
loadContent().
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Obr. 4.3: Herní smyčka
4.4.1 Metoda Initialize()
Metoda Initialize() slouží k veškeré inicializaci hry, vytvoření potřebných objektů,
nastavení proměnných na výchozí hodnoty a podobně. Metoda se spouští vždy na
začátku. Pokud jsou zde načteny nějaké základní hodnoty a proměnné, které jsou
důležité pro vývojáře během hry, měly by být vidět neustále z celého kódu.
4.4.2 Metoda LoadContent()
Metoda LoadContent() načítá data ve formě obrázků, zvuků a hudby, 3D modelů s
texturami a jiných do paměti grafické karty. Metoda se spouští jen pokud je načtení
objektu potřeba. Pokud například uživatel minimalizuje okno aplikace, paměť gra-
fické karty se vyprázdní, protože je potřeba vykreslit okna ve Windows. Po návratu
do hry je třeba do paměti znovu načíst všechny textury a ostatní. V těchto případech
se zavolá metoda LoadContent().
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4.4.3 Metoda Update()
Tato metoda obsahuje real-time logiku, tedy cokoliv co je nutné zpracovávat v reál-
ném čase, především vstup od klávesnice a myši, ale také jiné ovladače, kolize nebo
pohyb objektů ve hře. Obecně sem patří reakce na nějaké události a posun objektů,
případně jejich animace. V parametru metody se dostane instance GameTime, kde
je uložen herní čas se dvěma užitečnými vlastnostmi, jako ElapsedGameTime, urču-
jící čas od posledního Update nebo TotalGameTime, kde je celkový čas běhu hry.
Díky těmto hodnotám je možné v Update pracovat s reálným časem, udělat něco
například každou sekundu.[21].
Hned na začátku je v metodě doplněna reakce na tlačítko zpět na gamepadu,
které ukončí hru. To je zde proto, aby bylo možné hru ukončit na Xboxu, kdyby
bylo záměrem ji tam nahrát[21].
4.4.4 Metoda Draw()
Metoda Draw(), jak již název napovídá, se stará o vykreslování hry. Grafické zařízení
se musí před každým snímkem vymazat, aby na něm nezůstaly nevykreslené objekty
z minula, proto je zde už deklarovaná metoda Clear s modrou barvou. Pokud bude
mít hra vlastní pozadí, tak na barvě nezáleží. Modrá je zde proto, že při vytvoření
nového projektu je nastaveno modré pozadí[21].
4.4.5 Metoda UnloadContent()
Metoda se volá po ukončení hry kvůli uvolnění zdrojů.
4.5 Způsob práce s 3D grafikou
V této práci je jedním z cílů vizualizace pořízených dat z 3D laserového skeneru,
proto je zde ukázána základní práce s 3D grafikou v XNA. Zásadní je použití struk-
tury Vector3, která slouží k uložení souřadnic x, y, z každého bodu. Zápis může
vypadat následovně:
Vector3 Point = new Vector3 (0 , 0 , 0) ;
Vytvoří se 3D bod Point s nulovými souřadnicemi.
Důležité je také říct, že XNA používá pravotočivý souřadný systém. Tento systém
lze vidět na Obr. 4.4. Osa x je vodorovná s plochou monitoru, osa y je svislá s plochou
monitoru a osa z je směrem k uživateli.
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Obr. 4.4: Pravotočivý souřadný systém
4.5.1 Matice pohledu
Matice pohledu neboli view matice určuje, pozici odkud se do scény díváme, kam se
díváme a kde je umístěna vrchní strana kamery. Zápis může vypadat takto:
Matrix view = Matrix . CreateLookAt ( Position ,
lookAt ,
Vector3 . Up )
Position a lookAt jsou typu Vector3. Position určuje pozici, ze které kamera
vidí 3D svět a lookAt směr, kam se s kamerou díváme. Vector3.Up je vektor (0,1,0),
což určuje natočení kamery po kladné ose y.
4.5.2 Matice projekce
Matice projekce neboli projection matice se využívá k nastavení perspektivní pro-
jekce kamery. Je důležité znát některé parametry, jako jsou poměry stran obrazovky,
přední a zadní ořezová plocha od kamery a zorný úhel, jak je ukázáno na Obr. 4.5.
Matice projekce v podstatě říká grafické kartě, jak má přeložit 3D objekt do 2D
zobrazovací oblasti.
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Obr. 4.5: Projekce
Zápis matice projekce může vypadat následovně:
Matrix Projection = Matrix . CreatePerspectiveFieldOfView (
MathHelper . PiOver4 ,
aspectRatio ,
nearClip ,
farClip ) ;
MathHelper je statická třída a je zde například definováno 𝜋 a jeho násobky.
MathHelper.PiOver4 říká, že pozorovací úhel bude 45°, aspectRatio nastavuje
poměr stran obrazovky a nearClip a farClip určuje, jaká bude přední a zadní
ořezová plocha.
4.5.3 Matice světa
Matice světa neboli world matice se využívá k transformaci modelů z modelového
prostoru do globálních souřadnic. Jinými slovy souřadnicový systém modelu trans-
formujeme do souřadnic scény. Nejčastěji se model zvětšuje nebo zmenšuje a umisťuje
na danou pozici ve scéně. Nejjednodušší použití může vypadat následovně:
Matrix world = Matrix . Identity ;
Tím řekneme, že světová matice je násobena jedničkou, a tudíž nedochází ke
zmenšení ani ke zvětšení objektu.
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4.5.4 Effect
Effect je soubor obsahující techniky, funkce vertex a pixel shaderu, parametry sha-
deru a definici sampleru. Vertex shader se provádí na každém vrcholu (vertexu)
vstupní geometrické scény. Nejčastější je aplikace libovolné transformace na každém
vrcholu. Pixel shader je prováděn na každém pixelu rasterizované scény. Technika
nám říká, jaká funkce vertex či pixel shaderu se má použít. XNA definuje třídu Ba-
sicEffect. Je to vestavěný efekt, který dovolí nastavit světla, základní transformace
a další bez nutnosti psát vlastní efekt[20].
Nastavení efektu pro matice world, view a projection může vypadat například
takto:
Bas i cE f f e c t effect = new Bas i cE f f e c t ( GraphicsDevice ) ;
effect . World = Matrix . Identity ;
effect . View = camera . View ;
effect . Projection = camera . Projection ;
4.5.5 Vertex Buffer
XNA vykresluje objekty pomocí plošek. Nejčastěji se pracuje s trojúhelníky a i v
této práci jsou využívány plošky trojúhelníkového tvaru. Každý vrchol trojúhelníku
nese informaci o pozici v prostoru, ve kterém se nachází. Mimo tyto informace je
možné, aby obsahoval i informace v podobě barvy, texturovacích koordinátů a nor-
mály. Vertex Buffer je souvislá datová oblast, ve které jsou uloženy vrcholy těchto
trojúhelníků. Data v podobě Vertex Bufferu jsou v XNA projektu předána na vy-
kreslení.
4.5.6 Index Buffer
Plošky modelu často sdílejí některé vrcholy. Při použití Vertex Bufferu se stejné
vrcholy ukládají vícekrát. Aby bylo tomuto zamezeno, je použit tzv. Index Buffer.
Pokud bude bráno v úvahu, že Vertex Buffer je pevné pole, které se indexuje od
nuly, pak Index Buffer je uspořádaná množina obsahující indexy tohoto pole. Pokud
jsou posílány data na grafickou kartu, čte se Index Buffer od začátku a posílá se
vždy vrchol, který je uložen pod aktuální hodnotou Index Bufferu.
4.6 Zpracování uživatelského vstupu
Velmi důležitá je také detekce uživatelského vstupu v programovém kódu. Aplikace,
která je interaktivní musí očekávat a zpracovávat interakce od uživatele při jejím
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běhu. V XNA je možné pracovat s uživatelskou klávesnicí, herním ovladačem nebo
speciálně pro Windows je možné pracovat i s myší. Pro pohyb po scéně bude v této
práci používána především klávesnice případně také myš.
Hlavní rozdíl mezi vstupními zařízeními je, zdali se jedná o analogový nebo
digitální vstup. U digitálního, jako je například klávesnice, je nutné pouze zjišťovat,
jestli je klávesa stisknutá či nikoliv. U analogových ovládacích prvků je možné zjistit
velikost vychýlení prvku v ose. Klasickým představitelem je právě myš.
Důležité je také umístění programového kódu pro detekci vstupního zařízení. V
kapitole 4.4.3 je zmiňovaná metoda Update(), která je cyklicky spouštěna v herní
smyčce. Právě tato metoda je pro své neustálé opakování vhodná pro detekci vstup-
ního zařízení.
4.6.1 Klávesnice
Při použití vstupních zařízení musí být použita struktura KeyboardState ve jmen-
ném prostoru Microsoft.Xna.Framework.Input. Zjišťuje se, jestli je konkrétní klá-
vesa stisknuta či nikoliv. Struktura má tři důležité metody. První z nich je metoda
GetPressedKeys vracející pole typu Keys, což je množina prvků reprezentující klá-
vesy na klávesnici. Další metody jsou IsKeyDown a IsKeyUp, které vracejí hodnotu
true nebo false, podle toho, zda je klávesa stisknuta nebo ne.
Pro pohybování po scéně s použitím klávesnice je zapotřebí pohybu dopředu,
dozadu a otáčení doleva nebo doprava. Musí se využít čtyř kláves. Pro tento pohyb
se nejčastěji používají klávesy se šipkami nebo písmeny W, S, A, D. Aby bylo možné
se po scéně dívat i nahoru nebo dolů, je nutné přidat další dvě klávesy. Do metody
Update() se může zapsat detekce kláves v podobě šipek a pro pohled nahoru a dolů
v podobě kláves Q a A následovně:
KeyboardState keyState = Keyboard . GetState ( ) ;
i f ( keyState . IsKeyDown (Keys . Right ) ) // o toč en í doprava
i f ( keyState . IsKeyDown (Keys . Left ) ) // o toč en í doleva
i f ( keyState . IsKeyDown (Keys . Up ) ) //pohyb dozadu
i f ( keyState . IsKeyDown (Keys . Down ) ) //pohyb dopředu
i f ( keyState . IsKeyDown (Keys . Q ) ) // pohled nahoru
i f ( keyState . IsKeyDown (Keys . A ) ) // pohled dolů
4.6.2 Myš
Opět je využíván jmenný prostor Microsoft.Xna.Framework.Input, ale pro myš
je použita struktura MouseState. Tato struktura obsahuje veřejné (public) stavy
myši jako LeftButton, RightButton, X, Y a jiné. První dva stavy, jak je zřejmé
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podle názvu, určují, že se jedná o tlačítka počítačové myši. X a Y udává pozici
kurzoru na obrazovce. Bod [0;0] je na obrazovce situován v levém horním rohu. Pro
nahrávání aktuální vlastnosti kurzoru na obrazovce slouží třída Mouse. Tato třída
je statická, proto se nemusí inicializovat nebo vytvářet její instance. Využívá se jen
metoda, která nabízí GetState, jejíž návratový typ je MouseState. Ten může být
porovnáván s množinou ButtonState, která má prvky Pressed a Released.
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5 VYTVOŘENÍ PROSTŘEDÍ VIZUALIZACE
5.1 Načtení změřených dat
Data, která jsou k dispozici, vychází přímo z 3D skeneru. Je tedy zapotřebí je na-
číst, roztřídit a zpracovat pro další použití v programu. Data ze skeneru jsou v
následujícím formátu:
Comment=00010101−000056−658
Time=20110915−130116.985
0 . 1030635 ; 1 . 3 43593 ; 0 . 0 2698196 ; 0 . 0 0390625 ; 0 . 0 1
Jednotlivé parametry každého naměřeného bodu jsou vidět na třetím řádku.
Každý další naměřený bod je ukládán za předešlý. Aby tyto pořízené data byly
roztříděny, je vytvořena třída ScannedData v souboru Scanner.cs, která byla po-
skytnuta vedoucím práce a následně upravena pro toto konkrétní použití. Tato třída
obsahuje strukturu ScannedDataPoint, do které jsou parametry jednotlivých bodů
ukládány. Struktura vypadá následovně:
public struct ScannedDataPoint
{
public f loat Size ; //Polomer namereneho bodu
public f loat Probability ; //Pravdepodobnost s jakou j e
// zmerena hodnota platna
public f loat VecX ; //Smerovy vektor paprsku
public f loat VecY ; //Smerovy vektor paprsku
public f loat VecZ ; //Smerovy vektor paprsku
}
Pro třídění parametrů jednotlivých bodů do této struktury je použita metoda
LoadFromFile, která zároveň načítá soubor s pořízenými daty. Pro příklad dat uvá-
děných výše bude tato struktura naplněna následovně:
Probability = 0.003390625
Size = 0.01
VecX = 0.1030635
VecY = 1.343593
VecZ = 0.02698196
S těmito daty je možné dále pracovat při jejich zobrazování. Mimo tyto parametry
každého bodu obsahuje soubor s daty také údaje jako komentář k souboru nebo
čas pořízení naměřených dat. Tyto údaje jsou také pomocí metody LoadFromFile
ukládány ve třídě ScannedData.
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5.2 Vytvoření podlahy
V souboru PointCloud.cs je nejprve definována podlaha skládající se z jednotlivých
čtverců. Každý tento čtverec je poskládaný ze dvou rovnoramenných pravoúhlých
trojúhelníků, jejichž vrcholy jsou uloženy ve floorBufferu typu VertexBuffer. Aby
bylo možné tuto podlahu zobrazit, je vytvořen soubor Camera.cs, který obsahuje
třídu Camera. Zde jsou definovány potřebné matice pro zobrazení a transformace.
Tato třída bude vysvětlena později. Po načtení vypadá podlaha tak, jak je ukázáno
na Obr. 5.1. Vytvořená šachovnice je pouze kvůli představě, jak se podlaha vykresluje
za pomocí trojúhelníků z floorBufferu.
Podlaha slouží pro vymezení prostoru vizualizace, po kterém se bude možné
pohybovat a v kterém budou zobrazována načtená data.
Obr. 5.1: Zobrazení podlahy
5.3 Zobrazení načtených dat
Pro zobrazení načtených dat ze skeneru je zapotřebí vytvořit definované okolí kolem
každého bodu. Proto se kolem každého bodu vytvoří krychle složená z jednotlivých
trojúhelníků. Bod je definován svými souřadnicemi x, y, a z. K těmto souřadnicím
se přičítá a odečítá poloměr naměřeného bodu podle toho, o který vrchol krychle se
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jedná. Princip této krychle je zobrazen na Obr. 5.2. Z těchto vrcholů jsou poskládány
trojúhelníky potřebné pro zobrazení. Na jeden bod je tedy nutné použít dvanáct
trojúhelníků, aby bylo možné zobrazit krychli kolem něj.
Obr. 5.2: Zobrazení jednoho bodu
Hodnota „i“ představuje poloměr naměřeného bodu od daných souřadnic tohoto
bodu. Jednotlivé trojúhelníky vytváříme podle pravidel ukázaných na Obr. 5.3:
Obr. 5.3: Vytváření trojúhelníků
Je vidět, že trojúhelníky jsou tvořeny vždy ve směru hodinových ručiček. Pokud
je tedy čtverec podle Obr. 5.4, první trojúhelník bude definovaný vrcholy 1, 2, 3 a
druhý trojúhelník vrcholy 2, 4, 3. Takto jsou postupně popsány všechny trojúhelníky
v dané krychli kolem aktuálního bodu.
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Obr. 5.4: Čtverec s označenými vrcholy
Jeden bod zobrazený pomocí vytvořené krychle lze vidět na Obr. 5.5.
Obr. 5.5: Zobrazení jednoho bodu v XNA
Z obrázku je patrné, že každá stěna má jinou barvu. Toto barevné rozlišení je
pouze proto, aby při vytváření krychlí bylo jasně poznat, o jakou konkrétní stěnu se
jedná.
Vrcholy jednotlivých trojúhelníků jsou uloženy ve wallBufferu, který je typu
VertexBuffer, nacházející se ve stejné třídě, jako podlaha v souboru PointCloud.cs.
Pro vytvoření tohoto wallBufferu je použita metoda CreateBuffer, která má jako
vstupní parametr data, načtené ze skeneru pomocí metody LoadFromFile, zmíněné v
kapitole 5.1. Zde je vytvořen voláním metody WallTile seznam jednotlivých krychlí,
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který mimo samotné stěny obsahuje také informace o barvě každé z těchto stěn a
pomocí tohoto seznamu je vytvořen wallBuffer.
Zobrazení více bodů do vytvořené je ukázáno na Obr. 5.6. Je zde zobrazeno
pouze 87 381 bodů. Pomocí jednoho Vertex bufferu nelze zobrazit více bodů, protože
XNA dokáže vykreslit maximálně 1 048 575 geometrických primitiv (trojúhelníků)
s jedním Vertex bufferem, což odpovídá, jelikož jeden bod se skládá z dvanácti
těchto geometrických primitiv. To však není problém, pouze je potřeba vytvořit
více těchto Vertex bufferů. Aby nebylo nutné psát zbytečně mnoho kódu opakovaně,
jsou přidány do metody CreateBuffer dva vstupy určující počáteční a koncový bod
v datech. Tyto vstupy jsou předány zároveň metodě WallTile.
Obr. 5.6: Zobrazení více bodů v XNA
5.4 Kamera pro pohyb po podlaze
Aby bylo možné jednotlivé body zobrazit a pohybovat se mezi nimi, je nutné defino-
vat, jak se bude vše vykreslovat. K tomu slouží soubor Camera.cs obsahující třídu
Camera. Její konstruktor je vidět dále. Vytvoří se matice projekce, jak již bylo vy-
světleno v kapitole 4.5.2. Je zde přidána navíc metoda MoveTo, která hlídá aktuální
pozici a rotaci a volá další metodu UpdateLookAt.
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public Camera ( Vector3 position ,
f loat rotation ,
f loat aspectRatio ,
f loat nearClip ,
f loat farClip )
{
Projection = Matrix . CreatePerspectiveFieldOfView (
MathHelper . PiOver4 ,
aspectRatio ,
nearClip ,
farClip ) ;
MoveTo ( position , rotation ) ;
}
Metoda UpdateLookAt aktualizuje pohled, kdykoliv je vykonán pohyb nebo oto-
čení.
private void UpdateLookAt ( )
{
Matrix rotationMatrix = Matrix . CreateRotationY ( rotation ) ;
Vector3 lookAtOffset = Vector3 . Transform (
baseCameraReference ,
rotationMatrix ) ;
lookAt = position + lookAtOffset ;
}
Nejprve je vytvořena rotační matice rotationMatrix kolem osy y podle otá-
čení ve vizualizaci. Otáčení se provádí podle osy y, protože v matici pohledu (viz.
kapitola 4.5.1) je nastaveno natočení kamery podle kladné osy y. Pomocí této ro-
tační matice a vektoru baseCameraReference, který udává pozici kamery, kam se
právě dívá, se vypočítá offset. Tento offset se přičte k minulé pozici. Tím dochází ke
změně vektoru lookAt, používaného v matici pohledu (viz kapitola 4.5.1). Vektor
baseCameraReference je nastaven na (0,0,1), což určuje pohled podél kladné osy z.
Při spuštění bude pohled a celá kamera nastavena, jak je ukázáno na Obr. 5.7, kde
počáteční pohled určuje červená šipka.
5.4.1 Pohyb po podlaze
Protože je žádoucí se ve vizualizaci pohybovat, nabízí se možnost dvou základních
uživatelských vstupů a to klávesnice a myši. Zde je použit uživatelský vstup pomocí
klávesnice. Pro klávesnici je zápis ukázaný v kapitole 4.6.1. Jsou používány klávesy v
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Obr. 5.7: Nastavení pohledu kamery
podobě šipek. Pokud například dojde ke stisknutí šipky doprava, odečte se od aktu-
ální pozice rotace (při inicializaci je v hodnotě nula) hodnota rotateScale násobená
hodnotou elapsed. RotateScale je hodnota, která určuje, jak rychle bude prove-
deno otočení a elapsed určuje počet milisekund od posledního vykreslení snímku.
Stejně tak bude vypadat otočení doleva, po stisknutí šipky doleva pouze hodnota
bude k aktuální rotaci přičítána.
Při stisknutí šipky dopředu, určující pohyb dopředu, je uložena do moveAmount
typu float hodnota moveScale násobená opět hodnotou elapsed. MoveScale ur-
čuje, jak rychle bude možné se po vizualizaci pohybovat. Při pohybu dozadu bude
hodnota moveAmount počítána stejně pouze s tím rozdílem, že moveScale bude v
záporných hodnotách. Pokud nebude hodnota moveAmount nulová, to znamená, že
byl vykonán pohyb vpřed či vzad, zavolá se metoda PreviewMove, které se předá
tato hodnota. Metoda se nachází v souboru Camera.cs a vypadá následovně:
public Vector3 PreviewMove ( f loat scale )
{
Matrix rotate = Matrix . CreateRotationY ( rotation ) ;
Vector3 forward = new Vector3 (0 , 0 , scale ) ;
forward = Vector3 . Transform ( forward , rotate ) ;
return ( position + forward ) ;
}
Nejdříve je vytvořena rotační matice podle aktuální hodnoty rotace. Vytvoří se
nový vektor, který bude nulový, mimo hodnotu z, ta určuje přiblížení nebo oddálení
podle toho, je-li vykonán pohyb dopředu či dozadu. Transformací tohoto vektoru
danou maticí rotace vznikne hodnota přičítající se k aktuální pozici, kde stojíme.
Nová pozice je vrácena.
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Nyní je kontrolováno, jestli při tomto pohybu nedochází k překročení mimo defi-
novanou podlahu. Pokud ano, nová pozice bude ignorována a zůstane se na stejném
místě, jako před vykonáním pohybu. Pokud k překročení mimo podlahu nedochází,
zavolá se metoda MoveForward, která ve svém těle obsahuje pouze metodu MoveTo
popisovanou v kapitole 5.4, pouze místo hodnoty position bude předána hodnota
vrácená z metody PreviewMove.
5.5 Kamera pro volný pohyb
Při načítání a zobrazování většího množství dat se ukázalo, že některé body mají
záporné hodnoty souřadnic. Díky tomu kamera pro pohyb po podlaze se jevila jako
nedostatečná, protože bylo nemožné dostat se k bodům zobrazeným pod úrovní
podlahy nebo mimo podlahu. Proto v další práci je využívaná kamera pro volný
pohyb. Bylo nutné modifikovat v souboru Camera.cs současnou třídu Camera. Její
konstruktor po úpravě vypadá následovně:
public Camera ( Vector3 position ,
f loat yaw ,
f loat pitch ,
f loat aspectRatio ,
f loat nearClip ,
f loat farClip )
{
Projection = Matrix . CreatePerspectiveFieldOfView (
MathHelper . PiOver4 ,
aspectRatio ,
nearClip ,
farClip ) ;
MoveTo ( position , yaw , pitch ) ;
}
Lze pozorovat, že oproti kameře pro pohyb po podlaze je proměnná rotation
nahrazena dvěma proměnnými yaw a pitch. Při vykonávání pohybu po podlaze je
dostatečná rotace podle osy y. Jestliže však je potřeba mít po celé vizualizaci volný
pohyb, musí být prováděna rotace i kolem osy x. Stejně tak v metodě MoveTo jsou
místo dvou vstupů už vstupy tři.
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Dochází také ke změně metody UpdateLookAt:
private void UpdateLookAt ( )
{
i f ( pitch<(−MathHelper . PiOver2 ) ) pitch=(
−MathHelper . PiOver2 ) ;
else i f ( pitch>(MathHelper . PiOver2 ) ) pitch=(
MathHelper . PiOver2 ) ;
Matrix rotationMatrix = Matrix . CreateFromYawPitchRoll (
yaw ,
pitch ,
0) ;
Vector3 lookAtOffset = Vector3 . Transform (
baseCameraReference ,
rotationMatrix ) ;
lookAt = position + lookAtOffset ;
}
Je přidána podmínka pro omezení pohledu nahoru nebo dolů, aby nebyla pře-
sažena hodnota -90° (−𝜋/2) a 90° (𝜋/2). Oproti kameře pro pohyb po podlaze je
zde pouze změněna matice rotace, kdy není rotace kolem osy y, ale je podle úhlů
yaw, pitch a roll. Úhel roll v tomto případě se nastavuje na nulu. Ostatní nastavení
zůstává stejné jako u předchozí kamery. Pohled na více bodů pomocí volné kamery
je ukázán na Obr. 5.8.
Lze pozorovat, že snímané okolí se vykresluje svisle, takže je vidět pohled na
snímaný prostor shora. Je to dané tím, že body ze skeneru mají souřadnice X a Y v
rovině, na které skener stojí a Z určuje výšku od země. Naopak kamera je nastavená
podle Obr. 5.7. Aby bylo možné vidět snímaný prostor ze stejného pohledu, který
odpovídá skutečnosti, lze využít dvou možností.
První možností je nastavit pohled podél kladné osy x (baseCameraReference)
v metodě UpdateLookAt a natočit kameru podle osy z v matici pohledu. Tím se
samozřejmě musí přenastavit veškerý pohyb a jednotlivé rotační matice.
Další možností je upravit metodu LoadFromFile ve třídě ScannedData popiso-
vanou v kapitole 5.1. Při ukládání do struktury ScannedDataPoint je prohozena
hodnota Y a Z. Tím se nemusí měnit celá třída Camera a snímané okolí se bude
vykreslovat podle odpovídající skutečnosti, jak je vidět na Obr. 5.9.
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Obr. 5.8: Zobrazení bodů pomocí kamery pro volný pohyb
Obr. 5.9: Reálný pohled na snímané okolí
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5.5.1 Volný pohyb
Pro volný pohyb po vizualizaci je použito ovládání pomocí klávesnice jako v před-
chozím případě a navíc také pomocí myši, se kterou je ovládání volného pohybu
uživatelsky snadnější.
Klávesnice
Vývojový diagram pro ovládání pomocí klávesnice je vidět na Obr. 5.10. Pohyb po
vizualizaci se podobá popisu uvedeném v kapitole 5.4.1. Otáčení doleva nebo doprava
pomocí šipek je stejné, pouze hodnota rotateScale násobená hodnotou elapsed je
přičítána nebo odečítána od hodnoty yaw. Jinými slovy se ovlivňuje natočení kolem
osy y.
Protože při volném pohybu je důležité chodit nejen v jedné úrovni osy y, bylo
nutné definovat také pohled nahoru a dolů. To je vytvořeno klávesami Q a A. Princip
je stejný, jako v případě otáčení do stran, pouze hodnota rotateScale násobená
hodnotou elapsed je přičítána nebo odečítána od hodnoty pitch. Tím se ovlivňuje
natočení kolem osy x. Osa z zůstane nezměněná.
Při výpočtu pohybu dopředu a dozadu je odstraněno hlídání pohybu. Toto hlí-
dání pohybu sloužilo k tomu, aby nebylo možné dostat se mimo definovanou podlahu,
jak bylo uvedeno v kapitole 5.4.1.
Myš
Při použití volného pohybu po vizualizaci se nabízí lepší varianta ovládání a to za
pomoci myši jakožto uživatelského vstupu. Základní vlastnosti jsou popisovány v
kapitole 4.6.2 a vývojový diagram pro ovládání pomocí myši je vidět na Obr. 5.11.
Pohyb dopředu a dozadu je zde uskutečněn pomocí levého a pravého tlačítka.
Princip je naprosto totožný jako při použití klávesnice.
Pro natáčení pohledu je nutné nejdříve provést určité kroky. Při počáteční ini-
cializaci v metodě Initialize, v hlavní smyčce, je potřeba zjistit, jaké jsou stavy
myši na začátku spuštění programu. Pro tento účel slouží již zmiňovaná metoda
GetState (viz kapitola 4.6.2), jejíž návratový typ je MouseState. Výsledek je uložen
do proměnné mouseStateOld. V metodě Update, v hlavní smyčce, která se cyklicky
opakuje, se zjistí aktuální stavy stejným způsobem. Výsledek je uložen v proměnné
mouseStateNew. Porovnáním stavů X a Y se pozná, jestli bylo pohybováno myší a
případné rozdíly jsou uloženy do proměnných deltaX a deltaY. Při každém pohybu,
podle konkrétního rozdílu, je počítána nová pozice stejným způsobem, jako u klá-
vesnice. Jedinou změnou oproti klávesnici je, že zjišťování nových stavů myši musí
být prováděno po každém novém pohybu a těmito novými stavy přepsat proměnnou
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Obr. 5.10: Vývojový diagram pro ovládání pomocí klávesnice
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mouseStateOld. To zajistí, že lze znovu testovat případný další pohyb. Například
pro pohyb myši doleva bude vypadat zápis následovně:
i f ( deltaX > 0)
{
camera . Yaw = MathHelper . WrapAngle (
camera . Yaw + ( mouseRotateScale ∗ elapsed ) ) ;
mouseStateNew = Mouse . GetState ( ) ;
mouseStateOld = mouseStateNew ;
}
Obr. 5.11: Vývojový diagram ovládání pomocí myši
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5.6 Komponenta pro zobrazování textu
XNA podporuje tzv. komponenty. Jsou to speciální objekty, které mají metody Draw,
Update a podobně, stejné jako jsou obsaženy v základní herní smyčce popisované v
kapitole 4.4. Tyto komponenty umožňují rozdělit vizualizaci na jednotlivé celky a
oddělit tím kód, aby nemusel být pouze v hlavní třídě, čímž by se stal nepřehledným.
Vzhledem k hlavní třídě se tato komponenta na začátku zaregistruje a její metody
se potom volají automaticky. Komponenty jsou dvou typů:
• GameComponent
• DrawableGameComponent
Standardní GameComponent se používá pokud není potřeba vykreslování. Protože
zde však je vykreslování žádoucí, bude použita komponenta DrawableGameComponent,
která obsahuje metodu Draw pro vykreslování. Volání této komponenty je ukázáno
na Obr. 5.12.
Po spuštění programu je volána metoda Initialize a následně je zavolána stejná
metoda pro danou komponentu. Potom se zavolá metoda LoadContent pro kompo-
nentu, aby se načetl její obsah. Další postup je stejný, jak již byl popsán v kapitole
4.4, pouze při ukončení se nejdříve zavolá metoda UnloadContent pro komponentu
a až po té stejná metoda pro hlavní třídu.
Komponenta bude využívána pro zobrazování informací přímo v okně vizualizace,
aby bylo možné sledovat například, v kterém úhlu je aktuální pohled nebo v kterém
bodě se právě nacházíme. Lze ji s lehkou úpravou použít pro zobrazování libovolného
textu ve vizualizaci. Je možné nastavovat parametry umístění tohoto textu, jakou
bude mít barvu nebo jaký bude mít font.
Nejprve je vytvořena třída PositionText v souboru PositionText.cs. Třída se
podědí od DrawableGameComponent, aby bylo možné přetížit její metody. Jsou zde
přetěžovány metody LoadContent, UnloadContent a Draw.
Zobrazení aktuální pozice a úhlu natočení je vidět na Obr. 5.13.
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Obr. 5.12: Komponenta v herní smyčce
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Obr. 5.13: Zobrazení textu pomocí komponenty
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6 ANALÝZA RYCHLOSTI BĚHU PROGRAMU
6.1 Měření uplynulého času
Pro zjištění, jestli jsou kroky pro optimalizaci běhu programu úspěšné, je nutné
nejdříve měřit čas, jak rychle se program provádí. Pro tento účel v souboru Ben-
chmark.cs slouží třída Benchmark . Pro měření je využívána třída Stopwatch a
umožňuje měření spouštět, zastavovat či nulovat. Konstruktor třídy Benchmark vy-
padá následovně:
public Benchmark ( string text )
{
label = text ;
stopWatch = Stopwatch . StartNew ( ) ;
}
Do proměnné label typu string se uloží popis, aby bylo zřejmé, který úsek je
měřen. Inicializuje se nová Stopwatch instance, nastaví se uplynulý čas na nulovou
hodnotu a spustí se uplynulý čas měření.
Pro zastavení měření se využije metoda StopTime:
public void StopTime ( )
{
stopWatch . Stop ( ) ;
f loat time = stopWatch . ElapsedMilliseconds ;
string textToFile = "[" ;
textToFile = textToFile+time . ToString ( )+" ms"+"]"+label ;
writeText ( textToFile ) ;
}
Nejdříve zastavíme uplynulý čas měření a do proměnné time se uloží čas měření
v milisekundách. Tento čas je převeden do textové podoby a spolu s popisem se
pomocí metody writeText uloží do textového souboru.
6.2 Rychlost herní smyčky
Při optimalizaci programu na co nejrychlejší běh musí být nejdříve změřena rychlost
aktuálního prováděného programu. V prvním kroku je důležité změřit rychlost všech
metod v hlavní smyčce, která je ukázána v kapitole 4.4 a také určit celkový čas
prováděného programu.
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Číslo Initialize Update Draw Celkový čas
měření [ms] [ms] [ms] [ms]
1. 8 423 5 46 8 474
2. 8 472 5 41 8 518
3. 8 461 6 39 8 506
4. 8 467 4 42 8 513
5. 8 475 4 43 8 522
6. 8 460 5 48 8 513
7. 8 431 5 39 8 475
8. 8 430 4 41 8 475
9. 8 449 6 39 8 494
10. 8 483 5 40 8 528
t [ms]: 8 455 5 42 8 502
Tab. 6.1: Rychlost jednotlivých metod hlavní smyčky
Výsledky měření jsou vidět v Tab. 6.1. Tyto výsledky jsou u zobrazování pro
přibližně tři čtvrtě milionu bodů. Je zde jasně vidět, že metoda Initialize trvá
nejdelší dobu. Metody LoadContent a UnloadContent nejsou používány, a proto
nejsou v tabulce uvedeny.
6.2.1 Rychlost provádění metody Initialize
Jak bylo řečeno v kapitole 4.4.1, v metodě Initialize se provádí veškerá inicia-
lizace a spouští se vždy na začátku. Jednotlivé kroky této inicializace jsou vidět
ve vývojovém diagramu na Obr. 6.1, kde se nejprve vytvoří instance komponenty
PositionText a tato komponenta se zaregistruje. Dále je vytvořena instance třídy
Camera a provede se její počáteční nastavení. Následuje vytvoření instance efektu.
Nakonec je vytvořena instance třídy PointCloud a zjistí se počáteční stav uživatel-
ského vstupu v podobě myši.
Pro zjištění, který úsek prováděného kódu v této metodě trvá nejdelší dobu, je
nutné změřit každou část metody samostatně. Jak je vidět v Tab. 6.2, jsou zde
dva hlavní vykonávané úseky a to pointCloud, což je instance třídy PointCloud a
effect, který je instancí třídy BasicEffect.
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Obr. 6.1: Vývojový diagram metody Initialize
Navíc v této metodě je využívána komponenta positionText, která je instancí
PositionText pro zobrazování textu do vizualizace, jak je ukázáno v kapitole 5.6.
Tato komponenta má konstantní dobu 6 ms a byla vytvořena za účelem orientace
ve vizualizaci, aby bylo zřejmé, ve které pozici se nacházíme, a kam se díváme.
Pokud tyto údaje nejsou pro uživatele důležité, lze ji jednoduše odstranit, čímž je
vykonávání programu zrychleno právě o těchto 6 ms.
Dále je zde vytvořena camera, instance třídy Camera, uvedená v kapitole 5.5.
Je nastavena počáteční pozice kamery, nulové úhly natočení kamery, poměr stran
obrazovky, přední a zadní ořezová plocha. Tato část trvá konstantní dobu 5 ms.
Nakonec je zjišťován počáteční stav myši, pomocí GetState. Tento počáteční
stav je uložen do proměnné mouseStateOld, jak je popisováno v kapitole 4.6.2.
Zjištění stavu myši trvá přibližně 1 ms.
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Číslo positionText camera effect pointCloud mouseStateOld
měření [ms] [ms] [ms] [ms] [ms]
1. 6 5 222 8 240 1
2. 6 5 258 8 215 1
3. 6 5 250 8 209 1
4. 6 5 246 8 213 1
5. 6 5 247 8 203 1
6. 6 5 252 8 235 1
7. 6 5 232 8 232 1
8. 6 5 251 8 200 1
9. 6 5 258 8 223 1
10. 6 5 257 8 216 1
t [ms] 6 5 247 8 219 1
Tab. 6.2: Rychlost jednotlivých částí metody Initialize
6.2.2 Rychlost provádění metody Update
Jelikož se metoda Update cyklicky opakuje, je zde umístěno vše, co je potřeba neu-
stále aktualizovat. Její vývojový diagram je vidět na Obr. 6.2.
Nejprve je zjišťován počet milisekund od posledního vykreslení snímku. Tento čas
se používá při výpočtech u rotace a pohybu ve vizualizaci. Dále je určeno, jaký je
aktuální stav klávesnice a myši. Víme-li, jaký je aktuální stav klávesnice a myši, lze
pomocí těchto stavů procházet ovládání pro klávesnici, které bylo spolu s vývojovým
diagramem popisováno v kapitole 5.5.1 a ovládání pro myš, které bylo popisováno
spolu s vývojovým diagramem v kapitole 5.5.1. Nakonec je přiřazena hodnota po-
zice a úhlů natočení do komponenty pro vykreslování textu. Jak lze vidět v Tab.
6.1, metoda Update se pohybuje okolo 5 ms, a proto není důležité uvádět rychlost
provádění jednotlivých úseků kódu.
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Obr. 6.2: Vývojový diagram metody Update
6.2.3 Rychlost provádění metody Draw
Metoda Draw, stejně jako metoda Update, se cyklicky opakuje. Její vývojový diagram
je vidět na Obr. 6.3.
Jako první krok se vymaže okno, do kterého se bude později vykreslovat a na-
staví se jeho barva. Po vymazání se zavolá metoda Draw ze třídy PointCloud. Jako
vstupní parametr této metody je použita již popsaná instance kamery pro volný po-
hyb ze třídy Camera a efekt ze třídy BasicEffect. Metoda efektu nastaví světovou
matici jako násobek jedničky. Tím je řečeno, že nedochází ke zmenšení nebo zvětšení
objektu. Pohledovou matici a matici projekce nastaví na vlastní matice definované
ve třídě Camera. Je dán signál grafické kartě, že začal průchod pomocí metody Apply
ze třídy EffectPass a nakonec se vykreslí seznamy vrcholů pomocí trojúhelníkových
primitiv. Rychlost vykreslování, jak je vidět z Tab. 6.1, je 42 ms.
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Obr. 6.3: Vývojový diagram metody Draw
6.3 Rychlosti pomocných tříd
V dalším kroku, když už je známo, jak dlouhou dobu trvají jednotlivé metody v herní
smyčce, je potřeba změřit časy všech důležitých pomocných tříd a jejich metod, které
jsou využívány pro vizualizaci.
6.3.1 Třída ScannedData
Tato třída slouží pro načítání dat pořízených skenerem ze souboru a jejich uložení do
vlastní struktury ScannedDataPoint. Načítání probíhá podle popisu v kapitole 5.1.
Metoda LoadFromFile rozdělí data ze skeneru do jednotlivých parametrů a uloží
do struktury ScannedDataPoint. Je volána ve třídě PointCloud a to hned třikrát.
Jsou zde načítány tři soubory s daty do proměnných data1, data2 a data3:
• data1 - 240 384 bodů,
• data2 - 265 536 bodů,
• data3 - 266 112 bodů.
Jednotlivé časy jsou vidět v Tab. 6.3. Celková doba pro načítání těchto souborů
s daty a ukládání do připravené struktury se pohybuje okolo 2 364 ms.
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Číslo data1 data2 data3
měření [ms] [ms] [ms]
1. 778 805 762
2. 746 810 832
3. 734 881 857
4. 719 798 823
5. 754 809 878
6. 720 795 865
7. 725 796 751
8. 733 801 874
9. 723 801 754
10. 717 796 807
t [ms] 735 809 820
Tab. 6.3: Rychlost načítání dat
6.3.2 Třída PointCloud
Vývojový diagram této třídy je vidět na Obr. 6.4. V této třídě, jak již bylo zmíněno
v předchozí kapitole, se nejprve načítají data ze skeneru pro další zpracování. Z
těchto dat se vypočítají vrcholy trojúhelníků, pomocí kterých se má vytvořit kolem
každého změřeného bodu krychle představující naměřený bod. Z těchto vrcholů jsou
vytvářeny seznamy, které obsahují také informaci o barvě. Tato informace nám říká,
jaká barva má být použita na stěny. Ze seznamů se vytvoří jednotlivé Vertex Buffery.
Pro použitá data je vytvořeno jedenáct těchto Vertex Bufferů, které dohromady
obsahují 9 264 384 trojúhelníků. Rychlost jejich vytváření je uvedena v Tab. 6.4
a podrobnější popis vytváření krychlí kolem bodů je v kapitole 5.3. Nakonec se
metodou Draw krychle, za pomoci definované kamery pro volný pohyb a efektu,
vykreslí.
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Obr. 6.4: Vývojový diagram třídy PointCloud
Je vidět, že vytváření krychlí kolem bodů je časově nejnáročnější a velmi to
zpomaluje vytvořenou aplikaci. Bude proto důležité použít jiný způsob vykreslování
jednotlivých bodů.
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Číslo wallBuffery
měření [ms]
1. 6 284
2. 6 206
3. 6 150
4. 6 135
5. 6 125
6. 6 172
7. 6 089
8. 6 188
9. 6 049
10. 6 185
t [ms] 6 158
Tab. 6.4: Rychlost vytváření Vertex Bufferů
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7 OPTIMALIZACE BĚHU PROGRAMU
V této části práce je snaha program optimalizovat pro rychlejší běh. Právě prováděný
program od počátečního spuštění až po konečné vykreslení trvá okolo 8,5 sekund,
jak je možné vidět v Tab. 6.1. Nejvíce program zpomaluje načítání dat a vytváření
jednotlivých Vertex bufferů, proto je zaměřeno především na tyto problémy.
7.1 Načítání naměřených dat
Popis pro načítání dat a třídění podle parametrů jednotlivých bodů bylo již zmí-
něno v kapitole 5.1. Protože se pracuje s větším objemem dat, musí být načítání
dat a třídění jejich parametrů co možná nejrychlejší. Proto je odstraněna struk-
tura ScannedDataPoint a nahrazena seznamem typu Vector4. Jde o vektory, které
mohou obsahovat čtyři parametry. Do nich jsou ukládány souřadnice bodů a je-
jich poloměr. Všechny ostatní informace ze souboru nejsou využívány. Tím se třída
ScannedData zredukovala pouze na jednu metodu LoadFromFile, která důležité pa-
rametry ukládá do seznamu typu Vector4 a tento seznam vrací. Načítání stejných
dat jako v kapitole 6.3.1 po této optimalizaci lze vidět v Tab. 7.1.
Číslo data1 data2 data3
měření [ms] [ms] [ms]
1. 682 685 754
2. 672 657 686
3. 592 634 618
4. 587 637 633
5. 601 601 742
6. 596 632 627
7. 626 607 805
8. 570 602 616
9. 576 645 676
10. 595 616 630
t [ms] 610 632 679
Tab. 7.1: Rychlost optimalizovaného načítání dat
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V grafu na Obr. 7.1 je vidět, že čas načítání a zpracování dat se zrychlil celkově
okolo 450 ms.
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Obr. 7.1: Graf výsledků optimalizace načítání dat
7.2 Zobrazování pomocí billboardů
Jako jedna z možností, jak provést optimalizaci, je řešení zobrazování naměřených
bodů. Zobrazením je myšleno použití metod nevykreslující body, které nelze vidět.
Protože však vytváření krychle definované velikosti kolem každého naměřeného bodu
je časově nejvíce náročné, není pro optimalizaci prioritní řešit samotné vykreslování,
ale najít lepší způsob, jak redukovat množství vrcholů v krychlích. Jedním ze způsobů
je nevykreslovat krychle ale tzv. billboardy.
Billboard je technika, která vykresluje 2D texturu do 3D zobrazovací oblasti.
Bod je zde definovaný jako čtverec, který se natáčí čelem ke kameře pokaždé, když
se pohybujeme po scéně. Pro účel vytváření billboardů slouží třída Billboard v
souboru Billboard.cs.
Nejprve se načtou data metodou LoadFromFile v metodě Init, která je volána
v konstruktoru třídy. Aby bylo jasné, jestli je metoda billboardů rychlejší než před-
chozí metoda, používá se zde ještě metoda LoadFromFile, která není optimalizována,
tedy původní. Po načtení dat se zavolá metoda generatePoint, která vytvoří čtyři
vrcholy, jak je ukázáno na Obr. 7.2. Je vidět, že jsou používány pouze souřadnice x a
y, ke kterým se přičítá nebo odečítá hodnota „i“, určující velikost tohoto billboardu
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pomocí poloměru naměřeného bodu. Souřadnice z zůstane nezměněna. Všechny vr-
choly jsou uloženy do Vertex bufferu.
Obr. 7.2: Vytvoření vrcholů pro billboard
Po uložení vrcholů do Vertex bufferu je potřeba tento billboard rozdělit na dva
samostatné trojúhelníky, aby bylo možné jejich následné vykreslení. Vytváření těchto
trojúhelníků vychází podle stejných pravidel, jak již bylo ukázáno na Obr. 5.3. Jed-
notlivé vrcholy těchto trojúhelníků jsou uloženy do Index bufferu (viz kapitola 4.5.6).
Pro docílení natáčení jednotlivých billboardů tak, aby byly natočeny vždy če-
lem ke kameře je napsán vlastní efekt. Tento efekt je v souboru BillboardEffect.fx.
Ve třídě Billboard se nastaví jednotlivé parametry vytvořeného efektu za pomoci
metody setEffectParameters.
void setEffectParameters (Matrix View , Matrix Projection ,
Vector3 Up , Vector3 Left )
{
effect . Parameters [ "ParticleTexture" ] . SetValue ( texture ) ;
effect . Parameters [ "View" ] . SetValue ( View ) ;
effect . Parameters [ "Projection" ] . SetValue ( Projection ) ;
effect . Parameters [ "Size" ] . SetValue ( billboardSize ) ;
effect . Parameters [ "Up" ] . SetValue (Up ) ;
effect . Parameters [ "Side" ] . SetValue ( Left ) ;
effect . CurrentTechnique . Passes [ 0 ] . Apply ( ) ;
}
ParticleTexture říká, jaká bude použita 2D textura. V tomto případě je po-
užita textura obsahující pouze černou barvu. View a Projection je nastavena na
matici pohledu a projekce podle vytvořené třídy Camera. Důležité jsou zde přede-
vším parametry Up a Side, které udávají, jak je natočen billboard. Up je nastaven
pomocí vektoru Vector3.Up (0,1,0) a odpovídající rotační matice, která určuje jak
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je kamera aktuálně natočena. Side je nastaven vektorem Vector3.Left (-1,0,0) a
stejnou rotační maticí. Nakonec pomocí metody Apply dáme signál grafické kartě,
že začal průchod.
Když je nastavení Vertex i Index bufferů hotové, v metodě Draw ze třídy Billboard
se pošlou oba buffery grafické kartě, nastaví se jednotlivé parametry efektu metodou
setEffectParameters a pomocí primitiv jsou tyto billboardy vykresleny.
V Tab. 7.2 je uveden čas, jak dlouho trvá vytváření billboardů a v grafu na
Obr. 7.3 lze vidět srovnání proti metodě při použití krychlí kolem naměřených bodů,
jejichž čas je v uveden Tab. 6.2. Je vidět, že vytváření billboardů je rychlejší přibližně
o rozdíl 550 ms.
Číslo billboardy
měření [ms]
1. 7 821
2. 7 513
3. 7 482
4. 7 552
5. 7 721
6. 7 696
7. 7 737
8. 7 820
9. 7 645
10. 7 719
t [ms] 7 671
Tab. 7.2: Rychlost vytváření billboardů
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Obr. 7.3: Graf rozdílu mezi vytvářením vrcholů pomocí krychlí a billboardů
7.3 Celkové srovnání rychlosti
Podle ukázaných výsledků lze usoudit, že vytváření billboardů je efektivnější na rych-
lost než vytváření definovaných krychlí kolem každého naměřeného bodu. Protože
však při vytváření billboardů nebyla použita optimalizovaná metoda LoadFromFile,
nejsou uváděné rychlosti přesné. Optimalizovaná metoda, jak již bylo řečeno dříve,
nebyla použita, aby bylo zcela jasné, jestli je použití billboardů přínosné či nikoliv.
Protože byl využívaný vlastní efekt a ne efekt ze třídy BasicEffect, došlo ke změ-
nám i v metodě Initialize a Draw v hlavní smyčce. Proto je nutné metody použité
v hlavní smyčce znovu změřit a určit tak jejich aktuální rychlosti. Výsledky měření
rychlostí jsou vidět v Tab. 7.3.
Nyní je patrné, že jak metoda Initialize, tak metoda Draw jsou rychlejší, než
metody před optimalizací. Metoda Update zůstala stejná. Původní hodnoty rychlostí
jsou uvedeny v Tab. 6.1, kde je uvedena i celková rychlost vykonávání programu.
Srovnání rychlosti metody Initialize před optimalizací je vidět v grafu na
Obr. 7.4. Srovnání rychlosti metody Draw oproti původní je uvedeno v grafu na Obr.
7.5. Nakonec srovnání celkové rychlosti vykonávání programu oproti původnímu je
možno vidět v grafu na Obr. 7.6. Zde je jasně vidět, že s použitou optimalizací je
rychlost vykonávání programu zlepšena okolo 1,5 s.
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Číslo Initialize Update Draw Celkový čas
měření [ms] [ms] [ms] [ms]
1. 7 020 5 34 7 059
2. 6 858 5 37 6 900
3. 6 859 6 35 6 900
4. 7 080 4 34 7 118
5. 7 069 4 34 7 107
6. 6 905 5 37 6 947
7. 6 899 5 37 6 941
8. 6 945 4 35 6 984
9. 6 937 6 36 6 979
10. 6 879 5 37 6 921
t [ms] 6 945 5 36 6 986
Tab. 7.3: Rychlost jednotlivých metod hlavní smyčky po optimalizaci
Initialize
0
2
4
6
8
8,455
6,945
t
[s]
Před optimalizací Po optimalizaci
Obr. 7.4: Graf srovnání rychlostí metod Initialize
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Obr. 7.5: Graf srovnání rychlostí metod Draw
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Obr. 7.6: Graf srovnání celkové rychlosti vykonávání programu
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8 ZÁVĚR
Diplomová práce se zabývá technologiemi 3D laserových skenerů a vizualizací jejich
naměřených dat. Pro práci s naměřenými daty bylo použito programové prostředí
Microsoft Visual Studio 2010 spolu s programovacím jazykem C# a v kapitole 4 je
představena platforma XNA, která byla vybrána jako vhodný nástroj pro zobrazo-
vání těchto naměřených dat. XNA je platforma poskytovaná společností Microsoft,
která usnadňuje herní vývoj a správu v jazyce C#. Byla vybrána především proto,
že se stará o spoustu funkcí, které by vývojář musel jinak obstarávat sám. Konkrétně
je zde použita platforma XNA 4.0.
V kapitole 5 je ukázáno, jak bylo vytvořeno prostředí vizualizace. Nejprve vznikla
základní sada nástrojů pro práci s laserovými daty. Jde především o zpracování zís-
kaných dat, kdy nejdůležitější je tato data načíst a rozdělit na jednotlivé parametry
jako souřadnice bodu, poloměr naměřeného bodu nebo pravděpodobnost, s jakou je
naměřená hodnota platná. Po načtení a zpracování jednotlivých měření byly vytvo-
řeny krychle kolem každého naměřeného bodu, aby bylo možné tyto body zobrazit.
Po definování krychlí kolem každého bodu byla vytvořena kamera pro zobrazení
těchto krychlí do 3D scény a především pro možnost pohybování se po vizualizaci
pomocí uživatelského vstupu v podobě klávesnice a myši.
Jakmile byla celá aplikace funkční, byla provedena analýza rychlosti běhu pro-
gramu ke zjištění, který úsek vytvořeného kódu trvá nejdelší dobu. Tato analýza je
popisována v kapitole 6, kde lze pozorovat, že celková doba vykonávání programu
trvá 8,5 sekundy. Jsou zde rozebrány jednotlivé úseky programového kódu a nejdelší
zjištěná doba je strávena právě při vytváření krychlí kolem naměřených bodů, po-
mocí kterých se zobrazují.
Po zjištění jednotlivých rychlostí je prováděna optimalizace běhu programu, jak
je uvedeno v kapitole 7. Nejprve byla provedena optimalizace načítání naměřených
dat a jejich třídění na jednotlivé parametry. Optimalizace spočívala v redukování
programového kódu a použití jiné struktury pro ukládání jednotlivých parametrů
naměřených bodů. Dalším krokem optimalizace bylo použití tzv. billboardů pro sa-
motné zobrazování těchto bodů. Billboard je 2D textura, která se natáčí stále čelem
ke kameře. Tím byla každá předchozí krychle nahrazena pouze jedním čtvercem,
představující tento billboard. Těmito úpravami bylo vykonávání programu od na-
čtení dat, až po jejich zobrazení zrychleno o 1,5 sekundy. Zrychlilo se také samotné
vykreslování, které nyní zobrazuje všechny naměřené body za 36 ms. Je tedy zřejmé,
že daná optimalizace byla úspěšná.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
3D 3 Dimensional
2D 2 Dimensional
1D 1 Dimensional
CT Computed Tomography
MRI Magnetic Resonance Imaging
CCD Charge-Coupled Device
CMOS Complementary Metal-Oxide-Semiconductor
TOF Time Of Flight
SDK Software Development Kit
PC Personal Computer
CIL Common Intermediate Language
CLR Common Language Runtime
ms milisekunda
s sekunda
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SEZNAM PŘÍLOH
Příloha 1: CD obsahující:
• diplomovou práci (tento dokument),
• program pro zpracování 3D dat,
• soubor použitých naměřených dat.
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