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Resumen / Abstract 
Este es un Trabajo Final de Grado (TFG) llevado a cabo en una 
empresa real, Verticomm Network S.L. El proyecto consiste en el 
rediseño de la arquitectura de software de Uvinum, el software 
desarrollado por la empresa. La finalidad de este proyecto es obtener 
una arquitectura de Uvinum con un menor coste de mantenimiento, una 
mayor modularidad, y que permita una correcta implementación de test. 
 Para conseguir estos objetivos, el rediseño consistirá en la 
evaluación y transformación del sistema de software, pasando del 
estudio del sistema actual (altamente acoplado) a la definición de una 
arquitectura basada en la Arquitectura Hexagonal y los principios de 
diseño de software SOLID. 
El éxito del proyecto se supedita a dos factores principales: Que la 
nueva arquitectura propuesta sea viable de llevar a cabo en el contexto 
de la empresa, y que nadie del equipo técnico se quede atrás en el 
proceso de transformación. 
-- 
This is a Degree Final Project accomplished in a real company, 
Verticomm Network S.L. The project consists in redesigning the 
software architecture of "Uvinum", the system developed by the 
company. The purpose of this project is to get an architecture with a 
lower maintenance cost, a higher modularity and the possibility of a 
proper tests implementation.  
In order to achieve these goals, the rethinking process will include 
an analysis and transformation of the current system. This process will 
go from the study of the current system status (highly coupled) to the 
definition of an architecture based on the Hexagonal Architecture and 
the SOLID principles.  
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The success of this project depends on two main factors: The 
viability of the new proposed architecture within the company context, 
and the fact of avoiding the loss of any member of the technical team 








Este es un proyecto de ingeniería de software centrado en aspectos 
relativos a la mejora de la calidad del diseño y arquitectura del software. 
El objetivo principal que persigue este TFG es el de proponer una nueva 
arquitectura de software para una aplicación ya existente con la 
finalidad de que esta consiga ser más mantenible, modular, y facilite la 
correcta implementación de tests de software [1]. 
Los aspectos que considera este proyecto son: 
• El análisis en términos de calidad de código de un proyecto real 
con un gran volumen de código ya existente (más de 290.000 
líneas de código repartidas entre unas 1.500 clases). Se 
expondrán los problemas existentes basados en la arquitectura y 
el enfoque seguido a la hora de diseñar. Estos problemas están 
relacionados principalmente con el acoplamiento y, por lo tanto, 
derivan en una dificultad añadida a la hora de implementar test. 
• El estudio y planteamiento de una nueva forma de hacer con 
respecto al diseño de software. Esta nueva forma de hacer desde 
el punto de vista de la empresa, estará basada en conceptos ya 
existentes y principios de diseño ampliamente aceptados por la 
industria del software. Al apoyarnos en estos principios, nos 
aseguramos mejorar en pro de una mejor mantenibilidad y 
testeabilidad. 
• Detalles de implementación para ver cómo se llevan a la práctica 
los principios antes mencionados. Veremos cómo se explotan 
estos conceptos para encajarlos en las necesidades concretas y el 
contexto de la empresa. Se explicarán las pruebas de concepto 
llevadas a cabo con el fin de validar la arquitectura propuesta y 
las soluciones finales a las que se ha llegado. Soluciones que a 




• Las mecánicas de transferencia de conocimiento e implicación del 
resto del equipo técnico para con esta nueva arquitectura y forma 
de hacer. Este parece un punto menor, pero sólo evitaremos 
pervertir el nuevo sistema si logramos que todo el equipo 
interiorice la preocupación por la calidad del código. 
Así entonces, este TFG no se puede concebir como un proyecto a 
nivel de producto, dejando de lado por tanto posibles interpretaciones 
a nivel de funcionalidades o número de casos de uso que contiene el 
proyecto. 
Entendemos que la forma de sacarle más partido al estudio de la 
nueva arquitectura se basa en el número de tipologías de casos de uso 
que puede cubrir este nuevo planteamiento. Sólo así sabremos si lo que 
formulamos a nivel teórico es viable a nivel práctico en el máximo 
número de escenarios. Es decir, sólo así aseguraremos su viabilidad real 
y no sobre el papel. Es por esta razón por la que se ha intentado invertir 
la mayor cantidad de esfuerzos en lo cualitativo (las pruebas de 
concepto que sirven a nivel de “muestra estadística”) y no tanto en lo 
cuantitativo (el posible número de casos de uso dentro de un mismo 
escenario).  
Por lo tanto, el éxito de este TFG pasa por conseguir definir unas 
pautas de diseño de software claras. Estas pautas las deben poder 
seguir todo el equipo y deben cubrir los posibles escenarios actuales 
del proyecto donde se aplica, Uvinum. La finalidad de estas pautas, 
como ya se ha comentado, será la de obtener un sistema más 
mantenible, modular, y que permita una correcta implementación de 
test. 
1.1. EL TFG 
Este es un TFG realizado en la Facultat d’Informàtica de Barcelona 
(Universitat Politècnica de Catalunya). Concretamente en la especialidad 
de Enginyeria del Software y en modalidad B, es decir: El TFG se ha 
llevado a cabo en una empresa, concretamente: Verticomm Network S.L. 
Este TFG supone la culminación a los estudios de Grado en 




En Verticomm nos dedicamos a gestionar marketplaces verticales. 
Por un lado, un marketplace es una web de comercio electrónico donde 
se agrupan los catálogos de los diversos vendedores afiliados a la 
plataforma. Estos catálogos se integran de tal forma que el usuario final 
(visitante de la web) pueda comparar las distintas opciones de compra 
para un mismo producto y realizar la compra en la tienda que escoja. Y 
por otro lado, la particularidad de que sean verticales nos indica que 
dichos marketplaces sólo contendrán productos de un determinado 
sector (deportes, bebés, mascotas, etc.). Por poner un símil, Amazon 
sería un claro ejemplo de marketplace horizontal. 
El software en el que se centra este TFG es Uvinum [2], un 
marketplace centrado en el sector de las bebidas alcohólicas (vino, 
destilados y cerveza). Es el marketplace vertical con el que Verticomm 
empezó a operar hace 5 años. 
Estamos hablando por lo tanto de que no es una empresa en la que 
hagamos proyectos para terceros. Si no que, a día de hoy, es una 
empresa dedicada en exclusiva al proyecto Uvinum. Por esto, cabe 
destacar algo que marca la necesidad de este TFG, y es el hecho de que 
se requiere que la base de código permita ampliar aún más las 
funcionalidades reduciendo el coste de estos desarrollos al mínimo para 
asegurar su continuidad a nivel de software. 
Cabe destacar el hecho de que estamos hablando de un proyecto 
con una base de código existente de gran volumen generada a lo largo 
de los 5 años de vida de la empresa, incluyendo funcionalidades que 
van desde la integración de catálogos de productos externos, hasta la 
gestión de usuarios pasando por el proceso de compra. A día de hoy 
Uvinum tiene 1.680.480 páginas vistas y 151.200.000 peticiones por 
mes. 
1.3. EL EQUIPO 
Otra de las peculiaridades que también ha marcado el cómo se ha 
llevado a cabo el proyecto, ha sido el hecho de que la empresa cuenta 
con un equipo total de 22 personas. Más concretamente, el equipo 
técnico está formado por 6 personas más 1 diseñadora/maquetadora. 
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En la Figura 1.1 se puede apreciar gráficamente la estructura de los 
distintos equipos de trabajo. 
 
Figura 1.1 Estructura organizativa de Uvinum 
Deberemos tener en cuenta que, a pesar de ser un proyecto 
centrado en el rediseño de la arquitectura del software de Uvinum, no 
podemos permitirnos dejar de evolucionar el sistema actual. Por lo 
tanto, no podemos asumir un replanteamiento desde 0 ya que debemos 
seguir añadiendo funcionalidades, iterando sobre las existentes y, en 
definitiva, el sistema debe seguir vivo. Un enfoque de borrón y cuenta 
nueva sólo sería viable en caso de tener los recursos necesarios a nivel 
de tiempo y personal. Así entonces, teniendo en cuenta el equipo que 
hay, deberemos buscar estrategias para poder llevar a cabo el objetivo 
general de rediseño de arquitectura sin penalizar excesivamente el 
ritmo de nuevos desarrollos a pesar de ser un equipo pequeño. 
Otro aspecto crucial al respecto del equipo tiene que ver con la 
implicación y transferencia de conocimiento que se introducía 
anteriormente. No nos podemos permitir que nadie se quede en el 
camino. De ahí que el éxito del proyecto se supedite a esto. Entendemos 
que si hemos sido capaces de llegar donde estamos con el equipo 
técnico que tenemos, es porque han demostrado su valía. Debemos 
dedicar esfuerzos para evitar que alguien del equipo decidiera irse 
motivado por el replanteamiento en la forma de hacer, ya sea porque el 
punto de inflexión es demasiado brusco o porque no cree en el nuevo 
paradigma. Para esto, se habilitarán las sesiones de formación con 
periodicidad semanal denominadas “Rethinking Code”. 
Cabe destacar por tanto el factor estratégico a la hora de encarar 
este proceso, en pro de la formación del talento a nivel interno, y en 
contra de la adquisición de talento externo. Una adquisición a un coste 
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2. Descripción general 
En este apartado profundizaremos sobre los aspectos 
mencionados en el apartado introductorio. No obstante, aún evitaremos 
entrar en demasiados detalles técnicos. 
En varios puntos de este documento ya se ha insistido en los 
principales objetivos que contempla el TFG. No obstante, en esta 
sección vamos a explicar con más detalle cada uno de ellos. 
2.1. CONSEGUIR UN SISTEMA MÁS MANTENIBLE 
A la hora de conseguir que un sistema sea más mantenible hay 
varios aspectos que entran en juego. Para intentar analizar qué tratamos 
de conseguir al respecto de la mantenibilidad, antes de detallar qué 
aspectos técnicos harían que este factor mejorase, vamos a cambiar el 
enfoque: Primero vamos a detallar qué factores son críticos a la hora de 
considerar que un sistema es costoso de mantener. 
Para esta explicación, lo primero que deberemos poner en común 
será lo que entendemos por “mantener un sistema”. ¿Qué se entiende 
por mantenibilidad en este TFG? Lo acotamos a los aspectos de 
arquitectura y diseño de software: 
• Modificar funcionalidades ya existentes 
• Añadir nuevas funcionalidades 
• Controlar los errores que se puedan producir 
• Corregir errores que se produzcan 
En definitiva, esos 4 puntos, podrían resumir mi trabajo y el de mis 
compañeros técnicos a lo largo del año en Uvinum. Luego es 
extremadamente importante que reduzcamos el tiempo invertido en 
cada una de las tareas que se reparten entre esas 4 categorías, ya que 
al fin y al cabo, es el tiempo por el que la empresa va a tener que pagar. 
Conclusión: Si mejoramos la mantenibilidad del sistema, reduciremos 
los costes de la empresa. 
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Ahora deberemos detallar qué aspectos hacen que se aumente el 
tiempo de mantenimiento de la aplicación. Para ello, nos vamos a basar 
en los 4 puntos anteriores, puntos que podríamos agrupar en 2 
aspectos: 
• Funcional (modificar o añadir funciones al sistema) 
• Control de errores (prevención, detección y corrección) 
A nivel funcional, el tiempo que invertiremos en desarrollar una 
determinada característica o modificar el comportamiento de una ya 
existente, dependerá de los 2 siguientes factores: 
• Complejidad esencial: La complejidad esencial de un 
problema se define en base al coste intrínseco de esa 
funcionalidad o modificación. Es decir, es la parte del 
problema que se aísla de cualquier otro factor externo. 
• Complejidad accidental: Este tipo de complejidad se define 
justamente como el complementario de la complejidad 
esencial. Es decir, es todo factor externo al propio problema 
a resolver que hace que se nos complique la tarea de llevarlo 
a cabo. 
A continuación se muestra la “Figura 2.1 Simulación de 
acumulación de complejidad esencial y complejidad accidental”. En esta 
figura podemos apreciar una simulación de una posible cuantificación 
de la complejidad total de un sistema (eje vertical) a medida que pasa 
el tiempo (eje horizontal). Además, esta cuantificación de complejidad 
estaría dividida entre la parte correspondiente a la complejidad esencial 
(verde) y la accidental (rojo). En el gráfico se aprecia cómo la 
complejidad accidental al inicio del proyecto es inexistente, en cambio, 
a medida que pasa el tiempo, esta va creciendo hasta ser incluso mayor 




Figura 2.1 Simulación de acumulación de complejidad esencial y complejidad 
accidental 
Este tipo de análisis de la complejidad (esencial vs. accidental) fue 
planteado en la publicación “No Silver Bullet” [3] y entender esta 
segmentación de la complejidad de un problema es crítico. Y es crítico 
porque la parte de complejidad esencial nunca la vamos a poder 
eliminar. Siempre podremos utilizar diversos enfoques para resolver un 
problema, unos más sencillos que otros, pero el problema en sí, seguirá 
manteniendo su complejidad inherente a él. En cambio, sí que tenemos 
margen de actuación con respecto a la complejidad accidental. Es aquí 
donde incide este TFG. Expongamos un ejemplo para ver el nivel de 
impacto del que estamos hablando. 
Hace un año decidimos contratar una empresa externa para el 
desarrollo de las aplicaciones móviles nativas de Uvinum. La lógica de 
negocio para estas aplicaciones es exactamente la misma que para la 
versión web. Por ejemplo, obtener los posibles vendedores de un 
determinado producto en una determinada localización es algo que se 
necesita resolver en ambos escenarios y que a día de hoy ya tenemos 
implementado en la versión web. Pues bien, si la arquitectura de nuestra 
aplicación hubiera sido lo suficientemente modular el coste de añadir 
esta funcionalidad habría sido mínimo ya que simplemente habría 
consistido en añadir el adaptador para que las aplicaciones nativas 
consultaran estos datos. Pero como el sistema estaba vinculado 100% a 
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de forma paralela que no acaba de ajustarse bien ya que se ejecuta 
mucha lógica que sólo es necesaria en la versión web. La complejidad 
esencial del problema sigue siendo la misma, pero la complejidad 
accidental hizo que se tuvieran que dedicar muchos más esfuerzos para 
este desarrollo. 
Así entonces, la arquitectura de nuestro sistema influye de forma 
directa en el coste accidental global de nuestra aplicación. Lo que se 
traduce en que si tenemos una arquitectura suficientemente modular, 
nos va a beneficiar en todos estos tipos de escenarios en los que ciertas 
partes deban poderse cambiar. A día de hoy tenemos múltiples 
ejemplos: el punto de acceso a la aplicación, el sistema de persistencia, 
el gestor de envío de emails, el sistema de plantillas, etc. 
Otro de los factores a tener en cuenta es que, en proyectos tales 
como Uvinum, donde se apuesta por un sistema que perdure durante 
tiempo y sobre el que se va iterando constantemente en base al uso de 
los usuarios (metodologías de desarrollo Lean), es la lectura de código. 
Es decir, partimos de la siguiente base: del tiempo que se le paga a un 
desarrollador, la gran mayoría lo invierte en comprender el código ya 
existente y cómo se articula el sistema para poder introducir la 
modificación que debe llevar a cabo. Luego basándonos en esta 
premisa, si reducimos el tiempo de comprensión de nuestro código 
(nuevamente, complejidad accidental), estaremos reduciendo el coste 
de mantenimiento drásticamente. 
Así entonces, nos hemos dotado de herramientas que nos permitan 
reducir el tiempo de comprensión. Ejemplos de estas herramientas: 
• Estándares que normalicen el estilo de código 
• Reutilización de librerías de calidad ampliamente conocidas 
en el sector 
• Mecánicas claramente definidas y repetitivas en función de 
los distintos tipos de escenarios 
• Patrones de diseño de software ya conocidos 
• Principios de diseño de software ampliamente aceptados: 
o SOLID [4] [5] [6] [7] [8] 
o Clean Code [9] 
o Code Smells [10] y Refactorings [11] 
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2.2. PERMITIR LA CORRECTA IMPLEMENTACIÓN 
DE TEST 
Otro de los objetivos principales del proyecto que se ha venido 
repitiendo en la introducción ha sido el de la testeabilidad. Para poder 
visualizar el impacto de esto, vamos a seguir el mismo enfoque que con 
el punto anterior respecto a la mantenibilidad e incluso la misma base. 
En el punto anterior comentábamos que gran parte del tiempo de 
un desarrollador se centra en el control de errores. Entendiendo esto 
como la prevención, detección y corrección de cualquier fallo que pueda 
ocurrir en el sistema. Por lo tanto, estamos hablando de que a nivel de 
coste para la empresa, esta categoría de “control de errores” supone un 
gran porcentaje del total a pesar de que pudiera parecer algo 
anecdótico. 
Debemos tener en cuenta que en esta consideración al respecto del 
coste relativo a los errores, también se incluye el coste que supone que 
un error se produzca y no sólo la gestión del mismo. Es decir, que el 
carrito de compra deje de funcionar durante 10 minutos, supone que 
los clientes no podrán efectuar sus compras durante ese espacio de 
tiempo. Con lo cuál, ya no sólo es el coste del control del error, si no 
también los beneficios que se dejan de tener derivados del error en 
cuestión. 
Para acabar de situarnos al respecto del tema de los errores, hay 
algo que deberemos tener también presente y que el ejemplo anterior 
del carrito de compra refleja muy bien: Cuanto más haya avanzado el 
error en nuestro sistema, más coste supondrá. Esto es: Si el error ha 
llegado hasta producción, pasando por todas las etapas, el coste se 
podría repartir en: 
1. La compra que el cliente final deja de hacer porque el sistema 
no le deja 
2. El tiempo que dedica el personal de atención al cliente 
recibiendo el reporte del error y la gestión con el cliente 
hasta concluir que es un error del sistema 
3. La investigación por parte del equipo técnico con la finalidad 
de determinar dónde se produce y a qué se debe el error 
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4. La corrección del error 
5. Las pruebas para verificar que la corrección funciona y no 
provoca otros errores 
6. La subida a producción del arreglo del error 
Como se ve en el detalle secuencial de estas etapas, nos 
encontramos dos factores principales que serían los que acumularían el 
margen de mejora a la hora de reducir el tiempo dedicado: 
• Una detección del error más temprana habría evitado que el 
error subiera a producción, anulando así los puntos 1 y 2 
• Complejidad accidental menor ayudaría a reducir el tiempo 
empleado en los puntos 3, 4, 5 y 6 
Así entonces, la preocupación al respecto de los sistemas de test 
viene principalmente motivada por un beneficio a nivel de costes. 
Además, este sistema de test debe detectar los fallos en la fase 
más temprana posible para, como decíamos, evitar que el error se 
propague y afecte a más capas de la empresa (atención al cliente y 
usuarios finales). Con lo cual, una solución que encaja perfectamente 
en estos términos es la de aplicar un sistema de test unitarios y de 
integración. 
Con un sistema de pruebas unitarias y de integración, estaríamos 
detectando los errores antes incluso de que el desarrollador pueda subir 
sus cambios a producción (anulando así el punto 1 y 2). Además, 
reduciría también el coste accidental de los puntos 3 y 5 (determinar 
dónde se produce y verificar que no provoca otros errores). Ya que en 
caso de producirse un error, tendríamos una prueba concreta que nos 
dice en qué punto y por qué está fallando nuestra aplicación, así como 
otras pruebas de otras partes del sistema que, en caso de no fallar, nos 











A continuación, en la “Figura 2.2 Pirámide de test”, se muestra la 
pirámide de test [12]. Esta pirámide refleja la cantidad de test que 
deberían existir en un sistema por cada tipología. Esto se debe 
principalmente a que el coste de ejecución en términos computacionales 
de cada una de estas tipologías es mayor a medida que se acerca la 
punta de la pirámide. A su vez, el coste que implica corregir un error 
también es mayor a medida que avanza desde la base de la pirámide 
debido a que implica destinar recursos. Este TFG se centra en permitir 







Figura 2.2 Pirámide de test 
El tener un sistema de pruebas, no sólo reduce los costes del 
control de errores, si no que también aumenta la confianza del 
programador. Es decir, si yo sé que puedo hacer las modificaciones que 
quiera, que con que todas las pruebas pasen, estaré seguro de no 
romper nada, la reticencia al cambio será mucho menor y la seguridad 
a la hora de tratar con el sistema será mucho mayor. 
Esto es clave. Necesitamos ir rápido a la hora de introducir nuevas 
funcionalidades y demás, pero lo más importante es que necesitamos ir 
lejos. Es decir, de nada nos vale seguir como hasta ahora, sin pruebas 
de ningún tipo, por muy rápido que vayamos ya que a la larga, el sistema 
será tan grande y habrá que controlar mentalmente tantos factores, que 
la reticencia al cambio será enorme. No nos podemos permitir eso. 
Otro factor a tener en cuenta a este respecto, es el factor humano. 
¿Qué pasará cuando se incorpore un nuevo desarrollador al equipo de 
aquí a 10 años? El coste de adaptación en caso de seguir con la 





modificar nada hasta sentirse mínimamente seguro de que con sus 
modificaciones no rompe nada, pero si no tiene sistemas de pruebas 
automatizadas, el único indicador del que puede hacer uso es el del 
apoyo por parte de compañeros. Es decir, estaríamos fomentando la 
dependencia frente a la autonomía. No queremos llegar a ese punto. 
Así entonces, la nueva arquitectura propuesta contempla esto. Una 
arquitectura que facilita el que los componentes de la aplicación se 
puedan testear de forma aislada o unitaria y orquestando unos con 
otros. A diferencia de la forma de hacer actual, donde es mucho más 
difícil testear componentes debido a que unos están acoplados con 
otros. 
Además, cabe destacar un punto a nivel de dinámica de trabajo: El 
Desarrollo Dirigido por Tests (Test Driven Development, TDD [13]). La 
nueva arquitectura pone en bandeja el dar un paso más y avanzar hacia 
una metodología de desarrollo donde, antes que el propio desarrollo, 
se implementa la prueba de éste. De esta forma: 
• Los errores se detectan en la etapa más temprana posible, 
antes incluso de haberse producido 
• El diseño de nuestra solución es mejor. Debido a que quien 
nos dirige es el propio test, la solución a la que se llega es 
una solución 100% testeable 
• Se evita la sobre ingeniería a la hora de solucionar el 
problema. Debido a la dinámica establecida por TDD, la 
solución se acota a las necesidades reales del problema 
2.3. AUTOMATIZACIÓN Y MODERNIZACIÓN DE 
SISTEMAS 
Además, en los 6 puntos comentados anteriormente al respecto del 
proceso secuencial a la hora de resolver un error, también se incluía un 
último paso que puede pasar desapercibido, se trata del proceso de 
puesta en producción. Este paso, al fin y al cabo, también lo debemos 
considerar a nivel de generador de fricción en el proceso de desarrollo. 
Todo lo que no sea trabajar en aportar valor a la empresa, genera 
fricción. Con este concepto de “generador de fricción”, no me refiero a 
otra cosa que al hecho de tener que pasar por un proceso que hace que 
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la propia experiencia de desarrollar se vea relegada a un segundo plano. 
Podríamos incluso ir un paso más allá y trasladarlo al terreno de factor 
bloqueante. Es decir, si para hacer un desarrollo concreto, se necesitan 
traspasar diversos factores bloqueantes como el que comentamos, la 
viabilidad del desarrollo se puede ver cuestionada en un último término. 
Así entonces, tenemos margen de mejora en lo referente a la 
puesta en producción o deploy [14]. Si conseguimos que las acciones 
necesarias a realizar desde que un programador tiene lista una solución 
hasta que la puede usar un usuario final sean completamente 
transparentes para el programador, le estamos haciendo la vida más 
fácil a este y, además, reduciendo costes para la empresa nuevamente. 
Además, desde el momento en el que introducimos un sistema de 
pruebas en nuestra dinámica de trabajo, corremos el riesgo justamente 
de aumentar esta fricción. Con lo cuál, sí o sí deberemos replantear el 
cómo desplegamos nuestra aplicación en producción para que este 
proceso sea lo menos costoso posible. 
Todo esto pasa por implementar un sistema de Continuous 
Deployment [15]. Un proceso automatizado desde que el programador 
envía los cambios hasta que se ponen en producción que no requiere 
ninguna interacción adicional por parte del desarrollador. 
2.4. ETAPAS DEL PROYECTO 
Algo crucial para poder entender este TFG es lo que ya se 
comentaba en la introducción, este no se trata de un TFG en el que 
construyamos una aplicación de software nueva, sino mejorar una ya 
existente. Por lo tanto, las etapas que hemos definido varían con 
respecto a un desarrollo desde cero y son las siguientes: 
2.4.1. Estudio de los requisitos de Uvinum 
Esta etapa la hemos decidido incluir en la memoria por lo crucial 
que es para entender el por qué de las decisiones tomadas a la hora de 
definir la nueva propuesta de diseño de arquitectura. No obstante, no 
es una etapa con un coste que influya en el propio TFG ya que, cuando 
este empezó, personalmente ya llevaba más de 3 años trabajando en el 
proyecto. Con lo cuál, es algo de lo que ya partíamos, pero que 
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entendemos debe reflejarse en este TFG debido a que marca el contexto 
a tener en cuenta en todo momento. 
En este punto veremos cuáles son los requisitos tanto a nivel 
funcional como no funcional que se contemplan como Marketplace 
vertical. Tanto desde el punto de vista de los usuarios finales que 
efectúan las compras, como de los empleados de los distintos 
departamentos de Uvinum, y de los vendedores afiliados. 
2.4.2. Evaluación de la arquitectura actual 
En este punto se detallarán todos esos aspectos de la arquitectura 
a nivel de software que hacen que a día de hoy consideremos que 
debemos hacer un rediseño. En resumen, veremos las limitaciones y 
analizaremos los problemas en los que deriva. 
Cabe destacar desde un primer momento, que esta arquitectura es 
la que ha permitido que Uvinum funcione durante estos 5 años. Con lo 
cuál, tampoco la podemos demonizar sobremanera, hasta el día de hoy 
ha cumplido su función y, para los requisitos que se establecieron en su 
momento, seguramente era la mejor opción. Total y rotundo respeto a 
la decisión tomada entonces. No obstante, esto no quiere decir que a 
día de hoy, con toda la información que tenemos para poder evaluarla, 
no podamos determinar que necesita ser replanteada. 
Al igual que pasaba con la etapa anterior relativa al estudio de 
requisitos, esta otra etapa también se ve beneficiada de la experiencia 
previa. Es decir, al partir de la base de haber trabajado con la aplicación 
durante más de 3 años, el conocimiento de los principales problemas 
no es algo que vaya a implicar una inversión excesiva de horas dentro 
del TFG. No obstante, sí que también entendemos esta etapa como algo 
crítico a mostrar en la memoria con el fin de entender de dónde 
venimos. Además, en cada una de las fases del TFG sí que habrá una 
pequeña asignación de horas con la finalidad de analizar el estado 
actual de la aplicación en busca de aspectos concretos que afecten a la 
fase en cuestión. 
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2.4.3. Estado del arte 
En esta etapa, una vez analizados los problemas de la arquitectura 
actual, pasaremos a detallar qué herramientas pueden sernos útiles con 
el fin de mejorar en estos aspectos. 
No sólo detallaremos esto a nivel de arquitectura, si no que algunas 
de las cosas que hemos venido comentando cuando se tocaba el tema 
de la comprensión de código, también estarán incluidas aquí ya que son 
las que, en su conjunto, configuran el escenario al que queremos llevar 
el diseño de nuestro sistema. Estamos hablando de cosas más a bajo 
nivel que la arquitectura global, o conceptos como: 
• Estándares de estilo de código 
• Gestión de dependencias (librerías externas) 
• Patrones de diseño de software ya conocidos 
• Técnicas de refactorización (Refactoring) 
• Principios de diseño de software  
o SOLID 
o Composition over Inheritance [16] 
Además, en este capítulo también tendrán cabida aquellos 
conceptos del Diseño Dirigido por el Dominio (Domain-Driven Design, 
DDD [17]) que hemos decidido aplicar en nuestra nueva arquitectura. 
2.4.4. Propuesta de rediseño 
En este apartado veremos cómo hemos llevado a la práctica todos 
esos conceptos detallados en el punto anterior. No obstante, cabe 
destacar el hecho de que la memoria se ha estructurado en estas 
secciones para facilitar su lectura. A la hora de llevar a cabo el TFG se 
habría ido alternando esta etapa de proponer una nueva arquitectura 
con la del estudio del arte ya que, a medida que nos íbamos 
encontrando con limitaciones de la propuesta o, sencillamente la 
podíamos analizar con pequeñas pruebas de concepto, era donde 
veíamos sus flaquezas y volvíamos a la etapa de análisis del estado del 
arte en busca de posibles soluciones. 
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En esta etapa por lo tanto es donde nos encontraremos la mayor 
parte de los detalles de implementación de la solución propuesta. 
2.4.5. Evaluación rediseño propuesto 
En esta etapa que, como decía en el apartado anterior, es la que se 
ha ido repartiendo de forma iterativa después del análisis del estado del 
arte y la propuesta de una nueva solución, veremos la comparación 
entre el estado anterior y la nueva propuesta, validando por tanto que 
la propuesta es realista, encaja con los requisitos de la aplicación, y 
mejora en los términos que propone este TFG. 
2.4.6. Plan de formación 
Este punto nuevamente no se produce de forma secuencial tal y 
como pasa con la anterior etapa. El plan de formación ha sido algo 
completamente transversal al proyecto y se ha ido ejecutando de forma 
paralela a partir del momento en el que conseguimos tener 
mínimamente claro hacia dónde queríamos remar y con qué 
herramientas. 
En esta etapa veremos entonces cómo hemos articulado la 
transmisión de conocimiento dentro del departamento técnico. Qué 
obstáculos nos hemos encontrado y qué beneficios hemos obtenido. 
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3. Metodología y 
Planificación 
3.1. METODOLOGÍA 
La planificación inicial del proyecto está completamente ligada a 
las etapas descritas en el apartado “2.4 Etapas del proyecto”. No 
obstante, lo primero que deberemos tener en cuenta que, como ya se 
comentaba en dicho apartado, la etapa de estudio de requisitos 
únicamente tiene cabida en este TFG con el propósito de poner en 
contexto. El resto de etapas, que son en las que se centra el TFG, sí se 
ven traducidas en tareas del diagrama de Gantt y, por lo tanto, sí tienen 
una implicación a nivel de costes. Así entonces, tenemos una 
distribución tal que: 
• Etapas sin afectación en la planificación: 
o Estudio de los requisitos de Uvinum 
• Etapas con afectación en la planificación: 
o Evaluación de la arquitectura actual 
o Estado del arte 
o Propuesta de rediseño 
o Evaluación de propuesta 
o Plan de formación 
A la hora de bajar al terreno estas etapas y traducirlas en tareas, 
debemos tener en cuenta la metodología seguida. Un posible enfoque a 
la hora de atacar el proyecto habría sido seguir un proceso secuencial 
como el mostrado en la “Figura 3.1 Planificación no llevada a cabo”: 
 













Seguir un proceso como el reflejado en la figura, nos habría 
supuesto una pérdida de flexibilidad a la hora de realizar ajustes sobre 
la marcha. Algo primordial en un proyecto de las características de este 
TFG, dónde entre otros muchos factores, juegan un papel crucial 
aspectos altamente variables que van desde el desconocimiento previo 
a nivel profundo del estado del arte, hasta la capacidad de asimilación 
por parte de los integrantes del equipo técnico de los conceptos que se 
vayan introduciendo. 
Así entonces, este TFG sí se plantea en base a esas 5 etapas, pero 
no obstante y con el fin de evitar incurrir en lo que comentábamos 
(pérdida de flexibilidad), se llevarán a cabo de forma iterativa. Es decir, 
seguiremos la secuencia de las 5 etapas tantas veces como puntos de 
control (fases) podamos establecer a lo largo del proyecto. 
Con lo cual, introducimos el concepto entonces de iteraciones en 
base a unas determinadas fases. Estas fases serán las que se traduzcan 
finalmente en distintos grupos de 
tareas definidas en base a los 
conceptos a introducir. Pasando de 
conceptos más fundamentales como 
los principios de diseño de software 
SOLID, hasta conceptos de más 
envergadura como la arquitectura del 
sistema a alto nivel. El gráfico del 
proceso a seguir quedaría en una 
sucesión como la que se puede 
observar en la “Figura 3.2 Planificación 
en iteraciones llevada a cabo”.  
Si desgranamos cada uno de estos 
conceptos a tratar de forma secuencial, 
entonces sí nos encontramos con una 
de las iteraciones de las 5 etapas que 
describíamos anteriormente. Ejemplo 
en base al primer grupo de tareas 
“Principios SOLID” en la “Figura 3.3 
















Figura 3.2 Planificación en 




Figura 3.3 Detalle de una iteración de la planificación global 
Por último, cabe destacar que la elaboración de la memoria se ha 
llevado a cabo de forma transversal, incidiendo en cada una de las 
etapas de cada iteración de las fases del proyecto. 
3.2. CALENDARIO 
El proyecto se ha llevado a cabo de Enero a Octubre del 2015. 
Teniendo una carga de trabajo aproximada de 1.118 horas totales. 
Como ya se ha comentado, el TFG tendrá una afectación total dentro del 
departamento técnico, con lo que todas esas horas se distribuyen entre 
las distintas personas involucradas. No obstante, se quedan unas 731 
horas que están asignadas a mi persona. 
3.3. RECURSOS 
3.3.1. Personal 
Como decíamos, a pesar de ser una persona la que tiene la mayor 












resto del equipo de desarrollo. Este equipo está formado en total por 6 
personas, 3 de las cuales (incluyéndome a mi) estarán involucradas en 
las decisiones de arquitectura. 
Para el estudio de posibles diseños de arquitectura (grupo de 
tareas “DDD táctico”), será crucial el contar con este equipo de 
arquitectura formado por Eric, Pablo y yo. El resto del equipo técnico 
(Albert, Dani y Eduard) también se verá implicado en este proyecto, 
principalmente en las sesiones de formación “Rethinking Code” con la 
finalidad de cumplir con el objetivo acordado respecto al plan de 
formación. 
3.3.1.1. Roles 
Así entonces, cabe destacar la siguiente asociación entre cada una 
de las personas involucradas en el proyecto y sus roles: 
Nombre Rol 
Albert CTO 
Pablo Project Manager (En equipo de arquitectura) 
Javi Software Architect (En equipo de arquitectura) 
Eric Software Architect (En equipo de arquitectura) 
Dani Developer 
Eduard Developer 
Figura 3.4 Listado de desarrolladores involucrados en el proyecto y sus roles 
3.3.2. Materiales 
A priori no se estima necesario ningún coste añadido a nivel de 
materiales o infraestructura más allá de la ya existente en la empresa. 
Es importante destacar esto ya que una de las limitaciones con las que 
contamos es a nivel de presupuesto. Es decir, no podremos invertir en 
hardware. Por lo tanto, la nueva arquitectura que se plantee no debe 
implicar un salto diferencial en cuanto a consumo de recursos, ya que 
esto implicaría tener que invertir en más servidores. 
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3.4. DESCRIPCIÓN DE LAS TAREAS 
Como ya hemos comentado, las tareas a realizar se desglosan de 
forma agrupada en base a los conceptos a tratar. Dicho desglose de 
tareas se puede encontrar al final de este capítulo para facilitar su 
lectura y en el PDF anexo “Gantt.pdf” para un análisis más en detalle. 
A continuación se encuentra la descripción de cada uno de los 
grupos de tareas que se pueden apreciar en el diagrama de Gantt. 
La secuencia lógica de las tareas es completamente lineal en el caso 
de los 3 primeros grupos ya que para poder avanzar con tareas de estos 
grupos se requieren los conocimientos que se adquirirán e 
interiorizarán en las tareas previas tal y como muestran las reglas de 
dependencia de las tareas. Estos grupos son: “Principios de diseño 
SOLID”, “Code Smells y Refactorings” y “DDD táctico”. 
Los 4 grupos de tareas siguientes sí se podrían paralelizar. Estos 
son: “Código testeable”, “Modernización de sistemas y reducción de 
fricción”, “Análisis estático de calidad de software” y “Deploy orientado 
a Continuous Deployment”. No obstante, se deberán tener en cuenta 
ciertas reglas de precedencia descritas sus respectivos apartados y 
sobretodo, la capacidad a nivel de recursos de los que disponemos. 
Por último, el grupo de tareas “Transferencia de conocimiento 
dentro del equipo” será completamente transversal. Es decir, las tareas 
relacionadas con este grupo son las sesiones de formación 
denominadas “Rethinking Code”. Estas sesiones tendrán lugar a medida 
que se avance en el proyecto con la finalidad de poder ir transmitiendo 
los conocimientos de forma más diluida en el tiempo y así poder 
aplicarlos cuanto antes. 
3.4.1. Concienciación de principios SOLID 
Este tipo de tareas será lo primero a realizar. De esta forma 
conseguiremos hacernos una idea más cercana de la magnitud de los 
problemas a nivel de diseño con los que trabajamos y con los que 
tendremos que enfrentarnos. A su vez, también podremos hacer énfasis 
en visibilizar estos problemas por el conjunto del equipo a través de las 
sesiones de Rethinking Code e ilustrar hacia dónde queremos ir y los 
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beneficios que esto aporta. Esta fase cuenta con un total de 69,5 horas 
y, al ser el primer grupo, no tiene pre-requisitos. 
3.4.2. Detectar Code Smells y aplicar Refactorings 
Como requisito de precedencia para poder empezar este grupo de 
tareas, tendremos el hecho de poder haber finalizado el grupo anterior. 
Los motivos son claros y para ello debemos tener en cuenta el objetivo 
de este grupo de tareas: dotar a todo el equipo de esos pequeños 
procedimientos (Refactorings) para solucionar los problemas comunes 
e identificables (Code Smells) que se detecten en la base de código 
actual. Pero para pedirle ese esfuerzo al equipo, primero debemos saber 
hacia dónde vamos y qué nos aporta (concienciar de los principios 
SOLID). Esta fase cuenta con un total de 109,5 horas. 
3.4.3. DDD táctico 
Una vez con la totalidad del equipo concienciado acerca del 
impacto que tiene la arquitectura de software en el proyecto (de ahí que 
los grupos 3.4.1 y 3.4.2 sean requisitos de precedencia de este), nos 
podremos empezar a meter de lleno con temas de diseño a más alto 
nivel y donde realmente está el grueso del proyecto. Esta fase cuenta 
con un total de 668 horas. 
Como se aprecia en el diagrama, en este tipo de tareas es donde 
más riesgo tenemos debido al desconocimiento de gran parte de los 
principios a llevar a cabo. 
3.4.4. Código testeable 
A mitad del grupo de tareas “3.4.3 DDD táctico”, se podrá y deberá 
dar comienzo a este otro grupo. Es decir, necesitamos analizar los 
problemas que nos impiden testear desde un buen principio para 
tenerlos en cuenta en el diseño de la nueva arquitectura. Esta fase 
cuenta con un total de 56 horas. 
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3.4.5. Modernización de sistemas y reducción de fricción 
en el desarrollo 
En este objetivo nos encontramos diversas tareas que sí son 
fácilmente paralelizables y darán comienzo a mitad del grupo “3.4.2 
Detectar Code Smells y aplicar Refactorings”. De esta forma, podemos 
ir aplicando en el sistema actual las mejoras que nos proveerán como la 
resolución de dependencias vía Composer o Php 5.6 sin tener que 
esperar al replanteamiento de toda la arquitectura. Esta fase cuenta con 
un total de 89 horas. 
3.4.6. Análisis estático de calidad del software 
Este es un grupo de tareas que en cierto modo depende de la 
modernización de los sistemas. Si bien es cierto que no sería una 
dependencia rígida o estrictamente necesaria, el contar con versiones 
actuales y sistemas de resolución de dependencias como Composer nos 
facilitará la tarea de puesta a punto de este sistema y nos evitaremos 
trabajo de implementación en el sistema antiguo para, posteriormente, 
tener que pasar al nuevo sistema.  Esta fase cuenta con un total de 48 
horas. 
A su vez, también nos encontramos con el factor de distribución 
de carga de trabajo, con lo que se ha decidido aplazarlo un poco para 
poder distribuir la carga mejor y no paralelizarlo completamente. 
3.4.7. Deploy orientado a Continuous Deployment 
En este grupo nos encontramos con el requisito de tener listo el 
sistema de análisis estático para poder incluirlo en el sistema de deploy 
y que éste muestre los datos correspondientes. Nuevamente, no sería 
un requisito indispensable, pero con tal de ir paso a paso y distribuir la 
carga, se ha decidido establecerlo como tal. Esta fase cuenta con un 
total de 63 horas. 
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3.4.8. Transferencia de conocimiento dentro del equipo 
Desde el momento en el que es algo completamente transversal a 
los diferentes grupos de tareas, se ha optado por integrar estas sesiones 
de formación en cada uno de los apartados anteriores. De esta forma se 
ilustra más claramente a qué fase del proyecto están asociadas. La carga 
de horas de esta fase está repartida en cada uno de los grupos de tareas 
anteriores debido a que realmente son tareas completamente 
transversales. No obstante, entre todas estas tareas distribuidas, suman 
un total de 186 horas que, como comentaba, están ya repartidas entre 
todos los sumatorios de los grupos anteriores. 
3.5. POSIBLES DESVIACIONES 
Como se puede apreciar en la estimación de tiempos del diagrama, 
el proyecto se ha planificado de tal forma que se dispondrá de un 
margen casi de 30 días. Este margen, a pesar de que pueda parecer 
demasiado alto, está pensado justamente para cubrir estas posibles 
desviaciones de tiempo que se entienden como altamente probables. 
Como ya se ha comentado, este riesgo tan elevado es debido 
principalmente a la falta de expertos relacionados con la arquitectura a 
implementar dentro del equipo. El desconocimiento del estado del arte 
a nivel profundo. 
A pesar de haber hecho una estimación pesimista (~30 días de 
margen), se contempla la posibilidad de tener que priorizar grupos de 
tareas en base a los objetivos principales de este TFG. En este caso, 
siempre prevalecerían las tareas de los grupos “3.4.1 Concienciación de 
principios SOLID”, 3.4.2 Detectar Code Smells y aplicar Refactorings”,  
“3.4.3 DDD táctico” y “3.4.4 Código testeable” frente al resto. 
3.6. DIAGRAMA DE GANTT 
A continuación se adjunta el diagrama de Gantt desglosado por 
cada una de las fases. La idea es que esto facilite la lectura de esta 
memoria. No obstante y por las limitaciones del formato, hay ciertas 
imágenes que no se acaban de apreciar bien. Es por este motivo por el 




• El color de fondo de las tareas únicamente sirve a modo de guía 
para identificar los 7 grupos de tareas. 
• El color de las tareas en sí mismas identifica el riesgo: 
o : Tarea con riesgo bajo 
o : Tarea con riesgo medio 
o : Tarea con riesgo alto 
• El borde de las tareas identifica el camino crítico: 
o : Tarea no perteneciente al camino crítico 
o : Tarea perteneciente al camino crítico 
• Las flechas entre tareas indican las reglas de precedencia: 
o : Tareas no dependientes 
o : Tareas con regla de precedencia 
3.6.1. Concienciación de principios SOLID 
 
Figura 3.5 Gantt de la fase "Principios de diseño SOLID" 
3.6.2. Detectar Code Smells y aplicar Refactorings 
 
Figura 3.6 Gantt de la fase "Code Smells y Refactorings" 
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3.6.3. DDD táctico 
 
Figura 3.7 Gantt de la fase "DDD táctico" 
3.6.4. Código testeable 
 
Figura 3.8 Gantt de la fase "Código testeable" 
3.6.5. Modernización de sistemas y reducción de fricción 
en el desarrollo 
 
Figura 3.9 Gantt de la fase "Modernización sistemas y reducción fricción en 
desarrollo" 
3.6.6. Análisis estático de calidad del software 
 
Figura 3.10 Gantt de la fase "Análisis estático calidad de software" 
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3.6.7. Sistema de Deploy orientado a Continuous 
Deployment 
 
Figura 3.11 Gantt de la fase "Deploy orientado a Continuous Deployment" 
3.6.8. Gantt global 
 












4.1. CONSIDERACIONES INICIALES 
En este apartado se parte del desglose de tareas realizado para el 
apartado de la planificación temporal. Con el fin de entrar más al detalle, 
se indica el rol que corresponde a cada uno de los componentes del 
equipo técnico y su coste/hora. Además, se tienen en cuenta otros tipos 
de costes indirectos y una estimación de beneficios. 
La estimación de precio por hora se ha realizado en base al 
escenario real de la empresa en la que se realiza el proyecto. No 
obstante, no llegan a ser datos reales con el fin de proteger datos 
sensibles de la empresa. 
4.2. IDENTIFICACIÓN Y ESTIMACIÓN DE COSTES 
4.2.1. Costes directos 
Tal y como podíamos ver en el desglose de tareas del apartado 
relativo a la planificación temporal, contamos con un equipo de 6 
personas que estarán involucradas en mayor o menor medida en el 
proyecto. La asociación de roles y coste por hora de cada uno de estos 
componentes es la siguiente: 
Rol (Personas en el rol) Coste/hora 
CTO (Albert) 25 
Project Manager (Pablo) 20 
Software Architect (Eric, Javi) 15 
Developer (Dani, Eduard) 12 
Figura 4.1 Coste por hora de cada rol 
Basándonos en esto, en el anexo “Asignación tareas y costes.pdf”  
podemos encontrar información más extensa como el desglose de 
tareas con el número de horas asociada a cada una de ellas, el 
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porcentaje asignado a cada uno de los recursos de personal disponibles, 
y lo que esto implica a nivel de coste en base al rol de estas personas. 
Cabe destacar también que en la última columna tenemos el precio total 
de cada una de las tareas y, a modo de mapa de calor, podemos 
identificar fácilmente aquellas con más coste asociado. Además, las filas 
tienen el color de fondo que corresponde a su grupo de tareas. Este 
color de grupo de tareas es el que se ha venido usando a la hora de 
representar cada grupo en las figuras anteriores de la memoria con el 
fin de facilitar el seguimiento en la lectura. 
4.2.1.1. Resumen agrupado por recurso 
En la siguiente tabla tenemos la implicación que tendrá cada uno 
de los componentes del equipo técnico en el proyecto y su coste 
asociado dependiendo del rol: 
 Horas Coste 
Javi (Software Architect) 731,2 10.968,00€ 
Eric (Software Architect) 147,7 2.215,50€ 
Pablo (Project Manager) 137,93 2.758,60€ 
Albert (CTO) 37,68 942,00€ 
Eduard (Developer) 32 480,00€ 
Dani (Developer) 32 480,00€ 
   
Total 1118,51 17.844,10€ 
Figura 4.2 Horas y coste total por persona involucrada en el proyecto 
4.2.1.2. Resumen por grupo de tareas 
A continuación se puede apreciar el desglose de horas y coste por 
cada uno de los grupos de tareas. Se pueden identificar estos grupos en 
el desglose completo de tareas del diagrama de Gantt a través de los 
números de los mismos y el color de fondo: 
Grupo de tareas Horas Coste 
1. Concienciación de principios SOLID 74 1.225,00 € 
2. Detectar Code Smells y aplicar Refactorings 112 1.842,50 € 
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3. DDD táctico 671 10.555,00 € 
4. Código testeable 57 925,00 € 
5. Modernización de sistemas y reducción de 
fricción en el desarrollo 91 1.450,13 € 
6. Análisis estático de calidad del software 49,5 742,50 € 
7. Sistema de Deploy orientado a Continuous 
Deployment 64 1.103,75 € 
   
TOTAL 1118.5 17.843,88 € 
Figura 4.3 Horas y coste total por grupo de tareas 
4.2.2. Costes indirectos 
En lo relativo a los costes indirectos, debemos tener en cuenta que 
el proyecto se realizará en una empresa real, la cuál a día de hoy cuenta 
con un total de 22 trabajadores. Todos estos trabajadores compartimos 
la misma oficina, luego determinados costes se distribuirán teniendo en 
cuenta lo que representan las horas que se van a dedicar a este proyecto 
en el conjunto total de horas disponibles de todos los trabajadores 
durante el periodo del proyecto. Es decir: 
• Horas del proyecto: 1.118,5 
• Duración del proyecto: 72 días laborables (del 12/01/2015 
al 22/04/2015) 
• Horas totales de 1 persona durante el proyecto = 576 horas 
• Horas totales de los 22 trabajadores: 12.672 
• Representatividad del proyecto: 8,83% 
Así entonces, teniendo en cuenta los siguientes gastos mensuales: 
• Alquiler oficina: 2.800 € 
• Internet (fibra + IP fija): 48 € 
• Google Apps: 88 € 
• JIRA (Gestor de tareas): 175 € 
Los costes indirectos que implica este proyecto teniendo en cuenta 
su representatividad y que, la duración del proyecto en días naturales 
es de 99 días, serían: 
42 
 
• Alquiler oficina: 816 €  
• Internet (fibra + IP fija): 14 € 
• Google Apps: 26 € 
• JIRA (Gestor de tareas): 51 € 
• Total costes indirectos: 906 € 
En cuanto a los gastos de hardware, destacar que los iMacs desde 
los que se desarrolla ya han pasado los 3 años que se establecen a nivel 
de empresa como para considerarlos amortizados. Luego no habría 
costes asociados a este respecto. 
En términos de software, los desarrolladores usan software libre y 
gratuito para el desarrollo del proyecto a parte de las cuentas de Google 
Apps ya comentadas anteriormente. Con lo cuál, en este sentido no hay 
más costes asociados. 
4.2.3. Contingencia 
Una parte del presupuesto la reservaremos en concepto de 
contingencia, haciendo una estimación de un 10% de la suma tanto de 
costes directos como de los indirectos: 
Concepto Importe 
Costes directos 17.843,88 € 
Contingencia costes directos 1.784,39 € 
Costes indirectos 906,16 € 
Contingencia costes indirectos 90,62 € 
  
Total contingencia: 1.875,00 € 
Figura 4.4 Total coste de contingencia 
4.2.4. Imprevistos 
Como ya se indicaba en el apartado “3.5 Posibles desviaciones”, 
contamos con un potencial problema debido a la falta de expertos en la 
arquitectura a implementar dentro del equipo. Por ello, se ha definido 





Estimamos que el retraso por imprevistos puede ser de unos 30 
días naturales, es decir, 20 días laborables. En el caso extremo de 
encontrarnos con imprevistos que implicasen superar este límite, tal y 
como también se indicaba, priorizaríamos ciertas tareas más críticas 
dentro del ámbito del TFG. 
Es por ello que, teniendo en cuenta que estos 20 días serían en 
concepto de investigación y desarrollo por parte de 2 Software Architect 
y 1 Project Manager, y que la probabilidad de que esto suceda la 
estimamos en un 60%, nos queda un total de gastos por imprevistos de 
4.800€. 
4.2.5. Presupuesto final 
Teniendo en cuenta todos los costes desglosados en los apartados 
anteriores, presupuestamos un coste total de 25.425,04€ tal y como se 
puede ver en la “Figura 4.5 Presupuesto final”. 
Concepto Importe 
Costes directos 17.843,88 € 
Costes indirectos 906,16 € 
Contingencia 1.875,00 € 
Imprevistos 4.800,00 € 
  
Total 25.425,04 € 
Figura 4.5 Presupuesto final 
4.3. CONTROL DE GESTIÓN 
Tal y como se puede vislumbrar a través de uno de los costes 
indirectos (gestor de tareas JIRA), se usará este gestor de tareas para 
imputar las horas y poder identificar posibles desvíos a tiempo. 
La metodología de seguimiento será mediante reuniones 
semanales a nivel de departamento técnico (todo el equipo) los lunes y, 
los miércoles, reuniones semanales del equipo de arquitectura (Pablo, 
Eric y Javi). 
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En caso de identificar desviaciones, se re-priorizarán las tareas 
teniendo en cuenta lo que ya se ha comentado en diversos puntos: 
impacto en el cumplimiento de los objetivos definidos en el TFG. 
45 
 
5. Estudio de los 
requisitos de Uvinum 
Tal y como se indicaba en el apartado de descripción general del 
proyecto, este TFG no cuenta con una etapa de especificación de 
requisitos al uso. Con lo cuál, en esta sección en la que nos encontramos 
vamos a tratar de poner en contexto brevemente los diferentes 
requisitos de Uvinum para así poder hacernos una idea más real del 
sistema de software con el que estamos trabajando. 
5.1. REQUISITOS FUNCIONALES 
A nivel funcional, la aplicación de Uvinum se podría desgranar en 
3 aplicaciones dependiendo del usuario final al que están destinadas. Si 
bien es cierto que estas 3 aplicaciones tienen mucho margen de mejora 
tanto a nivel de introducir nuevos casos de uso y mejorar el diseño u 
experiencia de usuario (se trabaja día a día en ello), no es el foco de este 
TFG. Es decir: Este apartado está incluido en el TFG únicamente a modo 
de información contextual. No vamos a atacar ningún aspecto de los 
requisitos más allá de tenerlos en cuenta a la hora de definir la nueva 
arquitectura de software. Desde el momento en el que el propósito de 
este apartado es meramente informativo y no es el foco del TFG, la 
información se presenta basándonos en ilustraciones que aporten la 
información necesaria de forma rápida y concisa. 
5.1.1. Manager 
Manager es la aplicación que se usa a modo de gestión interna. Es 
decir, el usuario final al que se destina esta aplicación es todo empleado 
de Verticomm Network S.L. (empresa responsable de Uvinum). 
En esta aplicación interna nos encontramos con múltiples casos de 
uso categorizados en función del departamento al que están 
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destinados. En la Figura 5.1 se puede apreciar esta categorización de 
los distintos apartados. 
 
Figura 5.1 Apartados disponibles en Manager 
5.1.1.1. Paneles generales 
Los paneles generales o Dashboards son casos de uso que 
permiten conocer la situación actual de un vistazo rápido. A día de hoy, 
hay dos de estos paneles: 
• Panel general principal 
Aquí nos encontramos diversos módulos informando acerca 
de los productos más vendidos en los últimos días, 
estadísticas generales de contenidos (número de productos, 
opiniones, usuarios y subscriptores) segmentada por los 
distintos países en los que está operativo Uvinum. También 
hay gráficas a nivel de pedidos y métricas de seguimiento o 
KPIs relacionadas con los objetivos del mes actual como los 




Figura 5.2 Sección del panel general de Manager 
• Panel general de feedback 
En este otro panel nos encontramos con módulos acerca del 
feedback dejado por los clientes que realizan compras en 
Uvinum. De esta forma el equipo de atención al cliente puede 
ver de forma ágil cómo se está percibiendo el trato por parte 
de los clientes y, sobretodo, las estadísticas en función de la 
tienda afiliada que realiza el envío (con qué tiendas hay más 
incidencias, qué tipo de incidencias, etc.). En la Figura 5.3 se 
puede apreciar el gráfico que ilustra la distribución de la 
puntuación de feedback. 
 
Figura 5.3 Distribución de la puntuación de feedback 
5.1.1.2. Contenidos 
En el departamento de Contenidos es desde donde los empleados 
de Uvinum gestionan todo el catálogo disponible. Descripciones, 
atributos, categorización, imágenes y un largo etcétera de propiedades 
de cada uno de los productos. 
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En la Figura 5.4 se muestra el menú de este apartado de Manager 
para poder hacernos una idea de todas las operaciones que se pueden 
llegar a realizar.  
 
5.1.1.3. Marketing 
Desde el departamento de Marketing es desde donde se gestionan 
todas las campañas de captación de nuevos usuarios, fidelización de 
clientes ya existentes, etc. Para ello, necesitan herramientas que 
principalmente les doten de interoperabilidad con otros sistemas 
externos como por ejemplo Google Merchant para campañas de 
publicidad, Splio para gestión de newsletters, y demás. 
 A su vez, también necesitan de herramientas propias que 
automaticen tanto la generación de reportes como el de Lifetime Value 
o estudio de cohortes. En la Figura 5.5 se pueden ver todas las distintas 
opciones que se contemplan. 





En el apartado Comercial de Manager encontramos herramientas 
que usará tanto el departamento de Atención al Cliente, como el de 
Relaciones Comerciales. Principalmente están relacionadas con 
aspectos como la gestión de pedidos, descuentos, tiendas afiliadas, 
objetivos y reports, y demás funcionalidades que se pueden ver en la 
Figura 5.6. 




Figura 5.6 Secciones disponibles dentro del apartado Comercial 
5.1.1.5. Técnico 
Por último nos encontramos con el apartado de herramientas a 
nivel técnico. Estas herramientas son pequeñas utilidades que nos 
sirven para, por ejemplo, gestionar la caché, automatizar la creación de 
Uvinum en nuevos idiomas, visualizar estadísticas de la caché de PHP 
[18], etc. Todas las opciones se pueden ver en la Figura 5.7. 
 
Figura 5.7 Secciones disponibles dentro del apartado Técnico 
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5.1.1.6. Procesos automáticos 
En el apartado Técnico de Manager se puede apreciar cómo una de 
las secciones disponibles es “Queue List”. Esta cola se trata de una serie 
de procesos periódicos que se ejecutan de forma automática. 
Estos procesos van desde algo tan crítico como la importación de 
catálogos de los afiliados, hasta la consolidación de datos en términos 
de agregados para poder extraer estadísticas más fácilmente a 
posteriori. 
Lo principal a destacar de estos procesos automáticos, como 
decíamos, es la importación de catálogos. Esta importación se ejecuta 
cada noche con el fin de producir el menor impacto posible en el sistema 
en términos de rendimiento, pero intentando tener los datos en el 
estado más actualizado posible. Cabe mencionar por tanto, que en la 
importación una de las cosas que se actualiza es el stock de los 
productos por parte de las tiendas afiliadas, su precio, y todos los datos 
que hayan podido ser modificados por parte de este tercero. 
5.1.2. Manager para afiliados 
Uvinum, como ya se ha explicado en la introducción, es un 
Marketplace vertical. Esto quiere decir que, en la web de Uvinum, los 
clientes van a encontrar múltiples ofertas por cada producto. Cada una 
de estas ofertas proviene de una tienda afiliada distinta, 
proporcionando las particularidades que esta tenga (principalmente: 
precio del producto, tiempo de entrega y precio de gastos de envío). 
Así entonces, desde 2014, los empleados de las tiendas afiliadas 
pueden acceder al “Manager para afiliados”. Es decir, un backoffice para 
la gestión de pedidos desde el punto de vista de las tiendas afiliadas. 
Este Manager para afiliados tiene las secciones que se pueden 




Figura 5.8 Secciones disponibles en el Manager para afiliados 
5.1.2.1. Panel general 
Al igual que en Manager para empleados de Uvinum, en el Manager 
para afiliados disponemos de un panel de control general que nos 
muestra la situación actual en forma de gráficos como el de la Figura 
5.10 y datos de ventas agregados en función de diversos criterios como 
los que se pueden ver en la Figura 5.9. También se facilita el acceso a 
la descarga de los informes mensuales de comisiones y un vistazo 
rápido del estado de los últimos 10 pedidos. 
 




Figura 5.10 Estadísticas de ventas de una tienda afiliada en los últimos 30 días 
5.1.2.2. Gestión de pedidos 
En el apartado de gestión de pedidos dentro del Manager para 
afiliados disponemos de una versión reducida del disponible para los 
departamentos de Atención al Cliente y Relaciones Comerciales de 
Uvinum. Básicamente, en este apartado podemos ver un listado 
completo de los pedidos que se han realizado a la tienda afiliada que 
ha iniciado sesión en el Manager para afiliados. 
En este listado de pedidos podemos ver todos los datos referentes 
a los productos que se deben servir y la ubicación física de la entrega 
así como el histórico del pedido en cuanto a posibles incidencias y 
demás.  
El afiliado también dispone de una ficha de pedido desde la que 
puede reportar posibles incidencias al respecto como por ejemplo 
roturas de stock. 
5.1.2.3. Tarifas de envío 
Una de las particularidades de cada tienda afiliada son sus políticas 
de envío de productos. Es decir, cada afiliado establece su propias 
reglas de envíos. 
Una regla de envío viene determinada por el tiempo estimado de 
entrega, el peso mínimo y máximo, y su coste. 
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5.1.2.4. Productos destacados 
Los productos destacados de un afiliado son los que se muestran 
primero en su perfil público de tienda afiliada (Figura 5.11) y que, el 
usuario final que se dispone a comprar, puede encontrar más 
fácilmente. Estos productos los puede gestionar el afiliado tal y como 
se puede apreciar en la Figura 5.12. 
 




Figura 5.12 Listado y formulario de gestión de productos destacados de una 
tienda afiliada 
5.1.2.5. Catálogo de productos 
El último de los apartados que nos encontramos en el Manager para 
afiliados es el de la gestión del catálogo. En esta sección nos 
encontramos un listado con todos los productos que nos facilita el 
afiliado de tal forma que este puede modificar datos específicos sin 
necesidad de esperar a la importación automática que se ejecuta por la 
noche tal y como describíamos al hablar de los procesos automáticos 
de Manager. 
5.1.3. Uvinum 
Ya hemos visto los distintos casos de uso que aplican tanto a los 
propios empleados de Verticomm Network, como a los empleados de 
las tiendas afiliadas. Queda por tanto analizar los casos de uso desde el 
punto de vista del usuario final que hace que todo esto tenga sentido: 
El cliente que efectúa compras desde la web pública [2]. 
Para hacernos una idea más cercana, veamos una muestra de los 
posibles casos de uso de Uvinum desde este enfoque de forma agrupada 
e ilustrando algunos de ellos: 
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5.1.3.1. Escenarios de consulta 
Estos casos de uso no requieren que el usuario se haya registrado 
y haya iniciado sesión. Cualquier persona que acceda al sitio web puede 
ejecutar estas acciones. Hay infinidad de acciones y casos de uso, aquí 
se listan los más críticos y se acompañan de algunas ilustraciones para 
facilitar su lectura y puesta en contexto, pero como decíamos, no 
pretendemos hacer una descripción extensa de ellos ya que no es el 
objetivo de este TFG. 
• Ver el índice de la web 
 
Figura 5.13 Pantalla principal de Uvinum 




Figura 5.14 Búsqueda de productos en Uvinum 
• Ver detalle de un producto 
 
Figura 5.15 Ficha de producto en Uvinum 
• Listar todas las opciones de compra de un producto 
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• Listar todas las añadas de un determinado vino 
• Listar todas las opiniones de un producto 
• Listar productos de una categoría 
 
Figura 5.16 Productos de la categoría Ribera del Duero 
• Listar productos de un valor atributo 
 
Figura 5.17 Productos con valor "Blanco" para el atributo "Tipo de vino" 
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• Listar productos para una combinación de filtros 
 
Figura 5.18 Listado de productos con los filtros de tipo de vino, categoría, 
uvas, y rango de precio activos 
• Listar todos los productos de una determinada tienda 
• Sugerir un nuevo producto 
• Compartir en redes sociales la página actual 
5.1.3.2. Carrito de la compra y pedidos 
Para ejecutar estos escenarios tampoco es necesario que el usuario 
esté registrado. Si bien es cierto que, en caso de estarlo, rellenaremos 
los datos de envío del pedido y demás de forma automática en base a 
los que este usuario utilizó en su último pedido, no es algo necesario 
para poder efectuar compras en Uvinum. 




Figura 5.19 Listado de productos en el carrito de compra 
• Añadir un producto al carrito 
• Eliminar un producto del carrito 
• Modificar las unidades requeridas para un producto añadido 
al carrito 
• Aceptar una recomendación de carrito inteligente [19] 
 
Figura 5.20 Recomendación de carrito inteligente 
• Cancelar la aplicación de descuento por puntos 
 
Figura 5.21 Puntos aplicados a un carrito de compra 
• Introducir cupón de descuento 
 
Figura 5.22 Formulario de inserción de cupón de descuento 
• Cancelar un cupón de descuento previamente introducido 
• Introducir datos de envío del pedido 




Figura 5.23 Selección de método de pago 
• Recuperar una cesta 
• Guardar pedido como pedido recurrente 
• Listar todos los pedidos realizados 
 
Figura 5.24 Listado de pedidos realizados 
• Repetir un pedido anterior 
• Ver el estado de un pedido 
• Rellenar formulario de feedback de un determinado pedido 
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5.1.3.3. Usuarios registrados 
En esta agrupación nos encontramos con los casos de uso para los 
que es requisito indispensable estar registrado. Uvinum, a día de hoy, 
no se centra en el aspecto social del sector, si no que está más 
focalizado en lo relacionado más directamente con el concepto de 
Marketplace (proceso de compra). Así entonces, en este sentido 
podremos apreciar que no se hace un especial énfasis en el siguiente 
tipo de funcionalidades. 
• Crear una lista personal de productos 
• Añadir un producto a una lista personal [20] 
 
Figura 5.25 Acción de añadir un producto a una lista de productos de usuario 
• Eliminar un producto de una lista personal 
• Registro de nuevo usuario 




Figura 5.26 Pantalla de inicio de sesión 
• Modificar datos del perfil de usuario 
• Cerrar sesión 
 
Figura 5.27 Menú de usuario 




Figura 5.28 Valoración de un producto 
• Generar un enlace de apadrinamiento de nuevos usuarios 
• Ver el listado de puntos obtenidos 
 
Figura 5.29 Listado de puntos obtenidos 
5.2. REQUISITOS NO FUNCIONALES 
5.2.1. Facilidad de descubrimiento 
Una de las principales fuentes de obtención de tráfico son los 
motores de búsqueda como Google. Es por esta razón, que si queremos 
optar a captar estas visitas o potenciales compradores, tenemos que 
dedicar esfuerzos para posicionar nuestras páginas de productos lo más 
alto posible en las búsquedas de estos sistemas. 
Más allá de los aspectos relacionados con el contenido, el SEO [21] 
tiene mucho que ver con aspectos técnicos de la web. Desde el marcado 
HTML de la página, hasta la velocidad de carga. 
Este TFG puede parecer que no tenga mucho que ver con este tipo 
de parámetros, pero nada más lejos de la realidad, el hecho de que uno 
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de los requisitos no funcionales tenga que ver con el rendimiento, lo 
que hace es establecer una limitación a la hora de definir una nueva 
implementación de los casos de uso existentes. Es por ello que no 
deberemos perder de vista el rendimiento en nuestro replanteamiento. 
Otra de las consideraciones a tener en cuenta está relacionada con 
el cacheo de datos [22]. Cuando se consulta un listado de productos 
(por ejemplo), se ejecutan múltiples consultas a la base de datos, se 
calculan diversos parámetros, y se renderiza el código HTML resultante 
que es el que finalmente se envía al usuario como respuesta. Cada uno 
de estos procesos tiene un coste y, para un mismo listado, habrán 
ciertos aspectos que serán constantes independientemente del usuario 
que los visite. Luego entonces, podemos guardar el HTML generado 
para que, en una futura visita de otro usuario, no tengamos que volver 
a ejecutar todo el proceso de generación. El problema está cuando el 
que pide una página no es un usuario final sino un motor de búsqueda 
como Google. 
Los usuarios se particularizan por visitar las páginas que más 
accesibles están en la web. Es decir: Rara vez un usuario consultará la 
segunda página de un listado de productos. Con lo cuál, de cara al 
usuario, este proceso de gestión de caché es crítico y altamente útil ya 
que, el principio de localidad temporal [23] aplica perfectamente. No 
obstante, un motor de búsqueda sigue un patrón de visitas 
completamente diferente. Nuestro objetivo para con el Googlebot [24] 
es intentar que rastree el mayor número de páginas, es decir, queremos 
que vaya hasta la última página de cada uno de los listados para poder 
tener esa información indexada en Google y que cuando alguien busque 
esos términos, salga nuestra web. 
La diferencia en el patrón de visita de un tipo de visitante (usuarios) 
y otro (bots de motores de búsqueda) es interesante y tiene que ver con 
el rendimiento debido a que, si basamos nuestra estrategia de 
crecimiento en el cacheo de datos, estaremos penalizando a los bots ya 
que éstos, al no basarse en el principio de localidad temporal, no 
tendrán los datos disponibles en caché. Y cuando los tiempos de carga 
de la web aumentan, los bots interpretan que están saturando los 
servidores de la web y rastrean menos páginas. Conclusión: La 
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generación de páginas debe seguir siendo igual de rápida que antes del 
rediseño. 
5.2.2. Requisito de calidad de reusabilidad 
Ya hemos visto las 3 aplicaciones en las que se compone Uvinum a 
día de hoy (Manager, Manager para afiliados, y Uvinum como tal). 
Además, aquí cabe mencionar el objetivo de Verticomm Network como 
empresa en un determinado momento: Extrapolar la experiencia de 
Uvinum a otros sectores verticales [25]. Es decir: Una de las pruebas a 
nivel de negocio que se intentó en un punto de la evolución del proyecto 
fue abrir diversos marketplaces para distintos mercados (llegamos a 
gestionar 4 marketplaces: Uvinum en vino, destilados y cerveza; 
Sportivic en deportes; Babibum en puericultura; y Mascotic en 
mascotas). 
Esta decisión de negocio es crucial para entender uno de los 
requisitos que existían en un primer momento: La empresa debía estar 
preparada a todos los niveles (incluido el técnico) para escalar el modelo 
de negocio de forma que, replicar la experiencia de Uvinum en otros 
sectores, fuera algo que no implicase multiplicar el volumen de trabajo. 
Queríamos reaprovechar al máximo todo desarrollo y experiencia 
obtenida para Uvinum en los demás proyectos. 
Finalmente, se decidió abortar esta estrategia de negocio [26] y 
centrar todos los esfuerzos en Uvinum. No obstante, es un requisito no 
funcional que deberemos tener en consideración a la hora de entender 
cómo está estructurada la aplicación ya que, en un inicio, se planteó 
toda la arquitectura para que soportara lo que denominamos “herencia 
de instancias”. 
La herencia de instancias no es más que la posibilidad de 
reaprovechar el código de una determinada aplicación (Uvinum por 
ejemplo), para otras (Sportivic por ejemplo) y que sólo debamos 
redefinir los comportamientos particulares de esta última pudiendo 






Tal y como se explica en la introducción y se puede ver en los 
objetivos, todo el TFG se ha centrado en el rediseño de la arquitectura 
de la aplicación. Este rediseño no se entendería sin una necesidad 
surgida por la problemática que plantea la situación a la que ha llegado 
el código (demasiada complejidad accidental) y la motivación por dar un 
salto cualitativo en busca del TDD. 
Es por este motivo, por el que debemos prestar especial atención 
a los problemas de la arquitectura actual. No podemos permitirnos 
invertir esfuerzos en un replanteamiento que nos lleve a una situación 
que no soluciona estos principales problemas. 
6.1. ARQUITECTURA FÍSICA 
A nivel de arquitectura física (servidores y hardware en general) no 
tenemos ninguna necesidad de cambio. La estructura de la que 
disponemos a día de hoy nos permite dar respuesta al volumen de 
peticiones actual de forma holgada y es lo suficientemente reducida 




Figura 6.1 Arquitectura física Uvinum 
En la Figura 6.1 se puede ver concretamente qué elementos 
componen la arquitectura. Para poder hacernos una idea más concreta, 
a continuación se especifica la finalidad de cada uno de estos 
elementos. 
6.1.1. Peticiones web 
Pekesaurio y Bobby son los nombres en clave que reciben los dos 
principales servidores de Uvinum. Estos servidores son dos servidores 
dedicados alojados en el proveedor de servicios Dinahosting [27]. 
Ambos servidores sirven las peticiones web o peticiones dinámicas 
a través de un balanceador de carga gestionado por Dinahosting. La 
configuración de los servidores permite dar respuesta indistintamente 
de cuál de ellos reciba la petición. Están interconectados localmente 
para que la comunicación entre ellos sea lo más eficiente posible. 
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Los servicios de los que se dispone en cada uno de estos servidores 
son los siguientes: 
• Apache [28]: Servidor HTTP para poder recibir las peticiones 
web y dar respuesta. Versión: 2.2. 
• PHP [29]: Es el principal lenguaje de programación que 
usamos. El intérprete está instalado en ambos servidores 
para poder dar respuesta a las peticiones dinámicas que se 
reciban. Versión: 5.6. 
• MySQL [30]: Usamos MySQL como principal motor de base 
de datos. Tenemos un sistema de replicación de datos 
maestro-esclavo [31] entre ambos servidores (Pekesaurio y 
Bobby) para asegurar la consistencia entre ellos. Versión: 
5.6. 
• Sphinx [32]: A la hora de realizar búsquedas o determinados 
filtrados complejos, MySQL no tiene el nivel de rendimiento 
ni funcionalidades que deseamos. Con lo cuál, como motor 
de búsqueda usamos el sistema de persistencia no relacional 
Sphinx. En este caso, a diferencia de MySQL, no nos 
encontramos frente a un sistema de replicado para mantener 
la consistencia de datos entre ambos servidores, si no que la 
generación de índices de Sphinx se realiza en cada uno de 
los servidores. Versión: 2.2. 
• Memcached [33]: A la hora de hablar de los requisitos no 
funcionales ya hemos comentado la necesidad de cachear 
ciertas partes ya renderizadas de la página. Esta caché la 
gestiona Memcached y, en este caso, la memoria total de la 
que disponemos se encuentra distribuida entre los dos 
servidores. Versión: 1.4. 
• Redis [34]: Redis, al igual que Memcached y Sphinx se trata 
de una base de datos no relacional pero en la que, a 
diferencia de las otras dos, no contamos con una amplia 
experiencia a pesar de la voluntad de querer sacarle 
provecho. Y es por ello, por la voluntad de aprovechar los 
beneficios de sus particularidades, por lo que decidimos 
incluirlo en el stack tecnológico que usamos. No obstante, 
por ahora únicamente se encarga de gestionar las sesiones 
de usuario de PHP [35]. El hecho gestionar las sesiones 
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mediante Redis nos aporta el beneficio de poder balancear 
la carga de la web entre los dos servidores manteniendo las 
sesiones en un único punto. Además, la gestión de las 
sesiones se realiza también de forma balanceada, algo que 
no podríamos hacer gestionando las sesiones en disco. 
Versión: 3.0. 
6.1.2. Peticiones a estáticos 
Por estático entendemos cualquier archivo que pueda servirse tal 
cual está almacenado en el sistema de archivos. Es decir, que no 
requiere de ser interpretado y no depende de factores externos como la 
sesión del usuario, el país de visita, y demás elementos que sí se tienen 
en cuenta en las peticiones web dinámicas. Ejemplos de ficheros 
estáticos comunes: fotos de los productos, archivos de estilos y 
JavaScript de la web. 
Estas peticiones son dirigidas directamente a MaxCDN [36], un 
servicio externo que se encarga de hacer las de Red de Entrega de 
Contenido (Content Delivery Network o CDN [37]). 
En caso de que este servicio no tenga la imagen disponible porque 
aún no la haya cacheado, se la pedirá al servidor Bobby. Bobby es uno 
de los 2 servidores que describíamos en el apartado anterior y donde, 
además del stack ya desglosado, tiene una instalación de Images Server 
[38]. 
Images Server se encarga de servir las imágenes haciendo una 
traducción del nombre de fichero que se pida hacia la imagen real. Para 
poder explicar mejor este proceso, pasemos a ver un ejemplo de una 
petición de una imagen real:  
http://media-verticommnetwork1.netdna-ssl.com/wines/habla-del-
silencio-708373_p.jpg 
• http://media-verticommnetwork1.netdna-ssl.com/: Este es el 
nombre de dominio del servidor de MaxCDN. 
• wines/: Aquí nos encontramos la categoría de la imagen que 
estamos pidiendo. Esto se mapea a una determinada carpeta del 
servidor con el mismo nombre. 
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• habla-del-silencio-708373_p.jpg: Por último, nos encontramos la 
parte interesante del sistema de estáticos. El nombre del archivo 
que se está pidiendo. Realmente este es un nombre “lógico” y no 
real. Es decir: En un primer momento no existirá ningún archivo 
con este nombre y será el Images Server el encargado de 
generarlo. Para ello, se divide el nombre en 3 partes: 
o habla-del-silencio-: Podría ser cualquier texto. Aquí la 
única finalidad es la de pedir una imagen con el nomrbe del 
producto para que los motores de búsqueda indexen la 
imagen con ese nombre y, por lo tanto, ganemos en 
posicionamiento. 
o 708373: Esta sí es la parte importante. Es el identificador del 
producto y, además, el nombre del archivo físico que 
realmente estamos pidiendo. Es decir, realmente sólo hay 
una imagen física almacenada en el servidor a pesar de que 
se pueda servir con distintos tamaños y nombres lógicos. 
o _p: Tamaño de la imagen. Tenemos definidos diversos 
tamaños para que, dependiendo del contexto desde donde 
se pida la imagen de un producto (ficha de producto, 
página de inicio, listado de productos, etc.), se sirva con un 
tamaño u otro y así optimicemos el tamaño final del archivo 
a servir, mejorando así el tamaño total de página y por 
tanto el tiempo de respuesta. 
Por lo tanto, las siguientes URLs están atacando exactamente a la 







No obstante, cabe destacar un último paso en el proceso de servir 
imágenes. Ya hemos visto cómo, una vez se generan estas imágenes en 
base a estos parámetros, se devuelven a MaxCDN y este las cachea. Si 
esa cache se elimina, MaxCDN la volverá a pedir a Bobby y, si este aún 
la tiene generada, la devolverá. En caso de que Bobby no la tenga 
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generada, primero la debe ir a buscar a Amazon S3 [39]. Servicio en la 
nube donde tenemos almacenadas todas las imágenes. 
6.2. ARQUITECTURA LÓGICA 
A continuación estableceremos las bases de cómo se estructuraba 
el código de Uvinum, cuál era la arquitectura del software, y qué 
paradigma se seguía antes de apostar por un replanteamiento como el 
que implica este TFG. 
Antes de entrar en materia, cabe poner de relieve el hecho de que, 
a pesar de que a día de hoy podemos encontrar todos los problemas 
que ahora describiremos en cuanto al diseño de la arquitectura de 
software, en su día fue la apuesta que más razonable y sensata de caras 
al negocio. Se necesitaba una plataforma que diera respuesta a unas 
necesidades de negocio muy concretas ya descritas en el apartado de 
requisitos no funcionales (SEO y herencia de proyectos), y la plataforma 
actual, solventa esos problemas eficazmente. Con lo cual, pleno respeto 
a las decisiones marcadas por el contexto que había en su día, pero 
como el contexto evoluciona, consideramos que el sistema también lo 
debe hacer. 
6.2.1. Proyectos de la aplicación 
Una de las cosas más importantes que deberemos tener en cuenta 
es cómo se concibe Uvinum. Principalmente nos encontramos con una 
estructura de herencia entre proyectos. Estos proyectos, se entienden 
como “instancias” por la nomenclatura que aporta el framework usado, 
Sifo [40]. Y no dejan de ser agrupaciones de configuraciones y clases 
que se pueden heredar entre ellas con el fin de cumplir con el requisito 
no funcional descrito en el capítulo 5. 
Así entonces, se define una instancia común, Verticalroot, que 
como su nombre pretende dar a entender, es la raíz de todos los 
marketplaces verticales. Es decir, tal y como comentábamos en el 
capítulo 5, la aplicación está concebida para gestionar más de un 
marketplace vertical a parte de Uvinum y que suponga el menor 
esfuerzo posible a nivel de código. Por lo tanto, en Verticalroot 
tendremos toda la lógica compartida entre verticales. 
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De la instancia Verticalroot heredan todos los verticales e 
implementan sus particularidades. Por ejemplo, en la instancia hija 
Uvinum nos encontraremos la gestión de las añadas de los vinos y el 
cómo se relacionan los productos por este atributo. Mientras que en la 
antigua instancia Sportivic (marketplace vertical de venta de material 
deportivo), nos encontrábamos con la lógica relativa a la gestión de las 
distintas tallas de una misma zapatilla o camiseta. 
De forma aislada a esta cadena de herencia que parte de 
Verticalroot, tenemos la instancia Manager. Manager es el encargado 
de toda la gestión del backoffice tal y como veíamos en el capítulo 5. 
Así entonces y a modo de conclusión, nos deberemos quedar con 
la idea de que cuando veamos una clase que parte de \Manager es porque 
se ubica en esta instancia de la aplicación. Pasará lo correspondiente 
con los prefijos \Verticalroot y \Uvinum. Esta jerarquía de herencia se 
puede ver ilustrada en la Figura 6.2 
 
Figura 6.2 Jerarquía de herencia de instancias 
6.2.2. Separación en capas MVC 
La metodología seguida venía marcada por cómo se estructura el 
framework usado (Sifo). Este es un framework basado en el paradigma 
Modelo-Vista-Controlador (MVC). Pero cabe destacar el cómo se 
concibe cada una de estas capas ya que puede diferir sobremanera de 
lo que se puede entender comúnmente por cada uno de estos 3 
conceptos. 
6.2.2.1. Modelos 
Comúnmente se podría entender la capa referente a los modelos 





nuestro dominio. Por poner un escenario típico: Es donde se ubicarían 
las hipotéticas clases Usuario, Pedido, Producto, etc. 
A diferencia de esto, bajo el enfoque usado anteriormente, la capa 
de “modelos” se entendía como la capa de comunicación con el sistema 
de persistencia (base de datos MySQL o Sphinx). Este error de base se 
deriva de la interpretación del patrón Modelo-Vista-Controlador. Algo 
que en su día funcionaba sin problemas pero que, a medida que la base 
de código va creciendo y a pesar de seguir funcionando, ha llegado un 
punto en el que es difícilmente mantenible. 
Esto se traduce en que: En la capa de modelos es donde nos 
encontramos con clases tipo \Manager\UsersDataModel, 
\Manager\UsersListsModel y \Manager\UsersChangelogModel. Para poder 
hacernos una idea más cercana de lo que estamos hablando, aquí 
tenemos algunos ejemplos de las responsabilidades que tienen este tipo 
de clases: 
• \Manager\UsersDataModel: 24 puntos de entrada (métodos 
públicos) entre los que se encuentran: 
o Obtener los datos del usuario actual (entendiendo 
actual como el que ha iniciado sesión en la aplicación 
y tenemos en sesión o con cookie válida) 
o Obtener el rol de un usuario en base a su identificador 
o Obtener las tiendas afiliadas en las que tiene permiso 
de edición un usuario determinado 
o Determinar si tenemos un usuario con la sesión 
iniciada o no (en base a los datos del primero de los 
métodos aquí descrito) 
o Comprobar si existe algún usuario con un 
determinado email 
Así entonces, se establece un patrón que se repite a lo largo de la 
aplicación en cuanto a modelos se refiere: Dentro de la carpeta del 
concepto del que se habla (en el caso del ejemplo anterior, tendríamos 
la carpeta users/), tendríamos las siguientes tipologías: 
• XxxIndexModel: Todo método referente a la obtención de 
forma unitaria de un elemento de tipo Xxx. También es 
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posible encontrar aquí métodos de actualización en base de 
datos u otra lógica como la comentada en el ejemplo anterior 
• XxxListsModel: Funciones relativas a la obtención de listados 
de elementos de tipo Xxx. 
• XxxYyyModel: En algunos casos concretos, como el que 
veíamos del UsersChangelogModel, sí se opta por encapsular 
en una clase a parte la lógica relacionada con una parte del 
tipo de elementos con el que estamos tratando. Es decir, en 
este ejemplo de UsersChangelogModel, nos podemos encontrar 
métodos tanto de obtención del histórico de acciones que ha 
hecho un usuario, como de guardado de nuevas acciones. 
Por concluir este apartado, cabe destacar entonces 3 principales 
aspectos: 
• No hay modelado del dominio. Desde el momento en el que 
los “modelos” son entendidos como acabamos de describir 
(capa de comunicación con base de datos), no hay ningún 
otro tipo de elementos en nuestro sistema que hagan las de 
modelado de datos como comúnmente se entienden. Para 
ello, se utilizan lo que se denomina como arrays asociativos 
[41]. Estos arrays asociativos de PHP vendrían a ser lo que un 
HashMap [42] a Java con la diferencia de que tanto las claves 
como los valores no son fuertemente tipadas. 
• Sobrecarga de responsabilidades en la capa de 
“modelos”. Debido a la convención descrita anteriormente 
relativa a los tipos de clases de interacción con la base de 
datos (XxxIndexModel y XxxListsModel), fácilmente nos 
encontramos con clases de más de 200 líneas con distintos 
y diversos cometidos. 
• Acoplamiento a la librería ADOdb en la capa de 
“modelos”. Cuando una de estas clases hace una consulta a 
base de datos, lo hace basándose en la clase padre de la que 
hereda y que proporciona el propio framework: \Sifo\Model 
que, a su vez, hereda de \Sifo\Database tal y como se ve en 
la Figura 6.3.  Esta clase dispone del magic method __call() 
para interceptar cualquier llamada a un método no existente 
[43]. Por lo tanto, cuando se llama al método getRow() para 
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obtener un registro de base de datos en base a una consulta 
SQL, éste mensaje va a parar a  \Sifo\Database para que 
finalmente traslade directamente la llamada a la librería 
ADOdb [44] después de haberla inicializado y haber  hecho 
cierta lógica relacionada con el sistema de benchmarking y 
debug del framework. Si nos fijamos en la Figura 6.4 
veremos como, además del acoplamiento del framework con 
clases de la librería ADOdb, nos encontramos con 
acoplamientos con otras clases a modo de singleton 
concretas del mismo framework. 
 




Figura 6.4 Acoplamientos desde \Sifo\Database a otras clases del framework y 
la librería ADOdb 
• Alto acoplamiento al framework en la capa de “modelos”. 
En la Figura 6.5 se puede apreciar cómo una invocación a un 
método del modelo UsersDataModel puede desembocar en el 
uso directo de las clases definidas por el framework como 
singletons [45] \Sifo\Session y \Sifo\Cookie. Esto se debe a 
la ausencia de una separación clara de responsabilidades 
entre las distintas capas tal y como se puede ver en el 
diagrama de secuencia mencionado. Si analizamos el total 
de clases del framework a las que se acopla UsersDataModel 
entre todos sus métodos, podemos ver un total de 10 clases. 
Todas estas clases pertenecen al framework y, 9 de ellas, son 










Figura 6.6 Diagrama de clases con los acoplamientos de UsersDataModel 
hacia las clases del framework 
• Alto acoplamiento con implementaciones propias en la 
capa de modelos. Ya hemos hablado del acoplamiento tanto 
desde las clases de nuestra aplicación hacia el framework, 
como de las clases del framework entre librerías externas y 
demás. En este caso nos interesa resaltar el acoplamiento 
eferente [46] entre implementaciones concretas de nuestro 
propio sistema. En el caso de la Figura 6.7 podemos apreciar 
acoplamientos con clases que harían las de utilidades o 
colaboradores. El problema aquí está en que se depende de 
implementaciones concretas y específicas y no de contratos 
genéricos como establece el principio de inversión de 
dependencias [8]. Además, también nos encontramos con 
acoplamientos con otros modelos tal y como se ve en la 
Figura 6.8. Este otro tipo de acoplamiento no es todo lo 
nocivo que podría parecer (como sí lo era el resto de casos). 
Aquí lo que nos encontramos en alguno de estos casos es 
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una delegación de responsabilidades. Por ejemplo, con el 
UsersOrdersListModel, lo que se pretende es cumplimentar 
los datos obtenidos de un determinado usuario con los de 
sus pedidos (orders). Esto, teniendo en cuenta la limitación 
del lenguaje (PHP) de no permitir clases protected como en 
Java [47], no podríamos considerarlo del todo erróneo, ya 
que a quién se acoplan los clientes de UsersDataModel es a 
este y no a UsersOrdersListModel. Con lo cuál, en este caso sí, 
el tipo de acoplamiento eferente del que estamos hablando 
cumple un cometido concreto (encapsular responsabilidades 
de obtención de datos relativos a pedidos), sin penalizar 
otros aspectos (acoplamiento de los clientes). Se trata 
entonces de un colaborador deseable. No obstante, no pasa 
lo mismo con casos como los de LanguagesListsModel. En este 
otro caso esta dependencia se usa para obtener los idiomas 
en los que está disponible Uvinum, valores que deberían ser 
pasados como parámetros del método de UsersDataModel que 
los necesite y no implicar un acoplamiento a este nivel. 
 
Figura 6.7 Acoplamientos de UsersDataModel con clases propias de tipo 
utilidades 
 




La capa de controladores sí que está más alineada con lo que 
comúnmente se entiende por este tipo de elementos. Clases que, tras 
pasar por el punto de entrada único del framework a modo de front 
controller [48], se responsabilizan de: 
• Orquestar los distintos componentes (modelos y clases de 
utilidades) para obtener los datos que se requieren 
• Aplicar la lógica de negocio [49] necesaria sobre estos datos 
• Renderizar una determinada vista HTML, devolver los datos 
en el formato que se espera (JSON, archivo XML o CSV a 
descargar, etc), mostrar una determinada salida por consola, 
enviar un email, o cualquier otro formato de salida que se 
pueda esperar. 
Los problemas a este nivel vuelven a radicar en términos de 
acoplamiento tal y como pasaba en el caso de los modelos. Tal y como 
se aprecia en la Figura 6.9, nuevamente nos encontramos con una 
jerarquía de herencia de clases que parte de una clase base del 
framework (\Sifo\Controller en este caso). 
Además, es especialmente interesante el ejemplo de la figura 
debido a un pequeño matiz: Se trata de un controlador de un script de 
consola. Esto quiere decir que, a diferencia de la mayoría de 
controladores de los que disponemos, en este caso la lógica de negocio 






Figura 6.9 Jerarquía de herencia de la clase 
ScriptsRecalculateOrdersCommissionDataController 
También se pueden apreciar en la figura dos niveles intermedios 
de herencia. Uno de ellos es \Common\SharedCommandLineController que, 
como indica su namespace [50], parte de \Common, una instancia 
genérica que también proporciona el framework y que provee de 
funcionalidades de consola como el resaltado de colores, el enviado por 
email de la salida estándar del comando. El otro nivel intermedio es 
\Manager\SharedCommandLineController, que provee de una solución a la 
que llegamos en Uvinum para poder implementar la ejecución de todo 
script de consola a través de una cola de procesos basada en 
prioridades. 
Como vemos, aquí la herencia se ha aplicado a modo de 
herramienta para poder compartir código y no como forma de definir 
particularidades de clases más genéricas. Esto es un problema que 
analizaremos más en detalle en este mismo capítulo. 
A nivel de acoplamiento, lo que podemos ver es que, por tanto: 
• El controlador es el que contiene la lógica de negocio. 
• El controlador está acoplado al framework y, por tanto, al 
punto de entrada o la forma de ejecución que se establezca 
(controlador de consola o de web) 
Esto deriva en que  la lógica de negocio no es aprovechable en 




Por último, también cabe destacar la sobrecarga de 
responsabilidades por parte de los controladores. Desde el momento 
en el que tienen desde la lógica de recepción de la petición que le pasa 
el front controller, hasta la lógica de renderizado de la vista (a través de 
la herencia), pasando por la propia lógica de negocio a ejecutar; nos 
podemos hacer una idea de la complejidad a la hora de leer estos 
archivos. Más aún si tenemos en cuenta que muchas veces no se acota 
a un caso de uso concreto. Es decir, en el caso del controlador de la 
página de perfil de usuario [51], nos encontramos con que un mismo 
controlador gestiona varias de las pestañas, conceptos que se deberían 
considerar como casos de uso aislados.  
6.2.2.3. Vistas 
En la capa de vistas no hay excesivos problemas a diferencia de las 
dos anteriores. En este caso es el controlador el encargado de definir 
qué plantilla se va a renderizar para que, en el momento de dar 
respuesta, el controlador base proporcionado por el framework llame al 
motor de plantillas usado, Smarty [52], y que este ejecute el renderizado 
en HTML y así se pueda devolver finalmente como respuesta al usuario 
final. 
Lo único a destacar a este respecto son los errores que muchas 
veces se dan con respecto a la inconsistencia de los datos que recibe 
la plantilla. Desde el momento en el que no hay un modelado de datos 
concreto, si no que los modelos que se conciben devuelven estructuras 
de datos libres, y que el controlador asigna estas estructuras 
directamente, la plantilla puede que en algunos escenarios cuente con 
un determinado valor de esa estructura o no. 
Esto deriva en comprobaciones desde la plantilla para evaluar si el 
valor está definido o no. Estas comprobaciones, como nos podemos 
imaginar, en muchos casos son redundantes o innecesarias. Lo que 




6.2.3. Principales problemas 
En este apartado se agrupan los principales problemas ya descritos 
en los apartados anteriores de este mismo capítulo. Por lo tanto, este 
apartado pretende ser de utilidad a modo de referencia rápida de los 
puntos críticos a solucionar del diseño de nuestra arquitectura. 
6.2.3.1. Código altamente acoplado 
Es algo que hemos visto al hablar tanto de los modelos como de 
los controladores y vistas. Esto es algo crítico porque supone la principal 
barrera que nos encontramos para poder llegar a un estado en el que 
poder testear el código no suponga una inversión de tiempo 
desmesurada y, además, acabe resultando en unos test frágiles [53]. 
La preocupación al respecto del acoplamiento va aún más allá de 
lo respectivo a los test. Desde el momento en el que el acoplamiento no 
sólo es entre implementaciones concretas nuestras si no que, como ya 
hemos visto, también nos estamos acoplando al framework y librerías 
que este usa internamente (es el caso de ADOdb en los modelos), lo que 
tenemos es una dependencia en este sentido que nos obliga a 
evolucionar al ritmo al que lo haga el framework. Es decir: Si se 
produce cualquier cambio en cómo se estructura el framework, los 
puntos más críticos de nuestra aplicación se verán afectados y deberán 
ser refactorizados para que pueda seguir funcionando (incluida la lógica 
de negocio de los controladores). Aún podríamos ir más allá en este 
sentido, el hecho de acoplarnos al framework dificulta sobremanera 
una posible migración a otro framework distinto. 
De igual forma, desde el momento en el que tenemos la lógica de 
negocio acoplada al punto de entrada tal y como veíamos en el caso 
de los scripts de consola, no podemos aprovechar esa misma lógica 
para otros escenarios. Esto es un problema que ya nos hemos 
encontrado y en un desarrollo tan crítico como el de la API para las 
aplicaciones móviles nativas. En este caso, se optó por heredar de los 
controladores que ya estaban definidos para los casos de uso de la web 
(por ejemplo para añadir un producto al carrito), pero redefiniendo 
ciertos comportamientos para que se obtuvieran los parámetros de 
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entrada del formato que queríamos definir en la API y demás 
especificidades que hacen que, al fin y al cabo, complican la legibilidad 
del código y hacen que se ejecute lógica innecesaria en algunos 
escenarios debido a la cadena de herencia de clases. 
6.2.3.2. Abuso de herencia 
A día de hoy, con el análisis del código que ya hemos expuesto, 
podríamos concluir que hemos llegado a un diseño que, además de 
aprovechar pocos principios del Diseño Orientado a Objetos [54], los 
que aplicamos, lo hacemos de forma errónea. 
En el caso de la herencia es flagrante. La hemos visto aplicada en 
términos de aprovechamiento del código tanto del framework al heredar 
de \Sifo\Controller y \Sifo\Model, como de implementaciones concretas 
de código propio con el \Manager\SharedCommandLineController y muchos 
otros casos como el que se muestra en la Figura 6.10. Aquí tenemos 
otro caso donde, por el mero motivo de compartir una funcionalidad, se 
añade un nivel a una cadena de herencia que lo único que hace es 
obligar a todo controlador que parta de esa base a llevarse ese código 
consigo, dificultando así el testeo unitario de las diversas 
funcionalidades. 
 




Estas cadenas de herencia, donde la clase final es la que tiene la 
lógica de negocio concreta que se busca, lo único que hacen es dificultar 
la lectura, esconder lo que deberían ser clases colaboradoras aplicando 
el principio de Composition over Inheritance [16] y, como decíamos, 
impedir un testeo unitario de nuestros casos de uso. 
6.2.3.3. Abuso del patrón singleton 
Otra de los pocos conceptos del Diseño Orientado a Objetos que 
hemos podido ver que se aplican, es el del patrón de diseño singleton 
[45]. Este patrón, con las soluciones de software que tenemos a día de 
hoy, se considera un anti-patrón [55] [56]. Se recomienda ver las 
referencias al respecto para la justificación de esta afirmación. No 
obstante, a continuación se detallan algunos de los principales motivos 
por los que se argumenta: 
• Dos ejecuciones de un mismo algoritmo que dependa de un 
singleton pueden producir resultados diferentes debido al 
estado global de este último. Esto produce inestabilidad del 
código, aumenta la probabilidad de errores y, nuevamente, 
dificulta el testeo de los componentes que lo usan. 
• Trasladan la responsabilidad de construcción al propio 
singleton o a la clase que lo use. Así entonces, obligan a 
crear acoplamientos con implementaciones concretas y no 
promueven el principio de inversión de dependencias 
(DIP [8]), sino que al contrario, promueven el alto 
acoplamiento. 
6.2.3.4. Estructura de namespaces 
Como hemos podido ver en los distintos diagramas y referencias a 
clases de la aplicación, la estructura de namespaces [50] (concepto muy 
similar a los packages de Java [57]), está definida a un único nivel. Nos 
encontramos \Manager para toda clase de la aplicación Manager, 
\Verticalroot para clases de esta instancia, y así sucesivamente. No 
obstante, dentro de estos primeros niveles de jerarquía de namespace, 
no hay sub-niveles. 
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Esto resulta un problema. Primeramente debido a que la colisión 
de nombres de clase dentro de ese espacio de nombres es más probable 
que con una granularidad más fina, pero también y más importante, 
porque no seguimos un estándar como los definidos por el PHP-FIG 
[58]. Estos estándares (PSR-0 [59], ya obsoleto, y el actual PSR-4 [60]). 
El hecho de no seguir un estándar no sería muy relevante si esto 
no implicase que, por consiguiente, no podemos aprovechar soluciones 
estándar a necesidades comunes como la del autoloading [61] a través 
del autoloader generado por Composer [62]. Esto supone un problema 
desde el momento en el que, por consiguiente, debemos desarrollar 
nuestras propias soluciones y mantenerlas, con el coste añadido que 
esto supone. 
6.2.3.5. Modelos de dominio inexistentes 
Como ya se explicaba en el apartado 6.2.2.1 sobre la concepción 
de modelos en el paradigma actual, no existen clases que representen 
estos conceptos de nuestro dominio. Por tanto, cuando se tiene que 
mover información de un método a otro, se hace mediante los ya 
comentados arrays asociativos. 
Desde el momento en el que los modelos pasan a ser meras 
estructuras de datos que, incluso dependiendo de qué método las haya 
obtenido y tratado, contendrán unos datos u otros, estamos hablando 
de que incurrimos en todos los perjuicios de tener modelos de dominio 
anémicos. Por lo especialmente nocivos que son, podríamos destacar 
dos de estos perjuicios: 
6.2.3.5.1. Violación Tell don’t ask 
El primero de estos perjuicios es que violamos el principio de Tell 
don’t ask [63] [64]. Al no tener una representación con lógica de negocio 
al respecto del concepto de nuestro dominio que se modela, esta lógica 
de negocio se ve repartida por toda nuestra aplicación. 
Esto es aún más crítico cuando la separación entre capas no es 
estricta. En los “modelos” por ejemplo, nos podemos encontrar con 
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lógica más bien perteneciente a controladores tal y como veíamos en el 
caso del método \Verticalroot\UsersDataModel::getUserSessionData. 
6.2.3.5.2. Código duplicado 
Al no tener la lógica centralizada en un punto, se da la 
circunstancia de que varios puntos de la aplicación implementan lógicas 
muy similares. Incluso en el peor de los casos, nos encontraremos con 
que la inexistencia de esta duplicidad es un problema ya que, 
dependiendo de cómo se obtengan los datos o si pasan por 
determinados procesos, podremos encontrarnos con los datos en un 
estado u otro. 
Estas lógicas varían de carácter, es decir, las podemos encontrar 
en términos de representación de datos (vinos que a veces tienen el 
valor del atributo añada en el nombre y a veces no), o a nivel de 
concepto (importes que, dependiendo del caso, tendrán aplicados los 
impuestos o no). 
6.2.3.6. Modelos y controladores con sobrecarga 
de responsabilidades 
Es algo que también hemos visto al analizar los modelos. No se 
respeta el principio de responsabilidad única SRP [4]. Esto representa un 
problema desde el momento en el que: 
• El hecho de instanciar una determinada clase implica el 
coste asociado que tenga cargar todo ese tipo de 
comportamiento. 
• No promueve la composición de clases basada en estos 
elementos debido a que es difícil poder reutilizar este tipo 
de elementos por toda la lógica que acarrean. 
• No promueve la composición de clases de los propios 
elementos. Al tener múltiples responsabilidades, cada una 
de ellas podría necesitar colaboradores distintos, luego se 
nos plantean diferentes enfoques para llevar esto a cabo: 
o En caso de inyectarlos por constructor respetando así 
el DIP [8], resultaría en una lógica de instanciación del 
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modelo altamente costosa ya que recibiría todos los 
colaboradores de todos los casos de uso que 
implementa. 
o En caso de inyectarlos por método, sí podríamos 
aplicar el principio de inversión de dependencias, 
pero estaríamos anulando la posibilidad de trasladar 
y encapsular la responsabilidad de construcción de 
estas clases colaboradoras a un Dependency Injector 
Container [65]. Algo deseable y que posteriormente 
veremos cuando hablemos de las soluciones 
implementadas. 
o La otra opción que nos queda es dejarlo como está 
ahora, escenario en el que cada uno de los métodos, 
se encarga de instanciar la implementación concreta 
del colaborador que necesita. Este es el peor de los 3 
escenarios ya que no sólo obliga a tener la lógica de 
instanciación en el propio método si no que, además, 
nos estamos acoplando a la implementación concreta 
de ese colaborador. 
6.2.3.7. Código difícil de leer 
Otro de los problemas del diseño más a bajo nivel, es la dificultad 
de lectura de los métodos. 
Como se ve en el ejemplo de implementación de la Figura 6.11, no 
se acostumbra a introducir conceptos del dominio en el propio código, 
ni encapsular pequeñas porciones de código en funciones para aportar 
semántica, ni aplicar cláusulas de guarda [66] para evitar múltiples 
niveles de indentación. Este tipo de problemas y técnicas los resume 
muy bien Martin Fowler en su libro Clean Code [9] y, básicamente, 
ayudan a reducir la complejidad accidental de la que hablábamos en la 
introducción de este TFG. 
90 
 








    if (false != $this->url_language) 
    { 
        if (preg_match('/_s[$|:]/i', 
$values['products_url'])) 
        { 
            $values['parsed_params'] = $this-
>simulateParseParams($values['products_url']); 
 
            preg_match('/[aA-zZ]{1,}_s[$|:]/i', 
$values['products_url'], $matches); 
            $search = explode('_', $matches[0]); 
 
            $values['parsed_params']['search_term'] = 
$search[0]; 
            $values['parsed_params']                = 
json_encode($values['parsed_params']); 
        } 
        else 
        { 
            $values['parsed_params'] = 
json_encode($this-
>simulateParseParams($values['products_url'])); 
        } 
    } 
} 
Figura 6.11 Ejemplo de implementación poco legible 
Otro de los problemas a este respecto está relacionado con la 
longitud de métodos. Se acostumbra a implementar métodos con más 
de 50 líneas. Esto provoca unos tiempos de lectura de código más 
elevados debido a que el programador debe ir línea por línea y no puede 
obviar detalles que se podrían encapsular en métodos privados. A su 
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vez, como se puede intuir, todo este tipo de problemáticas están 
relacionadas, ya que el hecho de no tener métodos privados auxiliares 
provoca una falta de semántica en el código que, muchas veces, se 
traduce en comentarios de texto innecesarios. 
6.2.3.8. Resumen de los principales problemas 
En la Figura 6.12 se puede observar la relación directa entre los 
objetivos marcados y los problemas que se le atribuyen. En el siguiente 
capítulo referente al estado del arte, podremos ver cómo se traduce 
finalmente esto en los procedimientos a llevar a cabo en pro de 
solucionar cada problema planteado y así poder llegar a cumplir los 
objetivos. 
Objetivo Problema relacionado 
Mantenibilidad 
y tolerancia al 
cambio 
Acoplamiento 
Abuso de herencia 
Abuso del patrón Singleton 
Modelado de dominio inexistente 
Violación Tell don’t ask 
Código duplicado 
Sobrecarga de responsabilidades > En 
Controladores 
Sobrecarga de responsabilidades > En capa acceso 
a datos 




Abuso de herencia 
Abuso del patrón Singleton 
Código duplicado 
Sobrecarga de responsabilidades > En 
Controladores 
Sobrecarga de responsabilidades > En capa acceso 
a datos 





7. Estado del arte 
En este capítulo vamos a analizar las diferentes técnicas y 
principios sobre los que se fundamenta el nuevo diseño de la 
arquitectura de software de Uvinum. 
Cabe destacar el hecho de que todos estos principios se han 
adquirido del conocimiento común disponible desde hace años y no nos 
hemos inventado nada. Es por ello por lo que no pretendemos hacer 
una exposición exhaustiva de cada uno de estos elementos. El propósito 
de este apartado es el de poder recogerlos para establecer el punto del 
que partimos. 
El estado del arte se divide en dos grandes partes: Diseño y DDD 
táctico. Esta división responde al objetivo de cada una de estas dos 
partes. En Diseño encontraremos principios y técnicas que dan 
respuesta a cómo interactúan los distintas clases de nuestro sistema y 
cómo deben estar estructuradas, mientras que en DDD táctico 
encontraremos aspectos a un nivel de granularidad superior, es decir, 
aquí sí que nos centraremos más en la arquitectura de software de la 
aplicación. 
Esta división se identifica también en cómo se ha articulado todo 
el proceso de rediseño tal y como se describía en la planificación. 
Primero sentando las bases más a bajo nivel, y luego atacando 
elementos más ambiciosos como la arquitectura hexagonal. 
7.1. DISEÑO 
Por diseño entendemos la agrupación de los principios y técnicas 
que componen la base más primaria sobre la que se apoya toda la nueva 
propuesta. Esta primera parte es especialmente crítica debido a que 
sienta los fundamentos sobre los que se sustentará el posterior 




Dicho de otro modo, serían los principios que tenemos en cuenta 
a la hora de resolver un determinado problema o funcionalidad 
requerida en el día a día. Algo que se diferencia del diseño a alto nivel 
o arquitectura de software ya que esta es más estática y a gran escala. 
Sandro Mancuso, autor del libro The Software Craftsman [67], define 
esta diferenciación como macro y micro design [68]. Aquí estamos 
hablando de lo que se podría entender por micro design. 
7.1.1. Principios SOLID 
Los principios SOLID [4] [5] [6] [7] [8] son una agrupación de 5 
principios de diseño sobre los que partiremos como base fundamental 
y en los que radica gran parte de lo que luego veremos como conceptos 
más de arquitectura de software tales como la Arquitectura Hexagonal, 
los Application Services del Domain-Driven Design, y demás. 
7.1.1.1. Principio de responsabilidad única (SRP) 
El primero de los principios SOLID (reflejado en la primera de las 
letras, la S) es el conocido con el acrónimo de SRP: Single Responsibility 
Principle o Principio de Responsabilidad Única. Este principio fue 
primeramente definido en términos de cohesión por Tom DeMarco [69] 
y Meilier Page-Jones [70]. 
Este principio radica en el hecho de que una determinada clase sólo 
debería tener una única responsabilidad. Importante destacar aquí que, 
cuando se habla de “una única responsabilidad”, se entiende como “una 
única razón para cambiar”. 
Así entonces, una clase que, por ejemplo, realizara el envío por 
email de un determinado contenido, sólo debería cambiar si, por 
ejemplo, decidimos cambiar el destinatario del email. No obstante, esta 
clase no debería cambiar si decidimos modificar la forma en la que 
enviamos los emails, ya que entendemos que esto es una 
responsabilidad a parte que debería estar encapsulada en una 
determinada clase aislada. De este mismo modo, esta clase tampoco 
debería verse afectada si decidimos modificar el criterio de obtención 
de los datos a enviar puesto que, siguiendo este mismo principio, este 
cometido lo debería llevar a cabo una tercera clase. 
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7.1.1.2. Principio de abierto a extensión, cerrado a 
modificación (OCP) 
OCP, por sus siglas en inglés de Open-Closed Principle, es el 
segundo de los principios SOLID y se resume con la frase “los 
componentes de software (clases, funciones, entidades…) deberían 
estar abiertas a extensión y cerradas a modificación”. 
Dicho de otro modo, lo que podemos extraer de este principio es 
que nuestros componentes no deberían estar atados a las posibles 
casuísticas de un momento determinado, si no basados en lo agnóstico, 
ya que esta será la única manera de garantizar la adaptabilidad a nuevos 
posibles casos. 
Si lo bajamos al terreno y hablamos en términos concretos, un 
ejemplo muy claro de esto se ve cuando hablamos de la sentencia de 
control de flujo switch-case en términos de anti-patrón. Podemos 
encontrar una amplia descripción de esto en la página 256 del libro 
Refactoring de Martin Fowler [11], no obstante, vamos a intentar 
exponer la base de este: 
Si tenemos un switch-case (o un switch-case camuflado en forma 
de secuencia de else-ifs), es porque queremos hacer una distinción de 
comportamiento basándonos en un determinado valor o estado de un 
objeto. Para este ejemplo, nos vamos a basar en el caso de que el valor 
a evaluar sobre el que ejecutamos la comprobación y establecemos las 
distintas casuísticas sea la evaluación del estado de un objeto. Es en 
este punto en el que vemos cómo lo que estamos haciendo con el 
switch-case es trasladar la responsabilidad que realmente pertenece a 
ese tercer objeto hasta el cliente que contiene la sentencia de control. 
Es decir, le preguntamos el estado a un objeto para ejecutar nosotros 
una lógica en base a ello, por lo tanto, si el día de mañana se establece 
un nuevo posible estado para ese objeto, deberemos modificar el 
switch-case añadiendo un nuevo caso y lógica asociada. 
Contrariamente a lo expuesto en el párrafo anterior, que 
ejemplificaría un caso de “abierto a modificación”, ya que a cada nueva 
casuística, se deben modificar todos los switch-cases que dependan de 
ese determinado estado, nos encontramos el enfoque proporcionado 
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por el polimorfismo. Si desde el cliente en el que antes teníamos un 
switch-case, pasamos únicamente a invocar a la acción que queremos 
ejecutar del objeto, y que sea este a través del polimorfismo quien 
decida qué lógica ejecutar, estaremos invirtiendo el concepto. Ahora sí 
estaremos aplicando el principio OCP ya que, incluir un nuevo posible 
estado con una nueva lógica asociada, sólo implica añadir una nueva 
implementación concreta de ese polimorfismo, evitando así modificar 
cualquier sentencia switch-case repartida por la aplicación. 
Este ejemplo que acabamos de exponer, se basa en una de las 
técnicas de refactoring conocidas y ampliamente aceptadas. Se trata de 
“Replace Conditional with Polymorphism [71]”. 
7.1.1.3. Principio de substitución de Liskov (LSP) 
El tercero de los principios SOLID, LSP o Liskov Substitution 
Principle, debe su nombre a Barbara Liskov y data de 1988 [72]. 
Este principio se resume muy bien con la conocida frase: “las 
funciones que usen objetos de una determinada clase padre, deben ser 
capaces de usar instancias de clases que hereden de esta sin verse 
alteradas”. 
En otras palabras, en lo que se basa este principio es en el hecho 
de que los contratos que definamos para nuestras interfaces o clases 
abstractas tienen que ser fuertes y consistentes. En el ejemplo del paper 
referenciado [6] se ve claramente con el caso de la clase cuadrado que 
hereda de rectángulo y, al establecer la longitud de ambos laterales al 
valor que le pasan para definir la altura, produce una violación del 
principio LSP. 
7.1.1.4. Principio de segregación de interfaces (ISP) 
El principio de segregación de interfaces o Interface Segregation 
Principle (ISP) [7] es, según cómo se interprete, una aplicación concreta 
del SRP pero a nivel de interfaces. Es decir: debemos segregar o 
desgranar nuestros contratos en lo que respecta a interfaces de manera 
que no obliguemos a realizar implementaciones con métodos que 
realmente no sean necesarios. 
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Un ejemplo bastante ilustrativo lo encontramos en el tutorial de 
Patkos Csaba para envatotuts+ [73]. En este se nos presenta una 
interface para vehículos que contiene todo método relativo al control de 
todos los elementos que estos pueden tener (radio, luces, motor, etc). 
Y la violación de ISP en este caso se puede ver con facilidad en el 
momento en el que tenemos que gestionar vehículos de tipo 
motocicletas, las cuales no tienen control de radio pero, al tener que 
implementar la interface de vehículo, se ven obligadas a realizar una 
implementación vacía de los métodos relativos a este respecto. 
7.1.1.5. Principio de inversión de dependencias 
(DIP) 
El Dependency Inversion Principle (DIP) [8] es, en lo que respecta a 
este TFG, uno de los principios más cruciales e importantes de todo el 
estado del arte que se plantea. 
Este principio es tan crítico porque, como luego veremos, la base 
de la Arquitectura Hexagonal se sustenta en él y, además, subsana los 
problemas de acoplamiento con relación a clases colaboradoras que 
venimos acusando hasta el momento tal y como hemos visto en el 
apartado de principales problemas del estado actual de la arquitectura. 
Otra forma muy extendida de entender este principio se basa en lo 
que comúnmente se denomina “diseño por contratos” o Design by 
contract [74]. Básicamente en lo que radica DIP es en ayudarnos de 
contratos o interfaces a la hora de definir las dependencias de una 
determinada clase. 
Así entonces, si nuestra clase del ejemplo que poníamos al hablar 
de SRP (responsable de enviar un determinado contenido por email), 
necesita de dos colaboradores (el repositorio del que obtener los datos, 
y el sistema de envío de emails), no definiríamos las dos 
implementaciones concretas que a día de hoy tenemos listas para ser 
usadas de cada uno de estos dos componentes si no que, por el 
contrario, definiríamos como dependencia las dos interfaces que 
deberán implementar cada una de las implementaciones concretas. 
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La ganancia al respecto es clara: Desde el momento en el que 
invierto el acoplamiento, dejando de depender de una implementación 
concreta, y dependo de un contrato, aseguro la cambiabilidad de mi 
sistema. El día de mañana puedo modificar el sistema para enviar emails 
y, con que se ciña al mismo contrato (implemente la misma interface), 
la clase que hace de orquestador no se verá afectada. 
Otro ejemplo práctico de este principio lo podemos ver en el vídeo 
de CodelyTV al respecto [75]. 
7.1.2. Code Smells y Refactorings 
Los code smells u “olores del código” son un concepto definido por 
Robert C. Martin en el libro Clean Code [9]. Bajo este concepto se 
agrupan una serie de criterios objetivos mediante los que podemos 
determinar que, posiblemente, el diseño de nuestra aplicación tenga 
algún problema de fondo. 
Ya hemos visto varios ejemplos de code smells. Los switch-case 
están considerados uno de ellos. No obstante, hay que tener muy 
presente el matiz que comentaba a la hora de definir los code smells: 
son un síntoma de que es probable que algo esté mal. No constituyen 
un problema de diseño en sí mismo. Es por ello que, en el ejemplo que 
comentábamos sí podríamos considerar que tenemos un problema al 
violar el principio Tell don’t ask del que ahora hablaremos más 
extendidamente, pero no por ello quiere decir que el mero hecho de 
usar un switch-case constituya un error de diseño. 
Con respecto a los refactorings [11], son mecánicas o 
procedimientos que ayudan a la hora de realizar modificaciones en el 
diseño de nuestra aplicación. Un refactor, por definición, es un proceso 
que implica un cambio en el software pero que no debe tener afectación 
a nivel funcional. Al ser mecánicas probadas y efectivas, se hacen 
tremendamente útiles en cuanto necesitamos restructurar el código. 
Son procedimientos ampliamente aceptados por la industria y se 
pueden consultar en múltiples fuentes. Personalmente, a parte del libro 
de Martin Fowler ya referenciado, recomiendo Refactoring.guru [76] por 
su alta calidad tanto teórica como a nivel de ejemplos en múltiples 
lenguajes de programación. 
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7.1.3. Composition over Inheritance 
Cuando hemos hablado de los principios SOLID, especialmente de 
SRP, ISP, y DIP, ya hemos hablado de este otro principio. No obstante, 
es importante darle la relevancia que debe tener y no pasarlo por alto.  
La composición de clases en base a colaboradores que se inyectan 
por constructor aplicando la inversión de dependencias que promueve 
DIP, es la forma de evitar los problemas que a día de hoy acusamos. Si 
combinamos estos 2 principios conseguimos que nuestro código sea 
altamente testeable debido a que podemos testear de forma realmente 
unitaria nuestras clases gracias a que podemos inyectar test doubles 
[77] por constructor y conseguir así que nuestro test se centre 
exclusivamente en la clase a testear. 
Esto, a nivel de test, más allá de la lógica innecesaria que elimina, 
representa una ganancia debido a la flexibilidad que aporta. Por 
ejemplo, en el hipotético caso que comentábamos al hablar de SRP 
donde un componente debía enviar unos determinados datos por email, 
si los datos los tiene que obtener de base de datos en producción, 
podemos hacer que al ejecutar los test reciba un test doublé que 
siempre devuelva los mismos registros. A su vez, también le podemos 
pasar un test doublé que siempre lance una excepción conforme no se 
ha podido leer del sistema de persistencia para, de estar forma, testear 
cómo se debe comportar nuestro sistema ante este tipo de errores. 
Más allá de la flexibilidad que aporta a nivel de test, la aplicación 
de este principio nos lleva a un nuevo nivel a la hora de entender el 
diseño de software. Comúnmente se interiorizan conceptos 
relacionados con la herencia y, en concreto con el polimorfismo, de tal 
forma que puede inducir a error a la hora de pensar que es la forma 
idónea de compartir código tal y como ya hemos visto. El principio de 
“Composición sobre herencia” viene a marcar un punto de inflexión al 
respecto tal y como ilustra Steven Lowe de ThoughtWorks en su 
publicación “Composition vs. Inheritance: How to Choose” [16]. 
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7.1.4. Tell don’t ask 
El principio Tell don’t ask [64] [63] es un principio que ya hemos 
citado en varios de los apartados anteriores pero que, al igual que 
pasaba con el de Composition over Inheritance, queremos dotarlo de un 
nivel de relevancia de primera clase por las implicaciones que tiene.  
Este principio está principalmente vinculado al OCP, pero también 
se puede dar de forma aislada y, en esencia, fomenta el evitar pedir los 
datos a los objetos para posteriormente ejecutar la lógica de negocio 
pertinente. Lo que propone en contraposición es invocar a un método 
propio del objeto para que sea este el que tenga la lógica de negocio 
asociada tal y como se ilustra Martin Fowler en la Figura 7.1. 
 
Figura 7.1 Violación y aplicación del principio Tell don't ask [64] 
El principal beneficio de esto, más allá de abrir la puerta al OCP, es 
el hecho de evitar tener la lógica de una determinada entidad o clase 
repartida por nuestra aplicación. Al fin y al cabo, este principio lo que 
viene a fomentar es la alta cohesión de nuestras clases. 
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7.1.5. Contenedor de inyección de dependencias 
En el momento en el que empezamos a modelar nuestra aplicación 
siguiendo los principios que hemos visto hasta ahora (especialmente 
SRP, DIP, y Composition over Inheritance), vemos cómo la lógica de 
instanciación de clases adquiere un nivel de complejidad que no tenía 
hasta el momento. 
Estamos hablando de que nuestras clases delegan cada una de las 
responsabilidades (SRP) en clases que se inyectarán como 
dependencias/colaboradores (Composition over Inheritance) y que, 
además, estas dependencias se definirán en base a contratos abstractos 
y no acoplándose a implementaciones concretas (DIP). 
Si tenemos en cuenta que las dependencias de una determinada 
clase, pueden a su vez tener otras dependencias y así recursivamente, 
la complejidad de instanciación, como ya decíamos, adquiere un nuevo 
nivel con respecto a instanciar una clase que ataca a singletons [45] 
directamente. 
El Dependency Injector Container (DIC), contenedor de inversión de 
control [65] o contenedor de inyección de dependencias, viene a 
adquirir esa responsabilidad de la que hablábamos, la de instanciar 
clases y resulta especialmente útil en este sentido. 
En el post “Do you need a Dependency Injection Container?” [78] 
de Fabien Potencier (creador y principal contribuidor del framework 
Symfony [79]), se ejemplifica muy bien el potencial de este tipo de 
componentes, pero por resumir los principales beneficios, los 
podríamos enumerar tal que: 
• Trasladamos la responsabilidad de instanciación de clases en 
un componente aislado (el contenedor). Por lo tanto, 
nuestras clases no necesitan saber cómo se instancian otros 
componentes que pueden tener una jerarquía de 
dependencias compleja. 
• Delegamos en el contenedor la decisión de qué 
implementación concreta inyectar. Esto abre la puerta a que, 
el contenedor, dependiendo de ciertas circunstancias (por 
ejemplo el entorno de ejecución de la aplicación), determine 
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inyectar una determinada implementación de una 
dependencia u otra. Un ejemplo de esto sería a la hora de 
definir el componente de envío de emails. En caso de estar 
en entorno de desarrollo, podríamos establecer que dicho 
componente siempre envíe los correos a la cuenta de 
pruebas. 
• Centralizamos la posibilidad de cambio de una de estas 
dependencias. Si por ejemplo, decidimos cambiar el sistema 
de registro de logs, desde el momento en el que es el 
contenedor el que tiene unificado en un solo punto el cómo 
se obtiene esta dependencia, podríamos cambiarlo para 
pasar a instanciar otra librería diferente. 
7.2. DDD TÁCTICO 
En esta segunda sección del capítulo del estado del arte, ya sí se 
produce el salto en términos de granularidad del diseño y podríamos 
decir que ya nos centramos principalmente en lo relativo a la 
arquitectura del software. Es la segunda etapa que describíamos cuando 
hablábamos de la planificación del proyecto. 
A pesar de que en este apartado es donde veremos la mayoría de 
conceptos de arquitectura de software a implementar, también se tocan 
ciertos aspectos del diseño a más bajo nivel como lo puede ser el patrón 
de Value Objects. No obstante, con el fin de mantener la agrupación de 
todos estos conceptos bajo el paraguas del Domain-Driven Design 
(DDD) [80], se ha decidido optar por esta opción. 
El DDD es un enfoque a la hora de desarrollar y modelar nuestras 
aplicaciones que va más allá de los patrones de diseños a utilizar. 
Principalmente se divide en dos grandes partes: La parte táctica y la 
estratégica [81]. 
En la parte táctica es en la que se centra este TFG y básicamente 
agrupa una serie de conceptos, principios y patrones que configuran un 
marco de trabajo a la hora de dar respuesta al diseño de arquitecturas 
de software para aplicaciones complejas. Estos conceptos se pueden ver 
en el mapa relacional de la Figura 7.2. 
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Este marco de trabajo está basado en la premisa de que nuestro 
modelado del dominio es el centro de nuestra aplicación y que, además, 
se asume que es algo que evoluciona y no es estático en el tiempo. 
 
Figura 7.2  Relación entre los distintos elementos que componen la parte 
táctica del DDD [82] 
En los siguientes apartados veremos cómo se materializa el hecho 
de basarse en la tolerancia para con la cambiabilidad, pero por el 
momento, vemos que es un modelo de pensamiento que casa 
perfectamente con los objetivos que nos marcamos al inicio de este TFG. 
7.2.1. Arquitectura Hexagonal 
Una de las principales piedras angulares del DDD es la arquitectura 
hexagonal [83] [84] [85], también conocida como Ports and Adapters. 
Como decíamos, el DDD se nutre de muchos conceptos ya 
existentes, especialmente en la parte táctica. El concepto que dota al 
DDD de una separación en capas a nivel de arquitectura de software es 
la arquitectura hexagonal. 
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La arquitectura hexagonal, al igual que pasa con el DDD, tampoco 
es un paradigma de programación radicalmente nuevo. La arquitectura 
hexagonal se apoya en principios ampliamente conocidos como los 
principios SOLID de los que ya hemos hablado (especialmente SRP y DIP) 
junto con el principio de Composition over Inheritance. 
Como con el resto del estado del arte, no pretendemos hacer una 
disección exhaustiva de cómo se articula esta arquitectura, algo que 
podemos ver de una forma especialmente ilustrativa en esta publicación 
y conferencia de Chris Fidao [85]. No obstante, sí que nos interesa 
analizar a grandes rasgos cuáles son las peculiaridades de esta 
arquitectura. 
7.2.1.1. Puertos y adaptadores 
La primera aclaración que cabe destacar es el hecho de evitar 
pensar al respecto de 6 elementos o tipologías de elementos. Este es un 
error conceptual frecuente derivado del nombre de la arquitectura 
(hexagonal). Es por esto que mucha gente apuesta más por el nombre 
de “puertos y adaptadores”, ya que no aporta connotaciones de 
limitación de elementos. 
Así entonces, el concepto de puerto y adaptador está arraigado en 
el DIP. Un puerto sería la definición de un contrato para una determinada 
responsabilidad (una interface para poder enviar notificaciones tipo 
NotificationSender), y un adaptador sería una implementación concreta 
que satisface el contrato de ese puerto (clase concreta 
EmailNotificationSender que implementaría la supuesta interfaz 
NotificationSender para el envío de notificaciones en forma de emails). 





Figura 7.3 Ilustración del concepto de puerto y adaptador en arquitectura 
hexagonal [86] 
Con lo cuál, en un primer momento lo que nos encontramos es que 
fomenta el desacoplamiento, algo que nos va a beneficiar en términos 
de cambiabilidad y testeabilidad. 
7.2.1.2. Separación en capas 
Hemos hablado de cómo la arquitectura hexagonal articula los 
colaboradores en forma de puertos y adaptadores. En este apartado 
entraremos más en profundidad al respecto y hablaremos de cuándo 
deberíamos definir un puerto para esperar un determinado adaptador y 
por qué. 
La arquitectura hexagonal no deja de ser una interpretación de The 
Clean Architecture que definía Robert C. Martin (Uncle Bob) hace unos 
años [87]. En este tipo de arquitecturas, tal y como se aprecia en la 
Figura 7.4, se definen una serie de capas en forma de recubrimientos 




Figura 7.4 Separación en capas definida por The Clean Architecture [87] 
Uno de los conceptos claves de este tipo de arquitecturas de 
software es la regla de dependencia. Tal y como se aprecia en la citada 
figura, hay unas flechas que indican dirección de fuera hacia dentro. 
Esas flechas simbolizan cómo debe articularse nuestra separación en 
capas en términos de acoplamiento. Las capas internas nunca deberían 
conocer a las externas. 
Por poner un ejemplo concreto al respecto del concepto de regla 
de dependencia, si seguimos con el caso del puerto NotificationSender 
y el adaptador EmailNotificationSender, nos encontramos que esta es 
justamente la forma en la que los elementos internos (las clases que 
definen los puertos) no se acoplan ni conocen el exterior (en este caso, 
por elemento externo entendemos la implementación 
EmailNotificationSender) ya que disponen de unos contratos que sí 
están en su mismo nivel de capas. Esto, como ya se ve claramente, es la 
aplicación del Dependency Inversion Principle llevado a nivel de capas. 
En el caso de la arquitectura hexagonal, la separación en capas se 




• Dominio (en la figura diferenciado por “Domain” y “Core 
Domain”) 
• Aplicación 
• Infraestructura (representado en la figura por “Framework”) 
 
Figura 7.5 Definición en capas de la arquitectura hexagonal 
Y, como también se aprecia en la figura, esta agrupación de 
conceptos en forma de hexágono se comunica con elementos como el 
sistema de persistencia, el de envío de emails, webservices externos, la 
interfaz web, otros posibles hexágonos de nuestra aplicación, etcétera. 
7.2.1.3. Capa de Aplicación 
La capa de aplicación representa el punto de entrada a nuestra 
lógica de negocio.  En otras palabras, en esta capa es donde 
encontraremos las clases que representan nuestros casos de uso en 
forma de Application Services [88] o Event Subscribers. 
En resumen, el controlador de nuestro framework, es el que 
montaría la petición en forma de objeto Request para pedirle al 
Application Service (caso de uso) que ejecute la lógica de aplicación. Así 
entonces, tal y como se ve en la Figura 7.6, el Application Service haría 
las de orquestador de nuestro sistema, invocando a otros servicios de 
dominio, repositorios, y demás elementos que luego analizaremos, para 
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finalmente obtener una respuesta y devolverla al controlador. Este tipo 
de técnica se ha llegado a denominar como “Passive Controllers” [86]. 
 
Figura 7.6 Controlador del framework delegando la ejecución de lógica en el 
caso de uso/Application Service [86] 
Los Event Subscribers son otro tipo de puntos de entrada a nuestra 
aplicación. En este caso, están destinados a ejecutarse ya no cuando un 
controlador del framework lo pida, si no cuando se lance un 
determinado evento de dominio. Más adelante, en este mismo capítulo, 
hablaremos de los eventos y cómo se gestionan, por le momento nos 
quedaremos con la idea de que es un punto de entrada más a nuestra 
aplicación. 
Tras haber expuesto la capa de aplicación de la arquitectura 
hexagonal, ya podemos ver que, el hecho de separar los casos de uso 
del mecanismo de entrada (controlador del framework o evento de 
dominio), lo que garantiza es la modularidad de nuestra aplicación. 
Permitiendo así una tolerancia al cambio total en términos del punto de 
entrada de la ejecución de los casos de uso, algo deseado para casos 
como el desarrollo de una API para aplicaciones móviles nativas. 
7.2.1.3.1. Capa de Dominio 
La capa de dominio, como veíamos en la Figura 7.5, representa el 
centro de nuestra aplicación. Algo que, basándonos en la premisa de la 
regla de dependencia de fuera hacia dentro, implica que no estará 
acoplada a ningún elemento del exterior. 
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En la capa de dominio podemos encontrar el modelado de los 
elementos que componen nuestro contexto. Es decir, aquí es donde nos 
encontraremos los modelos de domino que representarán conceptos 
como Usuario, Producto, Pedido, etc. 
A su vez, más allá de los modelos de dominio, también contiene lo 
que se denominan servicios de dominio [88]. Estos servicios ejecutan 
acciones invocables desde los casos de uso (capa de aplicación), de tal 
forma que son reutilizables y fomentan la aplicación del principio SRP. 
7.2.1.3.2. Capa de Infraestructura 
Por último, nos encontramos con la capa más externa de nuestro 
hexágono. La capa de infraestructura es la que provee de las 
implementaciones concretas (adaptadores) para los contratos (puertos) 
definidos en la capa de aplicación. 
Esta es la capa donde se aísla a todo componente externo a nuestro 
dominio. De esta forma, conseguimos que lo más relevante en nuestro 
contexto (el dominio) no se acople a nada dependiente de terceros, 
garantizando así la cambiabilidad. 
En esta capa, por ejemplo, es donde iría ubicado la implementación 
de ejemplo que comentábamos antes, EmailNotificationSender. 
7.2.2. Building Blocks 
Los Building Blocks del DDD representan las diferentes tipologías 
de elementos de las que se ayuda este paradigma de desarrollo para 
representar, principalmente, la capa de dominio. 
7.2.2.1. Agregados 
Los agregados representan uno de los patrones más rompedores 
del DDD. Un agregado es un elemento conceptual de nuestro sistema 
que representa un conjunto de elementos del dominio. 
Por ejemplo, nos podríamos encontrar con el agregado de Order 
(pedido), el cuál internamente se compone de diversas piezas como 
podrían ser OrderLine, CustomerId, etc. Pero que no se conocen desde el 
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exterior de este agregado. Lo que nos lleva al siguiente punto, el 
Aggregate Root. 
Uno de las características más importantes de los agregados, es 
que al igual que pueden contener clases para representar cada uno de 
los conceptos que agrupan, no pueden asociarse directamente con 
elementos de otros agregados. Es decir, en el agregado de OrderLine, 
no deberíamos tener una vinculación directa con el elemento Product si 
entendemos que este último forma un segundo agregado. 
La solución propuesta para establecer relación entre dos elementos 
de dos agregados distintos es la referencia por identidad. Es decir, en 
el caso que poníamos antes de OrderLine, tal y como veremos en el 
ejemplo de implementación de la Figura 7.7, se relaciona con ProductId. 
ProductId es una clase que sigue el patrón Value Objectd del que más 
adelante hablaremos, y que únicamente contiene el valor en crudo del 
identificador de producto al que hace referencia esa línea de pedido. 
Este concepto de referencia por identidad se explica e ilustra 
perfectamente en el capítulo “Aggregates” del libro “Implementing 
Domain-Driven Design” de Vaughn Vernon disponible online [89]. 
Por último, con respecto al concepto de agregados cabe destacar 
el que, al tener un modelado de los elementos de nuestro sistema que 
considera múltiples elementos (entidades y Value Objects), el dominio 
adquiere una riqueza semántica inexistente hasta el momento, 
facilitando así una relación más directa con la terminología usada en el 
contexto de la aplicación. 
7.2.2.1. Aggregate root 
El Aggregate Root representa el punto de entrada a ese conjunto 
de elementos que forman un agregado. Como hemos dicho, el exterior 
de nuestro agregado (los diferentes Application Services, Domain 
Services, etc.) no conocen cómo se estructura internamente un 
agregado, con lo cuál, necesitan un punto de entrada común a este, y 
eso es lo que representa el Aggregate Root. 
Por poner un ejemplo, en la Figura 7.7 tendríamos un detalle de 
cómo se implementaría la acción de añadir un producto de una de las 
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tiendas afiliadas a un pedido ya existente. Esta implementación, como 
decimos, está en el Aggregate Root Order ya que es el único punto de 
entrada al agregado desde el exterior. 
public function addProduct( 
    ProductId $product_id, 
    StoreId $store_id, 
    OrderLineQuantity $quantity 
) 
{ 
    $order_line = new OrderLine( 
        $product_id, $store_id, $quantity 
    ); 
 
    $this->order_line_collection->addItem( 
        $order_line 
    ); 
} 
Figura 7.7 Detalle de implementación del Aggregate Root Order 
Como se observa en la figura, para la gestión de las líneas de 
pedido (productos que contiene un pedido), nos apoyamos en una clase 
OrderLine del propio agregado, pero somos nosotros una vez ya dentro 
del agregado (en Order), quien instancia esta otra clase y nadie del 
exterior la conoce. 
El beneficio de esto, una vez más, es en términos de cambiabilidad. 
A partir del momento en el que la estructura de un determinado 
concepto de nuestro dominio se conoce lo mínimo posible desde el 
exterior, estamos permitiendo que podamos restructurar este concepto 
de forma interna sin necesidad de modificar todos los elementos que 
apuntan a él. Esto se ve claramente con el ejemplo de uso de esta 
implementación en la Figura 7.8. 
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$created_order = Order::placedByUser( 




    $request->productId(), 
    $request->storeId(), 
    $request->quantity() 
); 
Figura 7.8 Detalle de uso de un agregado sin acoplarnos a los detalles internos 
de este 
Adicionalmente, otro beneficio de estructurar nuestros modelos de 
dominio con un único punto central de entrada es el ganar el control de 
las restricciones de integridad que atañen al agregado. Por ejemplo, si 
un pedido no pudiera tener más de 5 líneas de pedido, al tener un único 
punto de entrada (método addProduct), estaríamos garantizando la 
consistencia de nuestro dominio con las restricciones establecidas ya 
que no habría otra manera de poder crear un pedido con líneas de 
pedido que no sea pasar por dicho método. 
7.2.2.2. Entidades 
Las entidades son las clases de dentro de un agregado en las que 
se puede apoyar el Aggregate Root para representar un determinado 
elemento de dentro del agregado. 
Este tipo de clases se particularizan por tener identidad y ser 
mutables. Es decir, una posible entidad dentro del agregado de User, 
sería el elemento que representa a ese usuario en la red social Facebook: 
FacebookUserData. La identidad de esta entidad vendría dada por el 
identificador que provee la red social, y la mutabilidad representa el 
concepto de que sus valores pueden cambiar a lo largo del tiempo (el 
usuario podría cambiar su apodo en la red social), pero seguirán 
representando el mismo concepto gracias a la identidad. 
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7.2.2.3. Value Objects 
Los Value Objects son otro de los elementos en los que se sustenta 
DDD para ser capaces de modelar nuestro dominio. A priori parecen una 
tipología de elementos poco relevante pero tienen un potencial enorme 
que ahora veremos. 
Los Value Objects son especialmente útiles para representar 
conceptos como el email de un usuario, las unidades que se están 
añadiendo al carrito de la compra para un determinado producto, y 
elementos que, en resumen, representen un concepto de nuestro 
dominio con suficiente relevancia como para aportar esa semántica a 
nuestro código (saber que estamos tratando con un Email y no un tipo 
primitivo String). Además, estos conceptos deberán tener en cuenta sus 
respectivas restricciones de integridad, es decir: el valor de las unidades 
requeridas nunca podrá ser inferior a 1, el email deberá seguir un 
formato válido, etc., de tal forma que nos aseguramos que nuestro 
dominio sea consistente en todo momento, evitando así 
comprobaciones redundantes dentro de este. 
La primera de las características de los Value Objects es que no 
tienen identidad. Es decir: la identidad de un Value Object viene 
determinada por su valor. Por lo tanto, debemos ser nosotros, 
conscientes del contexto particular en el que nos movemos, los que 
decidamos si un determinado concepto es un Value Object o una 
entidad. 
Un ejemplo muy común e ilustrativo al respecto de esta dicotomía 
entre Value Object y entidad serían los billetes. Para alguien que está 
haciendo una aplicación para calcular el mínimo número de billetes en 
los que representar una cantidad de dinero, le da igual qué billete 
concreto de 20€ utilizar, por lo tanto, en este caso el billete se deberá 
representar mediante un Value Object. En cambio, para el sistema 
informático del Banco de España, 2 billetes de 20€ son completamente 
diferentes. Cada uno tendrá su identificador asociado mediante el que 
conseguir toda una traza acerca del mismo. Por lo tanto, en el caso del 
Banco de España, los billetes se representarán como una entidad con 
identificador propio [90]. 
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Por último, otra de las características principales de los Value 
Objects es que son inmutables. Es decir, si se modifica su estado, se 
genera una nueva instancia de la clase. De esta forma, se reduce 
enormemente la probabilidad de bugs. 
public function increment() 
{ 
    $incremented_raw_quantity = 
        $this->raw_quantity++; 
     
    return new self($incremented_raw_quantity); 
} 
Figura 7.9 Método increment del Value Object OrderLineQuantity 
representando la inmutabilidad 
En la Figura 7.9 se puede ver un claro ejemplo de aplicación del 
principio de inmutabilidad en el Value Object que representa las 
unidades deseadas de un producto para un pedido. Como se puede 
apreciar, en el momento de modificar su estado (incrementar la 
cantidad), lo que se hace es retornar una nueva instancia con el nuevo 
valor. Esto, evita efectos colaterales en el código cliente del Value Object 
como los que se podrían dar en el ejemplo de la Figura 7.10. 
$quantity_of_two = new OrderLineQuantity(2); 
 
$quantity_of_three = $quantity_of_two->increment(); 
Figura 7.10 Uso de OrderLineQuantity evidenciando los beneficios de la 
inmutabilidad 
En el ejemplo de la figura vemos el uso del método increment() 
antes descrito. En este caso, vemos cómo si dicho método no tuviera en 
cuenta el principio de inmutabilidad, y cambiara el estado de la instancia 
al ser invocado, en la variable $quantity_of_two realmente tendríamos la 
cantidad de 3 elementos y no 2. Esto es un claro efecto colateral no 





Otro de los patrones abrazados por DDD es el patrón repositorio 
[91]. Este patrón viene a establecer la forma en la que nuestra aplicación 
interactúa con el sistema de persistencia. 
Lo que promueve el patrón es el aislamiento de la responsabilidad 
de obtención de nuestros agregados. Este enfoque es especialmente 
interesante cuando lo unimos con el DIP o el concepto de puertos y 
adaptadores. 
Un ejemplo claro de aplicación del patrón sería la definición de un 
Application Service que, como puerto, define el colaborador de 
obtención de usuarios en base a un identificador. En este caso, de lo 
que se encargaría el Dependency Injector Container (DIC), del que 
también hemos hablado, sería de inyectar en ese puerto la 
implementación concreta del repositorio en MySQL. De esta forma, si el 
día de mañana se decide cambiar el cómo se persisten los datos a una 
base de datos no relacional, lo único que deberá cambiar será la 
configuración del DIC para, a partir de ese momento, pasar a inyectar la 
implementación del repositorio de obtención de usuarios en base a un 
identificador para MongoDB (por ejemplo). 
Un buen artículo al respecto de este patrón es el “Don’t use DAO, 
use Repository” de Thinking in Objects [92]. 
7.2.3. Eventos de dominio 
Los eventos representan uno de los conceptos más importantes del 
DDD. Son la única forma de garantizar el cumplimiento del SRP a nivel 
de aplicación y modelos de dominio completamente encapsulados [93]. 
Como se puede apreciar en el post antes referenciado o en la 
presentación de Matthias Noback [94], son la manera de articular la 
notificación de que algo ha ocurrido en nuestro sistema. Esta 
notificación, puede tener múltiples subscriptores esperando para 
ejecutar una determinada lógica, y el quid de la cuestión aquí está en 
que quién ha lanzado la notificación del evento, no tiene por qué 
conocer a los elementos que se subscriben a este. Por lo tanto, estamos 
115 
 
ante un mecanismo más para favorecer el bajo acoplamiento y 
encapsulamiento de nuestra aplicación. 
Por ejemplo, podríamos querer que en el momento de registrar a 
un nuevo usuario, se le asignen 10€ de créditos para que gaste en 
nuestra plataforma de compra. Esta lógica de asignación de créditos, la 
podríamos incluir en el mismo Application Service encargado de 
registrar al usuario, pero el problema sería que entonces la 
responsabilidad de dicho Application Service iría creciendo hasta volver 
a tener una clase difícil de mantener y acoplada a múltiples 
colaboradores, dificultando así también el testeo de la misma. 
Por tanto, es en este punto donde entran en juego los eventos. Son 
el mecanismo mediante el cuál: 
• La clase User, al crear una nueva instancia, guardaría el 
evento tipo UserRegistered. 
• El sistema gestor de eventos o Event Bus, sería el encargado 
de recoger todos los eventos almacenados por los distintos 
componentes que han entrado en juego en la ejecución de 
un determinado caso de uso. 
• Este mismo Event Bus, se encargaría de notificar a los 
Application Subscribers que están a la espera de dicho 
evento, por ejemplo GiveCreditsWhenUserRegistered. 
• Los Application Subscribers ejecutarían su lógica de forma 
aislada, permitiendo así una escalabilidad ideal en términos 
de aplicación del OCP de SOLID. Por ejemplo, por citar 
algunos posibles subscriptores de este mismo evento, 
tendríamos:  
o Enviar el email de bienvenida al usuario. 
o Recalcular estadísticas relativas al número de 
usuarios. 
o Registrar al usuario como subscriptor de las 




7.2.4. Read Model 
El Read Model (RM) es una de las herramientas o soluciones que 
propone el DDD para aplicaciones con un uso intensivo de consumo de 
datos. 
Debido a las restricciones impuestas por las reglas de 
referenciación entre agregados vistas al hablar de ellos (referencia por 
identidad y no asociación directa), a la hora de presentar una pantalla 
donde se incluyan datos de múltiples agregados nos encontramos con 
limitaciones que provocan una penalización en rendimiento. 
Esta penalización en rendimiento se basa en el hecho de que, al 
haber obtenido por ejemplo el agregado de User, y querer pintar los 
datos de los últimos 5 pedidos realizados por este usuario, no podemos 
saltar directamente a la entidad Order para posteriormente ir a buscar el 
valor del atributo nombre de la clase Product ya que estos elementos 
forman parte de otros agregados y, en User, lo único que tendríamos 
sería una colección de los identificadores de los pedidos (ProductId) 
realizados por el usuario. Por lo tanto, esto representaría como mínimo 
una consulta para obtener los datos del usuario, otra segunda consulta 
para los datos de los pedidos, y una tercera para los datos de los 
productos. 
Desde el punto de vista de rendimiento, esta escalada de accesos 
al sistema de persistencia es inasumible. Con lo cuál, lo que se plantea 
es un componente en nuestro sistema que, de forma paralela al sistema 
de componentes definidos hasta ahora, de respuesta a la necesidad de 
presentar datos de forma eficiente. 
Así entonces, por un lado tendríamos agregados, Application 
Services, infraestructura y el resto de elementos ya descritos orientados 
a llevar a cabo las operaciones de modificación de datos, que a partir 
de ahora denominaremos como Write Model (WM); y por otro lado 
tendremos lo que se denomina Read Model (RM) basado en los 
principios en los que ahora desglosaremos. 
No obstante, es importante destacar el hecho de que la 
nomenclatura de estos dos grandes paraguas de nuestra (WM y RM), no 
tienen una asociación de responsabilidades en la que las operaciones 
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de escritura van a parar a uno de los módulos y las operaciones de 
lectura a otro. Cabe tener presente que, en el Write Model, también 
habrán operaciones de lectura con el fin de obtener los distintos 
agregados con tal de ejecutar lógicas asociadas a la modificación de sus 
estados. 
En el RM nos encontraremos con una estructura muy similar en lo 
que respecta a separación de responsabilidades y divisiones de capas. 
No obstante, en este caso, los modelos de dominio ya no serán 
agregados con clases que gestionan los datos y el comportamiento de 
un determinado elemento, si no que en el caso del RM, los modelos de 
dominio son meros Data Transfer Objects (DTOs) [95] que, como el 
patrón indica, únicamente contienen los datos relativos a el elemento a 
representar sin ningún comportamiento asociado. 
Más allá del libro “Implementing Domain-Driven Design” de 
Vaughn Vernon [17], en la publicación “Read-models as a Tactical 
Pattern in Domain-Driven Design (DDD)” de Lev Gorodinski [96] también 
podemos encontrar información concreta y ejemplos de 
implementación de cómo se articula el RM que, al fin y al cabo, es lo 
que nos permite seguir manteniendo la eficiencia en términos de lectura 
que hasta ahora teníamos. 
7.2.5. Bounded Contexts 
Los Bounded Contexts (BCs) [97] son un elemento crucial para 
entender de dónde surge el DDD y para qué tipo de aplicaciones es un 
buen planteamiento.  En este caso y a diferencia de todas las técnicas 
anteriores relacionadas con el DDD, nos encontramos ante un 
planteamiento puramente estratégico, luego en este caso, estamos 




Figura 7.11 Ilustración de 2 Bounded Contexts: Sales y Support [97] 
Como se puede apreciar en la Figura 7.11, un BC se basa en la 
definición de unos límites o fronteras conceptuales a gran escala. Por 
situarnos con respecto a las fronteras que establecíamos al hablar de 
agregados, un BC contiene diversos agregados. 
El principal beneficio del modelado de nuestra aplicación en 
términos de BCs parte de la premisa de tener una aplicación compleja 
en la que, la división en distintos conceptos pueda ayudar a organizar 
distintos equipos de producto y así se agilice el desarrollo de cada una 
de las partes. 
Por lo tanto, los BCs deben estar lo más desacoplados posibles y, 
para conseguirlo, nuevamente nos basamos en un sistema de eventos y 
subscriptores. Es aquí donde entra el paradigma de Event-Driven 
Architecture [98] y el concepto de eventual consistency [99] o 
“consistencia final”. 
7.3. CÓMO SOLUCIONA LOS PRINCIPALES 
PROBLEMAS 
En este apartado vamos a intentar hacer explícito el cómo se 
relacionan los objetivos marcados al inicio del TFG, con los principales 
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problemas de la arquitectura de software actual, y lo que propone el 
estado del arte analizado. 
7.3.1. Objetivos a alcanzar (capítulo 2) 
• Conseguir un sistema más mantenible y tolerante al cambio 
• Permitir una correcta implementación de test 
7.3.2. Principales problemas de la arquitectura de 
software actual (capítulo 6) 
• Acoplamiento 
• Abuso de herencia 
• Abuso del patrón Singleton 
• Modelado de dominio inexistente 
o Violación Tell don’t ask 
o Código duplicado 
• Sobrecarga de responsabilidades 
o En controladores 
o En “modelos” o capa de acceso a base de datos 
• Código de difícil lectura 
7.3.3. Estado del arte analizado (capítulo 7) 
• Diseño 
o Principios SOLID 
o Code Smells y Refactorings 
o Composition over Inheritance 
o Tell don’t ask 
o Contenedor de inyección de dependencias (DIC) 
• DDD táctico 
o Arquitectura hexagonal 
o Agregados 
o Aggregate Root 
o Value Objects 
o Patrón repositorio 
o Eventos de dominio 
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o Read Model 
o Bounded Contexts 
7.3.4. Relación de problemas y estado del arte 
En la Figura 6.12 del capítulo anterior veíamos la relación entre los 
distintos objetivos marcados y los problemas con los que están 
relacionados. En este caso, seguimos esa tabla para, una vez planteados 
los problemas, ver cómo se relacionan con las soluciones que se 
proponen a lo largo de todo este capítulo de estado del arte. Así 
entonces, en la Figura 7.12 se puede observar esta vinculación. 
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Figura 7.12 Relación de problemas y estado del arte 
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8. Principios SOLID 
Una vez analizados los objetivos a alcanzar, los problemas que nos 
impiden alcanzarlos a día de hoy, y el estado del arte, vamos a ir 
desgranando cómo hemos aplicado ese estado del arte a nuestro 
contexto particular. En este capítulo y los siguientes (hasta llegar al de 
Gestión del proyecto), seguiremos el mismo patrón a nivel de estructura 
y están encarados a la misma finalidad: Concretar cómo se ha llevado a 
cabo el proceso de rediseño de la arquitectura de software de nuestra 
aplicación en cada uno de estos conceptos. 
Lo primero que se buscó conseguir fue crear conciencia dentro del 
equipo de desarrollo acerca de determinadas buenas prácticas 
relacionadas con los principios SOLID. Estos principios son la base sobre 
la que se apoya el resto de objetivos posteriores tal y como ya hemos 
podido ver en el estado del arte. 
La motivación es clara: Romper con el paradigma actual y plantear 
otra forma de hacer viendo sus beneficios. Además, el hecho de plantear 
este como el primero de los aspectos a revisar no es nada casual. La 
intencionalidad era clara e iba en el sentido de enseñar algo 
radicalmente opuesto a la forma de trabajar actual pero que, a la vez, 
fuera algo viable de llevar a cabo sin un gran replanteamiento. 
Es decir, los principios SOLID, si bien es cierto que son la base de 
todo lo que después vendría, es algo que podemos aplicar y obtener un 
beneficio casi inmediato sin tener que modificar la arquitectura de 
software y demás aspectos que si tienen una barrera de entrada a nivel 
de conocimientos más alta, o una curva de aprendizaje más brusca 
como lo puede ser el DDD. 
Sabíamos que el factor motivacional para que el equipo creyera en 
todo lo que se estaba planteando era crucial. En caso contrario, habría 
sido enormemente difícil involucrar al resto de personas ya que el 
esfuerzo que se les está demandando es considerablemente alto, con lo 
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cuál, queríamos que realmente interiorizasen el por qué se planteaba 
todo este proceso. 
8.1. PROPUESTA DE REDISEÑO 
Para ver en qué consiste la propuesta de rediseño planteada al 
respecto de los principios SOLID, nos vamos a apoyar en dos ejemplos 
reales de código. 
8.1.1. MediaUploader y MediaPurguer 
Uno de los elementos comunes en nuestra aplicación es el relativo 
a la gestión de elementos multimedia. Por elemento multimedia 
entendemos por ejemplo las fotos de los productos. 
Hasta ahora, la funcionalidad de subir un determinado elemento al 
servidor de Amazon S3 descrito en el apartado de evaluación de la 
arquitectura física actual, se servía a través de una clase con métodos 
estáticos a modo de “utilidades varias”. 
Esto supone un problema por todo lo expuesto en el capítulo de 
evaluación de la arquitectura actual. Principalmente supone un 
problema a nivel de testing y, además, desde el momento en el que lo 
tenemos en una “clase de utilidades”, implica una violación de los 
principios SOLID a varios niveles. 
Para analizar el diseño propuesto, vamos a hacerlo a través del 
análisis de la implementación propuesta, yendo paso a paso para ver 
cada uno de sus componentes. 
Primeramente tenemos en la Figura 8.1 la definición de la interface 
del componente para gestionar la subida de archivos a los servidores 
pertinentes MediaUploader. Como vemos, este es un contrato mediante 
el que, dado un archivo en una ruta temporal local, un tipo de archivo 
multimedia, y el nombre de archivo final deseado sin la extensión, nos 





    public function __invoke( 
        $current_media_temporal_path, 
        MediaType $media_type, 
        $file_name_without_extension 
    ); 
}  
Figura 8.1 Definición de la interface para la subida de archivos multimedia 
De igual modo pasa con la interface MediaPurguer de la Figura 8.2. 
La única diferencia está en que, en este caso, la finalidad es justamente 
la contraria: Dado un tipo de elemento y el nombre del archivo sin 




    public function __invoke( 
        MediaType $media_type, 
        $file_name_with_extension 
    ); 
} 
Figura 8.2 Definición de la interface para la eliminación de archivos multimedia 
Ahora, en términos de implementación concreta de estos 
componentes tenemos lo que se puede apreciar en la Figura 8.3. En esta 
implementación podemos ver cómo se ejecuta una llamada a un método 
estático, Amazon::uploadAmazonFile. En este caso, no es preocupante por 
el concepto de separación en capas, algo que veremos al hablar de la 
propuesta en cuanto a arquitectura hexagonal dentro del capítulo del 
DDD táctico. 
class SifoMediaUploader implements MediaUploader 
{ 
    /** @var SifoMediaPathCalculator */ 
    private $sifo_media_path_calculator; 
 
    public function __construct( 




    ) 
    { 
        $this->sifo_media_path_calculator = 
            $a_sifo_media_path_calculator; 
    } 
 
    public function __invoke( 
        $current_media_temporal_path, 
        MediaType $media_type, 
        $file_name_without_extension 
    ) 
    { 
        $file_extension = pathinfo( 
            $current_media_temporal_path, 
            PATHINFO_EXTENSION 
        ); 
        $file_name_with_extension = 
            $file_name_without_extension . '.' 
            . $file_extension; 
 
        $complete_media_path = 
            $this->sifo_media_path_calculator-
>__invoke( 
                $media_type, 
                $file_name_with_extension 
            ); 
 
        copy( 
            $current_media_temporal_path, 
            $complete_media_path 
        ); 
 
        Amazon::uploadAmazonFile( 
            $complete_media_path 
        ); 





Figura 8.3 Implementación concreta del componente MediaUploader 
Lo importante de este ejemplo en términos de principios SOLID es: 
• Respetamos el Principio de Responsabilidad Única o SRP. El 
componente sólo tiene la responsabilidad de subir o eliminar 
archivos multimedia. Garantizando así su posible 
reutilizamiento 
• Respetamos el Principio de Substitución de Liskov o LSP. La 
implementación concreta no produce ninguna violación de 
las restricciones de integridad definidas por el contrato. 
• Respetamos el Principio de Segregación de Interfaces o ISP. 
Al diferenciar dos interfaces diferentes para cada caso de uso 
(subir archivos y eliminarlos), no estaríamos obligando a 
ninguna posible implementación concreta a implementar 
métodos que no tengan sentido. 
• Respetamos el Principio de Inversión de Dependencias o DIP. 
Desde el momento en el que, los clientes de esta clase 
SifoMediaUploader, tal y como se ve en el ejemplo de la Figura 
8.4, se acoplan al contrato (interface MediaUploader), y no a 
la implementación concreta, estamos aplicando 
debidamente este principio. 
 
Figura 8.4 Diagrama de clases componente MediaUploader y ejemplo de uso 
Al respecto de OCP, uno de los ejemplos más ilustrativos viene 




final class WithEventHandling 
    implements ApplicationService 
{ 
    /** @var 
ApplicationService|ContainsRecordedMessages */ 
    private $application_service; 
 
    /** @var MessageBus */ 
    private $event_bus; 
 
    public function __construct( 
        ContainsRecordedMessages 
$an_application_service, 
        EventBusFactory $an_event_bus_factory 
    ) 
    { 
        $this->application_service = 
            $an_application_service; 
        $this->event_bus           = 
            $an_event_bus_factory(); 
    } 
 
    public function __invoke($request) 
    { 
        $this->application_service->__invoke( 
            $request 
        ); 
 
        $this->publishApplicationServiceEvents(); 
    } 
 
    private function 
publishApplicationServiceEvents() 
    { 
        array_map( 
            [$this, 'handleEvent'], 
            $this->application_service-
>recordedMessages( 
            ) 
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        ); 
 
        $this->application_service->eraseMessages(); 
    } 
 
    private function handleEvent($event) 
    { 
        $this->event_bus->handle($event); 
    } 
} 
Figura 8.5 Implementación del decorador WithEventHandling para Application 
Services 
Tal y como se puede ver en la implementación de ejemplo de la 
Figura 8.5, lo que estamos haciendo es favorecer la extensión de 
funcionalidad de nuestros Application Services sin necesidad de 
modificarlos gracias, como decíamos, al patrón de diseño Decorator. 
En este caso, le estamos añadiendo la decoración de la gestión de 
eventos. No obstante, también se ha implementado la decoración de la 
gestión de errores transaccionales. De tal forma que la gestión de la 
transacción está centralizada en la clase que envuelve al Application 
Service ejecutado, asegurando así un único punto de modificación a este 
respecto (al igual que con la gestión de eventos), y permitiendo también 
que nuestro sistema esté abierto a extensión y cerrado a modificación. 
Cada vez que tenemos que implementar un decorador para nuestros 
Application Services no nos vemos obligados a modificar todos los 
existentes. 
8.2. EVALUACIÓN DE LA PROPUESTA 
Como veíamos en la Figura 7.12 de relación entre problemas y 
estado del arte al que afectan, el acoplamiento y la sobrecarga de 
responsabilidades en nuestras clases era una preocupación de primer 
nivel ya que de estas afectan directamente al coste de mantenimiento 
de la aplicación, modularidad, y testeabilidad de la misma. 
Tal y como hemos visto a través de los ejemplos de la propuesta 
de rediseño, y por el análisis expuesto de los principios SOLID en el 
estado del arte, estos problemas se ven atajados de forma directa. Así 
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entonces, podemos concluir con que en este sentido ha sido un éxito la 
apuesta por este tipo de principios. 
A día de hoy son unos principios que ya se han interiorizado y se 
llevan a la práctica en cada una de las iteraciones que se hace sobre el 
código actual, aplicando la técnica de Refactoring Oportunista o, como 
lo denomina Uncle Bob, la regla del Boy-Scout [101]. 
8.3. FORMACIÓN 
Para la consecución de este objetivo se han llevado a cabo sesiones 
de formación denominadas “Rethinking Code” con todo el equipo de 
desarrollo. Se han realizado acercamientos a estos conceptos a nivel 
teórico pero con ejemplos claros y concisos de código de ejemplos 
concretos. También se han detectado violaciones de estos principios en 
el código actual y se han analizado ejemplos de cómo se aplicarían en 
esos casos. 
En concreto, se llevaron a cabo las siguientes sesiones de 
formación al respecto: 
• Controllers menos Controllers: Sesión con ejemplo de uso de 
una clase aislada del framework desde los controladores 
para reutilizar lógica y romper con el abuso de herencia y 
patrón singleton. Demostración de que es posible hacer las 
cosas diferente, adquiriendo beneficios directos, y con una 
inversión de tiempo relativamente pequeña. 
• SOLIDificando Verticomm: Sesión de introducción a los 




9. Code Smells y 
Refactorings 
Una vez vistos los principios SOLID y habiendo marcado el objetivo 
al que dirigirnos a medio plazo y por qué, nos interesaba dotar de las 
técnicas y recursos necesarios para poder ir aplicando estos conceptos 
en la base de código actual.  
Para esto nos apoyamos en el concepto de Code Smell y toda la 
documentación disponible relativa a técnicas de Refactoring 
consiguiendo: 
• Ser capaces de detectar posibles errores de diseño en 
nuestro software a través de síntomas concretos como lo son 
los Code Smells 
• Entender cuándo es realmente un problema de diseño y por 
qué gracias a la capacidad de abstraer los casos concretos a 
niveles más genéricos 
• Poder aplicar soluciones probadas a esos problemas 
genéricos de forma mecánica (Refactorings) 
La principal motivación es la de materializar el nexo de unión entre 
el estado actual del código y los principios SOLID. Sentando así las bases 
para poder llegar a niveles conceptuales de arquitectura a más alto nivel 
como la Arquitectura Hexagonal. 
9.1. PROPUESTA DE REDISEÑO 
Para ilustrar el trabajo realizado con lo que respecta a los Code 
Smells y Refactorings, nos vamos a basar en un ejemplo de código real 
ya mostrado en esta memoria a la hora de hablar del código poco 












    if (false != $this->url_language) 
    { 
        if (preg_match('/_s[$|:]/i', 
$values['products_url'])) 
        { 
            $values['parsed_params'] = $this-
>simulateParseParams($values['products_url']); 
 
            preg_match('/[aA-zZ]{1,}_s[$|:]/i', 
$values['products_url'], $matches); 
            $search = explode('_', $matches[0]); 
 
            $values['parsed_params']['search_term'] = 
$search[0]; 
            $values['parsed_params']                = 
json_encode($values['parsed_params']); 
        } 
        else 
        { 
            $values['parsed_params'] = 
json_encode($this-
>simulateParseParams($values['products_url'])); 
        } 
    } 
} 
Figura 9.1 Ejemplo de implementación candidato a ser refactorizado 
Una vez planteado el código en el estado previo al proceso de 
refactorización gracias a la figura anterior, veamos cómo quedó 
después del proceso mediante la  Figura 9.2. Cabe destacar que este 




public function extractListUrlParameters($raw_url) 
{ 
    if (empty($raw_url) 
        || $this->isNotAParametrizedUrl($raw_url) 
    ) { 
        return []; 
    } 
 
    $url_language = 
        UrlsManagement::getSiteLanguage($raw_url); 
 
    if (!$url_language) { 
        return []; 
    } 
 
    $parsed_params = $this->extractParsedParams( 
        $raw_url, 
        $url_language 
    ); 
 
    if ($this->isNotASearchUrl($raw_url)) { 
        return $parsed_params; 
    } 
 
    $parsed_params['search_term'] = 
        $this->extractSearchTerm($raw_url); 
 
    return $parsed_params; 
} 
 Figura 9.2 Ejemplo de implementación tras ser refactorizado 
En este nuevo estado del código podemos ver como, a pesar de no 
cumplir con todo lo expuesto en el estado del arte (siguen habiendo 
algunas estructuras de datos libres y una llamada a un método estático 
de una clase de tipo utilidades referente a la gestión de URLs), sí que 
representa una evolución con respecto al anterior estado gracias a la 
introducción de varias técnicas de refactoring que se enumeran a 
continuación: 
• Replace Nested Conditional with Guard Clauses [103]: 
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El concepto de “cláusula de guarda” lo podemos ver aplicado en 3 
ocasiones en forma de los 3 condicionales y puntos de retorno 
intermedios. En este caso, el refactoring ayuda a mantener una claridad 
del código que, en el estado previo, no era posible debido a la anidación 
de varios condicionales. Esto ayuda a que el programador que lee el 
código no tenga que mantener una “pila de condiciones mental” en 
términos de seguimiento del código. 
Una de las posibles críticas a este refactoring es el hecho de 
introducir múltiples puntos de retorno en una misma función. Aquí 
tenemos que tener en cuenta la raíz del por qué se concibe de forma 
negativa el tener múltiples puntos de retorno. Lo nocivo de esto radica 
en la posibilidad para el programador de saltarse uno de estos puntos 
de retorno en la lectura del código y, por tanto, dificultar su proceso de 
comprensión del código. El quid de la cuestión aquí está en negar la 
premisa para que esto suceda: Los métodos tienen que ser 
suficientemente escuetos como para no poder saltarnos ninguna línea 
al leerlos. Así entonces, entendemos que el tener múltiples puntos de 
retorno no implica ningún problema siempre y cuando las funciones  
tengan menos de 30 o 40 líneas como máximo, siendo 20 el límite que 
consideramos más ideal.  
• Extract Method [104]: 
Esta técnica la podemos ver aplicada también en diversos puntos. 
Desde el hecho de haber encapsulado la propia lógica analizada en un 
método aislado (extractListUrlParameters), hasta los siguientes 





El haber introducido estos 5 métodos en lo que antes era un código 
completamente secuencial en un único nivel de invocación, nos provee 
de múltiples beneficios. El primero de ellos es la semántica. Ahora la 
comprensión no nos resulta tan difícil porque el propio código expresa 
a través de los nombres de métodos lo que se está llevando a cabo. De 
igual forma, también obtenemos un beneficio en términos de rapideza 
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de lectura. Como programador que llega por primera vez a este código, 
no tengo que preocuparme cómo se implementan cada uno de estos 
métodos auxiliares ya que, simplemente con ver el nombre, entiendo lo 
que está pasando y puedo seguir sin entrar al detalle. 
9.2. EVALUACIÓN DE LA PROPUESTA 
Como hemos visto con el escueto ejemplo de la propuesta de 
rediseño, en lo relativo a Code Smells y Refactorings no cabe duda de 
los beneficios que aportan. Principalmente ayudan a reducir 
complejidad accidental, algo que se comentaba extensamente en la 
introducción de este TFG como uno de los problemas a atacar. Tras un 
proceso como el anterior, leer el código es menos costoso tanto por la 
delegación de responsabilidades en métodos auxiliares, como por la 
semántica que se introduce. 
Con las técnicas de refactoring estamos consiguiendo algo 
sumamente importante: Dotar de las herramientas necesarias a nivel de 
procedimientos para ganar autonomía y poder avanzar a 
implementaciones que respeten los principios SOLID partiendo del 
código actual. En resumen, tras este proceso, cada componente del 
equipo técnico no sólo sabe en qué se basa el código de calidad (visto 
con principios SOLID), si no que tiene formada la capacidad crítica para 
determinar que algo puede no estar bien (Code Smells), y sabe cómo 
proceder para llegar a un estado deseable (Refactorings). 
Con lo cuál, con esta segunda fase habríamos conseguido generar 
ese nexo de unión entre el estado actual y el punto al que queremos 
llegar y, lo más importante, el equipo lo ve como algo viable y nada 
alejado de la realidad porque tiene las herramientas para ello. Así 
entonces, la motivación e implicación de las distintas personas se 
mantiene en el estado que queremos para con el proceso de rediseño. 
9.3. FORMACIÓN 
En lo que respecta al plan de formación o sesiones de “Rethinking 
Code” se llevaron a cabo 3 de estas sesiones: 
• Code Smells: 
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Exposición teórica de qué son los Code Smells y para qué sirven. 
Se incluyeron ejemplos del código actual pero, lo más importante a este 
respecto, fue que al terminar la sesión se estableció que, para la 
siguiente sesión, debían ser los propios componentes del equipo los 
que propusieran una porción de código a analizar. 
El resultado de esta propuesta fue incluso mejor de lo esperado. 
Durante el transcurso de la semana previa a la siguiente sesión, se 
fueron planteando dudas y los propios compañeros proponían los 
procesos de refactoring a aplicar, se revisaba el posible enfoque, y se 
llevaba a cabo. De esta forma, para la siguiente sesión, ya habían casos 
cocretos de Code Smells a analizar con su proceso de refactorización 
llevado a cabo. 
 
• Refactoring, Clean Code & Tips 
En esta segunda sesión se pusieron en común y analizaron los 
casos concretos y reales que se comentaba anteriormente que se 
trabajaron durante la semana anterior. 
Se introdujeron conceptos del Clean Code [9] a nivel de 
nomenclatura, nivel de indentaciones, y demás conceptos solucionables 
con las técnicas de refactorización. 
A su vez, se finalizó la sesión con múltiples consejos relativos a las 
herramientas de desarrollo que utilizamos. Los IDEs (entornos de 
desarrollo integrados) pueden ser un gran aliado y, si los sabemos 
explotar, nos pueden ahorrar mucho tiempo automatizando 
determinados procesos de refactoring. 
• Composition over Inheritance & Design Patterns 
Por último, se llevó a cabo otra sesión en relación a los casos 
propuestos por el propio equipo. En esta tercera sesión se retomó y se 
hizo especial hincapié en el concepto de Composition over Inheritance 
[16]. A su vez, también se explicaron ciertos patrones de diseño de 
software para demostrar que este tipo de elementos también pueden 
ser de utilidad en todo el proceso de refactorización. 
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10. DDD táctico 
Una vez sentadas las bases a nivel de diseño más a bajo nivel, nos 
interesaba establecer un punto de inflexión en cuanto a la arquitectura 
de software de nuestra aplicación a más alto nivel. La motivación de esta 
evolución se basaba en permitir una mejor mantenibilidad, tolerancia al 
cambio, testeabilidad y, eventualmente, un posible cambio de concepto 
a nivel empresa. Por lo tanto, en este sentido nos centramos plenamente 
en la parte táctica del Domain-Driven Design (DDD) y dejamos de lado 
la parte más estratégica. 
10.1. PROPUESTA DE REDISEÑO 
10.1.1. Arquitectura hexagonal 
10.1.1.1. Dependency Injector Container (DIC) 
Una de las necesidades que surge al plantear un modelo de 
desarrollo como el basado en la arquitectura hexagonal, es el de un 
Contenedor de Inyección de Dependencias (DIC). Esta necesidad se basa 
en el hecho de que este modelo de desarrollo parte de tres premisas 
claras: 
• Fomentar el encapsulamiento de responsabilidades a nivel 
de clases (Principio de Responsabilidad Única o SRP). 
• Explotar el Principio de Inversión de Dependencias (DIP). 
• Regla de dependencia de fuera hacia dentro. 
Al fin y al cabo, estas premisas derivan en un incremento notable 
en cuanto a la complejidad de construcción de clases. Por ejemplo, tal 
y como hemos visto en el estado del arte, para construir un determinado 
elemento de la capa de aplicación, necesitamos inyectarle todas sus 
dependencias en forma de colaboradores, con lo que esto que antes era 
algo trivial (por que toda esa lógica estaba en el controlador o 
singletons), ahora pasa ser una responsabilidad en sí misma. 
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Así entonces, es por esta serie de motivos expuestos por los que, 
inmediatamente antes de empezar a hacer pruebas de concepto al 
respecto de la arquitectura hexagonal, se decidió cerrar el tema del DIC. 
La implementación a la que se llega está basada la del componente 
Service Container que ya ofrece el framework Symfony [105]. El 
problema por el que decidimos no reutilizar este componente ya 
existente es por la incompatibilidad con el concepto ya descrito de 
herencia de instancias propio del framework usado, Sifo. 
Así entonces, nos basaremos en definiciones en formato Yaml 
[106] para facilitar la lectura. A su vez, con el fin de facilita también una 
posible transición al Service Container de Symfony, decidimos usar una 
nomenclatura idéntica a la usada por el framework. En la Figura 10.1 
podemos ver la convención que definimos a nivel de nomenclatura de 
servicios y, en la Figura 10.2, se puede apreciar un ejemplo de definición 
de servicio basado en dicha convención. 
instancia.capa.[componente_concreto.]paquete.[sub_paq
uete.]funcinoalidad: 
    public: [true|false] 
    class: Namespace\Completo\De\La\Clase2 
    arguments: 
      - @servicio.colaborador_1 
      - @servicio.colaborador_2 
Figura 10.1 Convención de nomenclatura para las definiciones de servicios 
manager.infrastructure.repository.my_sql.menu.menu_re
ader_by_locale: 
    class: 
Manager\Infrastructure\Repository\MySql\Menu\MenuRead
erByLocale 
    public: false 
    arguments: 
        - @mysql.client 
Figura 10.2 Ejemplo real de definición de servicios 
Esta definición se compila en código PHP puro para optimizar la 
resolución de dependencias y que no se tenga que ejecutar esta lógica 
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de traducción de Yaml a PHP en tiempo de ejecución en el entorno de 
producción. 
10.1.1.2. Separación en capas 
Una vez ya con el potencial que nos ofrece el componente del DIC, 
se empezó a definir la estructura de la aplicación basada en la 
separación en capas, quedando una jerarquía de carpetas como la que 
se puede apreciar en la Error! Reference source not found.. 
 
Figura 10.3 Estructura de carpetas reflejando la separación en capas de la 
arquitectura hexagonal 
Esta estructura de carpetas, partiendo de “src/” se definió así con la 
finalidad de que fuera posible hacerla convivir con la estructura que 
contiene toda la lógica existente pero de forma claramente diferenciada 




Figura 10.4 Estructura de carpetas general de la instancia Manager 
conteniendo la sub-estructura del rediseño 
Cabe destacar que la separación de capas y el desacoplamiento con 
respecto a las implementaciones concretas de la capa de 
infraestructura, no sólo se lleva a cabo en términos de DIP, si no que 
también lo aplicamos incluso a nivel de definición de servicios del DIC.  
En la Figura 10.2 veíamos como teníamos el atributo public del 
servicio a false. Este servicio, tal y como se puede ver por el namespace 
de la clase, se trata de la implementación en MySQL del repositorio de 
lectura del menú. El hecho de que el servicio no sea público implica que 
no podremos pedirle una instancia al DIC, si no que la única forma 
posible de instanciación de este componente es a través del propio DIC. 
10.1.1.3. Flujo de ejecución 
Habiendo expuesto las diferentes capas de la aplicación, veamos 
entonces cómo queda el flujo de ejecución de una determinada acción 
en nuestro sistema. 
10.1.1.3.1. Punto de entrada (capa de 
framework) 
Lo primero a definir será el punto de entrada a nuestra aplicación. 
En este caso, vamos a ver cómo se ejecuta una determinada acción de 
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creación de una nueva pestaña del menú principal partiendo de una 
petición web. 
Así entonces, la petición http llegaría al front controller del 
framework que invocaría al controlador del framework a ejecutar tras 
determinarlo en base a la URL. 
Una vez ya en el controlador implementado por nosotros (pero 
atado al framework ya que sigue teniendo que heredar de él), 
ejecutaremos el siguiente proceso: 
1. Construiremos el DTO que incluirá los datos de la pestaña 
que queremos crear. 
2. Le pediremos al DIC una instancia del Application Service de 
creación de pestañas. 
3. Invocaremos la instancia del Application Service pasándole 
como parámetro el DTO construido en el paso 1. 
Podemos ver la implementación de este proceso en la Figura 10.5. 
$application_service_request = 
    new CreateMenuTabRequest( 
        $locale, 
        $text, 
        $link_url, 
        $link_title, 
        $link_with_no_follow, 
        $temporal_image_path 
    ); 
 






    $application_service( 
        $application_service_request 
    ); 
Figura 10.5 Creación del DTO con los parámetros para ejecutar el caso de uso, 
obtención del Application Service del caso de uso, y ejecución. 
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10.1.1.3.2. Application Service (capa de 
aplicación) 
Una vez pasado el punto de entrada, tenemos que tener claro que 
ya no nos podemos acoplar a nada del este. Es decir, en la capa actual 
(aplicación), no debemos invocar a ningún recurso del framework ya 
que, justamente esta capa adquiere el sentido desde el momento en el 
que es reutilizable indistintamente del punto de entrada desde el que 
se acceda. 
Así entonces, lo primero que deberemos hacer será declarar la 
definición del servicio de nuestro Application Service inyectando todas 
las clases colaboradoras que se necesiten para poder llevar a cabo la 




    class: 
Manager\Application\Service\Menu\Tab\CreateMenuTabUse
Case 
    arguments: 
        - 
@manager.domain.repository.menu.menu_reader_by_locale 
        - @manager.domain.repository.menu.menu_writer 
        - 
@manager.infrastructure.service.media.media_uploader 
        - @manager.infrastructure.service.slugifier 
Figura 10.6 Declaración del servicio de creación de una pestaña del menú 
Por parte del propio Application Service, tenemos una definición de 




Figura 10.7 Clase del Application Service CreateMenuTabUseCase 
En el contrato establecido por el método __invoke únicamente 
recibimos un parámetro, el DTO construido desde el controlador 
anterior. La estructura de este DTO se puede ver en la Figura 10.8. 
 
Figura 10.8 DTO CreateMenuTabRequest con valores necesarios por el Application 
Service CreateMenuTabUseCase 
Por último, cabe destacar que al Application Service se le inyectan 
por constructor 4 dependencias (o puertos si seguimos el paradigma de 
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puertos y adaptadores de la arquitectura hexagonal) pero, en los 4 
casos, se tratan de interfaces que se verán satisfechas por 
implementaciones concretas (adaptadores) que resolverá el DIC en base 
a la definición ya mostrada en la Figura 10.2. 
 
Figura 10.9 Interfaces con las que se acopla el Application Service 
CreateMenuTabUseCase 
10.1.1.4. Implementaciones concretas (capa de 
infraestructura) 
Siguiendo con el flujo de la petición analizada, ya hemos visto: 
• Cómo se recibiría la petición en la capa más externa, el 
framework. 
• Cómo llegaría esta petición a la capa de aplicación a través 
del DTO de petición y el Application Service definido en el 
DIC. 
Por tanto, nos falta por ver cómo se articula a nivel de dominio y 
de capa de infraestructura. En este apartado nos centraremos en la capa 
de infraestructura, concretamente analizaremos uno de los 
componentes utilizados en este caso de uso, el MenuReaderByLocale. 
El componente MenuReaderByLocale se trata de una aplicación del 
patrón repositorio [92], patrón ya comentado al hablar del estado del 
arte. Este componente se estructura a caballo entre dos capas de 
nuestra aplicación: 
• En la capa de Dominio encontraremos la interface a la que 
nos podremos acoplar desde la capa de Aplicación. En el 
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ejemplo visto, esto sucede en el momento en el que el 
Application Service CreateMenuTabUseCase espera recibir un 
MenuReaderByLocale como colaborador para obtener el menú 
al que añadir una pestaña. Como decimos, este es el puerto 
en términos de “puertos y adaptadores”. 
• En la capa de Infraestructura, por otro lado, encontraremos 
las implementaciones concretas de las que disponemos para 
satisfacer los contratos de la capa de dominio. En concreto, 
para el ejemplo que venimos tratando, nos encontramos con 
la implementación de la interface con namespace 
\Manager\Domain\Repository\Menu\MenuReaderByLocale: 
\Manager\Infrastructure\Repository\MySql\Menu\MenuReaderBy
Locale. Como vemos, tienen el mismo nombre de clase, no 
obstante, a través del namespace podemos ver que no existe 
colisión alguna. 
En este punto, habríamos visto cómo llevamos a la práctica el 
concepto de puertos y adaptadores sustentado en el DIP de SOLID. No 
obstante, vamos a dar un paso más y vamos a analizar cómo 
conseguimos explotar al máximo el potencial de contenedor de 
servicios (DIC) en términos de cambiabilidad. 
Hemos visto que, en la definición del Application Service de la 
Figura 10.6, le pasábamos como argumento el servicio declarado con el 
identificador: manager.domain.repository.menu.menu_reader_by_locale 
con el fin de satisfacer el contrato de la interface MenuReaderByLocale. Si 
nos fijamos, podemos apreciar cómo el identificador del servicio se 
ubica en la capa de dominio al igual que la interface. Esto es 
completamente intencional ya que, gracias a esto, invertimos también 
la dependencia en términos de declaración de servicios al definirlo como 
un alias. 
Es decir, si nos vamos a la declaración del servicio 
manager.domain.repository.menu.menu_reader_by_locale, disponible en la 
Figura 10.10, podemos ver cómo este servicio realmente no es más que 
un puntero hacia la declaración que realmente se usará. 
manager.domain.repository.menu.menu_reader_by_locale: 





Figura 10.10 Declaración del servicio 
manager.domain.repository.menu.menu_reader_by_locale 
Si combinamos la funcionalidad de los alias que acabamos de ver 
con la posibilidad de definir servicios como privados que veíamos antes 
en la Figura 10.2, conseguimos un escenario donde el cambiar el 
sistema de persistencia simplemente pasa por modificar el apuntador 
de la declaración del servicio. Podemos estar seguros de que no hay 
ningún elemento de nuestro sistema que se haya acoplado ni tan si 
quiera al nombre de servicio de la capa de infraestructura puesto que, 
por definición, ha tenido que pasar por el servicio público definido a 
modo de alias. 
10.1.2. Building Blocks 
10.1.2.1. Agregados 
A nivel de building blocks relativos al modelado del dominio no 
hicimos ninguna variación particular con lo que representa el estado del 
arte analizado. Se siguieron los principios de encapsulación a nivel de 
agregados y referencia mediante identidad. 
Con referencia a los Value Objects, descubrimos que eran uno de 
los elementos que más nos iban a aportar en cuanto a evitar la 
duplicidad de código y aportar semántica. 
De hecho, es posible que en el momento de crear un Value Object 
no viéramos del todo la necesidad o los beneficios que aportaba. No 
obstante, el hecho de la aportación a nivel semántico ya es un plus pero, 
lo más sorprendente fue ver cómo poco a poco servía de polo de 
atracción a toda esa lógica que, de no tener ese Value Object, estaría 
repartida por los distintos Application y Domain services. 
Por ejemplo, el Value Object relativo a los locales [107] quedó tal y 
como se muestra en la Error! Reference source not found.. Un locale 
epresenta la unión del código de país y código de idioma para identificar 





Figura 10.11 Value Object Locale 
Uno de los métodos que se pueden observar es el método estático 
Locale::fromSlug. Este método nos retornará una instancia de Locale 
basándose en un slug [108] (texto proveniente de una URL. Ejemplo de 
Español de España: “es-es”) y es tremendamente útil porque, a pesar de 
ser una lógica muy simple, es algo que se repetía en múltiples 
controladores de la aplicación. De igual forma pasa con el método 
rawLocaleForSlug, el cual nos devolverá la representación lista para 
asignar al slug en base a la instancia del objeto Locale. 
10.1.2.2. Repositorios 
En lo referente a los repositorios, más allá de la división entre 
dominio e infraestructura ya descrita en el apartado de arquitectura 
hexagonal, cabe mencionar que decidimos diferenciarlos con sufijos en 
función del cometido de cada una de las tipologías en las que los 
dividimos: 
• XxxReader para los repositorios que leen elementos del 
sistema de persistencia. 
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• XxxWriter para los repositorios que escriben elementos en el 
sistema de persistencia 
• XxxRemover para los repositorios que eliminan elementos del 
sistema de persistencia 
De esta forma, nuevamente ganamos semántica en el código de 
nuestra aplicación y reducimos esa complejidad accidental descrita en 
términos de coste de lectura y comprensión del código existente. 
Además, promovemos la aplicación de los principios SRP y ISP de 
SOLID al estandarizar la separación de responsabilidades a nivel de 
interfaces. 
10.1.2.2.1. Hidratación de elementos 
Uno de los problemas que nos encontramos con respecto a los 
repositorios fue el cómo gestionar la hidratación de los objetos. Por 
hidratación de objetos entendemos el proceso de transformar un 
determinado registro de base de datos, pasando de tener la estructura 
en la que lo retorna la librería de acceso a datos, a tener una instancia 
de nuestros modelos de dominio. 
Este proceso supuso un problema debido a que son los modelos 
los que, en el momento de construcción, pueden llegar a guardan 
eventos de dominio que luego serán gestionados por el Event Bus tal y 
como se describía en el estado del arte. El problema radica en que, al 
generar estos eventos en el momento de hidratación, estarían 
provocando ejecuciones de los subscriptores a estos eventos cuando 
realmente no han pasado en nuestro sistema, si no que simplemente 
estamos recuperando un determinado agregado de nuestra base de 
datos. 
La solución a este problema pasa por no lanzar eventos de dominio 
en el constructor por defecto de la clase, el cuál acepta todos los 
parámetros necesarios para reconstruir el agregado en un determinado 
estado, pero sí lanzarlos en un named constructor [109]. 
Para ilustrar este concepto, veamos un ejemplo basado en el 
agregado Order que ya usamos de ejemplo en el capítulo de estado del 
arte para definir el concepto de Aggregate Root. 
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Por un lado tenemos el constructor por defecto que, como 
decimos, es el que usarán los repositorios para reconstruir las instancias 
de Order con el estado en el que se persistieron. Este constructor lo 
podemos ver en la Figura 10.12 y, como se puede apreciar, no lanza 
ningún tipo de eventos. 
public function __construct( 
    UserId $an_user_id, 
    OrderId $an_order_id, 
    OrderStatus $an_order_status, 
    OrderLineCollection $an_order_line_collection 
) 
{ 
    $this->user_id               = $an_user_id; 
    $this->order_id              = $an_order_id; 
    $this->order_status          = $an_order_status; 
    $this->order_line_collection = 
        $an_order_line_collection; 
} 
Figura 10.12 Constructor por defecto de la clase de ejemplo Order 
Por otro lado, tenemos el named constructor de la Figura 10.13. 
Constructor que, en este caso sí, lanza el evento referente a la creación 
del nuevo pedido para que los elementos que están subscritos ejecuten 
la lógica asociada. 
Este segundo constructor no se usará desde los repositorios y, 
además, otro de los beneficios que tiene es el hecho de no requerir 
parámetros que no son necesarios en el momento de creación del 
pedido. Si no que es la propia clase quien tiene la responsabilidad de 
saber qué valores asignar por defecto (esto se puede ver con la 
generación del $order_id, el $order_status, y el $order_line_collection). 
public static function placedByUser( 
    UserId $an_user_id 
) 
{ 
    $order_id              = OrderId::generate(); 
    $order_status          = OrderStatus::created(); 
    $order_line_collection = 




    $new_order_created = new self( 
        $an_user_id, 
        $order_id, 
        $order_status, 
        $order_line_collection 
    ); 
 
    $new_order_event = new NewOrderHasBeenCreated( 
        $order_id 
    ); 
 
    $new_order_created->record($new_order_event);  
 
    return $new_order_created; 
 
} 
Figura 10.13 Named constructor de la clase de ejemplo Order 
10.1.3. Read Model 
El Read Model (RM) ha sido uno de los elementos que ha marcado 
un punto de inflexión en cuanto a la evolución del proyecto de rediseño 
de la arquitectura de software. 
Inicialmente no se contemplaba la implementación de una solución 
de estas características. No obstante, al ver el volumen de consultas y 
la complejidad que debíamos asumir para construir una página con los 
resultados de una búsqueda de productos (por ejemplo), nos dimos 
cuenta de que no estábamos encarando bien el problema. 
Todo el replanteamiento del diseño partía de una serie de premisas 
que marcaban la necesidad de un proyecto así. La reducción del coste 
de mantenimiento por la complejidad accidental jugaba un papel crucial 
entre estas premisas y, teniendo en cuenta la solución propuesta hasta 
el momento (sin tener en cuenta el RM), estábamos consiguiendo 
justamente lo contrario. 
Fue en este momento en el que decidimos apostar por invertir más 
tiempo en llegar a una solución que realmente fuera viable teniendo en 
cuenta nuestro contexto. Así entonces, priorizamos temas más 
relacionados con la arquitectura de software frente a aspectos de 
procesos como el análisis estático de la calidad del software y el deploy 
orientado a Continuous Deployment. 
150 
 
Si bien es cierto que las tareas inicialmente planificadas dentro de 
este TFG fueron finalmente llevadas a cabo, fueron delegadas en el resto 
del equipo técnico y yo no jugué un papel relevante en pro de llegar a 
una solución completa a nivel de arquitectura de software. 
Así entonces, la parte relacionada con el DDD confirma uno de los 
riesgos que se planificaban al inicio del proyecto y adquiere un volumen 
de tiempo superior al inicialmente esperado. 
10.1.3.1. Implementación 
El RM, a diferencia de los agregados, sí que decidimos llevarlo a la 
práctica con algunas modificaciones con respecto a lo que propone 
Vaughn Vernon en el libro Implementing Domain-Driven Design [17]. 
En el libro se propone una implementación basada en múltiples 
bases de datos. Cada escenario (Write Model y Read Model) debería 
tener una base de datos diferente con una estructura enfocada de forma 
óptima en función de las respectivas necesidades pero, en nuestro caso 
decidimos apostar por una única base de datos. 
Esta decisión se sustenta en el hecho de asumir que la estructura 
de datos no estará plenamente optimizada para las lecturas o escrituras, 
pero el calcular determinados datos una vez obtenidos de base de datos 
no suponía un problema. De hecho así es como se venía trabajando 
hasta el momento y no se había detectado la necesidad de cambiarlo. 
Además, en caso de haber optado por la opción de tener dos bases 
de datos, deberíamos haber asumido el coste de mantenimiento de esto 
con la complejidad añadida que supone. Algo que, dado que no 
tenemos realmente una necesidad al respecto, definitivamente hace que 
la apuesta por esta técnica no nos compense. 
Así entonces, en nuestro caso optamos por replicar una estructura 
similar a la presentada en el WM, quedando tal y como se muestra en la 




Figura 10.14 Estructura de directorios teniendo en cuenta el Read Model 
10.1.3.2. Read Model Composer 
Una de las problemáticas que generaba el RM estaba relacionada 
con la granularidad de los datos. Es decir, según el planteamiento 
teórico, deberíamos tener un DTO específico por cada caso de uso. Por 
poner un ejemplo, deberíamos tener la representación de un producto 
para el caso de uso en el que se consultan sus detalles, para el que se 
lista como producto de una búsqueda, para cuando lo mostramos como 
recomendación del carrito, etcétera. 
Este nivel de granularidad tan fino no nos convencía por dos 
motivos: 
• Acabaríamos con tantos DTOs como casos de uso y tipos de 
elementos a representar. Forzando que si algún dato de 
estos elementos cambia, debamos cambiar esa cantidad 
ingente de DTOs. 
• No podríamos reaprovechar la lógica de obtención de 
determinados datos que se repiten a lo largo de múltiples 
casos de uso para un mismo DTO. Por ejemplo, la 
construcción del path de categorías de un producto (por path 
entendemos la jerarquía de categorías hasta llegar al 
producto. Ejemplo: “Vino > España > Rioja”). 
Es de esta problemática de la que surge lo que denominamos como 




A nivel de concepto, el RMC se basa en aumentar el nivel de 
granularidad de nuestros DTOs y, además, hacerlos mutables. 
Un DTO se entiende comúnmente como una clase con atributos 
privados y métodos para obtener sus valores, con lo cuál, una vez se 
crea una instancia de esta clase, es inmutable. No obstante, en nuestro 
caso lo que queríamos era poder establecer determinadas partes de un 
DTO de forma opcional. 
Por ejemplo, en el caso que planteábamos antes del path de 
categorías de un producto, dependiendo del caso de uso de 
representación de producto en el que nos encontremos, nos interesará 
incluir esta información o no. Así que para evitar tener que mantener 
múltiples DTOs para cada uno de los casos, en el DTO de producto se 
establece un método para inyectarle la información de sus categorías. 
Esto puede parecer contraproducente, pero los beneficios que 
aporta compensan lo nocivo que pueda llegar a ser. Con lo que no nos 
supone un problema ya que somos plenamente conscientes de ello. 
10.1.3.2.2. Implementación 
A nivel de implementación, el RMC parte de diversos componentes: 
• Colección principal de datos a componer. En el ejemplo 
comentado anteriormente, sería la lista de productos a 
mostrar. Al RMC le pasaríamos la colección previamente ya 
obtenida de su correspondiente repositorio. 
• Colección de elementos auxiliares. En esta colección se 
incluye una lista de elementos por cada uno de los datos 
auxiliares con los que componer la colección principal. Estos 
elementos siguen la siguiente sub-estructura: 
o Repositorio auxiliar: De este repositorio obtendremos 
los datos necesarios de los DTOs auxiliares para 
componer cada uno de los elementos del DTO 
principal. Ejemplo: Repositorio de obtención de paths 
de categorías en base a los identificadores de estas. 
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o Projector: Esta clase es la encargada de obtener los 
datos de cada uno de los DTOs principales por los que 
filtrar en el repositorio auxiliar. El nombre de esta 
tipología de elementos viene dado del hecho de que, 
como hemos explicado, lo que hace es realmente una 
proyección de los datos del DTO principal. Ejemplo: 
Proyectar el dato del identificador de categoría en base 
a un DTO de producto. 
o Joiner: En este caso la responsabilidad es la de, en base 
a la colección de elementos auxiliares obtenidos del 
repositorio auxiliar y la colección de DTOs principales, 
realizar la unión y establecerle a cada DTO principal el 
elemento que le corresponda de la colección de DTOs 
auxiliares. Ejemplo: Dada la colección de paths de 
categorías, y la colección de productos, este elemento 
asignaría a cada producto el path de categorías que le 
corresponda. 
Así entonces, el flujo de ejecución del RMC se podría resumir en: 
1. Recibir la colección de DTOs principales y la colección de 
elementos auxiliares con los que componer los DTOs 
principales. 
2. Iterar por cada uno de los elementos auxiliares ejecutando 
un proceso tal que: 
I. Invocar al Projector del elemento auxiliar actual para 
obtener los datos por los que filtrar en el repositorio 
auxiliar. 
II. Invocar al Repositorio del elemento auxiliar actual para 
obtener los DTOs auxiliares en base a los valores de 
filtrado obtenidos en el paso anterior. 
III. Invocar al Joiner del elemento auxiliar actual para 
establecer en cada uno de los DTOs principales el DTO 
auxiliar que le corresponda de la colección obtenida 
en el paso anterior. 
3. Devolver la colección de elementos principales ya compuesta 





Somos plenamente conscientes de que este componente supone 
un nivel de complejidad que debe implicar unos beneficios 
considerables para asumir que esto nos compense. Por eso, en este 
apartado vamos a desglosar cuáles son estos beneficios. 
• Reutilización de DTOs y repositorios auxiliares: En el ejemplo 
que hemos visto, podemos reutilizar el cómo se obtiene el 
path de categorías para un determinado producto. Esto nos 
sirve para cualquier caso de uso en el que se muestren 
productos y, opcionalmente, se deseen mostrar también sus 
categorías. De otra forma, deberíamos replicar esta lógica en 
cada uno de los DTOs de los distintos casos de uso. 
• Reutilización de DTOs y repositorios principales: Desde el 
momento en el que tenemos unos DTOs principales que no 
contienen el 100% de los datos de los elementos con los que 
se relacionan, estos elementos se pueden aprovechar en más 
casos de uso ay que no implicará obtener demasiados datos 
innecesarios. 
Así entonces, teniendo en cuenta que los beneficios son puramente 
a nivel de reutilización, sólo nos compensará aplicar este componente 
en aquellos elementos del Read Model que sí se utilicen en múltiples 
casos de uso. Es decir, no nos compensará montar toda la lógica que 
implica el RMC para casos puntuales. En estos casos, obtendremos 
todos los datos en un mismo repositorio y DTO. 
10.1.3.2.2. Read Model Composer 
Builder 
Llegados a este punto, quisimos ir un paso más allá en pro de 
conseguir simplificar al máximo los usos de estos RMC. Queríamos que, 
tal y como se ve en la Figura 10.15, toda esta lógica compleja que hemos 
visto del RMC fuera transparente para el día a día. El objetivo era que, 
con una sola línea de código, pudiéramos generar todos los datos 




    ->composeCollection($products_x_collection) 
    ->withProductNamesInLanguage($language) 
    ->withCategoryPathInLanguage($language) 
    ->build(); 
Figura 10.15 Ejemplo de uso del Read Model Composer Builder 
Esto tiene el beneficio de que, en los nuevos casos de uso en los 
que se necesitan mostrar productos con determinados elementos 
complementarios, no tenemos más que implementar el repositorio 
principal de obtención de los productos con el criterio que se 
establezca, y delegar la composición de datos auxiliares en el RMC 
aprovechando toda la lógica ya existente. Es en este punto en el que el 
RMC adquiere mucho más sentido y sí agiliza el desarrollo de nuevos 
casos de uso de forma considerable. 
Para conseguir esto, encapsulamos el componente de Read Model 
Composer siguiendo el patrón Builder [110], quedándonos por tanto 
una tipología de elementos llamada Read Model Composer Builder o 
RMCB. 
El RMCB básicamente lo que hace es recibir todos los posibles 
elementos auxiliares (repositorios, joiners y projectors) para incluir los 
que el desarrollador decida con los métodos que veíamos antes. Con lo 





    class: YComposerBuilder 
    arguments: 
        dependent_readers_available: 
            category_path: 
                projector:  @y_by_category_id_projector 
                instance:   
@category_path_by_category_id_reader 
                joiner:     @y_with_category_path_joiner 
            product_names: 
                projector:  @y_by_product_id_projector 
                instance:   
@product_name_by_product_id_reader 
                joiner:     @y_with_product_name_joiner 
Figura 10.16 Definición del servicio de un Read Model Composer Builder 
10.1.4. Eventos de dominio 
A nivel de gestión de eventos de domino, aplicamos toda la teoría 
vista en el estado del arte y la llevamos a cabo reutilizando una librería 
de código abierto publicada por Matthias Noback, MessageBus [111]. 
Esta librería se encarga de proporcionar los mecanismos de 
publicación de eventos que ya hemos visto en el ejemplo del agregado 
Order y, además, gracias a la modularidad que proporciona, nos permite 
adaptarla al framework usado y mantener una declaración de servicios 
para los subscriptores a eventos que siga siendo compatible con la 
forma de hacer del DIC de Symfony. 
Para poder declarar un servicio subscriptor a un evento, 
simplemente lo debemos indicar con el tag event_subscriber tal y como 




    class: 
Application\EventSubscriber\XWhenEventClassName 
    tags: 
        - {  
            name: event_subscriber, 
            subscribes_to: EventClassName 
        } 
Figura 10.17 Declaración de servicios como subscriptor a un evento de 
dominio 
10.2. EVALUACIÓN DE LA PROPUESTA 
10.2.1. Beneficios obtenidos 
A lo largo del apartado de propuesta de rediseño y del análisis del 
estado del arte ya hemos ido viendo algunos de los beneficios 
concretos que suponen cada uno de los elementos introducidos en 
el sistema, no obstante, en este apartado vamos a tratar de 
recapitularlos: 
• Cambiabilidad: Conseguimos aislar nuestra lógica de 
negocio desacoplándola de framework y el resto de 
componentes de infraestructura. Esto, en el ejemplo que 
comentábamos de tener que reutilizar los casos de uso 
desde otros puntos de entrada supone una reducción de 
coste nada despreciable. 
• Alta testeabilidad: Gracias al concepto de puerto y adaptador 
conseguimos encapsular las responsabilidades de tal forma 
que el testeo de los componentes se facilita sobremanera 
debido a la posibilidad de inyectar test doubles y no 
implementaciones reales como adaptadores de cada puerto. 
• No penalizar rendimiento: Uno de los problemas que suponía 
la articulación de todos estos elementos, sin contar con el 
Read Model, era el incremento de consultas a base de datos 
que suponía. Gracias a la introducción del Read Model 
dejamos de tener las limitaciones impuestas por las reglas 
de aislamiento entre agregados y demás que impiden 
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optimizar la obtención de datos. Con lo cuál, eliminamos 
este riesgo de base. 
• Legibilidad: Otra de las cuestiones que argumentábamos en 
términos de complejidad accidental era la dificultad de 
lectura del código. Desde el momento en el que 
establecemos unos procedimientos mecánicos y estándar 
como el visto en el flujo de petición, o modelamos nuestra 
aplicación en base a agregados, entidades y value objects, la 
riqueza semántica se ve incrementada notablemente y 
también vemos un beneficio claro en este sentido. 
10.2.2. Desviación de tiempos 
Uno de los problemas que ha supuesto todo lo relativo al DDD ha 
sido la gestión de tiempos. Este problema ha llegado incluso a suponer 
el descartar otras partes del TFG. 
Este grupo de tareas estaba planificado inicialmente para ser 
llevado a cabo de forma paralela con las tareas relativas a los grupos de 
“Análisis estático de calidad de Software” y “Deploy orientado a 
Continuous Delivery”. No obstante, se decidió apostar por priorizar lo 
que era más primario para el TFG y la empresa: llegar a una solución al 
respecto que realmente encajara en el contexto de la empresa. 
Así entonces, se delegaron las tareas de estos dos grupos (análisis 
de calidad y deploy) en el resto de integrantes del equipo técnico y yo 
me centré en invertir más tiempo con lo relativo al DDD para conseguir 
implementar lo expuesto en este capítulo. Con lo cuál, se decidió 
descartar estos dos grupos de tareas de lo que concierne a este TFG. 
Cabe destacar que a pesar del ajuste de tiempos, no se considera 
esto como un fracaso debido a que el nivel de la solución al que se ha 
llegado satisface con creces lo que se esperaba. Con lo que a nivel 
empresa, supone un mayor impacto positivo el haber redistribuido la 
carga de trabajo, que la alternativa de ceñirnos a la planificación y 
quedarnos con la solución que había hasta el momento (sin contemplar 




En cuanto a formación, también fue uno de los motivos por los que 
alargamos esta fase en el tiempo. Inicialmente estaba planificada para 
4 sesiones de formación y, finalmente, se llegaron a realizar las 12 
sesiones que se listan a continuación: 
• Shotgun Surgery, DTOs & DIC 
• Teoría Hexagonal Architecture 
• Workshop Hexagonal Architecture 
• DDD Building Blocks - Value Objects 
• DDD Building Blocks - Values Objects Workshop 
• DDD Building Blocks - Entities & Aggregates 
• DDD Building Blocks - Entities & Aggregates Workshop 
• Dominio vs. Aplicación vs. Infraestructura y DI 
• Use Read Model, stay legen...dary, y lo otro ya tal 
• Read Model Workshop 
• Event Driven Development  
• Pedidos conjuntos 
Como se puede observar, muchas de estas sesiones se forman en 
base a la introducción del concepto de forma teórica (por ejemplo 
“Teoría Hexagonal Architecture”) y una segunda sesión complementaria 
para llevar a la práctica estos conceptos en base a ejercicios propuestos 
(por ejemplo “Workshop Hexagonal Architecture”). 
Es importante destacar la sesión “Pedidos conjuntos”. Esta fue una 
sesión a modo 100% práctica repartida a lo largo de múltiples semanas. 
En esta práctica se definió una nueva funcionalidad, se dividió en tareas 
en función de qué técnicas se debían usar para llevarlas a cabo (uso de 
Read Model, acciones que implicasen modelado del dominio, etc.), y se 
repartieron de forma equilibrada entre el equipo de desarrollo. 
La funcionalidad consistía en poder realizar pedidos de forma 
conjunta entre varios usuarios a modo de herramienta interna. Se 
decidió usar un ejercicio como este porque implicaba tocar conceptos 
directamente relacionados con el contexto real de nuestro día a día y, 
creímos que a pesar de que habría sido más simple, habría sido un error 
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caer en los ejercicios con contextos comunes como personas, vehículos, 
etc. 
Esta fue una de las sesiones más importantes porque era la que 
cerraba el círculo con respecto a todos los elementos vistos y donde 







11. Código testeable 
11.1. PROPUESTA DE REDISEÑO 
Tal y como se entreveía en la introducción, a día de hoy estamos 
convencidos de que la dinámica de Desarrollo Dirigido por Test o TDD 
nos orienta hacia diseños de mayor calidad. No obstante, 
personalmente pienso que esto sólo es así si existe una base teórica 
apropiada en cuanto a la calidad de diseño se refiere. 
Con lo cuál, es una vez hemos terminado con todas las etapas 
anteriores relativas al diseño de bajo nivel y la arquitectura de software, 
cuando realmente nos podemos plantear la introducción de este tipo de 
conceptos. 
A pesar de ser algo que se escapa del alcance definido por este TFG 
(el aplicar y fomentar el testing), sí que está plenamente relacionado y, 
muchas de las decisiones que se han tomado a nivel de diseño o 
arquitectura han estado vinculadas a la voluntad de mantener una base 
de código altamente testeable. 
Gracias al hecho de tener una arquitectura de software definida a 
base de puertos y adaptadores, el marco de trabajo está servido en 
bandeja para poder aplicar TDD con un enfoque outside-in y no 
clasicista [112]. Esto es algo beneficioso para nuestro contexto ya que, 
debido al tipo de algoritmos que desarrollamos, aporta más ayuda un 
enfoque con una guía como la del outside-in, que no algo enfocado a 
validaciones de los datos de entrada y salida como el propuesto por el 
enfoque calsico. 
Estos beneficios más allá de la propia mejora en el diseño, se 
orientan en términos de confianza entre el desarrollador y la aplicación. 
Es decir, queremos sentirnos lo suficientemente seguros al desarrollar 
que no tengamos reticencia al cambio y así la fricción en el proceso de 
desarrollo sea aún menor. 
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Por ello, a pesar de que esto sea un objetivo transversal del resto 
de puntos (aplicación de principios SOLID y determinados conceptos del 
DDD táctico), lo elevamos a la categoría de objetivo en sí mismo debido 
a la importancia que adquiere para el equipo de desarrollo el saber que 
todo el proceso de cambio se lleva a cabo con TDD como punto de mira. 
11.2. EVALUACIÓN DE LA PROPUESTA 
Debido a todo lo expuesto tanto en el estado del arte como en los 
capítulos posteriores, tenemos una propuesta de rediseño de la 
arquitectura de software altamente testeable ya que, en resumen: 
• Evita la duplicidad de código (se fomenta el SRP y 
Composition over Inheritance) 
• Fomenta el bajo acoplamiento tanto con el framework como 
con el resto de componentes de la capa de infraestructura 
(aplicación del DIP a nivel de arquitectura hexagonal) 
• Permite una flexibilidad total con respecto a la instanciación 
de elementos (introducción del Contenedor de Inyección de 
Dependencias DIC) 
Cabe destacar el que, a pesar de no hacer hincapié en términos de 
evaluación del por qué aplicar estas técnicas resulta en un incremento 
de la testeabilidad, son técnicas y principios ampliamente aceptadas por 
la industria del desarrollo de software y, en caso de querer profundizar 
en ellas, se facilitan todas las referencias que se han ido citando a lo 
largo de los capítulos anteriores. 
11.3. FORMACIÓN 
A nivel de formación, al ser un concepto que se escapaba del 
alcance de este TFG, no llegamos a profundizar mucho en el transcurso 
del mismo. No obstante, sí se llegaron a llevar a cabo 3 sesiones de 
formación al respecto: 
• TDD with legos 
• Setting up phpunit, asserts and testing types 
Estas 2 sesiones sirvieron para realizar una primera aproximación 
al TDD mediante una adaptación de la sesión “TDD and Refactoring with 
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LEGO” de Bryan Beecham [113], y plantear el marco de trabajo con las 
herramientas de testing que utilizaremos (PHPUnit [114]) junto con una 
introducción al tema a nivel de implementación. 
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12. Gestión del 
proyecto 
12.1. DESVIACIONES PRODUCIDAS 
A nivel de desviaciones con respecto al plan propuesto en el 
capítulo 3 (Metodología y Planificación), cabe destacar la eliminación de 
los grupos de tareas ya comentados en el capítulo 10 (DDD táctico): 
“Análisis estático de calidad del software” y “Deploy orientado a 
Continuous Deployment”. 
Estos dos grupos de tareas han sido descartados en pro de usar 
ese tiempo (111 horas en total) para la profundización en conceptos 
relacionados con el grupo de tareas “DDD táctico”. Por lo tanto, las 
desviaciones sí han tenido un impacto a nivel de alcance pero no a nivel 
de costes. Algo que ya se tenía en cuenta en el capítulo de costes al 
hablar de los posibles riesgos. 
Este cambio con respecto a la planificación inicial se debe a uno de 
los riesgos ya comentados en la planificación: El desconocimiento en 
profundidad por parte del equipo técnico de la arquitectura de software 
a la que llegar. 
A mediados del desarrollo de las pruebas de concepto realizadas 
con elementos del Write Model (agregados y demás) fue cuando nos 
dimos cuenta de que el planteamiento inicial no se ajustaba a los 
requisitos no funcionales de la aplicación en términos de tiempos de 
respuesta y facilidad de implementación. Es por esto, por querer llegar 
a una solución final que realmente sí se adaptase al contexto particular 
de la empresa, por lo que decidimos apostar por investigar y hacer más 
pruebas de concepto relativas al Read Model. 
Al final de todo el proceso consideramos que fue un cambio en la 
planificación positivo y, tanto yo personalmente, como a nivel de 
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empresa, nos sentimos satisfechos con la solución final y creemos que 
el cambio está debidamente justificado. 
Cabe destacar no obstante, que a pesar de que estos grupos de 
tareas no quedaran dentro del ámbito del TFG, si se llegaron a llevar a 
cabo por parte de otros integrantes del equipo. Con lo que a nivel de 
empresa no nos dejamos nada por llevar a cabo de lo inicialmente 
planeado. 
12.2. COORDINACIÓN DEL EQUIPO 
Uno de los retos más importantes que suponía este TFG era a nivel 
de coordinar la progresión de las personas que componen el equipo 
técnico. Desde el inicio, tal y como ya se introducía en los primeros 
capítulos de este TFG, sabíamos que era un factor crucial para que nadie 
se quedara en el camino y todos sintiéramos motivación por el cambio. 
Creemos que hemos conseguido llevar a cabo los objetivos de este 
TFG respetando esta premisa y, de hecho, puedo decir que a nivel 
personal ha sido una de las mayores satisfacciones a lo largo de toda 
esta etapa. 
No obstante, sí que es cierto que al inicio del proyecto no supimos 
articular del todo el equipo de arquitectura. Se produjeron ciertos 
cuellos de botella a la hora de resolver dudas y apoyar al resto del 
equipo. Aprendimos sobre la marcha y, en los avances posteriores, nos 
coordinábamos mejor dentro del equipo de arquitectura para sentar 
unas bases claras de los conceptos a transmitir al resto del equipo y, de 
esta forma, poder dotarlos de más puntos de apoyo y referentes con 
respecto a los nuevos cambios y formas de proceder. 
12.3. SOSTENIBILIDAD Y COMPROMISO SOCIAL 
En la “Figura 12.1 Calificaciones de sostenibilidad y compromiso 
social” se puede apreciar cómo este proyecto no ha tenido ningún 
impacto tanto a nivel social como ambiental. No obstante, a 
continuación se detallan las justificaciones necesarias con el fin de 














12.3.1.1. Mejora de mantenibilidad 
Una de las principales mejoras que ha supuesto este proyecto, ha 
sido la mejora en términos de mantenibilidad o tolerancia a cambios. A 
lo largo de la historia de la empresa, ya contamos con ciertos proyectos 
que se habrían beneficiado de una arquitectura de software como la 
planteada en este proceso. Podemos poner por ejemplo el desarrollo de 
la API, un desarrollo que costó alrededor de 12.280€, se podría haber 
reducido considerablemente debido a la arquitectura hexagonal en, 
aproximadamente, un 70%. Provocando un ahorro de 8.596€. 
Somos conscientes de que esto no es más que una estimación y 
que además es sobre un desarrollo pasado. No obstante, sirve para 
poner de relieve el impacto que puede tener en el desarrollo de una 
segunda versión de esa misma API. 
12.3.1.2. Reducción de bugs 
En la “Figura 12.1 Calificaciones de sostenibilidad y compromiso 
social” tenemos los datos de dedicación a tareas de tipo bugs del año 
2014: 
Persona Horas Coste 
Albert 26,55 531,00 € 
Daniel 122,33 1.467,92 € 
Eduard 37,72 452,60 € 
Javi 68,20 818,40 € 
Eric 46,00 552,00 € 
Pablo 48,40 822,80 € 
   
8 - - 
Figura 12.1 Calificaciones de sostenibilidad y compromiso social 
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Total 349,19 4.644,72 € 
Figura 12.2 Estimación de ahorro en concepto de corrección de bugs 
Teniendo en cuenta que este proyecto lo que promueve es la 
encapsulación en componentes más acotados, el testing de estos de 
forma unitaria, y una mayor legibilidad, se espera una reducción del 60% 
en cuanto a bugs, provocando un ahorro de 2.786,83€ en este sentido. 
12.3.2. Intangibles 
Más allá de las implicaciones a nivel puramente económico, hay un 
aspecto que tiene una importancia crucial: La gestión de talento. 
Hasta el momento, nos encontrábamos con una arquitectura que, 
en resumidas cuentas, podría asustar a posibles incorporaciones al 
equipo técnico y suponía un freno a la hora de buscar talento. 
Si conseguimos posicionarnos como una empresa preocupada por 
la arquitectura de software de sus sistemas, lograremos ser 
mínimamente atractivos y los procesos de selección no serán tan 
costosos. 
Además, hay otro aspecto relativo a la gestión del talento que, más 
que con la adquisición, tiene que ver con la retención del que ya existe 
en la empresa. En este sentido, el objetivo es claro: Queremos sentirnos 
satisfechos de nuestro trabajo. Esto es crítico desde el momento en el 
que para sentirnos satisfechos, no sólo intervienen los aspectos 
puramente relacionados con qué tareas llevamos a cabo, si no que 
también entran en juego factores como por ejemplo el cómo hacemos 
esas tareas. 
Así entonces, el hecho de replantear todo el diseño de software 
consideramos que tiene implicaciones directas en la motivación del 
personal de la empresa, tanto del ya existente como de las posibles 
incorporaciones futuras. 
12.3.3. Conclusión 
Con todo lo anterior, se hace difícil hacer una estimación certera 
del retorno de inversión de este proyecto. No obstante, los beneficios 
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que tendrá a lo largo del tiempo son indiscutibles. Esto es así no sólo 
por haber frenado a tiempo el crecimiento de la complejidad accidental 
en términos de acoplamientos, legibilidad, y demás aspectos ya 
comentados, si no que también juega un papel crucial la mejora en 
cambiabilidad. 
El potencial aprovechamiento de cada una de las piezas del 
sistema, incluidos los propios casos de uso con la lógica de negocio, es 
algo que configura una ventaja estratégica considerable. Esto se basa 
en haber conseguido relegar aspectos que eran tan cruciales como el 
framework usado o la tecnología del sistema de persistencia al nivel de 
detalle de implementación. Cambiar estos detalles de implementación 
a día de hoy simplemente pasa por construir un adaptador nuevo que 
se ciña a un determinado puerto. 
12.4.  SOCIAL 
Como se puede apreciar, no es un proyecto que tenga un impacto 
social. Las únicas personas que se podría llegar a afirmar que van a 
tener una mejora en la calidad de vida, serán los desarrolladores que 
tengan que lidiar con la base de código una vez mejorada su 
arquitectura. Algo que entiendo está fuera de lo que entendemos por 
ámbito realmente social. 
12.5. AMBIENTAL 
En este sentido tampoco habrá mejora alguna. El desarrollo no 
supondrá una mejora de consumo energético ni tendrá ningún tipo de 
impacto medioambiental ya que los recursos a nivel de arquitectura 
física, tal y como hemos visto en el primer apartado del capítulo 6, no 




13.1. LECCIONES APRENDIDAS 
Después de todo este proceso, se pueden extraer múltiples 
aspectos de los que he aprendido sobremanera. 
13.1.1. Gestión de equipos 
Empezando por la confianza y libertad que la empresa en general 
(y especialmente Albert Garcia (CTO), me han dado para llevar a cabo 
este proyecto. No olvidemos que el impacto va mucho más allá del 
propio proyecto. Esto no es un producto que acaba con la conclusión la 
memoria de este TFG. Este TFG implica haber cambiado la forma de 
trabajar de todo un departamento técnico. Es por esto por lo que creo 
que, para hablar de lo aprendido al respecto de la gestión de equipos, 
es necesario hacer un reconocimiento a gran nivel. 
Más al nivel de lo que atañe directamente al TFG, a lo largo de los 
distintos capítulos hemos visto que se ha llevado a cabo un proceso de 
formación intensivo dentro del propio equipo técnico. Este proceso ha 
supuesto mucho más esfuerzo del que inicialmente se pensaba. Esto 
radica en el hecho de que inicialmente se pensaba que, con una sesión 
de 3 horas de formación, ya era suficiente para condensar los 
conocimientos aprendidos mediante las pruebas de concepto del equipo 
de arquitectura durante una o dos semanas. 
Evidentemente esto no fue así y, como decíamos en el apartado de 
coordinación del equipo del capítulo 12, surgieron muchísimas dudas y 
llegó a generar una sobrecarga por el cuello que suponía sólo poder dar 
respuestas a estas desde una única persona. 
A pesar de todo esto, el hecho de ver la evolución de los 
compañeros, de tratar con personas más allá de desarrollar un 
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producto, tiene más riesgos, pero la recompensa a modo de satisfacción 
personal se multiplica. 
13.1.2. Planificación 
A lo largo de los distintos capítulos ya hemos hablado de algunas 
decisiones tomadas que afectaban directamente a la planificación. 
No obstante, es importante destacar el hecho de que estas 
modificaciones a nivel de planificación no tienen afectación a nivel de 
calendario más allá de lo previsto en el capítulo de metodología y 
planificación. 
En el aspecto que sí han tenido una afectación directa ha sido en 
cuanto a alcance del proyecto. Hemos dejado fuera del TFG las tareas 
relativas al análisis estático de calidad del software así como lo referente 
al sistema de deploy orientado a Continuous Deployment. Aspectos que, 
al verse descartados del TFG, no han llegado a ser analizados en 
profundidad en el capítulo de estado del arte y demás. 
Así entonces, el descartar estos grupos de tareas ha ido en pro de 
otro de los aspectos que sí ha quedado dentro del TFG, se trata 
peincipalmente del grupo de tareas relativo al DDD táctico. El por qué 
de esto está explicado en el capítulo 10 y, en resumen, radica en la 
voluntad de conseguir definir una arquitectura de software que 
contemplara el máximo de tipologías de página posibles. 
Tal y como se describe en el citado capítulo, con el tiempo 
inicialmente estimado, no habríamos conseguido dar respuesta a la 
necesidad de mantener una alta eficiencia en las operaciones de lectura 
y, además, no habríamos tenido tiempo de profundizar con el equipo 
técnico en las sesiones de formación. Es por estos motivos por los que 
se decide apostar por redistribuir la carga de trabajo y que nos 
pudiéramos centrar más en estos aspectos. 
13.1.3. Experiencia extrapolable 
Una de las lecciones aprendidas más importantes es que esto se 
trata de algo plenamente extrapolable. 
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Primeramente porque los conceptos tocados (principios SOLID, 
Code Smells, Refactoring, Arquitectura Hexagonal y DDD en general) no 
son conceptos exclusivos del entorno en el que trabajo a día de hoy 
(lenguaje de programación PHP y su ecosistema). Es decir, son 
conceptos generales de ingeniería del software ampliamente aceptados 
por la industria y que aplican a otros posibles contextos. 
En segundo lugar, se podría destacar también el carácter agnóstico 
en cuanto a proceso de rediseño. Es decir, más allá de las técnicas 
escogidas (que también serían extrapolables) el propio proceso de 
transformación supone en sí mismo una experiencia aplicable a otros 
entornos. La articulación mediante sesiones de formación y cómo han 
ido evolucionando hacia experiencias más prácticas, el apoyo al resto 
del equipo técnico en términos más horizontales y sin generar cuellos 
de botella, y demás experiencias, son conceptos plenamente 
extrapolables a cualquier proceso de cambio en un departamento 
técnico. 
13.1.4. A nivel técnico 
A nivel más puramente técnico, podríamos destacar todos los 
conceptos en los que se ha profundizado en este TFG. Desde los 
principios SOLID, hasta el DDD. Personalmente destaco como 
principales puntos de inflexión los siguientes elementos de la 
arquitectura de software por su impacto y beneficio en el diseño de 
sistemas altamente cohesionados y con un bajo acoplamiento: 
• Principios SOLID 
• Dependency Injector Container 
• Agregados y Value Objects 
• Patrón repositorio 





13.2. RESULTADO OBTENIDO 
13.2.1. Mejora continua 
Una de las cosas que hemos visto más claramente con el plan de 
formación en forma de sesiones de “Rethinking Code” y, especialmente, 
con la práctica final comentada en el capítulo de DDD con respecto a los 
“Pedidos colaborativos” ha sido la evolución del equipo técnico. 
Con esta práctica ha sido cuando hemos visto que, a pesar de que 
en un futuro continuemos evolucionando y lo que a día de hoy 
consideramos correcto, decidamos volverlo a cambiar, es indudable que 
hemos dado un salto cualitativo a nivel de calidad de software que 
marca un antes y un después en la evolución de la empresa. 
En los 4 años que llevo en la empresa no habíamos repensado la 
forma en la que programamos y definimos la arquitectura de software 
como lo hemos hecho a lo largo de este TFG. Ha sido un proceso que 
ya sabíamos que era ambicioso y con un desgaste considerable, pero 
sin duda la motivación inicial y los resultados obtenidos demuestran 
que ha merecido la pena. 
13.2.2. Testeabilidad 
Uno de los mejores aspectos de este TFG es que, como se 
introducía en el apartado anterior, puede que en un futuro no sigamos 
algunas de las prácticas que se han definido a lo largo del TFG, pero 
hemos conseguido que esto siente las bases en cuanto a concienciación 
al respecto de los test. 
Ahora, somos plenamente conscientes de lo que implica introducir 
una clase siguiendo el patrón Singleton, intentar gestionar una gran 
cadena de herencia, utilizar clases con métodos estáticos a modo de 
librería, y demás conceptos nocivos para la testeabilidad de nuestro 
sistema. 
A su vez, también hemos conseguido de dotar de procedimientos 
o mecánicas a nivel de refactoring de código, con lo que únicamente 
necesitamos la confianza de tener un buen conjunto de test que lo 
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respalde detrás. Estamos plenamente concienciados y con voluntad de 
encarar un proceso de evolución con respecto a los test. Nuestro 
arquitectura de software sí fomenta la aplicación de buenas prácticas y 
ya no supone una barrera de entrada tan elevada. 
Al analizar el código de la práctica de “Pedidos conjuntos” y 
comentarla con el equipo, era relevante darse cuenta de que algunos, 
sin darse cuenta, estaban llevando a cabo un proceso de TDD outside-
in. Definían los puertos de sus application services, implementaban los 
adaptadores a nivel de repositorios que por el momento simplemente 
sirvieran para cumplir el contrato, y avanzaban con el modelado y 
desarrollo de la lógica de negocio. 
En ese momento, aún no se había tocado la teoría sobre Outside-
in, pero fue curioso ver cómo ya se estaba llegando a aplicar de forma 
natural, a pesar de faltar el paso del test. 
13.2.3.  Conclusión final 
Este ha sido un proyecto ambicioso. A pesar de tener claro desde 
principio algunas limitaciones del alcance que se han dejado como 
líneas de futuro (temas de implementación de test por ejemplo), la 
planificación se ha visto modificada y han habido aspectos que no se 
han tocado tanto como me hubiera gustado como lo es el sistema de 
deploy orientado a Continuous Deployment. No obstante, esto ha sido 
así en pro de llegar a una arquitectura que respete las limitaciones del 
contexto en el que se enmarca el proyecto: Un entorno de alta 
disponibilidad y rendimiento. De no haber tenido en cuenta estas 
consideraciones, se habría planteado una nueva arquitectura que sí 
podría llegar a cumplir con los requisitos de calidad de software 
establecidos, pero que a la hora de la verdad no habría sido aplicable. 
Es por esto por lo que considero que el cambio de objetivos ha 
compensado con creces.  
 Valoro de forma positiva el resultado final del proyecto. Todo este 
proceso ha supuesto un salto en los estándares de calidad del 
departamento y nos encara a un sistema altamente testable y 
desacoplado. Respetando además principios relacionados con el Clean 
Code y entendiendo los principios SOLID al punto de llevarlos a la 
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práctica de forma continua. Esto, en su conjunto, hace que veamos 
reducida la complejidad accidental del sistema, uno de los principales 
objetivos de este TFG. 
La introducción de conceptos del DDD ha sido lo que más esfuerzo 
ha requerido. No obstante, elementos como la arquitectura hexagonal 
o los Value Objects, son elementos que aportan unos beneficios directos 
y muy visibles. Con lo cuál, a pesar de que volvamos a darle una vuelta 
en un futuro, la valoración general es muy positiva. 
Cabe destacar uno de los aspectos que considero importantes 
dentro del TFG. Al finalizar el TFG decidimos que sería bueno mostrarlo 
a la comunidad de desarrolladores para compartir lo aprendido y recibir 
feedback al respecto. Esta presentación la llevé a cabo en la comunidad 
“Software Craftsmanship Barcelona”, en el evento anual de Software 
Craftsmanship 2015 [115]. El material de la sesión está ya a día de hoy 
disponible y se puede encontrar tanto el vídeo de la sesión [116], como 
el material de soporte a modo de presentación [117]. 
A este tipo de sesiones suelen asistir personas con amplia 
experiencia y, uno de los beneficios de exponer algo así, es el hecho de 
recibir feedback de gente que puede aportar un punto de vista diferente. 
Al acabar las sesiones pudimos compartir un debate al respecto de 
cómo llevarlo a la práctica y, a modo público, también están disponibles 
las reacciones a la sesión [118] [119] [120] [121] [122]. 
13.3. TRABAJO FUTURO 
Los siguientes puntos han quedado fuera del alcance del proyecto 
a pesar de estar completamente en el punto de mira con el fin de ser 
explorados en un futuro: 
• Aplicación DDD estratégico a nivel empresa 
• Continuous Deployment avanzado 
o Blue-Green deployment 
o Docker 
• Tests funcionales mediante BDD 
• Aplicación TDD 
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13.4. JUSTIFICACIÓN DE COMPETENCIAS 
13.4.1. Asignaturas relacionadas 
13.4.1.1. Introducción a la Ingeniería del Software 
(IES) 
Muchos de los conceptos aplicados en el rediseño del sistema 
objeto del TFG se fundamentan en la base proporcionada en la 
asignatura de IES. Desde los principios básicos de la Programación 
Orientada a Objetos, hasta el diseño por contratos, pasando por los 
principios SOLID y la importancia del bajo acoplamiento, la alta cohesión 
y la ley de Demeter. 
13.4.1.2. Arquitectura del Software (AS) 
En la asignatura de AS, aparte de profundizar en los conceptos 
vistos en IES, llevamos a cabo una práctica [123] en la que ya se pueden 
ver muchos de los conceptos que también se aplican en el rediseño del 
sistema del TFG como la separación en capas. En este rediseño, por 
ejemplo, se aplica una Arquitectura Hexagonal, la cual se fundamenta 
en estructurar nuestra aplicación entorno a los modelos del dominio y 
separarla en capas, concepto adquirido en AS. Además, también se 
trabaja sobre muchos de los patrones de diseño más a bajo nivel 
(singleton, decorador, etc.). 
13.4.1.3. Gestión de Proyectos de Software (GPS) y 
Proyecto de Ingeniería del Software (PES) 
En estas dos asignaturas se tocan temas de planificación, 
estimación de costes y plazos, entregables, actas de reuniones, etc. 
Todos ellos han tenido una importancia crítica a la hora de llevar el 
rediseño de la aplicación a cabo aprovechando al máximo los pocos 
recursos disponibles a nivel de tiempo y dinero. 
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13.4.1.4. Conceptos Avanzados de Programación 
(CAP) 
Si bien es cierto que la mayoría de conceptos vistos en esta 
asignatura no aplicarán, sí que cabe destacar por la importancia que 
tiene el que se ha seguido una filosofía de desarrollo inspirada en lo 
transmitido a la hora de tocar Smalltalk (Clean Code): Código semántico 
y expresivo, Principio de Responsabilidad Única (SRP) aplicado 
estrictamente (clases y métodos concisos), etc. 
13.4.1.5. Conceptos para Bases de Datos 
Especializadas (CBDE) 
El abanico de opciones en cuanto a sistemas de persistencia vistos 
en CBDE, ha sido algo que ha tenido afectación en la preocupación por 
separar las implementaciones del patrón repositorio en la capa de 
infraestructura (rebajando esto a nivel conceptual de detalle de 
implementación), y no dentro de la capa de dominio (capa en la que sí 
estarán los contratos de estas implementaciones). Esto se ha hecho en 
pro de facilitar la migración entre sistemas de persistencia gracias a la 
concienciación adquirida a través de la asignatura de los beneficios de 
cada uno de ellos. 
13.4.1.6. Conceptos auxiliares (ASW y DBD) 
En menor medida que las otras 6 asignaturas, pero también con 
una importancia destacable, se han aplicado nociones de asignaturas 
como: 
• Aplicaciones y Servicios Web (ASW): Por ejemplo, la importancia 
de los distintos frameworks web, algo que ha servido para 
promover una arquitectura desacoplada del framework en 
concreto que se está usando actualmente para facilitar su 
cambiabilidad. 
• Diseño de Bases de Datos (DBD): Distintos patrones de diseño de 





13.4.2. Adecuación a la especialidad de ingeniería del 
software 
Tal y como se ha indicado en el apartado de asignaturas 
relacionadas, hay una estrecha relación entre los conceptos adquiridos 
entre muchas de las asignaturas de la especialidad y el rediseño 
realizado. Desde los fundamentos de la Programación Orientada a 
Objetos, hasta la aplicación de patrones de diseño, son conceptos que 
han tenido un alto impacto en el planteamiento de la nueva arquitectura 
del proyecto. 
Si bien es cierto que hay una serie de conceptos que van un paso 
más allá en cuanto a Ingeniería de Software con respecto a lo que se ve 
en la carrera, considero que la importancia está en los fundamentos que 
sí cubren principalmente las asignaturas de IES y AS. Sin estos 
fundamentos a nivel teórico se me habría hecho muy difícil poder llegar 
a plantearme soluciones como las que se han propuesto. 
Uno de los factores que entra en juego en este sentido es el 
conocimiento del dominio. Es decir, para replantear un diseño tan 
ambicioso como el que se ha planteado en este TFG, considero que no 
se puede hacer desde el desconocimiento del sistema a tratar. Es por 
esto justamente que, al darse el caso de llevar más de 3 años trabajando 
como desarrollador en la empresa, consideraba viable el proyecto a 
pesar de lo ambicioso. Este factor lo que denota es la importancia del 
conocimiento del equipo, el contexto, y la gestión de proyectos. 





13.4.3. Competencias técnicas a cubrir 
13.4.3.1. CES1.1 Desarrollar, mantener y evaluar 
sistemas y servicios software complejos y/o críticos 
Esta es la principal razón de ser del proyecto: Reducir la 
complejidad en el mantenimiento del sistema. Esto se ha llevado a cabo 
tras evaluar los problemas del sistema existente y, tras plantear una 
solución, se ha desarrollado una implementación de ese rediseño de 
arquitectura de software teniendo en cuenta el contexto de la empresa. 
13.4.3.2. CES1.3 Identificar, evaluar y gestionar los 
riesgos potenciales asociados a la construcción de 
software que se puedan presentar 
Uno de los principales riesgos que se describían en la planificación 
era algo crítico: Falta de expertos en DDD dentro del equipo. Esto 
significa que sabíamos que la solución arquitectónica que más se 
adecuaba a los requisitos del sistema y el contexto, va muy en la línea 
de los planteamientos del DDD táctico tal y como se describe en los el 
estado del arte. No obstante, ningún integrante del equipo técnico tenía 
experiencia previa en este tipo de soluciones. Con lo cuál, tocó asumir 
el riesgo y contemplar este handicap en la estimación tanto de tiempos 
como de presupuesto. 
13.4.3.3. CES1.7 Controlar la calidad y diseñar 
pruebas en la producción de software 
Uno de los principales objetivos por los que nacía este proyecto era 
el de conseguir un código que permitiera una correcta implementación 
de test. Esto es, conseguir un diseño que facilite la implementación de 
pruebas de los distintos componentes aislados y desacoplados en los 
que se basa la nueva arquitectura. 
Este objetivo ha pasado por tener que plantear un rediseño de la 
arquitectura de software basada en la calidad del diseño. Para ello, se 
han seguido principios y técnicas con las que está ampliamente 
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