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pokyny
Nastudujte existující nástroje pro automatizovanou tvorbu uºivatelského rozhraní pro platformu Java EE.
Zam¥°te se na nástroje MetaWidget a AspectFaces a jejich moºnosti adaptability pro r·zné typy uºivatel·
a za°ízení. Navrhn¥te Java EE aplikaci, na které budou moºnosti adaptability ukázány, implementujte ji a
následn¥ vyuºijte nástroj MetaWidget a AspectFaces. Porovnejte vý²e zmín¥né nástroje a vyhodno´te jejich
výhody a nevýhody.
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Abstract
This thesis introduces and compares techniques for automatic graphic user interface
generation and actively developed tools for the Java EE platform which implement them.
Comparison is made on practical usability and focuses primarily on the tools AspectFaces
and Metawidget. One of the comparison criterion is, due to a rising number of users and
platforms using web applications, the ability of the tool to make advanced adaptations to
the generated user interface. Tools AspectFaces and Metawidget are presented on a real
application.
Abstrakt
V této práci jsou p°edstaveny a navzájem porovnány techniky automatizovaného vytvá-
°ení graﬁckého uºivatelského rozhraní a aktivn¥ vyvíjené nástroje pro platformu Java EE,
které tyto techniky implementují v praxi. Porovnání je zam¥°eno p°edev²ím na nástroje
AspectFaces a Metawidget a moºnosti jejich praktického pouºití. Díky vzr·stajícímu po-
£tu uºivatel· a platforem vyuºívajících webové aplikace, je jedním z kritérií porovnání také
schopnost t¥chto nástroj· provád¥t pokro£ilé adaptace generovaného uºivatelského rozhraní.
Pouºití nástroj· AspectFaces a Metawidget je prezentováno na reálné aplikaci.
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Kapitola 1
Úvod
Graﬁcké uºivatelské rozhraní, které budu dále ozna£ovat pouze zkratkou UR, je jiº °adu
let nejpouºívan¥j²ím typem uºivatelských rozhraní slouºícím ke vzájemné interakci uºivatele
a aplikace. Nespo£et výzkum· v této oblasti dal vzniknout rozmanité ²kále technik vytvá-
°ení UR. Jednotlivé techniky popisují více £i mén¥ konkrétním zp·sobem postup vytvá°ení
UR. N¥které z nich se soust°e¤ují pouze na pouºití ve výzkumných projektech, jiné jsou
orientovány spí²e prakticky.
V poslední dob¥ v²ak do²lo ve výzkumu UR k radikální zm¥n¥ související s nár·stem
uºivatel· a nových platforem. Výzkum technologií pro tvorbu UR se za£al soust°edit na
moºnost vytvá°ení plastických UR, které m¥ní svou podobu na základ¥ aktuálního kontextu
pouºití za ú£elem maximalizace jejich pouºitelnosti. Jiº dlouhodob¥ji je v hledá£ku n¥kterých
výzkum· také problém duplikace informací z vrstvy doménových objekt·, která je nedílnou
sou£ástí postupu vytvá°ení UR ur£ité skupiny technik.
UR jsou vytvá°ena £ím dál komplexn¥j²í, obsahují °adu interaktivních prvk· a £as strá-
vený jejich tvorbou tvo°í zna£nou £ást vývoje softwarové aplikace. Jednou z moºností, jak
proces vytvá°ení UR zefektivnit, je nevytvá°et UR manuáln¥, ale vymyslet zp·sob, jak tento
proces automatizovat. Správn¥ provedená automatizace by navíc mohla p°edstavovat °e²ení
problému duplikace informací a p°i vytvá°ení UR by mohla mít p°ístup k runtime metada-
t·m, na základ¥ kterých by mohla provád¥t pokro£ilé adaptace.
Cílem této bakalá°ské práce je provést porovnání nástroj· pro automatizovanou tvorbu
UR pro platformu Java EE (Java Platform, Enterprise Edition) se zam¥°ením na nástroje
AspectFaces a Metawidget a jejich moºnosti adaptace. Jelikoº tyto nástroje p°edstavují pouze
implementaci konkrétní techniky vytvá°ení UR, první pozornost bude v¥nována práv¥ po-
rovnání jednotlivých technik vytvá°ení UR.
Pro ú£ely porovnání nástroj· AspectFaces a Metawidget byla vytvo°ena aplikace Cost
Report, která realizuje skute£né poºadavky na systém pro správu sou£ástek stanovené tý-
mem CTU Cartech. Aplikace byla vytvo°ena ve t°ech verzích. UR první verze je vytvo°eno
manuáln¥ za pomocí frameworku JavaServer Faces, druhé pomocí AspectFaces a t°etí pomocí
Metawidgetu. Výsledné porovnání je vytvo°eno na základ¥ praktických zku²eností získaných
p°i vytvá°ení této aplikace a také na základ¥ analýzy výsledného kódu UR jednotlivých verzí.
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Kapitola 2
Kritéria porovnání
2.1 Produktivita
Vytvá°ení UR p°edstavuje zna£nou £ást vývoje softwarovarové aplikace. Pr·zkum [26]
provedený v roce 1992 ukázal, ºe kód UR tvo°í 48% celkového aplika£ního kódu a jeho
vytvá°ení tvo°í 50% celkového £asu vývojové fáze projektu. Moºná úspora £asu v této £ásti
vývoje SW je proto velice ºádaná.
2.2 Znovupouºitelnost
Znovupouºitelnost fragment· UR redukuje £as strávený vytvá°ením UI a p°ízniv¥ tak
ovliv¬uje produktivitu dané techniky vytvá°ení UR. Krom¥ jiº zmín¥né produktivity v²ak
p°iná²í znovupouºitelnost také dal²í výhody. Díky odd¥lení deﬁnice widgetu1 od zbytku UR
je snadné dosáhnout konzistentního UR a zlep²it tak pouºitelnost vytvá°eného UR.
2.3 Flexibilita
D·leºitým kritériem je také ﬂexibilita, tedy moºnost dosaºení poºadovaného vzhledu UR.
R. Kennard [24] zmi¬uje, ºe pokud není moºné dosáhnout poºadovaného vzhledu UR, trpí
tím pouºitelnost UR - rozhodující faktor UR pro automatizované vytvá°ení UR.
2.4 Pov¥domí o kontextu
Pov¥domí o kontextu (context awareness) zastupuje my²lenku, ºe aplikace m·ºe poro-
zum¥t kontextu, vyhodnocovat jej a na základ¥ t¥chto znalostí provád¥t adekvátní operace.
Navíc p°i zm¥n¥ kontextu by se aplikace m¥la p°izp·sobit novým okolnostem [30]. Calvary
et al. [20] deﬁnuje kontext pouºití jako sm¥sici t°í entit: uºivatel· systému, hardwarových a
softwarových platforem, které mohou být pouºity k interakci se systémem a v neposlední °ad¥
1Widgety jsou nazývány jednotlivé elementy graﬁckého uºivatelského rozhraní [11].
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také fyzického prost°edí, ve kterém interakce probíhá. P°izp·sobení se kontextu je ozna£o-
váno jako adaptace. Problematiku adaptace je moºné rozd¥lit na multi-targeting a plasticitu
[20]. Multi-targeting se zam¥°uje na technické aspekty adaptace, zatímco plasticita posky-
tuje zp·sob, jak kvaliﬁkovat pouºitelnost systému po adaptaci [20]. Transformace, které
jsou provád¥ny v pr·b¥hu adaptace UR bývají ozna£ovány jako UI remolding [21]. Tyto
transformace zahrnují odstran¥ní widget·, které se díky zm¥n¥ kontextu stanou irelevantní,
p°idání nových relevantních widgetu, nahrazení stávajícího widgetu jiným typem widgetu
nebo reorganizaci widget· prost°ednictvím zm¥ny layoutu [21].
2.5 Low threshold a high ceiling
Myers et al. [25] popisuje ideální nástroj jako ten, který má low threshold and high
ceiling. Threshold - v p°ekladu práh - p°edstavuje pot°ebné úsilí vynaloºené k nau£ení
se daný nástroj pouºívat. Ceiling - v p°ekladu strop - p°edstavuje propracovanost výsledku,
který pomocí nástroje dostaneme. Ideálním stavem je za co nejmén¥ vynaloºené práce dostat
co nejv¥t²í uºitek.
2.6 Nezávislost na konkrétní technologii
Technologie pro tvorbu UR mají tendenci se £asto m¥nit. Nezávislost na technologiích
umoº¬uje vyuºít ²ir²í ²kálu existujících technologií a také schopnost p°izp·sobit se nov¥
vznikajícím.
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UR m·ºe být vytvá°eno manuáln¥ nebo tento proces m·ºe být automatizován. Auto-
matizované techniky pat°í do skupiny automatizovaného programování, které je deﬁnováno
jako syntéza programu ze speciﬁkace [5]. V tomto p°ípad¥ je výsledkem syntézy UR. Pouºi-
telnost automatizovaných technik závisí do zna£né míry na sloºitosti vytvo°ení vý²e zmín¥né
speciﬁkace [5].
Nápad generovat UR na základ¥ speciﬁkace se zrodil jiº koncem 70 let. Netrvalo to dlouho
a za£aly se objevovat první model based systémy [17]. Prvotním cílem bylo zjednodu²it a
zrychlit proces vytvá°ení UR, av²ak následn¥ se p°idaly také dal²í poºadavky na podporu
nov¥ objevujících se platforem a schopnost adaptace na konkrétní kontext pouºití [17]. Nové
platformy p°iná²ejí nová runtime metadata, která otevírají v minulosti tém¥° nep°edstavi-
telné moºnosti pro vytvá°ení adaptivních UR.
Jednotlivé techniky tvorby UR mohou vytvá°et UR staticky, dynamicky nebo také ob¥ma
zp·soby. Statické vytvá°ení UR probíhá ve fázi vývoje. Ve fázi vývoje v²ak chybí informace
o daném kontextu pouºití, coº má za následek nemoºnost vytvá°et dostate£n¥ plastické
UR, které by se dokázalo p°izp·sobit na míru aktuálním pot°ebám uºivatele. Dynamické
vytvá°ení UR probíhá v runtimu. Díky tomu mohou být k vytvo°ení speciﬁkace UR vyuºity
také runtime metadata nesoucí informaci o kontextu pouºití.
Techniky tvorby UR lze rozd¥lit na restate-to-extend a inspection based [19].
3.1 Restate-to-extend techniky
Restate-to-extend p°ístup vyºaduje p°i tvorb¥ UR duplikaci informací z doménové vrstvy.
Tato duplikace zp·sobuje poru²ení jednoho ze základních programovacích princip·, a sice
Dont repeat yourself (DRY). Následkem je zna£né prodlouºení procesu vytvá°ení UR a také
jeho následné správy, £ímº se zv¥t²uje prostor pro provedení chyb, které jsou £asto zp·sobené
nepozorností programátora [23]. Dal²í nevýhodou je, ºe není moºné separovat opakující se
koncerny UR (layout, prezentace, zabezpe£ení a dal²í). Následkem toho je nep°ehledný a
nesnadno spravovatelný kód, který není moºné op¥tovn¥ pouºívat.
Mezi zástupce restate-to-extend technik vytvá°ení UR pat°í statické generátory kódu,
graﬁcké nástroje, doménov¥ speciﬁcké modelovací jazyky a také MDD-Externí modely.
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3.1.1 Statické generátory kódu
Statické generátory kódu, jako nap°íklad Spring Roo, dokáºí vytvo°it UR velmi rychle
s minimální úsilím programátora. Výsledkem je v²ak £asto pouze základní UR (v p°ípad¥
Spring Roo CRUD aplikace).
Vytvá°ení UR je plné estetiky a psychologie a nelze o£ekávat, ºe se dá vygenerovat
kompletní UR spl¬ující ve²keré na²e p°edstavy. Automatizace by m¥la být pouºívána pouze
pro ur£ité £ásti UR a její výsledek by m¥l bez jakéhokoliv viditelného rozdílu zapadnout mezi
manuáln¥ vytvá°ené fragmenty UR [9].
Jedním z d·vod· je, ºe statický generátor nemá dostatek metadat k vytvo°ení UR podle
na²ich p°edstav. V p°ípad¥ manuálního p°izp·sobení vygenerovaného UR na²im p°edsta-
vám dokáºe být regenerování velmi pracné. Kv·li vý²e zmín¥ným d·vod·m by nem¥lo být
generování UR provád¥no staticky, ale dynamicky (v runtimu).
3.1.2 Graﬁcké nástroje
Graﬁcké nástroje p°edstavují techniku tzv. vizuálního programování. Vytvá°ení UR pro-
bíhá stylem drag-and-drop, kde uºivatel vybere poºadovaný widget a umístí ho na správné
místo v editoru. Uºivatelský vstup je poté zpracován a pomocí statického generátoru kódu
transformován do výsledné podoby. Tato technika poskytuje uºivateli dobrý p°ehled o vy-
tvá°eném UR, jelikoº reprezentace UR v editoru odpovídá výsledné podob¥ UR. Tento fakt
bývá ozna£ován zkratkou WYSIWYG - What You See Is What You Get. Ovládání t¥chto
nástroj· je typicky velmi snadné a intuitivní, ob£as dokonce i zábavné. Celkový proces vy-
tvá°ení v²ak dokáºe být velmi pracný a k dosaºení precizního výsledku je zapot°ebí vynaloºit
zna£né úsilí. Problémem je p°edev²ím nesnadné dosaºení konzistentního zobrazení widget·
v UR [24].
3.1.3 Modelovací jazyky
V¥t²ina UR webových aplikací je vytvá°ena pomocí domain speciﬁc modelovacího ja-
zyka. Tento deklarativní p°ístup poskytuje nejv¥t²í kontrolu na vytvá°eným UR. M·ºeme
p°esn¥ vyjád°it ve²kerá valida£ní kritéria, upravovat vzhled pomocí kaskádových styl· (CSS)
a p°idávat interaktivní chování pomocí Javascriptu. Nevýhodou je poºadovaná znalost hned
n¥kolika domain speciﬁc jazyk· a také £asová náro£nost. Oproti t¥mto nevýhodám se py²ní
také mnoha výhodami. P°edstavují £asem prov¥°ený zp·sob tvorby UR. Existuje ²iroká ²kála
implementací t¥chto technik, z nichº mnohé jsou sou£ástí jiº fungujících, rozsáhlých a úsp¥²-
ných projekt·.
3.2 Inspection-based techniky
Inspection-based techniky vyuºívají k tvorb¥ UR (nebo jeho £ásti) existující metadata
z vrstvy doménových objekt·. K získání t¥chto metadat vyuºívají sub-disciplínu reversního
inºenýrství zvanou software mining, konkrétn¥ nejb¥ºn¥j²í p°ístup dynamické analýzy, který
p°edstavuje reﬂexe [24]. e²í tak problém duplikace informací, se kterým se potýkají restate-
to-extend techniky. I p°es ²iroké moºnosti, které reﬂexe p°iná²í, ne v²echny informace lze
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získat pomocí inspekce [24]. P°íkladem m·ºe být po°adí atribut· t°ídy, které v Jav¥ není
moºné pomocí inspekce zjistit. Proto je t°eba tyto informace explicitn¥ speciﬁkovat ve form¥
metadat. V jazyku Java k tomuto ú£elu slouºí anotace. Nutnost explicitní speciﬁkace metadat
v²ak zvy²uje komplexitu kódu a p°edstavuje tak nevýhodu inspection-based technik.
3.2.1 Model driven development
Model driven development (MDD) je zaloºen na my²lence vytvo°ení pouze modelu apli-
kace, ze kterého je poté automaticky vygenerována zbylá £ást aplikace - tedy i UR. Model
m·ºe mít graﬁckou £i textovou podobu. Techniky, které vyuºívají graﬁckou reprezentaci mo-
delu pomocí UML tvo°í podskupinu MDD technik nazývanou Model Driven Architecture
(MDA). Model m·ºe být vyjád°en pomocí n¥kolika vrstev abstrakce, které umoº¬ují popsat
i sloºité závislosti mezi komponentami UR. Na kaºdou vrstvu je navíc moºné aplikovat r·zné
typy adaptace.
Myers et al. [25] v²ak upozornil na dva problémy související s automatizovaným vytvá-
°ením UR na základ¥ model·. Prvním problémem je, ºe tato technika neposkytuje dobrý
p°ehled o vytvá°eném UR. Druhý problém p°edstavuje velký threshold(viz podkapitola 2.5)
zp·sobený nutností nau£it se modelovací jazyk. Navíc generování kompletního UR se neobe-
jde bez omezení ﬂexibility, jelikoº vytvá°ení UR p°edstavuje rozsáhlou problematiku, kterou
sou£asné technologie neumoº¬ují realizovat se zachováním stejné ﬂexibility, jakou disponují
manuální techniky [25] [24].
Tento p°ístup se dále d¥lí na:
• Static modelling  statický p°ístup vytvá°ení UR
• Generative runtime modelling  dynamický p°ístup vytvá°ení UR umoº¬ující jed-
noduché adaptace. Provádí generování kódu.
• Interpreted runtime modelling  dynamický p°ístup vytvá°ení UR, který neprovádí
generování kódu. Namísto toho interpretuje UR v runtimu pomocí application enginu.
Umoº¬uje tak pokro£ilej²í adaptace a deploy zm¥n nevyºaduje rekompilaci aplikace.
3.2.1.1 Externí modely
Speciálním p°ípadem MDD je vyuºívání modelu k vytvo°ení pouze £ásti aplikace, jako
nap°íklad práv¥ UR. Za t¥chto okolností se nelze vyhnout duplikaci informací z vrstvy do-
ménových objekt·, a proto tento p°ípad spadá pod restate-to-extend techniky.
3.2.1.2 Domain driven design
Domain driven design (DDD) spadá také do kategorie MDD technik. Jedná se spí²e o ligh-
tweight MDD, jelikoº model tvo°í pouze jedna vrstva abstrakce, coº je typicky vrstva domé-
nových objekt· vyjád°ených pomocí objektového jazyka. Hlavním výhodou tohoto p°ístupu
je moºnost soust°edit se na problémovou doménu. Tuto techniku hojn¥ vyuºívají nástroje
ur£ené pro rychlý vývoj (rapid development). V pr·b¥hu vývoje se formuje tzv. ubiquitous
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language - jazyk, kterým spolu komunikují jak programáto°i, tak i znalci problémové do-
mény. Tento jazyk je pouºíván také v kódu, £ímº zlep²uje jeho £itelnost a srozumitelnost. Z
tohoto d·vodu je kód pochopitelný i pro znalce problémové domény. S p°ibývající znalostí
problémové domény je postupn¥ vytvá°en také kód.
Raneburger [29] v²ak zmi¬uje, ºe bez explicitní speciﬁkace detailních informací jako na-
p°íklad layoutu £i designu je výsledné UR t¥ºko vyhovující reálným poºadavk·m. Problé-
mem je, ºe v doménových objektech je moºné vyjád°it pouze omezené mnoºství informací a
zachycení poºadavk· na design £i pouºitelnost tak není reálné. Tento p°ístup je proto vhodný
v p°ípad¥, ºe není vyºadováno °e²ení na míru (custom UR) a vysta£íme si s generickým UR.
U²et°íme tak spoustu £asu, který bychom jinak v¥novali údrºb¥ UR.
3.2.2 Object/User Interface Mapping
Object/User Interface Mapping (OIM) je technika, která na základ¥ inspekce existující
back-end architektury provádí mapování objekt· na widgety UR vytvá°ené pomocí progra-
mátorem zvoleného front-end frameworku.
Úkolem OIM není vytvo°it kompletní UR, ale pouze automatizovat vytvá°ení t¥ch wi-
dget·, které by za pouºití restate-to-extend p°ístupu obsahovaly duplikaci informací z domé-
nové vrstvy [9]. Automatizace procesu vytvá°ení takových komponent p°iná²í mnoho u²et-
°eného £asu a pomáhá p°edcházet moºným chybám, které mohou vzniknout díky duplikaci
kódu. D·leºité v²ak je, aby technika, která automatizaci provádí, dokázala vytvá°et UR na
základ¥ reálných poºadavk· a zachovala tak ﬂexibilitu manuálních technik.
OIM technika je zaloºená na podpo°e ²iroké ²kály back-end a front-end technologií a jed-
noduché roz²í°itelnosti £i dokonce vytvo°ení vlastní implementace pro zatím nepodporované
technologie. Tímto p°ístupem se snaºí omezit závislost na konkrétní technologii a nabídnout
tak moºnost vyuºití této techniky co nejv¥t²ímu po£tu programátor·. Podpora ²iroké ²kály
technologií pomáhá vytvo°it architekturu takovým zp·sobem, aby byla co nejﬂexibiln¥j²í
[10].
OIM umoº¬uje generovat UR jak staticky, tak i dynamicky. K mapování mohou být vyu-
ºity nejen existující business objekty, ale také netradi£ní zdroje, jako nap°íklad reprezentace
objektu v JSON formátu.
3.2.3 Rich entity aspect/audit design
Rich entity aspect/audit design (READ) je inspection-based technika zaloºená na aspek-
tov¥ orientovaném programování (AOP). V generalized procedure (GP) jazycích máme k
dispozici pouze jednu moºnost dekompozice problému - funkcionální a jeden typ kompozice -
volání funkcí. AOP p°iná²í dal²í element - aspekt. Aspekt p°edstavuje systémovou vlastnost
prolínající se n¥kolika systémovými komponentami, kterou nelze zapouzd°it do samostatného
celku. P°íkladem aspekt· UR je layout, prezentace formulá°ových polí nebo zabezpe£ení.
AOP umoº¬uje takové aspekty izolovat, skládat a op¥tovn¥ vyuºívat. O propojení aspekt·
a komponent, které je v AOP ozna£ováno jako weaving, se stará aspect weaver. Výsledkem
m·ºe být stejná sm¥sice obou druh· funk£ních jednotek. Aspekty jsou v²ak deﬁnovány odd¥-
len¥, a tak se zlep²uje £tení, znovupouºitelnost i údrºba kódu [19]. P°edm¥tem inspekce jsou
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doménové objekty (entity) roz²í°ené o dal²í pot°ebné informace formou anotací nazývané
rich entity. Generování UR m·ºe být provedeno jak staticky, tak i dynamicky.
3.2.3.1 Klí£ové pojmy AOP
Join point  dob°e deﬁnované snadno identiﬁkovatelné místo v kódu, na které lze aplikovat
aspekty. READ rozli²uje statické a dynamické join pointy. Statické join pointy tvo°í
speciﬁcké elementy v kódu data modelu, které p°edstavují jména t°íd, názvy a typ
jejich atribut· a také anotace. V²echny tyto informace jsou dostupné v dob¥ kompilace
a jejich získání probíhá p°i inspekci. Dynamické join pointy tvo°í informace získané v
runtimu jako nap°íklad geolokace, velikost obrazovky za°ízení nebo uºivatelská role.
Pointcut language  jazyk vyuºívaný ke speciﬁkaci join point·, na které má být aplikován
ur£itý aspekt. READ k tomuto ú£elu vyuºívá Uniﬁed Expression Language [12] (EL).
Dotazování na informace z READ kontextu je realizováno díky moºnosti EL kontextu
p°istupovat k READ kontextu.
Pointcut  speciﬁkace konkrétních join point·, na které má být aplikován ur£itý aspekt. P°í-
klad: ${email == true} - vybere v²echny atributy, které slouºí k uchovávání emailu.
Advice  vyjád°ení aspektu, který má být aplikován. V READ je advice pouºit nap°íklad
ke speciﬁkaci ²ablony pro prezentaci ﬁeldu, která je sou£ástí prezenta£ních pravidel.
P°íklad: tag="emailTag.xhtml" - k prezentaci bude pouºita ²ablona emailTag.xhtml.
3.2.3.2 Zpracování READ komponent
UR si m·ºeme p°edstavit jako strom komponent. Kaºdá komponenta má asociován han-
dler, který je p°i vykreslování UR volaný rendererem. READ lze jednodu²e napojit na tento
proces pomocí implementace vlastního handleru. Kdyº tedy zavolá renderer na READ kom-
ponent¥ její handler, p°edá se zodpov¥dnost za zpracování READ frameworku.
READ handler dostane referenci na instanci, kterou má zpracovat, a p°ípadn¥ také dal²í
atributy blíºe speciﬁkující konkrétní zp·sob zpracování. Poté provede inspekci renderované
instance. Cílem inspekce je získat statické join pointy a poskytnout je READ kontextu [19].
Inspekce je provád¥na pomocí Reﬂective API a jejím výsledkem je metamodel reprezento-
vaný pomocí stromové struktury. Ko°en stromu tvo°í instance informace, jeho uzly jsou pak
tvo°eny atributy získanými pomocí inspekce a listy stromu reprezentují statické joinpointy.
N¥které elementy mohou být dále ﬁltrovány pomocí Annotation Driver Participant Pat-
ternu (ADPP) na základ¥ konkrétních poºadavk· na renderování nebo zabezpe£ení. Výsledný
metamodel, ozna£ovaný jako context-aware metamodel, je poté p°edán READ kontextu ve
form¥ join point·.
Následuje dvoufázový proces transformace metamodelu na UR komponenty °ízený trans-
formation weaverem. Tento proces probíhá pro kaºdý atribut zvlá²´. V první fázi je pomocí
prezenta£ních pravidel vybrána vhodná ²ablona pro prezentaci atributu. Prezenta£ní pravi-
dla tvo°í dvojice pointcut a advice. Pointcut speciﬁkuje typ atribut·, kterých se daný zp·sob
prezentace týká a advice speciﬁkuje generickou ²ablonu pro prezentaci. Speciﬁkace generické
²ablony pro renderování komponent je provád¥na pomocí doménov¥ speciﬁckého jazyka. Dal²í
9
KAPITOLA 3. TECHNIKY TVORBY UR
nedílnou sou£ásti ²ablony je integrace jednotlivých aspekt· °ízená pomocí pointcut·. Point-
cuty speciﬁkují, zda má být daný aspekt integrován £i nikoliv.
Po dokon£ení transformace v²ech atribut· následuje integrace layoutu. Layout popisuje
uspo°ádání widget· ve výsledném UR. Jeho struktura je podobn¥ jako u ²ablony pro pre-
zentaci, popsána pomocí doménov¥ speciﬁckého jazyka dopln¥ného o pro READ speciﬁcké
tagy, které ozna£ují místo v layoutu náleºící konkrétnímu £i anonymnímu (nijak nekonkreti-
zovanému) widgetu a umoº¬ují také iterovat p°es anonymní widgety.
Popsaný mechanizmus zpracování READ komponent je velmi snadno ²kálovatelný. P°i-
dání dal²ích aspekt· je velice snadné. AOP v dne²ní dob¥ vyuºívá k vytvá°ení UR pouze tato
technika. Díky separace jednotlivých aspekt· p°iná²í nejen p°ehledný kód snadný na údrºbu,
ale p°edev²ím zvy²uje znovupouºitelnost jednotlivých fragment· UR. Generické ²ablony jsou
odd¥leny od layoutu a dal²ích aspekt·, které jsou speciﬁcké pro konkrétní °e²ení UR. Sta£í
je tak deﬁnovat pouze jednou. as strávený tvorbou UR se tak významn¥ sniºuje.
Obrázek 3.1: READ framework [18]
3.3 Vyhodnocení technik
Manuální techniky
Manuální techniky (modelovací jazyky) se nevyhnou duplikaci existujících informací z
vrstvy doménových objekt·. Neumoº¬ují separovat cross-cutting concerny UR, díky £emuº
je moºnost znovupouºití komponent UR jen velmi malá a s tím souvisí také pracné do-
saºení konzistence UR. Problémem jsou také pouze omezené moºnosti adaptace. Výhodou
manuálních technik je velká ﬂexibilita.
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Poloautomatizované techniky
Poloautomatizované techniky (graﬁcké nástroje) nevyuºívají automatizaci ke zefektivn¥ní
procesu vytvá°ení UR, ale k jeho zjednodu²ení a zp°ehledn¥ní. Sdílí tak problémy manuálních
technik a navíc p°idávají také men²í ﬂexibilitu.
Automatizované restate-to-extend techniky
Automatizované restate-to-extend techniky (MDD-externí modely, statické generátory)
jsou v porovnání s manuálními a poloautomatizovanými technikami efektivn¥j²í, ale díky
duplikaci informací z doménové vrstvy stále ne dostate£n¥. Mezi výhody MDD-externích
model· pat°í moºnost aplikovat adaptace na kteroukoliv vrstvu abstrakce modelu a také
dobrá znovupouºitelnost jednotlivých model·. Threshold této techniky je ale díky nutnosti
nau£it se nový modelovací jazyk docela velký. Nejv¥t²í p°ekáºku pro praktické pouºití MDD-
externích model· v²ak p°edstavuje pomalé generování UR, které se pohybuje v °ádu sekund.
Statické generátory zase nemají p°ístup k runtime metadat·m a navíc znesnad¬ují následnou
údrºbu UR - v p°ípad¥ provedení zm¥n ve vygenerovaném UR je jeho následné p°egenerování
velmi náro£né. Ob¥ tyto techniky navíc generují kompletní UR a potýkají se tak s problémem
nedostate£né ﬂexibility.
Automatizované inspection-based techniky
Automatizované inspection-based techniky (DDD, OIM, READ) jsou nejefektivn¥j²í. Do-
main driven design neumoº¬uje zachytit ²irokou problematiku vytvá°ení UR v jediné vrstv¥.
Vytvá°í tak pouze generické UR, coº ov²em ne vºdy musí p°edstavovat problém. Pokud v²ak
generické UR p°edstavuje problém, je vhodné vyuºít OIM nebo READ k runtime generování
£ástí UR, které se nejvíce potýkají s duplikací informací z vrstvy doménových objekt·.
Graﬁcké
nástroje
Statické
generátory
Modelovací
jazyky
MDD
vícevrstvé
modely
DDD OIM READ
Produktivita 5 1 5 3 1 2 2
Znovupouºití 5 5 4 3 1 1 1
Flexibilita 3 5 1 3 4 2 1
Pov¥domí o
kontextu
5 5 3 1 5 2 2
Threshold 1 1 5 4 3 3 2
Technologická
nezávislost
5 5 5 1 3 1 1
Tabulka 3.1: Výsledné srovnání technik
Hodnocení: 1-5
1 - nejlep²í
5 - nejhor²í
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Kapitola 4
Adaptace UR
Uºivatel posuzuje kvalitu aplikace p°edev²ím podle pouºitelnosti UR. Pouºitelnost UR
m·ºe být posuzována nap°íklad z hlediska designu, jednoduchosti navigace nebo relevantnosti
prezentovaného obsahu. Adaptivní systémy nabízejí alternativu k tradi£nímu one design ﬁts
all p°ístupu ke tvorb¥ UR. Jejich na první pohled jednoduchá my²lenka spo£ívá v p°izp·-
sobení se uºivateli místo toho, aby se uºivatel p°izp·soboval jim [27].
Cílem systém·, které dokáºí p°izp·sobit své UR na míru aktuálním pot°ebám uºivatele,
je maximalizovat pouºitelnost UR pro konkrétní kontext pouºití. Prvním krokem ke spln¥ní
tohoto cíle je získání ideáln¥ co nejv¥t²ího mnoºství metadat popisujících daného uºiva-
tele a kontext pouºití. Získaná metadata jsou poté (za pomocí data miningových metod)
zpracována za ú£elem vytvo°ení model· kontextu pouºití. Vytvo°ené modely jsou následn¥
pouºívány k sestavení prezenta£ních pravidel °ídících proces adaptace. Mnohé z metadat jsou
v²ak dostupné aº v runtimu, a proto vzniká poºadavek pro adaptivní systémy na runtime
generování UR.
Podle zp·sobu provád¥ní adaptace lze systémy, které umoº¬ují adaptovat své UR na
základ¥ kontextu pouºití, rozd¥lit na adaptivní, adaptabilní a kombinované [31]. Adaptivní
systémy provád¥jí adaptaci bez zásahu uºivatele, zatímco u adaptabilních systém· provádí
adaptaci uºivatel manuáln¥. Kombinované systémy p°edstavují kombinaci obou zmín¥ných
p°ístup· [31].
Problém adaptace lze rozd¥lit na následující podproblémy:
Adaptace obsahu - zahrnuje vybrání relevantního obsahu k prezentaci a optimální tech-
niky prezentace vybraného obsahu.
Adaptace textu - úkolem je prezentace relevantního obsahu
Adaptace prezentace - úkolem je optimalizovat zp·sob prezentace obsahu
Adaptace navigace - slouºí k vytvo°ení efektivní navigace, která pom·ºe uºivatel·m lépe
se orientovat na webu a snadno najít cestu k dosaºení poºadovaného cíle.
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4.1 Techniky adaptace obsahu
Page variants  existuje n¥kolik variant stejné stránky, p°i£emº kaºdá stránka je vhodná
pro ur£itý typ uºivatel·. Varianta vyhovující konkrétnímu uºivateli je vybrána dyna-
micky.
+ nejjednodu²²í zp·sob adaptace obsahu
 malá ²kálovatelnost
 £asová náro£nost (je vyºadováno napsání mnoho variant stránky)
Fragment variants  stránka je zkonstruována jako kombinace fragment· UR (odstavec,
obrázek,...). Kaºdý fragment UR m·ºe nebo nemusí být vykreslen konkrétnímu uºiva-
teli.
4.1.1 Prezentace relevantního obsahu
Prerequisite explanation  p°ed prezentováním ur£ité problematiky jsou poskytnuty ve²-
keré informace nutné k pochopení dané problematiky.
Comparatiove explanation  vyuºívá jiº získané znalosti uºivatele pro lep²í vysv¥tlení
prezentované problematiky. P°íkladem m·ºe být uºivatel, který na na²ich stránkách
hledá informace o jazyku PHP a my o tomto uºivateli víme, ºe zná programovací
jazyk Java. M·ºeme tedy této informace vyuºít ke komparativní prezentaci hledané
problematiky, která poskytne danému uºivateli pouze informace, které jsou v jazyku
PHP odli²né.
Explanation Variants  systém uchovává n¥kolik prezentovatelných variant stejné proble-
matiky(li²ících se nap°íklad stupn¥m odbornosti) a dynamicky provádí výb¥r nejvhod-
n¥j²í varianty pro konkrétního uºivatele.
Sorting  informace jsou prezentovány v po°adí ur£eném na základ¥ vyhodnocení relevant-
nosti pro ur£itého uºivatele.
4.1.2 Responsive web design
Responsive web design (RWD) p°edstavuje jednu z moºností adaptace prezentace obsahu
webové aplikace, která vyuºívá stejný HTML kód pro v²echny platformy. V²echny zobrazo-
vací za°ízení p°istupují na stránku ze stejné URL. Tím odpadá nutnost provád¥t p°esm¥ro-
vání. Adaptaci zaji²´ují pravidla kaskádových styl·(CSS) pomocí media queries. Mohou tak
vzniknout robustní CSS soubory nep°ízniv¥ se podílející na výkonu aplikace.
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Nástroje pro runtime generování UR
Aktivn¥ vyvíjené nástroje pro runtime generování UR pro platformu Java EE.
5.1 OpenXava
OpenXava je open source (LGPL), lightweight model driven nástroj ur£ený pro rychlý vý-
voj aplikace (RAD [15]). Z modelu, který tvo°í objekty doménové vrstvy, umoº¬uje generovat
kompletní webovou aplikaci v£etn¥ AJAX UR. Poskytuje tak vy²²í vrstvu abstrakce, která
odsti¬uje programátora od kontaktu s doménov¥ speciﬁckými jazyky, jako t°eba HTML, Ja-
vascript, CSS nebo SQL a ten se tak m·ºe lépe zam¥°it na problémovou doménu, coº je
základní my²lenou Domain driven designu (DDD).
OpenXava aplikace rozli²uje artefakty systému na byznys komponenty, kontrolery, mo-
duly, validátry, editory a kalkulátory, nicmén¥ ke generování aplikace je vyºadováno pouze
vytvo°ení byznys komponent [28]. Byznys komponenty nep°edstavují nic jiného, neº dob°e
známé doménové objekty. Ty v sob¥ uchovávají informaci o perzistenci, datové struktu°e,
byznys logice, UR, validaci a podobn¥ [28]. Jejich deklarace je provád¥na pomocí anotací. Ke
speciﬁkaci generovaného UR slouºí prezenta£ní anotace. Business logika m·ºe být speciﬁko-
vána pomocí Automated Business Logic (ABL [4]) anotací nebo ji lze popsat v samostatné
vrstv¥. ABL dokáºe vyjád°it aº 95% logiky, a to za pomocí pouze n¥kolika °ádk· kódu [1].
Umoº¬uje tak nejen rychlý vývoj aplikace, ale i snadné provedení zm¥n v business logice.
Oba typy anotací jsou natolik samovysv¥tlující, ºe je dokáºe pochopit i laik [8]. I kdyº je
moºné vytvo°it aplikaci pouze za pomocí informací z doménových objekt· a výchozího na-
stavení, výsledek v¥t²inou není vysta£ující [28]. Akce, které m·ºe uºivatel provád¥t, a jejich
handlery je moºné deﬁnovat prost°ednictvím kontroler·. Ty spolu s byznys komponentami
tvo°í moduly. Validátory, kalkulátory a editory p°edstavují dal²í artefakty systému, které pro-
st°ednictvím aplikace v business objektech, p°iná²ejí dal²í moºnosti p°izp·sobení aplikace na
míru. Validátory umoº¬ují speciﬁkovat vlastní valida£ní logiku, kalkulátory jsou ur£eny ke
speciﬁkaci znovupouºitelné business logiky a pomocí editor· m·ºeme vytvá°et za pomocí
jazyk· pro prezentaci (JSP, Javascript, HTML,..) vlastní komponenty UR. Výsledné zob-
razení stránky v prohlíºe£i p°edstavuje zobrazení ur£itého modulu. Typicky má strukturu
master-detail [13], kde master p°edstavuje list objekt· a detail slouºí k jejich editaci. Né
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vºdy je v²ak struktura master-detail vyhovující, a tak OpenXava nabízí také moºnost vytvo-
°ení vlastního zobrazení (custom view) op¥t p°ímým vyuºitím jazyk· pro prezentaci (JSP,
Javascript, HTML,..).
Generovaná aplikace je kvalitní. OpenXava automatizuje optimalizaci, znovupouºitelnost,
integritu i roz²í°itelnost, a to bez znatelného dopadu na výkon [8]. Umoº¬uje také snadné
debugování za pouºití standardních p°ístup·.
Nevýhody vyplývající z p°ístupu one-design-ﬁts-all p°edstavují nízká ﬂexibilita, malá
kontrola nad vytvá°eným UR a nemoºnost adaptace UR.
5.2 Apache Isis
Apache Isis [2] je dal²ím zástupcem domain driven nástroj· ur£ených pro rychlý vývoj
aplikací v Jav¥. Jedná se o open source Java framework, který má mnoho spole£ného s
vý²e zmín¥ným nástrojem OpenXava. Jednou z motivací k jeho vytvo°ení bylo automatické
generování UR pro doménové objekty. Zám¥rem v²ak není generování stejného UR, které
by jinak mohlo být vytvo°eno manuáln¥, ale vytvá°et generické UI, n¥kdy ozna£ované jako
Object Oriented User Interface (OOUI) [24]. K vytvo°ení aplikace sta£í vytvo°it objekty
doménového modelu. Sou£ástí Apache Isis je implementace Restful Objects speciﬁkace [16],
díky které mohou být doménové objekty zp°ístupn¥ny v JSON formátu prost°ednictvím
RESTových sluºeb a HTTP protokolu. Apache Isis pouºívá ke tvorb¥ UR Apache Wicket
framework a layout je reprezentován v JSON formátu.
5.3 Metawidget
Metawidget[14] je open source OIM nástroj, který za vyuºití existujících front-end a back-
end technologií dokáºe automatizovat vytvá°ení takových widget· UR, k jejichº vytvo°ení lze
vyuºít informace, získané na základ¥ inspekce existující back-end architektury. Automatické
generování je pouºito pouze ke zlep²ení procesu vytvá°ení UR, ne k jeho nahrazení [24]. Díky
stanovení tohoto omezení nemusí být Metawidget povaºován jako konkurence UI framework·
a navíc m·ºe generovat stejné UR, jaké by mohlo být vytvo°eno manuáln¥ [24].
5.3.1 Architektura
Architektura Metawidgetu byla navrºena s cílem splnit p°edpoklady pro ²iroké praktické
vyuºití, které p°edstavuje p°edev²ím podpora b¥ºn¥ pouºívaných technologií a praktik pro
tvorbu UR a také snadná roz²í°itelnost. Architektura se tak skládá z n¥kolika men²ích ob-
jekt· (Inspectory, WidgetProcessory, Layouty apod.), které jsou z výkonnostních d·vod· a z
d·vodu bezpe£ného p°ístupu vláken imutabilní [24]. Imutabilní objekty jsou alokovány pouze
jednou, nikdy nejsou kopírovány a nepot°ebují být synchronizovány, jelikoº nemají problém
s konkuren£ním p°ístupem vláken. Jejich problémem je v²ak konﬁgurace, která musí být
provád¥na p°i instanciování. Aby se mohly imutabilní objekty vyvarovat konstruktor·m s
mnoha parametry, pouºívají se ke konﬁguraci konﬁgura£ní t°ídy [24].
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Obrázek 5.1: Metawidget pipeline [22]
5.3.2 Inspectory
Inspectory provád¥jí inspekci back-end architektury a získávají metadata pot°ebná k se-
stavení UR. Kaºdý Inspector je zam¥°en na inspekci ur£itého typu metadat. Obecn¥ lze
rozd¥lit Inspectory na Inspectory atribut·, Inspectory anotací, XML Inspectory a Com-
posite Inspectory. Inspekci m·ºe provád¥t jediný Inspector nebo více Inspector· jako sou£ást
Composite Inspectoru. Composite Inspector postupn¥ volá jednotlivé Inspectory a výsledek
inspekce postupn¥ zpracovává pomocí kombinujícího algoritmu. Výchozí implementace kom-
binujícího algoritmu je vyhovující pro v¥t²inu p°ípad·, ale pokud by nám tato implementace
nevyhovovala, m·ºeme si vytvo°it vlastní Composite Inspector a vlastní implementaci kom-
binujícího algoritmu.
5.3.3 InspectionResultProcessory
InspectionResultProcessory slouºí ke zpracování výsledku inspekce. Typickým p°íkladem
jejich pouºití je explicitní se°azení atribut· nebo vyhodnocení EL výraz·.
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5.3.4 WidgetBuildery
WidgetBuildery se starají o instanciování widget·. Kaºdý z nich je zodpov¥dný za vytvá-
°ení ur£ité knihovny widget·. Typ widgetu se volí na základ¥ výsledku inspekce. V p°ípad¥,
ºe chceme zkombinovat n¥kolik knihoven widget·, m·ºeme tak u£init za pomocí Composi-
teWidgetBuilderu.
Zpracování zapo£ne první deﬁnovaný WidgetBuilder. Pokud není zodpov¥dný za vytvo-
°ení daného typu widgetu, vrátí null a zodpov¥dnost za zpracování se p°esune na následující
WidgetBuilder. V opa£ném p°ípad¥ vytvo°í novou instanci daného typu widgetu. Zpracování
kon£í poté, co n¥který z WidgetBuilder· vrátí hodnotu, která není null. Poslední zmín¥ný
WidgetBuilder typicky umoº¬uje vytvá°ení v²ech typ· widget·.
WidgetBuildery nezaji²´ují konﬁguraci widget· (nastavení validace, bindingu, id apod.),
ale tuto práci p°enechávají WidgetProcessor·m.
5.3.5 WidgetProcessory
Kaºdý widget je následn¥ po svém vytvo°ení zpracován mnoºinou WidgetProcessor·. Wi-
dgetProcessory jsou postupn¥ volány a výsledek zpracování jedním Processorem jde na vstup
následujícího. B¥hem zpracování m·ºe být daný widget nejen pozm¥n¥n, nap°íklad p°idáním
validátoru, nastavením required atributu nebo data bindingu, ale m·ºe být také nahrazen
jiným widgetem nebo dokonce hodnotou null, která zp·sobí zastavení dal²ího zpracování
widgetu a tím pádem také jeho nevykreslení v layoutu.
5.3.6 Layouty
Díky zmín¥ným hranicím generování, layout deﬁnuje pouze rozmíst¥ní generovaných wi-
dget·, ale i tak zahrnuje velký stupe¬ variability, který musí být generátor UR schopen
obsáhnout, aby si zachoval poºadovanou ﬂexibilitu [24]. Metawidget nabízí ²irokou ²kálu
p°eddeﬁnovaných layout· a také moºnost "jednodu²e"vytvo°it vlastní.
5.4 AspectFaces
AspectFaces (AF) je open source nástroj implementující techniku Rich entity aspect/au-
dit design (READ). Slouºí ke genervání £ástí UR, které se v p°ípad¥ pouºití restate-to-extend
technik nejvíce potýkají s problémem duplikace informací. Hlavní vyuºití tak najde p°i auto-
matizaci vytvá°ení formulá°ových polí a sloupc· tabulek. Ke generování UR vyuºívá princip
aspektov¥ orientovaného programování, které umoº¬uje separovat cross-cutting concerny UR
a vytvo°it generické tagy, které je moºné op¥tovn¥ vyuºívat. Popis pouºití AspectFaces je
sou£ástí kapitoly 7.
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Case study: Aplikace Cost Report
Aplikace Cost Report je navrºena pro studentský projekt CTU Cartech, který se ú£astní
prestiºní mezinárodní inºenýrské sout¥ºe Formula Student/SAE. Tým CTU Cartech má
za úkol navrhnout a sestavit v·z formulového typu disponující velkým výkonem, dobrými
jízdními vlastnostmi i oslnivým designem, jehoº náklady na sestrojení budou co nejniº²í.
Sout¥ºní týmy jsou hodnoceny z dynamických disciplín, které se týkají výkonu na trati,
ale i ze statických disciplín, jejichº sou£ástí je tzv. Cost Report, kde se hodnotí správná
kalkulace výrobní ceny vozu. Týmy musí vypracovat dokument ve formátu .xls nebo .xlsx,
který obsahuje podrobný p°ehled o v²ech atributech tvo°ících celkovou cenu vozu a zve°ejnit
jej p°ed konáním sout¥ºe. Disciplína Cost Report tvo°í 10% celkového hodnocení, a proto ji
není vhodné zanedbat.
P·vodním zám¥rem bylo vytvá°et dokument manuáln¥, av²ak p°i rozsáhlém mnoºství
sou£ástek a sloºitosti výpo£tu celkové ceny bylo snadné dopustit se chyb ve výpo£tu. Krom¥
toho byla se strukturou dokumentu obeznámena pouze zodpov¥dná osoba za tuto £innost
a ostatní se tak nemohli podílet na vytvá°ení £i úprav¥ dokumentu. Jelikoº byl dokument
kv·li obtíºné správ¥ vytvá°en aº t¥sn¥ p°ed závodem, nemohl být v pr·b¥hu vytvá°ení vyuºit
jako zdroj informací nap°íklad pro monitoring pr·b¥ºné ceny, která by mohla upozornit na
moºné úspory. Vznikl tak zám¥r proces vytvá°ení tohoto dokumentu automatizovat a správu
sou£ástek provád¥t postupn¥ prost°ednictvím p°ehledného UR webové aplikace.
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6.1 Doménový model
Auto
- rok  :int
- typ   :stri ng
Systém
- ná zev  : string
Komponenta
- množství :double
- ná zev  : string
- pn  base   :stri ng
- po pis  :string
- použití  :string
Ma teriá l
- hu stota  :dou ble
- jed notka 1  :string
- jed notka 2  :string
- jed notko vá cena  :doub le
- množství :double
- ná zev  : string
- plo cha  :strin g
- použití  :string
- vel ikost ploch y  :d ouble
- vel ikost1   :do uble
- vel ikost2   :do uble
- výška :double
Spojov ací prv ek
- jed notka 1  :string
- jed notka 2  :string
- jed notko vá cena  :doub le
- množství :double
- ná zev  : string
- použití  :string
- vel ikost1   :do uble
- vel ikost2   :do uble
Prov edená práce
- ho dnota  náso bite le  :d ouble
- jed notka   :string
- jed notko vá cena  :doub le
- množství :double
- ná sobite l  :st ring
- ná zev  : string
- použití  :string
Ná stroj
- jed notka   :string
- jed notko vá cena  :doub le
- množství :double
- ná zev  : string
- použití  :string
- pvf   :do uble
Součástka
Se stav a
počet
není implementováno
0..*používá
0..*
0..*
vyrábí
1..*
0..*
1
0..*
1
0..*
1 0..*1
0..*
1
0..*1
Obrázek 6.1: Doménový model
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Auto
Auto reprezentuje konkrétní vozidlo formulového typu pro daný rok.
Atribut Povinný Popis
rok ano Rok, ve kterém je auto navrhováno.
typ ano Typ auta odli²uje auta se stejným rokem.
Tabulka 6.1: Vý£et atribut· doménového objektu Auto
Valida£ní poºadavky: Dvojice rok a typ budou tvo°it unikátní záznam auta.
Systém
Systém reprezentuje £ást auta sloºenou ze sou£ástek a sestav.
Atribut Povinný Popis
název ano Název systému.
Tabulka 6.2: Vý£et atribut· doménového objektu Systém
Valida£ní poºadavky: Název systému bude v kontextu auta unikátní.
Komponenta
Komponenta reprezentuje sestavu nebo konkrétní sou£ástku sestavy(nejmen²í £ást auta).
Atribut Povinný Popis
název ano Název systému.
popis ano Popis komponenty.
pouºití ne Popis pouºití komponenty.
mnoºství ano Po£et kus· komponent, pouºitých v daném systému £i sestav¥.
P/N base ano Identiﬁka£ní ozna£ení, pouºívané ve strojírenské praxi,
unikátní pro daný systém.
Tabulka 6.3: Vý£et atribut· doménového objektu Komponenta
Valida£ní poºadavky: Identiﬁkátor P/N base bude unikátní pro komponentu v kon-
textu systému a bude tvo°en p¥ti znaky.
Sestava
Sestava p°edstavuje £ást systému, ve které jsou evidovány sou£ástky, z nichº je sloºena.
V p°ípad¥, ºe sestava nemá p°i°azeny ºádné sou£ástky, ze kterých by se m¥la skládat, je v
tomto p°ípad¥ brána jako sou£ástka systému - tedy dále ned¥litelný celek.
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Sou£ástka
Sou£ástka p°edstavuje £ást systému, u které se jiº nerozli²ují sou£ásti, z nichº je sloºena,
ale povaºuje se jako jeden celek.
Spojovací prvek
Spojovací prvek pouºitý ke konstrukci komponenty.
Atribut Povinný Popis
název ano Název spojovacího prvku dle cenových tabulek.
mnoºství ano Po£et kus· komponent v daném systému £i sestav¥.
pouºití ne Popis pouºití spojovacího prvku.
jednotková cena ano Cena za jeden kus spojovacího prvku po parametrizaci.
jednotka1 ne Slouºí k deﬁnování velikosti1 spojovacího prvku.
velikost1 ne Parametr spojovacího prvku, který udává jeho cenu.
jednotka2 ne Slouºí k deﬁnování velikosti2 spojovacího prvku.
velikost2 ne Parametr spojovacího prvku, který udává jeho cenu.
Tabulka 6.4: Vý£et atribut· doménového objektu Spojovací prvek
Materiál
Materiál pouºitý ke konstrukci komponenty.
Atribut Povinný Popis
název ano Název spojovacího prvku dle cenových tabulek.
mnoºství ano Mnoºství materiálu.
pouºití ne Popis pouºití materiálu.
jednotková cena ano Cena za jednotku.
jednotka1 ne Slouºí k deﬁnování velikosti1 materiálu.
velikost1 ne Parametr materiálu, který udává jeho cenu.
jednotka2 ne Slouºí k deﬁnování velikosti2 materiálu.
velikost2 ne Parametr materiálu, který udává jeho cenu.
plocha ne Pojmenování plochy, volitelná textová hodnota.
velikost plochy ne Velikost plochy v jednotkách m2.
vý²ka ne Vý²ka prostorového objektu.
hustota ne Hustota materiálu v jednotkách kg/m3.
Tabulka 6.5: Vý£et atribut· doménového objektu Materiál
Provedená práce
Provedená práce pot°ebná ke konstrukci komponenty.
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Atribut Povinný Popis
název ano Název provedené práce.
mnoºství ano Mnoºství jednotek.
popis ne Popis provedené práce.
jednotková cena ano Cena za jednotku.
jednotka ano Jednotka pro jednotkovou cenu.
násobitel ne Název násobitele procesu.
hodnota násobitele ne íselná hodnota dle cenových tabulek.
Tabulka 6.6: Vý£et atribut· doménového objektu Provedená práce
Nástroj
Nastroj pouºitý ke konstrukci komponenty.
Atribut Povinný Popis
název ano Název provedené práce.
mnoºství ano Mnoºství jednotek.
pouºití ne Popis pouºití nástroje.
jednotková cena ano Cena za jednotku.
jednotka ano Jednotka pro jednotkovou cenu.
product volume factor ano Schopnost nástroje produkovat výrobky.
Tabulka 6.7: Vý£et atribut· doménového objektu Nástroj
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6.2 Funk£ní poºadavky
Funk£ní poºadavky vyjad°ují, co by m¥l systém d¥lat. Kaºdý poºadavek je speciﬁkován
tak, aby jej bylo moºné otestovat, má p°i°azenu prioritu a unikátní ID.
FReq1 - Základní operace s daty
Systém bude umoº¬ovat uºivateli provád¥t základní operace s daty (CRUD). Vysoká
priorita.
FReq2 - Podrobné informace o cen¥
Systém bude poskytovat uºivateli informaci o celkové cen¥ vozu i jeho jednotlivých £ástí.
Vysoká priorita.
FReq3 - Potvrzení d·leºitých akcí
Systém bude vyºadovat potvrzení v²ech akcí, které provádí smazání dat z databáze,
prost°ednictvím potvrzovacího dialogu. Vysoká priorita.
FReq4 - Validace uºivatelského vstupu
Systém bude validovat uºivatelský vstup jak na stran¥ klienta, tak i na stran¥ serveru.
Vysoká priorita.
FReq5 - Zobrazení/skrytí sloupc· tabulky
Systém bude umoº¬ovat zobrazit nebo skrýt jednotlivé sloupce tabulky, které obsahují
data. Sloupce, které data neobsahují (sloupec s akcemi), nebude moºné skrýt. V p°ípad¥, ºe
uºivateli nebudou prezentována v²echna data (viz NFReq3 v podkapitole 6.3), m·ºe uºivatel
vyuºít této funkce k jejich zobrazení. St°ední priorita.
FReq6 - azení záznam· v tabulkách
Systém bude umoº¬ovat °adit záznamy v tabulkách podle jednotlivých sloupc· jak vze-
stupn¥, tak i sestupn¥. St°ední priorita.
FReq7 - Aktivace/deaktivace nápov¥dy u formulá°ových polí
Systém bude umoº¬ovat uºivateli aktivaci a deaktivaci nápov¥dy u formulá°ových polí.
Nízká priorita.
24
6.3. NEFUNKNÍ POADAVKY
FReq8 - Generování Cost Reportu
Systém bude umoº¬ovat generovat soubor s údaji o cen¥ konkrétního auta a jeho sou-
£ástech. Výsledný soubor bude ve formátu .xls nebo .xlsx a svou strukturou i obsahem bude
odpovídat standardu pro Cost Report. Implementace tohoto poºadavku není sou£ástí této
bakalá°ské práce. Vysoká priorita.
6.3 Nefunk£ní poºadavky
Nefunk£ní poºadavky speciﬁkují, jak má systém provád¥t operace. Zahrnují nap°íklad
poºadavky na výkon, bezpe£nost, roz²í°itelnost, ale i spravovatelnost £i adaptivitu.
NFReq1 - Rela£ní databáze
Data budou uchovávána v rela£ní databázi.
NFReq2 - Zobrazení nápov¥dy
Systém bude zobrazovat nápov¥du pouze nad aktivním formulá°ovým polem.
NFReq3 - Zobrazení pouze relevantních informací
U tabulek s v¥t²ím mnoºstvím sloupc· bude systém na základ¥ priority automaticky zob-
razovat pouze takový po£et sloupc·, který bude moºné prezentovat na obrazovce konkrétního
za°ízení bez scrollování.
NFReq4 - Prom¥nlivý layout
Layout formulá°· se bude m¥nit v závislosti na velikosti obrazovky.
NFReq5 - Ozna£ení povinných formulá°ových polí
Povinná formulá°ová pole budou ozna£ena znakem "*".
NFReq6 - Podpora vícejazy£nosti
UR bude v angli£tin¥, av²ak aplikace bude p°ipravena na moºné roz²í°ení o dal²í jazyky.
NFReq7 - íselné hodnoty reprezentované jako double
Ve²keré £íselné hodnoty s výjimkou roku budou reprezentovány jako double.
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6.4 P°ípady pouºití
P°ípady pouºití popisují sekvenci interakcí mezi systémem a aktéry nezbytných k dosaºení
ur£itého cíle. V systému je jediná skupina aktér·, ozna£ovaných jako uºivatelé. Úkony, které
mohou v aplikaci provád¥t, jsou znázorn¥ny na obrázku 6.2. Podrobný popis jednotlivých
p°ípad· uºití je uveden v p°íloze A.
Us er
Ge nerov at c ost 
report
Zobrazi t/skrý t 
sloupce  tabulky
Zobrazi t/skrý t 
nápovědu u 
formulářových polí
CRUD aut
CRUD systémů
CRUD s estav
CRUD součástek
CRUD Materálů
CRUD Nástrojů
CRUD Spojov acích 
prvků
CRUD Prov e dený ch 
pra cí
Řadit záznamy v 
tabulká ch
Obrázek 6.2: Diagram p°ípad· pouºití
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6.5 Implemetace
K implementaci UR aplikace Cost Report byl pouºit framework JavaServer Faces (JSF)
verze 2.2. Servisní vrstva aplikace, DAO (Data access object) vrstva a JSF backing beany
jsou implementovány jako Spring Beany pomocí Spring frameworku. K persistenci dat je
pouºito Java persistence API, jehoº implmentaci zaji²´uje Hibernate.
V pr·b¥hu vývoje UR jsem narazil na problém nekompatibility nástroje AspectFaces se
zmín¥nou verzí JSF. Tento problém jsem proto nahlásil a následn¥ se také podílel na jeho ná-
prav¥. Zárove¬ jsem navrhl moºné vylep²ení AspectFaces nástroje zahrnující p°idání indexu
zpracovávaného atributu do AF kontextu, který byl v aplikaci Cost Report vyuºit k identiﬁ-
kaci prvního zpracovávaného atributu, jemuº mohl být nastaven atribut autofocus. Postup
generování UR aplikace Cost Report je popsán v samostatné kapitole 7. Z d·vodu zestru£-
n¥ní bakalá°ské práce je v následující podkapitole popsána pouze vybraná £ást implementace
funkcionality aplikace zahrnující vytvá°ení responsivních tabulek.
6.5.1 Responsivní tabulky
Související poºadavky: FReq5, NFReq3
Postup °e²ení
Zobrazení tabulek s velkým mnoºstvím sloupc· na malých obrazovkách je £astým problé-
mem, který musí designé°i aplikace °e²it. Díky men²ímu místu pro prezentaci dat nemohou
být v tabulce zobrazena v²echna data, kterými aplikace disponuje.
Nejjednodu²²ím °e²ením je pouºít horizontální scroll bar. Uºivatel v²ak v pr·b¥hu scrollo-
vání m·ºe ztratit kontext prezentovaných dat. Alternativní variantu p°edstavuje zobrazení
omezeného po£tu dat ur£eného ²í°kou obrazovky za°ízení s moºností explicitního zobrazení
zbylých dat uºivatelem. K pouºití scroll baru v tomto p°ípad¥ dojde aº ve chvíli, kdy uºi-
vatel provede zobrazení v¥t²ího po£tu sloupc·, neº je moºné p°ehledn¥ prezentovat. Tento
p°ístup, p°edstavující implementaci techniky adaptace obsahu zvanou responsive design (viz
podkapitola 4.1.2), je pouºit pro zobrazení vícesloupcových tabulek aplikace Cost Report.
Sloupce tabulky zastupují atributy entity, která slouºí k uchovávání dat prezentovaných v
tabulce. Omezení zobrazených sloupc· je provád¥no na základ¥ p°i°azení priority zobrazení.
Priorita zobrazení je reprezentována jako vý£tový typ, jehoº kaºdá poloºka má speciﬁkovánu
CSS t°ídu, která realizuje pat°i£né chování priority zobrazení. Responsivní tabulky jsou im-
plementovány metodou progresive enhancement, kde k aplikaci prioritizovaného zobrazování
dojde pouze v p°ípad¥, ºe je v prohlíºe£i povolen Javascript a uºivatel tak m·ºe provést
explicitní zobrazení skrytých sloupc·. V opa£né p°ípad¥ jsou zobrazeny v²echny sloupce
tabulky.
V p°ípad¥ generování UR aplikace pomocí AspectFaces nebo Metawidgetu je moºné spe-
ciﬁkovat prioritu zobrazení jednotlivých atribut· pomocí vlastní anotace a vyuºít inspekci
metadat, provád¥nou v pr·b¥hu generování UR, k jejímu zpracování.
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Obrázek 6.3: Explicitní zobrazení sloupc· uºivatelem
6.6 Testování
6.6.1 Unit testy
Unit testy slouºí k validaci funkcionality samostatných jednotek aplikace v izolaci od
zbytku aplikace. V objektovém jazyku p°edstavuje samostatnou jednotku t°ída a její metody.
Izolace testované t°ídy lze docílit nahrazením objekt· za tzv. mock objekty, které simulují
chování izolované t°ídy. Díky izolaci jednotek a testování pouze malých £ástí funkcionality
je provád¥ní unit test· velmi rychlé. Testování aplikace proto za£íná práv¥ provedením unit
test·, které dokáºí odhalit základní chyby ve funkcionalit¥ a aº poté, v p°ípad¥ jejich úsp¥²-
ného provedení, následují rozsáhlej²í testy.
6.6.2 Integra£ní testy
Integra£ní testy validují vzájemnou integraci n¥kolika komponent £ásti aplikace. Testy
probíhají v prost°edí, ve kterém bude nasazena ﬁnální aplikace.
6.6.3 Selenium testy
Selenium testy umoº¬ují simulovat interakci uºivatele s aplikací v prost°edí webového
prohlíºe£e a validovat její výsledek. Automatizují zdlouhavé manuální front-endové testy, do
zna£né míry odstra¬ují z testování lidský faktor a zaru£ují pokaºdé stejný pr·b¥h test·. Ne-
p°iná²í v²ak jen samá pozitiva. as pot°ebný k vytvo°ení test· není zrovna zanedbatelný a
ne vºdy se nám tyto testy stihnou vyplatit. Také je nutné po£ítat s jejich velkou náchylností
na zm¥ny v aplikaci. Navíc eliminace lidského faktoru z testování nemusí být vºdy tou správ-
nou cestou [6]. V p°ípad¥ manuálního testování se m·ºeme vºít do role uºivatele aplikace
a p°emý²let nad moºnými vylep²eními z hlediska pouºitelnosti UR. Výsledné UR tak m·ºe
být v p°ípad¥ manuálního testování pouºiteln¥j²í [6]. Po zváºení vý²e zmín¥ných klad· a
zápor· jsem se rozhodl vyuºít k testování selenium testy pouze £áste£n¥ a kombinovat je s
manuálními testy.
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Generování UR
V této kapitole je popsán postup pouºití nástroj· AspectFaces a Metawidget k run-
time generování UR aplikace Cost Report. P°edm¥tem generování jsou £ásti UR, které mají
nejv¥t²í závislost na modelu aplikace a p°i vyuºití restate-to-extend technik vytvá°ení UR
vyºadují duplikaci informací z vrstvy doménových objekt·. Záv¥r této kapitoly je v¥nován
srovnání výsledného kódu UR p°i pouºití zmín¥ných nástroj· s kódem UR vytvo°eným bez
pouºití automatizace za pomoci frameworku JavaServer Faces.
7.1 Rich entity
Entity reprezentují datový model aplikace, který v sob¥ zahrnuje metadata slouºící k jeho
mapování na tabulky rela£ní databáze. Krom¥ informací o persistenci, mohou entity obsa-
hovat také n¥kolik dal²ích metadat speciﬁkujících nap°íklad valida£ní omezení £i informace
pot°ebné k jejich zobrazení v UR. Takto roz²í°ené entity jsou ozna£ovány jako rich entity.
P°íklad takovéto entity je uveden níºe.
@Entity
@Table(uniqueConstraints =
@UniqueConstraint(columnNames = {"year", "type"}))
public class Car extends AbstractBusinessObject {
private Integer year;
private String type;
@UiPlaceholder("#{text['type']}")
@UiOrder(2)
@NotNull
@Size(max = 2)
public String getType() {
return type;
}
public void setType(String type) {
this.type = type;
}
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@UiPlaceholder("#{text['year']}")
@UiOrder(1)
@NotNull
public Integer getYear() {
return year;
}
public void setYear(Integer year) {
this.year = year;
}
}
Ukázka kódu 7.1: P°íklad rich entity
Valida£ní omezení blíºe speciﬁkující uchovávanou hodnotu jednotlivých atribut· jsou
vyjád°eny pomocí Java API pro validaci JavaBean (Bean validation) [7]. Bean validation
p°edstavuje roz²í°ení JavaBean objektového modelu o metadata pro validaci. Standardizuje
deﬁnici, deklaraci a validaci omezení, která blíºe speciﬁkují formát uchovávané hodnoty pro
platformu Java. Tato speciﬁkace se snaºí zkombinovat nejlep²í vlastnosti a funkce dostupných
valida£ních framework· a promítnou je do API, které by bylo moºné vyuºívat nezávisle na
konkrétní implementaci.
Rich entita Car (viz ukázka kódu 7.1) obsahuje anotace @Size a @NotNull speciﬁkující va-
lida£ní omezení na get metodách(ozna£ovaných také jako gettry) atribut· type a year. Ano-
tace @Size(max=2) omezuje mnoºinu hodnot, které je moºné uchovávat v atributu type typu
String pouze na textové °et¥zce s maximálním po£tem znak· rovným 2. Anotace @NotNull
speciﬁkuje poºadavek na povinné vypln¥ní hodnoty atribut· year a type.
Metadata pot°ebná ke zobrazení entit, jako nap°íklad informaci o po°adí atribut·, kterou
Java nezachovává, je moºné speciﬁkovat pomocí anotací p°íslu²ného nástroje, který se stará
o generování UR nebo pomocí vlastních anotací. Vlastní anotace lze v Jav¥ vytvá°et pomocí
speciální @interface pseudo-anotace, která ozna£í danou komponentu jazyka jako anotaci.
@Target({METHOD, FIELD})
@Retention(RUNTIME)
public @interface UiPlaceholder {
public String value() default "";
}
Ukázka kódu 7.2: Vlastní anotace
Styl zápisu je velice podobný interfac·m Javy. Parametry anotace jsou deﬁnovány jako
jednoduché metody neobsahující parametry ani t¥lo. Jejich návratový typ je jakýkoliv primi-
tivní typ, String, Class, enum, anotace nebo pole kteréhokoliv ze zmín¥ných typ·. Kaºdý pa-
rametr m·ºe mít deklarovánu výchozí hodnotu. Elementy jazyka, na které m·ºe být anotace
aplikována, jsou speciﬁkovány pomocí anotace @Target. Zp·sob zpracování vlastní anotace
ur£uje anotace @Retention.
Vlastní anotace @UiPlaceholder slouºí ke speciﬁkaci hodnoty HTML5 placeholder atri-
butu formulá°ového vstupního pole a má tedy pouze jediný atribut value. Tato anotace m·ºe
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být aplikována na metody nebo atributy t°ídy a díky @Retention(RetentionPolicy.RUNTIME)
bude dostupná pro reﬂexi v runtimu. U vý²e zmín¥né rich entity Car (viz ukázka kódu 7.1) je
tato anotace aplikována na gettry atribut· year a type. Jelikoº má anotace @UiPlaceholder
pouze jediný atribut value, m·ºe být zapsána ve zkráceném tvaru.
@UiPlaceholder("placeholder") = @UiPlaceholder(value = "placeholder")
Ukázka kódu 7.3: Zkrácený zápis anotace
Pokud vytvo°íme vlastní anotaci, musíme se také postarat o její zpracování p°íslu²ným
nástrojem pro generování UR. Tato problematika bude popsána v následující podkapitole.
7.2 Inspekce metadat
7.2.1 Inspekce v AspectFaces
AspectFaces odsti¬uje programátora od problematiky inspekce metadat. Její implemen-
tace, o kterou se stará t°ída JavaInspector, je nekonﬁgurovatelnou sou£ástí frameworku.
Úkolem programátora je tak pouze uvedení poºadovaných AnnotationDescriptor· v konﬁgu-
ra£ním souboru aspectfaces-conﬁg.xml (viz podkapitola 7.7.2) a v p°ípad¥ vlastních anotací
také jejich vytvo°ení.
AnnotationDescriptory zaji²´ují identiﬁkaci anotace, která má být zaregistrována k in-
spekci a ur£ují zp·sob jejího zpracování v pr·b¥hu inspekce. V²echny Descriptory proto musí
implementovat interface AnnotationDescriptor a jeho jedinou metodu getAnnotationName.
Tato metoda je volána p°ed samotnou inspekcí a slouºí k registraci anotace ke zpracování p°i
inspekci. Vrací úplný název anotace (tedy v£etn¥ názvu package), pro kterou je Descriptor
ur£en.
Zp·sob zpracování anotace se li²í v závislosti na typu anotace. Proto AspectFaces rozli-
²uje £ty°i typy Descriptor·. Jejich vý£et spolu s p°ídady pouºití popisuje tabulka 7.1. Typ
Descriptoru ur£uje interface pro zpracování anotace, který daný Descriptor musí implemen-
tovat. Název interfacu je shodný s názvem typu Descriptoru.
Typ Descriptoru Pouºití
VariableJoinPoint P°idání nových prom¥nných do AF kontextu.
OrderJoinPoint Zpracování anotací ur£ujících po°adí element·.
EvaluableJoinPoint Zpracování anotací, jejichº hodnota má
být p°edána k vyhodnocení evaluatoru 1.
Výsledkem vyhodnocení je boolean hodnota.
V p°ípad¥, ºe je rovna false, anotovaný atribut
je ignorován a nebude sou£ástí vygenerovaného UR.
SecurityJoinPoint Zpracování anotací ur£ujících podmín¥né zobrazení
na základ¥ uºivatelských rolí.
Tabulka 7.1: Typy AnnotationDescriptor·
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public class UiPlaceholderAnnotationDescriptor implements AnnotationDescriptor,
VariableJoinPoint {
@Override
public String getAnnotationName() {
return "cz.cvut.cartech.aspectfaces.annotations.UiPlaceholder";
}
@Override
public List<Variable> getVariables(AnnotationProvider annotationProvider) {
List<Variable> variables = new ArrayList<Variable>();
variables.add(new Variable("placeholder", annotationProvider.getValue("value"
)));
return variables;
}
}
Ukázka kódu 7.4: P°íklad AnnotationDescriptoru
Ke zpracování vý²e zmín¥né anotace @UiPlaceholder (viz ukázka kódu 7.2), která p°i-
dává informaci o hodnot¥ placeholder atributu, tedy bude pouºit VariableJoinPoint De-
scriptor. P°íklad jeho implementace je uveden v ukázce kódu 7.4.
K p°idání prom¥nných do AF kontextu je t°eba speciﬁkovat jejich název a hodnotu.
Název prom¥nné p°edstavuje klí£, pomocí kterého lze následn¥ p°istupovat k hodnot¥ pro-
m¥nné uchovávané v AF kontextu. Hodnota prom¥nné m·ºe být tvo°ena hodnotou jednoho
z atribut· anotace, nebo v p°ípad¥ bezparametrické anotace, hodnotou speciﬁkovanou pro-
gramátorem. K získání hodnoty atribut· zpracovávané anotace slouºí AnnotationProvider
p°edaný v parametru metody. Ten obsahuje metodu getValue, která vrací hodnotu atributu
anotace, jehoº název je speciﬁkován v parametru této metody.
7.2.2 Inspekce v Metawidgetu
Metawidget vyuºívá k získání a zpracování metadat tzv. Inspectory (viz podkapitola
5.3.2). Ty se na rozdíl od AspectFaces AnnotationDescriptor· starají nejen zpracování ano-
tací, ale jsou zodpov¥dné za celou problematiku inspekce ur£itého typu metadat. Díky tomu
má programátor moºnost vytvá°et vlastní Inspectory jakéhokoliv typu metadat, od anotací
aº po XML konﬁgura£ní soubory jako je hibernate.xml.conﬁg. V p°ípad¥ speciﬁkace více typ·
Inspector· jsou pak tyto Inspectory slou£eny a zpracovávány jako jeden CompositeInspector.
Ke zpracování anotací slouºí podskupina Inspector· zvaná AnnotationInspectors, tedy
Inspectory anotací. Inspectory anotací nejsou typicky vyvá°eny pro jednotlivé anotace, ale
pro celou skupinu anotací (nap°íklad JPA anotace). Jejich spole£ným p°edkem je BaseOb-
jectIspector, který poskytuje vzorovou implementaci inspekce. Úkolem jednotlivých Inspec-
tor· anotací je pouze p°epsat metodu inspectProperty zodpov¥dnou za inspekci vlastností
t°ídy. Vlastnostmi t°ídy jsou mín¥ny atributy t°ídy nebo její gettry/settry v závislosti na
zvoleném stylu zápisu anotací. Tato metoda je volána pro kaºdou vlastnost, a proto je nutné
ov¥°it, zda je daná anotace na aktuální vlastnosti dostupná.
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Styl zápisu anotací se m·ºe li²it, av²ak v kontextu aplikace by m¥l být jednotný. P°í-
klad dvou r·zných styl· zápisu m·ºe být umíst¥ní anotací nad private atributy nebo nad
jejich gettry/settry. Ve výchozím nastavení Metawidget o£ekává anotace nad gettry/settry,
av²ak speciﬁkace vlastního stylu je umoºn¥na v konﬁguraci Inspectoru. Rozdílné styly zápisu
sdruºuje spole£ný interface Property, který umoº¬uje Inspector·m zpracovávat rozdílné styly
zápisu jednotným zp·sobem.
Moºná implementace Inspectoru pro vlastní anotaci @UiPlacehoder(viz ukázka kódu 7.2)
je uvedena níºe.
public class UiPlaceholderInspector extends BaseObjectInspector {
public CustomAnnotationsInspector() {
this(new BaseObjectInspectorConfig());
}
public CustomAnnotationsInspector(BaseObjectInspectorConfig config) {
super(config);
}
@Override
protected Map<String, String> inspectProperty(Property property)
throws Exception {
Map<String, String> attributes = CollectionUtils.newHashMap();
UiPlaceholder placeholder = property.getAnnotation(UiPlaceholder.class);
i f (placeholder != null) {
attributes.put("placeholder", placeholder.value());
}
return attributes;
}
}
Ukázka kódu 7.5: P°íklad Metawidget Inspectoru
7.3 Zpracování metadat
V Metawidget lifecyclu se provádí zpracování metadat získaných p°i inspekci pomocí tzv.
InspectionResultProcessor·. InspectionResultProcessory se li²í od Inspector· tím, ºe obsa-
hují závislost na UR, kterou mohou vyuºít nap°íklad pro vyhodnocení EL výraz·. Inspectory
tuto závislost nemají z d·vodu moºného pouºití i pro aplikace bez UR (nap°íklad s REST
rozhraním). P°íkladem typického zpracování metadat je se°azení atribut· nebo vyhodnocení
EL výrazu. V AspectFaces je naproti tomu ve²keré zpracování metadat neodd¥litelnou sou-
£ástí frameworku.
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7.4 Mapování atribut· na widgety
7.4.1 Mapování v Metawidgetu
V Metawidgetu jsou mapovací pravidla (zapsaná v podob¥ if else blok·) sou£ástí Wi-
dgetBuilder· (viz podkapitola 5.3.4). Z pohledu programátora je tak orientace v mapovacích
pravidlech zna£n¥ obtíºná, jelikoº nejsou sou£ástí jednoho souboru. Navíc k jejich editaci je
t°eba vytvo°it vlastní implementaci WidgetBuilderu. Faktem ale je, ºe tato pravidla jsou ve
v¥t²in¥ p°ípadech vyhovující. V ukázce kódu 7.6 je uvedena £ást kódu HTMLWidgetBuil-
deru2, zodpov¥dná za mapování atribut· typu Number a String na widgety. Z této ukázky
je patrný dal²í spole£ný problém Metawidgetu, který p°edstavuje nesnadná speciﬁkace vý-
chozích hodnot atribut· vytvá°ených widget·.
else if ( Number.class.isAssignableFrom( clazz ) ) {
component = application.createComponent( HtmlInputText.COMPONENT_TYPE );
} else if ( String.class.equals( clazz ) ) {
i f ( TRUE.equals( attributes.get( MASKED ) ) ) {
component = application.createComponent( HtmlInputSecret.COMPONENT_TYPE );
} else if ( TRUE.equals( attributes.get( LARGE ) ) ) {
component = application.createComponent( HtmlInputTextarea.COMPONENT_TYPE );
// XHTML requires the 'cols' and 'rows' attributes be set,
// even though most people override them with CSS widths and
// heights. The default is generally 20 columns by 2 rows.
( (HtmlInputTextarea) component ).setCols( 20 );
( (HtmlInputTextarea) component ).setRows( 2 );
} else {
component = application.createComponent( HtmlInputText.COMPONENT_TYPE );
}
}
Ukázka kódu 7.6: Mapování v Metawidgetu
7.4.2 Mapování v AspectFaces
AspectFaces odd¥luje mapování do samostatného XML konﬁgura£ního souboru ozna£o-
vaného jako AspectFaces proﬁle, jehoº obsah tvo°í seznam prezenta£ních pravidel (viz pod-
kapitola 3.2.3.2) a voliteln¥ také seznam atribut·, které nají být v kontextu daného proﬁlu
ignorovány. Jednotlivá prezenta£ní pravidla jsou ohrani£ena tagem mapping. Povinnou £ástí
mapovacího pravidla je deﬁnice typ· pro které je ur£eno a také výchozího tagu3, který se apli-
kuje v p°ípad¥, ºe není stanoveno jinak. Volitelnou £ástí mapovacího pravidla je speciﬁkace
podmínek, p°i jejichº spln¥ní dojde k pouºití jiného tagu, neº toho, který je speciﬁkován jako
výchozí. Podmínky jsou vyjád°eny jako EL výraz, který je vyhodnocen na true nebo false.
2HTMLWidgetBuilder je implementace WidgetBuilderu pro JavaServer Faces prost°edí, která je sou£ástí
Metawidgetu.
3Alternativní ozna£ení widgetu, pouºívané v AspectFaces.
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AspectFaces poskytuje vlastní expression language, kde za£átek a konec výrazu je ve výcho-
zím nastavení ozna£en znakem $, ale toto nastavení je moºné zm¥nit v aspectfaces.properties.
Uvnit° tohoto výrazu je moºné p°istupovat k prom¥nných z AF kontextu prost°ednictvím
jejich názvu. P°íklad mapovacího pravidla pro atribut typu String, spolu s p°íkladem deﬁnice
ignorovaného atributu, je uveden na ukázce kódu 7.7.
<mapping>
<type>String</type>
<default tag="html/text.xhtml" maxLength="255" size="30" required="false"/>
<condition expression="${not empty email and email == true}" tag="html/email.
xhtml"/>
<condition expression="${not empty password and password == true}" tag="html/
password.xhtml"/>
</mapping>
<ignore-fields>
<name>id</name>
</ignore-fields>
Ukázka kódu 7.7: Mapování v AspectFaces
Sou£ástí konﬁgurace AspectFaces m·ºe být jeden, ale i více takovýchto proﬁl·, které
mohou být vyuºity pro speciﬁkaci odli²ných mapovacích pravidel pro jiný typ zobrazení.
P°íkladem m·ºe být jeden proﬁl obsahující mapování na formulá°ová pole a dal²í na sloupce
tabulky.
7.5 Vytvá°ení widget·
7.5.1 Vytvá°ení widget· v Metawidgetu
V Metawidgetu je vytvá°ení widget· rozd¥leno na dv¥ fáze. V první fázi, kterou má na
starosti tzv. WidgetBuilder (viz podkapitola 5.3.4), dojde k vytvo°ení samotného widgetu,
který má p°i°azeny jen nejnutn¥j²í atributy. Nejnutn¥j²ími atributy je my²leno nap°íklad id,
ale i CSS t°ídy, jejichº deklarace je sou£ástí konﬁgurace Metawidgetu. Toto °e²ení ov²em
sniºuje p°ehled o vytvá°eném UR a p°edstavuje také omezení ﬂexibility Metawidgetu. V p°í-
pad¥, ºe WidgetBuilder není ur£en k vytvá°ení zpracovávaného typu atributu, vrátí null a
zodpov¥dnost za zpracování se p°esune na následující WidgetBuilder. V¥t²ina WidgetBuil-
der· proto za£íná podobnou podmínkou jako je na ukázce kódu 7.8, kde je uveden za£átek
metody buildWidget PrimefacesWidgetBuilderu.
@Override
public UIComponent buildWidget( String elementName, Map<String, String> attributes,
UIMetawidget metawidget ) {
// Not for PrimeFaces?
i f ( TRUE.equals( attributes.get( HIDDEN ) ) ) {
return null;
}
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{...}
}
Ukázka kódu 7.8: Metoda buildWidget
WidgetBuildery jsou typicky vytvá°eny pro skupinu widget· 4, proto poté v¥t²inou ná-
sledují mapovací pravidla, na základ¥ kterých volí WidgetBuilder vhodný typ widgetu pro
reprezentaci daného atributu (viz podkapitola 7.4.1).
Ve druhé fázi je widget zpracováván sérií tzv. WidgetProcessor· (viz podkapitola 5.3.5),
které widgetu doplní ve²keré poºadované atributy. P°íklad WidgetProcessoru je uveden na
ukázce kódu 7.9.
public class PassThroughAttributesProcessor implements WidgetProcessor<javax.faces.
component.UIComponent, UIMetawidget> {
@Override
public UIComponent processWidget(UIComponent widget, String elementName, Map<
String, String> attributes, UIMetawidget m) {
Map passthrough = widget.getPassThroughAttributes(true);
//set placeholder for HtmlInputText component
Object placeholder = attributes.get(CustomInspectorResultConstants.
PLACEHOLDER);
i f (widget instanceof HtmlInputText && placeholder != null) {
passthrough.put("placeholder", placeholder);
}
// set other attributes
return widget;
}
}
Ukázka kódu 7.9: Metawidget WidgetProcessor
Vhodné je také poznamenat, ºe metoda buildWidget WidgetBuideru (viz ukázka kódu
7.8) je zodpov¥dná pouze za vytvá°ení daného widgetu (návratový typ UiComponent) a me-
toda processWidget WidgetProcessoru (viz ukázka kódu 7.9) za jeho zpracování. V p°ípad¥
poºadavku na zobrazení popisu (atribut label) formulá°ového pole je tak vytvo°ení tohoto
popisu moºné aº v p°íslu²ném Layoutu.
7.5.2 Vytvá°ení widget· v AspectFaces
AspectFaces nepracuje s widgety jako s objekty, ale pouze jako se Stringy. Programátor
vytvá°í generické ²ablony widget· pomocí DSL jazyka, který je zvyklý pouºívat k vytvá°ení
UR. K prom¥nným z AF kontextu je moºné p°istupovat stejn¥ jako v podmínkách mapova-
cích pravidel, tedy pomocí EL výrazu. AspectFaces weaver se poté postará o jejich integraci
4Podobn¥ jako Inspectory pro skupinu anotací.
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do ²ablony a vznikne tak konkrétní widget. Výhodou tohoto p°ístupu oproti Metawidgetu
je jednoduchost a také p°ehlednost. P°íklad generické ²ablony textového formulá°ového pole
je uveden na ukázce kódu 7.10. Popis formulá°ového pole (atribut label) je sou£ástí této
²ablony, tedy na míst¥, kde by ho programátor o£ekával spí²e neº v deﬁnici layoutu, jako
je tomu u Metawidgetu. V ²ablon¥ je také vyuºita prom¥nná placeholder, jejíº zpracování
bylo popsáno v p°edchozích podkapitolách.
<ui:param name="id" value="#{prefix}$fieldName$"/>
<ui:param name="label" value="#{text['$fieldName$']}"/>
<ui:param name="value" value="#{$ClassName$.$fieldName$}"/>
<ui:param name="rendered" value="#{empty render$FieldName$ ? 'true' :
render$FieldName$}"/>
<ui:param name="required" value="#{empty required$FieldName$ ? '$required$' :
required$FieldName$}"/>
<ui:param name="maxlength" value="$maxLength$"/>
<ui:param name="minlength" value="$minLength$"/>
<ui:param name="size" value="$size$"/>
<ui:param name="placeholder" value="$placeholder$"/>
<ui:fragment rendered="#{empty edit ? false : edit and rendered}">
<div class="inputWidget">
<label jsf:id="#{id}Label" jsf:value="#{label}:" for="#{id}">
<ui:fragment rendered="#{required or forceRequired}">
<span class="required">*</span>
</ui:fragment>
</label>
<input type="text" jsf:value="#{value}" jsf:id="#{id}" maxlength="#{maxlength
}" title="#{label}" jsf:rendered="#{rendered}" jsf:required="#{required}"
>
<f:validateLength minimum="#{minlength}" maximum="#{maxlength}" />
<c:if test="#{not empty placeholder}">
<f:passThroughAttribute name="placeholder" value="#{placeholder}" />
</c:if>
</input>
</div>
</ui:fragment>
Ukázka kódu 7.10: ablona widgetu v AspectFaces
7.6 Layout
7.6.1 Layout v Metawidgetu
Layout je v Metawidgetu reprezentován jako objekt. V p°ípad¥ pouºití JSF jakoºto front-
end frameworku, vyuºívá Metawidget k vytvá°ení layoutu koncept JSF renderer·, kde jednot-
livé Layouty jsou potomky t°ídy Renderer. Widgety, které byly do této chvíle reprezentovány
jako objekty, jsou v této fázi transformovány do formátu HTML. V závislosti na typu Layoutu
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se také m·ºe p°idat pro jednotlivé komponenty popis (label) £i jiné související elementy. S
problematikou implementace renderer· se v²ak b¥ºn¥ programátor p°i vytvá°ení UR nese-
tkává, a tak pokud chce vytvo°it vlastní Layout, musí si nejprve tento koncept nastudovat.
P°íklad jednoduchého Layoutu, který je sou£ástí Metawidgetu, je uveden na ukázce kódu
7.11.
public class HtmlSimpleLayoutRenderer extends Renderer {
private static final String AFTER_FACET = "after";
@Override
public void encodeBegin( FacesContext context, UIComponent component )
throws IOException {
ResponseWriter writer = context.getResponseWriter();
// Important to wrap output in something with an id,
// so that 'label for' can refer to it
writer.startElement( "div", component );
writer.writeAttribute( "id", component.getClientId( context ), "id" );
// Display as 'inline' so as not to affect formatting.
// However don't use a 'span' because we're not allowed
// to put some tags (i.e. 'div', 'table') inside a 'span'
writer.writeAttribute( "style", "display: inline", null );
super.encodeBegin( context, component );
}
@Override
public void encodeEnd( FacesContext context, UIComponent component )
throws IOException {
super.encodeEnd( context, component );
FacesUtils.render( context, component.getFacet( AFTER_FACET ) );
ResponseWriter writer = context.getResponseWriter();
writer.endElement( "div" );
}
}
Ukázka kódu 7.11: Jednoduchý Layuot v Metawidgetu
7.6.2 Layout v AspectFaces
V AspectFaces je layout popsán pomocí HTML obohaceného o speciální tag slouºící k
iterování p°es jednotlivé atributy a také o dva konkrétní EL výrazy, které ozna£ují místo
v kódu, kde má být widget aplikován. Jelikoº AspectFaces umoº¬uje obalit vstupní pole
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tagem div jiº v prezenta£ní ²ablon¥, vytvá°ení podobného "layoutu", jaký je uveden na
ukázce kódu 7.11, není nutné. Z tohoto d·vodu také AspectFaces ke generování UR deﬁnici
layoutu nevyºaduje. Pokud není layout deﬁnován, jednotlivé widgety jsou naskládány za
sebou v po°adí, v jakém byly zpracovány po inspekci.
P°íklad deﬁnice tabulkového layoutu pomocí div tag· je uveden v ukázce kódu 7.12.
Itera£ní blok ozna£uje párový tag af:iteration-part. Kód uvnit° itera£ního bloku bude
vygenerován p°i kaºdé iteraci. K ozna£ení místa, kde má být aplikován následující widget
lze vyuºít výraz $af:next$. M·ºe se v²ak stát, ºe budeme chtít n¥které konkrétní widgety
zpracovávat jiným zp·sob neº ostatní. K ozna£ení místa, kde má být aplikován konkrétní
widget tak m·ºeme vyuºít výraz $af:nazevWidgetu$.
<div class="tableLayout">
<af:iteration-part maxOccurs="100">
<div>
<div>$af:next$</div>
<div>$af:next$</div>
</div>
</af:iteration-part>
</div>
Ukázka kódu 7.12: Table layuot v AspectFaces
7.7 Konﬁgurace
7.7.1 Konﬁgurace Metawidgetu
Metawidget nevyºaduje ke svému fungování ºádnou konﬁguraci. Místo toho aplikuje p°í-
stup convention over conﬁguration, který up°ednost¬uje vhodn¥ zvolené výchozí nastavení
oproti zdlouhavé konﬁguraci. Nicmén¥ aby se dal Metawidget pouºít k vytvá°ení UR spl¬u-
jící reálné poºadavky, tak si pouze s výchozím nastavením nevysta£íme a pot°ebujeme jej
p°izp·sobit k obrazu svému. Ve²kerá konﬁgurace Metawidgetu je sdruºena pouze do jed-
noho XML souboru. Variant konﬁgurace se v²ak m·ºe v aplikaci vyskytovat hned n¥kolik
(podobn¥ jako proﬁl· v AspectFaces).
Sou£ástí konﬁgurace je registrace ve²kerých komponent archtektury Metawidgetu, tedy
Inspector·, WidgetuBuilder·, WidgetProcessor· a Layoutu. Registrace komponenty je vy-
jád°ena jako tag, jehoº název je tvo°en názvem komponenty, kterou chceme registrovat a
namespace ozna£uje název balí£ku, ve kterém se daná komponenta nachází. P°íklad regis-
trace Inspector· je uveden v ukázce kódu 7.13.
<metawidget xmlns="http://metawidget.org"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://metawidget.org http://metawidget.org/xsd/metawidget
-1.0.xsd">
<UIMetawidget xmlns="java:org.metawidget.faces.component">
<inspector>
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<compositeInspector xmlns="java:org.metawidget.inspector.composite" config
="CompositeInspectorConfig">
<inspectors>
<array>
<metawidgetAnnotationInspector xmlns="java:org.metawidget.
inspector.annotation"/>
<propertyTypeInspector xmlns="java:org.metawidget.inspector.
propertytype"/>
<jpaInspector xmlns="java:org.metawidget.inspector.jpa"/>
<beanValidationInspector xmlns="java:org.metawidget.inspector.
beanvalidation"/>
<customAnnotationsInspector xmlns="java:cz.cvut.cartech.
metawidget.inspectors"/>
</array>
</inspectors>
</compositeInspector>
</inspector>
</UIMetawidget>
</metawidget>
Ukázka kódu 7.13: CompositeInspector v Metawidgetu
7.7.1.1 Konﬁgura£ní t°ídy
Inspectory, InspectionResultProcessory, WidgetBuildery, WidgetProcessory a Layouty
jsou z výkonnostních d·vod· a z d·vodu bezpe£ného p°ístupu vláken imutabilní (nem¥nné).
N¥kdy v²ak bude pot°eba, aby uchovávaly vnit°ní stav. K tomuto ú£elu se proto vyuºívají
konﬁgura£ní t°ídy. Instance konﬁgura£ní t°ídy je p°edána jako parametr v konstruktoru
komponenty (viz ukázka kódu 7.5), která si z ní vezme pot°ebné informace nebo jej p°edá ke
zpracování konstruktoru p°edka. O zpracování konﬁgura£ního souboru, cachování, vytvá°ení
imutabilních objekt· a jejich znovuvyuºití se stará ConﬁgReader. K tomu, aby mohly být
znovuvyuºívány i imutabilní objekty, které pouºívají konﬁgura£ní t°ídy, je zapot°ebí, aby
tyto t°ídy implementovaly metody equals a hashcode. P°íklad takové konﬁgura£ní t°ídy je
uveden v ukázce kódu 7.14.
public class HtmlWidgetBuilderConfig {
private String mDataTableStyleClass;
private String[] mDataTableColumnClasses;
private String[] mDataTableRowClasses;
private int mMaximumColumnsInDataTable = 5;
/**
* Sets the maximum number of columns to display in a generated data table.
* By default, Metawidget generates data tables for collections based on their
* properties. However data tables can become unwieldy if they have too many
* columns.
*
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* @param maximumColumnsInDataTable
* the maximum number of columns in a data table, or 0 for unlimited
* @return this, as part of a fluent interface
*/
public HtmlWidgetBuilderConfig setMaximumColumnsInDataTable( int
maximumColumnsInDataTable ) {
mMaximumColumnsInDataTable = maximumColumnsInDataTable;
return this;
}
{...other setters, getters, equals and hashCode...}
Ukázka kódu 7.14: Konﬁgura£ní t°ída HTMLWidgetBuilderu
Z vý²e uvedené ukázky kódu je patrné, ºe podobné konﬁgura£ní t°ídy pro Widget-
Buldery £i WidgetProcessory bude nutné pouºívat £asto, jelikoº se za jejich pomocí spe-
ciﬁkují detaily zobrazení jako nap°íklad CSS t°ídy, které mají být aplikovány na vytvá-
°ené komponenty nebo maximální po£et sloupc· generované tabulky. V popisu settru atri-
butu maximumColumnsInDataTable je nastín¥no moºné °e²ení problému - zobrazení tabulek
s mnoha sloupci, který vyuºívá implmentace HTMLWidgetBuilderu. Po£et generovaných
sloupc· je omezen hodnotou tohoto atributu bez moºnosti zobrazení ostatních sloupc· uºi-
vatelem v UR. V aplikaci Cost Report je naproti tomu vyuºit p°ístup, který tento problém
°e²í bez omezení dat, jeº jsou prezentována uºivateli (viz. podkapitola 6.5.1).
7.7.2 Konﬁgurace AspectFaces
V AspectFaces je konﬁgurace rozd¥lena do £ty° £ástí. V podkapitole 7.4.2 byla zmín¥na
první z nich - AspectFaces proﬁly. Dal²í £ástí konﬁgurace p°edstavuje konﬁgura£ní soubor
aspectfaces-conﬁg.xml. Tento konﬁgura£ní soubor slouºí k registraci vý²e zmín¥ných proﬁl·
a také AnnotationDecriptor·. P°íklad jeho obsahu je uveden v ukázce kódu 7.15.
<aspectfaces-config xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xmlns="http://aspectfaces.com/schema/j2ee"
xsi:schemaLocation="http://aspectfaces.com/schema/j2ee http://aspectfaces.com/
schema/j2ee/aspectfaces-config-1.4.0-SNAPSHOT.xsd">
<configurations-registration>
<configuration name="default" path="/WEB-INF/af/html.config.xml" check-
modification="true" lazy-load="true"/>
</configurations-registration>
<annotations-registration>
<!-- Custom annotations -->
<name>cz.cvut.cartech.aspectfaces.annotationDescriptors.
UiPlaceholderAnnotationDescriptor</name>
<!-- AspectFaces annotations -->
<!-- javax.validation annotations -->
<!-- JPA annotations -->
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</annotations-registration>
</aspectfaces-config>
Ukázka kódu 7.15: aspectfaces.conﬁg.xml
AspectFaces roz²i°uje mnoºinu JSF tag· o ui tag. Zp·sob jeho zpracování je konﬁgurován
v konﬁgura£ním souboru aspectfaces.taglib.xml. D·leºitou £ástí konﬁgura£ního souboru je
speciﬁkace t°ídy handleru, který se stará o zpracování ui tagu. P°íklad jeho obsahu je uveden
v ukázce kódu 7.16. V tomto p°íkladu je ke zpracování pouºita vlastní implementace handleru
CustomAFHandler.
<facelet-taglib xmlns="http://java.sun.com/xml/ns/javaee"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns
/javaee/web-facelettaglibary_2_0.xsd"
version="2.0">
<namespace>http://codingcrayons.com/aspectfaces</namespace>
<tag>
<tag-name>ui</tag-name>
<component>
<component-type>ui</component-type>
<renderer-type>uigen.renderer</renderer-type>
<handler-class>cz.cvut.cartech.aspectfaces.handler.CustomAFHandler</
handler-class>
</component>
</tag>
</facelet-taglib>
Ukázka kódu 7.16: aspectfaces.taglib.xml konﬁgurace
Poslední £ástí konﬁgurace AspectFaces je soubor aspectfaces.properties. V souboru jsou
speciﬁkovány lokace hlavi£ky a pati£ky pouºívaných ke kompozici generovaného bloku kódu.
Dále je zde moºné zm¥nit výchozí znak pouºívaný k ozna£ení za£átku a konce AspectFaces
EL výrazu. Sou£ástí tohoto souboru je také deklarace anotací, pouºitých k se°azení atribut·,
ur£ení podmín¥ného zobrazení na základ¥ uºivatelské role, proﬁl· zobrazení a také anotací
ur£ené k ozna£ení atribut·, které mají být ignorovány. Voliteln¥ je moºné také speciﬁkovat
názvy atribut·, které bude aspectfaces globáln¥ ignorovat. P°íklad obsahu tohoto souboru
je uveden v ukázce kódu 7.17.
# global
template-variable-identifier=$
# header and footer for JSF composition
gallery=WEB-INF/af/profile/
header=WEB-INF/af/profile/shared/header.xhtml
footer=WEB-INF/af/profile/shared/footer.xhtml
# model annotations
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order-annotation=com.codingcrayons.aspectfaces.annotations.UiOrder
profiles-annotation=com.codingcrayons.aspectfaces.annotations.UiProfiles
user-roles-annotation=com.codingcrayons.aspectfaces.annotations.UiUserRoles
# globally ignored fields
ignore-fields=parentId
ignoring-annotations=UiIgnore javax.persistence.Transient
Ukázka kódu 7.17: aspectfaces.properties konﬁgurace
7.8 Pouºití v UR
7.8.1 Pouºití Metawidgetu
Integrace Metawidgetu do UR se nijak neli²í od integrace jiných widget·. Pomocí tagu
metawidget je ozna£eno místo v kódu, kde má být v runtimu aplikován vygenerovaný kód.
Metawidget umoº¬uje generovat UR pro kolekce objekt·, objekty, ale i pro jednotlivé atri-
buty pomocí value atributu metawidget tagu. Jelikoº kolekce objekt· je také objekt, bude
se Metawidget ve výchozím nastavení snaºit provést inspekci této kolekce. V p°ípad¥, ºe
poºadujeme, aby se provedla inspekce t°ídy, ve které je tato kolekce deﬁnována, m·ºeme
vyuºít atribut inspectFromParent s hodnotou true. P°íklad pouºití metawidget tagu v UR
je uveden v ukázce kódu 7.18. Pomocí atributu rendererType je v ukázce speciﬁkován typ
Rendereru, který bude pouºit ke generování výsledného HTML kódu.
<m:metawidget value="#{indexBean.car.year}" rendererType="simple" />
Ukázka kódu 7.18: Pouºití Metawidgetu v UR
7.8.2 Pouºití AspectFaces v UR
AspectFaces je do UR zakomponován prost°ednictvím ui tagu. Ke speciﬁkaci objektu, pro
který má být generováno UR, slouºí atribut instance. Na rozdíl od Metawidgetu neumoº¬uje
provád¥t generování UR pro celou kolekci objekt· (tedy ne najednou) £i pouze jeden atribut
objektu. UI tag se skládá ve výchozím nastavení z mnoha dal²ích atribut· speciﬁkujících
výslednou podobu generovaného UR. Mnoºinu atribut· ui tagu je navíc moºné jednodu²e
roz²í°it pomocí vlastní implementace AF handleru. Konﬁgurace handleru je sou£ástí konﬁgu-
ra£ního souboru aspectfaces.taglib.xml (viz podkapitola 7.7.2). P°íklad pouºití ui tagu v UR
je uveden v ukázce kódu 7.19. V tomto p°íkladu je pouºit vlastní tag autofocusFirst, který
slouºí k indikaci, ºe má být nastaven atribut autofocus na první generované formulá°ové
pole.
<af:ui instance="#{indexBean.car}" edit="true" autofocusFirst="true" />
Ukázka kódu 7.19: Pouºití AspectFaces v UR
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7.9 Moºnosti adaptace UR
Implementovat adaptaci UR na základ¥ metadat, dostupných ve fázi vývoje, je moºné na-
p°íklad pomocí JSF frameworku. Co ale není moºné, je vyuºití runtime metadat k provád¥ní
sloºit¥j²ích adaptací. Navíc adaptace manuáln¥ vytvá°eného UR je typicky realizovatelná
pouze zp·sobem vytvá°ení n¥kolika verzí jedné stránky, kde na základ¥ p°edem speciﬁko-
vaných podmínek je pouºita vhodná varianta pro aktuální kontext pouºití. Toto °e²ení je
£asov¥ náro£né a nákladné, coº nejsou zrovna vhodné vlastnosti pro praktické pouºití. Ná-
stroje pro automatizované vytvá°ení UR proto otevírají nové moºnosti jak tuto problematiku
°e²it efektivn¥ a za vynaloºení minimálního úsilí programátora.
AspectFaces i Metawidget provád¥jí generování UR v runtimu, £ímº spl¬ují p°edpo-
klad pro provád¥ní pokro£ilej²í adaptace UR na základ¥ runtime metadat. Ne vºdy je ale
tento p°edpoklad dosta£ující. P°íkladem mohou být domain driven nástroje OpenXava nebo
Apache Isis, které neumoº¬ují programátorovi vyuºít runtime metadata k adaptaci UR, a£-
koliv provád¥jí generování UR v runtimu. Metawidget i AspectFaces v²ak mají v porovnání s
t¥mito nástroji otev°en¥j²í architekturu a práce s nimi probíhá na niº²ích vrstvách abstrakce.
Díky t¥mto vlastnostem tak mohou provád¥t adaptaci UR za vyuºití runtime metadat.
7.9.1 AspectFaces
Ke zpracování runtime metadat je nutné v AspectFaces vytvo°it vlastní implementaci
handleru, který provádí zpracování ui tagu. K jejímu vytvo°ení sta£í pod¥dit výchozí handler
DefaultAFGeneratorHandler, který jiº obsahuje implementaci problematiky aspect weavingu
a vykreslování komponent, a poté p°epsat metodu hookAddToAFContext, která je volaná p°ed
samotným zpracováním tagu a m·ºe být tak vyuºita ke zpracování runtime metadat 5. Tato
metoda umoº¬uje manipulovat p°ímo s AF kontextem, který je p°edán jako její parametr.
P°íklad moºné manipulace s AF kontextem, který je sou£ástí dokumentace AspectFaces [3],
je uveden v ukázce kódu 7.20.
public class CustomHandler extends DefaultAFGeneratorHandler {
@Override
protected void hookAddToAFContext(Context context) {
// publish list of current UI profiles
context.setProfiles(new String[]{"US"});
// public list of current user's security roles
context.setRoles(new String[]{"Admin"});
// set layout to use for rendering
context.setLayout("specialLayout.xhtml");
// custom constant in JSF context
5Mezi dal²í moºnosti vyuºití této metody pat°í také zpracování programátorem deﬁnovaných atribut· ui
tagu, roz²i°ujících mnoºinu základních atribut·.
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context.getVariables().put("customVariable", "Value of the variable");
// extension of EL by custom class with util functions
context.getVariables().put("utils", new Utils());
}
}
Ukázka kódu 7.20: Zpracování runtime metadat v AspectFaces
7.9.2 Metawidget
Zpracování runtime metadat je nutné provést p°ed vytvá°ením widget·. Vytvá°ení wi-
dget· p°edchází v Metawidget lifecyclu inspekce, kterou provádí Inspectory, a zpracování
získaných metadat, které provád¥jí InspectionResultProcessory. Zpracování runtime meta-
dat proto musí být sou£ástí jedné z t¥chto komponent. Inspectory v²ak nemají p°ístup k
ºádnému úloºi²ti, které uchovává informace o výsledné podob¥ UR. Jedinou komponentou
architektury Metawidgetu, která m·ºe zpracování runtime metadat provést, je tak Inspecti-
onResultProcessor.
Metawidget v²ak nemá vlastní kontext pro uchovávání informací speciﬁkující výslednou
podobu UR, který by mohl být jednodu²e pozm¥n¥n v závislosti na runtime metadatech
podobn¥ jako je tomu v AspectFaces. Místo toho jsou tyto informace rozt°í²t¥ny po konﬁgu-
ra£ních t°ídách, atributech komponenty metawidgetu a dal²ích objektech, které uchovávají
informace získané p°i inspekci a zpracování runtime metadat je tak náro£né.
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7.10 Výsledná podoba UR
Obrázek 7.1: UR aplikace Cost Report
7.11 Vyhodnocení
V této kapitole je popsán konkrétní dopad, který m¥lo zavedení automatizace tvorby
UR na výslednou podobu kódu UR. Ke zhodnocení tohoto dopadu byla pouºita metrika
SLOC, tedy po£et °ádek kódu. Z po£tu °ádk· kódu je moºné odhadnout £asovou náro£nost
jednotlivých zp·sob· vytvá°ení UR.
V objektových jazycích p°edstavuje metrika uvaºující po£et skute£ných (fyzických) °ádk·
kódu (SLOC-P) výrazn¥ nep°esný odhad závislý na formátování kódu. Proto pro objektové
jazyky byla pouºita metrika SLOC-L, která uvaºuje tzv. logické °ádky kódu, tedy takové
°ádky kódu, které je moºné provést. Pro ostatní jazyky byla pouºita metrika SLOC-P.
JSF Metawidget AspectFaces
Entity 323 348 344
Konﬁgurace generování 0 303 383
Kód UR 1269 691 626
Celkem 1592 1342 (o 15,7 % mén¥) 1353 (o 15 % mén¥)
Tabulka 7.2: Vyhodnocení °ádk· kódu
Entity
Dodate£ná metadata speciﬁkující výslednou podobu UR, tvo°í mén¥ neº 8% celkového
kódu rich entit. Metawidget neumoº¬uje nastavit globáln¥ ignorované atributy. Místo toho
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je nutné v kaºdé entit¥ ozna£it atribut, který má být ignorován, anotací @UiHidden. Proto
mají rich entity o 4 °ádky více v porovnání s AspectFaces.
Konﬁgurace generování
V konﬁguraci generování jsou zahrnuty ve²keré programátorem vytvá°ené soubory, které
jsou zapot°ebí k automatizovanému generování UR daným nástrojem. V AspectFaces jsou
sou£ástí b¥ºn¥ provád¥né konﬁgurace také mapovací pravidla(viz podkapitola 7.4.2). Na-
proti tomu v Metawidgetu se s t¥mito pravidly programátor zaobírá pouze tehdy, kdyº chce
vytvo°it vlastní WidgetBuilder. AspectFaces vyºaduje ke svému fungování krom¥ konﬁgu-
ra£ních soubor· také vytvo°ení generických widget· (tag·). Ty je v²ak moºné díky odd¥lení
cross-cutting concern· vytvo°it pouze jednou a následn¥ je znovuvyuºívat nap°í£ projekty.
Ke zjednodu²ení pouºití AspectFaces je sou£ástí dokumentace také základní konﬁgurace ge-
nerování, která byla vyuºita také p°i vytvá°ení AspectFaces verze aplikace Cost Report. V
Metawidgetu je základní konﬁgurace generování standardních widget· sou£ástí výchozího
nastavení, které je automaticky aplikováno, pokud není speciﬁkováno jinak.
Kód UR
Kód UR se díky automatizovanému generování výrazn¥ zredukoval. Konkrétn¥ pouºi-
tím Metawidgetu se po£et °ádk· kódu UR sníºil o 45,5% a pouºitím AspectFaces dokonce o
50,7%. Vy²²í po£et °ádk· kódu u Metawidgetu je zp·soben komplikovaným vytvá°ením vlast-
ních Layout·, kterému je zkrátka ob£as výhodn¥j²í se vyhnout a pouºít Metawidget pouze
ke generování jednotlivých atribut·, k jejich vykreslení pouºít Simple Renderer a Layout
vytvo°it klasickým zp·sobem.
Celkový po£et °ádk·
Celkový po£et °ádk·, který byl sníºen p°i pouºití automatizace zhruba o 15%, by se
mohl zdát ne p°íli² obdivuhodný. Vezmeme-li v²ak v úvahu, ºe kód konﬁgurace generování
je z v¥t²í £ásti tvo°en výchozím nastavením nebo p°ípadn¥ znovupouºitým kódem, tak je
moºné povaºovat tento výsledek za velmi dobrý. Výsledné UR je navíc jednodu²e udrºova-
telné a pravd¥podobnost chyb v UR, které jinak vznikají p°i duplikaci informací z vrstvy
doménových objekt·, se výrazn¥ sníºila.
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Kapitola 8
Záv¥r
V rámci této bakalá°ské práce jsem pro ú£ely porovnání nástroj· AspectFaces a Metawi-
dget vytvo°il webovou aplikaci Cost Report slouºící k evidenci sou£ástek vozidla formulového
typu a exportu dokumentu Cost Report, který obsahuje podrobný p°ehled o v²ech atributech
tvo°ících celkovou cenu vozu. Aplikace byla vytvo°ena ve t°ech verzích li²ících se v p°ístupu,
jakým bylo vytvá°eno UR. UR první verze aplikace bylo vytvo°eno manuáln¥ pomocí fra-
meworku JavaServer Faces, zatímco u zbylých dvou verzí byla k vytvo°ení fragment· UR,
které jsou nejvíce závislé na datovém modelu aplikace, pouºita automatizace. K automati-
zaci vytvá°ení UR byly pouºity nástroje Asepctfaces a Metawidget, kaºdý z nich odd¥len¥ v
samostatné verzi aplikace.
Na základ¥ praktických zku²eností, získaných p°i implementaci aplikace Cost Report a
analýzy výsledného kódu UR jsem vytvo°il porovnání nástroj· AspectFaces a Metawidget.
Generování UR pomocí Metawidgetu se díky nutnosti pracovat p°ímo s JSF API ukázalo
v porovnání s AspectFaces, který umoºnuje provád¥t deﬁnici widget· i layoutu jednodu²e
pomocí DSL, náro£n¥j²í. Dal²í nevýhodou Metawidgetu se ukázala být absence vlastního
kontextu, díky níº není moºné p°istupovat ke speciﬁkaci generovaného UR z jednoho místa a
provád¥t její modiﬁkace. Absence kontextu Metawidgetu zp·sobovala problém p°edev²ím p°i
zpracování runtime metadat, kde nebylo moºné nalézt jednoduchý zp·sob, jakým by mohla
být tato metadata zpracována podobn¥ jako ve vlastní implementaci AspectFaces handleru.
AspectFaces je v²ak stále v ranných fázích vývoje, s £ímº souvisí teprve postupn¥ vzni-
kající dokumentace, v¥t²í mnoºství chyb neº v Metawidgetu, který jiº byl otestován nemalou
skupinou uºivatel· a také men²í podpora technologií. Implementace aplikace Cost Report tak
poslouºila k odhalení n¥kolika chyb v AspectFaces a p°inesla také jedno vylep²ení, kterým je
evidence indexu aktuáln¥ zpracovávaného atributu v AF kontextu. V pr·b¥hu implementace
AspectFaces verze aplikace jsem narazil na problém nekompatibility AspectFaces s JSF verze
2.2 a podílel se na oprav¥ modulu OnDemand, který tuto nekompatibilitu zp·soboval.
Pouºitím automatizace vytvá°ení UR jsem dosáhl sníºení po£tu celkového po£tu °ádk·
kódu o 15% u AspectFaces a 15,7% u Metawidgetu. Úspora kódu UR byla dokonce 50% u
AspectFaces a 45% u Metawidgetu. Nevýhoda nutnosti explicitní speciﬁkace dodate£ných
metadat se projevila nár·stem LOC rich entit pouze o 8%.
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P°íloha A
Popis p°ípad· uºití
UC1 - Generovat Cost Report
Uºivatel bude moci provést export dat s údaji o cen¥ konkrétního auta a jeho sou£ástech.
Výsledný dokument bude svou strukturou i obsahem spl¬ovat standard pro Cost Report.
Tento p°ípad uºití reﬂektuje poºadavek FReq8.
I kdyº je tento p°ípad uºití jedním z nejd·leºit¥j²ích na celé aplikaci, nesouvisí p°ímo s
p°edm¥tem bakalá°ské práce a jeho implementaci tak nebyla v¥nována velká pozornost.
UC2 - Zobrazit/skrýt sloupce tabulky
Uºivatel bude moci zobrazit/skrýt sloupce tabulky. Tento p°ípad uºití reﬂektuje poºada-
vek FReq5.
Scéná°
1. Uºivatel klikne na tla£ítko pro zobrazení seznamu sloupc· tabulky.
2. Systém zobrazí seznam dvojic názv· sloupc· tabulky a k n¥mu p°i°azeným checkbo-
x·m. Pro sloupce, které jsou zobrazeny bude checkbox za²krtnutý, pro ostatní nikoliv.
3. Uºivatel za²krtne/od²krtne checkbox p°i°azený k názvu sloupce, který chce
zobrazit/skrýt.
4. Systém zobrazí/skryje daný sloupec tabulky.
UC3 - Zobrazit/skrýt nápov¥du u formulá°ových polí
Uºivatel bude moci zobrazit/skrýt nápov¥du u formulá°ových polí. Tento p°ípad uºití
reﬂektuje poºadavek FReq7.
UC4 - CRUD Aut
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Aut. Tento
p°ípad uºití reﬂektuje poºadavek FReq1.
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CRUD operace
Zobrazit
SmazatVytvořit
Editov a t
«in clude »
«in clude »«in clude »
«in clude »
Obrázek A.1: CRUD operace
UC5 - CRUD Systém·
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Systém·.
Tento p°ípad uºití reﬂektuje poºadavek FReq1.
UC6 - CRUD komponent
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Komponent.
Tento p°ípad uºití reﬂektuje poºadavek FReq1.
UC7 - CRUD spojovacích prvk·
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Spojovacích
prvk·. Tento p°ípad uºití reﬂektuje poºadavek FReq1.
UC8 - CRUD materiál·
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Materiál·.
UC9 - CRUD prací
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Provedených
prací. Tento p°ípad uºití reﬂektuje poºadavek FReq1.
UC10 - CRUD nástroj·
Uºivatel bude moci provád¥t CRUD operace(viz obrázek A.1) jednotlivých Nástroj·.
Tento p°ípad uºití reﬂektuje poºadavek FReq1.
UC11 - adit záznamy v tabulkách
Uºivatel bude moci °adit záznamy v tabulákách podle jednitlivých sloupc· a to jak se-
stupn¥, tak i vzestupn¥. Tento p°ípad uºití reﬂektuje poºadavek FReq6.
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P°íloha B
Obsah p°iloºeného CD
app - adresá° se zdrojovými soubory aplikace Cost Report
aspectFacesVersion - AspectFaces verze aplikace
jsfVersion - JSF verze aplikace
metawidgetVersion - Metawidget verze aplikace
war - adresá° s .war soubory
selenium - adresá° se selenium testy vygenerovanými pomocí nástroje Selenium IDE
text - text této bakalá°ská práce
57
