A transfer function design user interface for volumetric rendering by ERIČ, ZALA
Univerza v Ljubljani
Fakulteta za računalništvo in informatiko
Zala Erič
Uporabniški vmesnik za načrtovanje
prenosnih funkcij pri volumetričnem
upodabljanju
DIPLOMSKO DELO
UNIVERZITETNI ŠTUDIJSKI PROGRAM
PRVE STOPNJE
RAČUNALNIŠTVO IN INFORMATIKA
Mentor: izr. prof. dr. Matija Marolt
Somentor: as. mag. Žiga Lesar
Ljubljana, 2020
Copyright. Rezultati diplomske naloge so intelektualna lastnina avtorja in
Fakultete za računalništvo in informatiko Univerze v Ljubljani. Za objavo in
koriščenje rezultatov diplomske naloge je potrebno pisno privoljenje avtorja,
Fakultete za računalništvo in informatiko ter mentorja.
Besedilo je oblikovano z urejevalnikom besedil LATEX.
Fakulteta za računalništvo in informatiko izdaja naslednjo nalogo:
Tematika naloge:
V diplomski nalogi preučite kako poteka načrtovanje prenosnih funkcij, ki pri
volumetričnem upodabljanju vrednosti vokslov preslikajo v njihove optične
lastnosti. Definirajte enostaven uporabniški vmesnik za načrtovanje preno-
snih funkcij in ga implementirajte v ogrodju VPT. Primerjajte ga z vmesniki,
ki jih srečate v drugih podobnih orodjih.

Za izdelavo diplomske naloge se iskreno zahvaljujem svojemu somentorju, as.
mag. Žigi Lesarju, da me je prenašal, spodbujal, ter se poistovetil z mojo
lenobo četudi je zares precej bolj priden. Mislim, da težko ubesedim dejansko
globino svoje hvaležnosti. Seveda se zahvaljujem tudi mentorju, izr. prof.
dr. Matiji Maroltu, vodji laboratorija za računalniško grafiko in multimedije,
ter vsem ostalim članom laboratorija, da so me vsakič, ko sem jih obiskala,
sprejeli karseda gostoljubno. Zahvala gredo tudi sošolcem, zaradi katerih sem
tako rada hodila na faks, in pa mami in očetu, za pobudo, naj se vpišem na
to fakulteto, in spodbudo skozi leta.

Kazalo
Povzetek
Abstract
1 Uvod 1
1.1 Opis področja in opredelitev problema . . . . . . . . . . . . . 1
1.2 Cilji . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Metode . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
2 Pregled področja 5
3 Metode in orodja 7
3.1 Gradnja dvodimenzionalnega histograma . . . . . . . . . . . . 10
3.2 Dodajanje grafičnih elementov . . . . . . . . . . . . . . . . . . 11
3.3 Serializacija . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.4 Deserializacija . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
4 Rezultati in ovrednotenje 23
4.1 Primeri uporabe . . . . . . . . . . . . . . . . . . . . . . . . . . 27
5 Sklepi in nadaljnje delo 29
5.1 Nadaljnje nadgradnje ter izboljšave . . . . . . . . . . . . . . . 29
Literatura 31

Povzetek
Naslov: Uporabniški vmesnik za načrtovanje prenosnih funkcij pri volume-
tričnem upodabljanju
Avtor: Zala Erič
Pri upodabljanju volumnov s prenosnimi funkcijami vokslom v podatkovni
množici določamo optične lastnosti, kot sta barva ter prosojnost. Načrtovanje
prenosnih funkcij je neintuitiven proces, ki zahteva visoko mero usposoblje-
nosti uporabnikov, zato ni dostopen znotraj preprostih, vsesplošnih aplikacij.
Velikokrat so takšne aplikacije po nepotrebnem zapletene ter potrebujejo do-
ločena ogrodja, ki jih je treba predhodno namestiti ter znati uporabljati. Ta
problem smo rešili v okviru aplikacije, ki vizualizira volumetrične podatke z
različnimi upodabljalniki. Ustvarili smo uporabniški vmesnik za načrtovanje
prenosnih funkcij, preko katerega ima uporabnik kar se da intuitiven pregled
nad porazdelitvijo volumetričnih podatkov, ter lahko kar se da intuitivno
upravlja z njimi. Pazili smo na preprostost uporabe, zato smo se izogibali
nepotrebnim orodjem in knjižnicam, na katere bi moral uporabniki paziti.
Ključne besede: prenosne funkcije, uporabniški vmesnik, upodabljanje vo-
lumetričnih podatkov, spletna aplikacija.

Abstract
Title: A transfer function design user interface for volumetric rendering
Author: Zala Erič
In volume rendering, transfer functions assign optical properties like color
and opacity to voxel data. The planning of transfer functions is an unintu-
itive process that relies on users having some form of prior knowledge on the
matter, therefore it is not accessible within simple and general applications.
A lot of these applications are unnecessarily complex and need certain frame-
works to be installed. We’ve tackled this problem within a web app, designed
to render volumetric data-sets with different renderers. We implemented a
user interface for planning transfer functions that makes the overview of the
distribution of the dataset as intuitive as possible, and is also easy to use.
We coded this, keeping in mind that the goal of the web app as a whole is
to work without unnecessary libraries or frameworks that the user should
potentially install.
Keywords: transfer functions, user interface, volumetric data rendering,
webapp.

Poglavje 1
Uvod
1.1 Opis področja in opredelitev problema
Vizualizacija volumetričnih podatkov v računalniški grafiki pomeni zbirko
metod, ki predstavljajo tridimenzionalen volumen kot dvodimenzionalno pro-
jekcijo. Takšna vizualizacija je pomembno orodje na več različnih podro-
čjih znanosti, tako v medicini kot strojništvu, kemiji in fiziki. Velik pomen
ima, saj lahko poda več informacij kot upodabljanje površin (angl. surface-
rendered images) in lahko pomaga pri preučevanju volumna kot celote.
Tridimenzionalne volumne pogosto pridobimo iz slik računalniške tomo-
grafije (angl. computed tomography, CT) ali magnetne resonance (angl. ma-
gnetic resonance imaging, MRI). Takšne podatkovne množice so diskretno ter
čim bolj regularno vzorčene. Na takšen način lahko volumen predstavimo z
množico vokslov1. Tako zapisane volumne nato želimo upodobiti na zaslonu.
Za to moramo v prostor postaviti kamero, s katero projiciramo volumetrične
podatke na zaslon.
Tu pridejo na vrsto prenosne funkcije; pri vizualizaciji volumetričnih po-
datkov imajo temeljno vlogo, saj vrednosti vokslov običajno predstavljajo
gostoto materiala ali koncentracijo barvila, za potrebe upodabljanja pa jih
moramo preslikati v optične lastnosti, denimo barvo in prosojnost. Preno-
1volumetrični element, 3D ekvivalent piksla
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sne funkcije so lahko podane na različne načine, tako analitično kot s tabelo
vrednosti. Z dobro prenosno funkcijo lahko uporabnik skrije, prikaže ali
poudari določene strukture znotraj podatkov. Uporabnik tako pravzaprav
določa izgled volumna in vsebovanih struktur. V primeru medicinskih slik bi
to pomenilo, da lahko s pomočjo prenosne funkcije prikažemo zgolj okostje
ali zgolj ožilje, ne da bi pogled ovirala koža ali ostala tkiva.
Načrtovanje prenosnih funkcij ni intuitiven postopek, saj vidnost struktur
na končni sliki ni na enostaven način povezana s prosojnostjo, ki jo določa
uporabnik. Pri projekciji na zaslon pride namreč do prekrivanja interesnih
območij in do popačenja zaradi perspektive. Načrtovanje otežuje tudi dej-
stvo, da prenosne funkcije ne upoštevajo podatkov o položaju struktur, tako
da voksle klasificirajo zgolj glede na vrednosti podatkov. V primerjavi z
naprednejšimi klasifikacijskimi algoritmi, ki lahko upoštevajo tudi druge in-
formacije, tak pristop izboljša učinkovitost na račun izraznosti.
Prenosne funkcije so pogosto omejene na enodimenzionalne domene, kjer
se vokslom določa optične lastnosti glede na le en parameter, na primer glede
na intenziteto. V praksi se pogosto izkaže, da podatki vsebujejo veliko zaple-
tenih kombinacij meja med več različnimi tkivi, posledično pa se ob uporabi
enodimenzionalnih prenosnih funkcij interesna območja porazgubijo v meša-
nici tkiv in je klasifikacija le-teh otežena. Problematično je predvsem loče-
vanje med voksli z enako intenziteto, ki se nahajajo v različnih tkivih, zato
lahko vpeljemo še eno dimenzijo (pogosto magnitudo gradienta), ki pomaga
pri ločevanju.
1.2 Cilji
Cilj naše naloge je implementacija uporabniškega vmesnika za preprosto na-
črtovanje prenosnih funkcij. Veliko obstoječih aplikacij namreč za običajne
uporabnike ni primernih, saj zahteva neko mero usposobljenosti bodisi na
področju prenosnih funkcij, bodisi v aplikaciji sami. Z naša rešitvijo smo po-
skusili kar najbolje zadeti ravnotežje med intuitivno uporabo, preprostostjo
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in zmogljivostjo, vendar vseeno nadgraditi osnovne funkcionalnosti preno-
snih funkcij, ki so prisotne v ostalih aplikacijah. Na primer, najbolj osnoven
prikaz porazdelitve podatkov vhodnega volumna je enodimenzionalni histo-
gram, vendar smo želeli uporabniško izkušnjo nadgraditi z dvodimenzional-
nim. Prav tako smo dodali več kot eno možnost za dodajanje grafičnih ele-
mentov, preko katerih se vrednosti vokslov preslikajo v barvo in prosojnost.
Dodali smo tako osnovne elipsoidne elemente kot tudi možnost prostoročnega
risanja. Aplikacija ne vključuje odvečnih knjižnic ter orodij, kar poenostavi
namestitev in prenosljivost med različnimi sistemi.
1.3 Metode
Za to delo smo uporabili metodo prototipa ter primerjalno študijo. Prototip
je tu ključen, saj bi bilo sicer prednosti našega pristopa k izpeljavi tovrstnega
vmesnika preveč abstraktno opisovati. Primerjalna študija pa je neizogibna,
saj ima vsaka aplikacija svoj vmesnik za načrtovanje prenosnih funkcij. V tej
nalogi smo primerjali aplikacije, ki so v praksi najpogosteje uporabljene [2,
12].
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Poglavje 2
Pregled področja
Prvo delo [8] na temo načrtovanja prenosnih funkcij je bilo napisano leta
1984, v času ko so bile v strokovni literaturi prvič objavljene študije o ne-
posrednem upodabljanju volumnov (NUV, angl. direct volume rendering,
DVR). Sovpadanje raziskav na teh dveh področjih je smiselno, saj je treba
pri NUV običajno vsak voksel preslikati na neko barvo ter prosojnost, kar
počnemo s prenosnimi funkcijami. Teh del je bilo od tedaj objavljenih še
veliko, vendar so pravi zagon pridobila okoli leta 2005, kot so prikazali Ljung
in sod. [11].
Glavna gonilna sila raziskovanja na področju uporabniških vmesnikov
znotraj področja prenosnih funkcij je iskanje primernega ravnotežja med pre-
prostostjo, klasifikacijsko močjo ter intuitivno uporabo (kako neposredno se
uporabniške nastavitve odražajo v končni sliki). Nekatera dela se osredo-
točijo na način izgradnje histograma vidnosti, ki omogoča bolj neposredno
določanje vidnosti tkiv [5, 4]. Prenosne funkcije so bile v preteklosti omejene
na enodimenzionalne domene, kjer se je vokslom določalo optične lastnosti
glede na le en parameter, na primer intenziteto. Prvič so večdimenzionalne
prenosne funkcije predstavili Kniss in sod. [9]. Ker je načrtovanje preno-
snih funkcij naporno in se zanaša na izkustveno metodo (angl. trial and er-
ror), so se dela na področju v veliki meri začela usmerjati tudi v popolnoma
samodejno ali deloma samodejno generiranje prenosnih funkcij. Večinoma
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predvidijo interaktivnost po postopku generiranja, da lahko uporabnik po
potrebi prenosno funkcijo še naprej spreminja in prilagaja. Nekatera dela
predlagajo avtomatizacijo na podlagi gručenja [13, 15]. Ostala predlagajo
avtomatizacijo generiranja prenosne funkcije z metodo drevesa obrisa (angl.
contour tree) [7], ali generiranje prenosne funkcije glede na porazdelitev vi-
dnosti (angl. visibility distribution) ter projektivne preslikave barve (angl.
projective color mapping) [1]. Nekatera dela se ukvarjajo z višjenivojsko pro-
blematiko. Falk in sod. [6] opisujejo načrt uporabniškega vmesnika za prikaz
barvnih volumnov in je posvečen predvsem predstavitvi barve in različnim
barvnim prostorom, Correa in sod. [3] pa predlagajo načrtovanje prenosnih
funkcij na osnovi velikosti struktur, v katerih se klasificirani voksli nahajajo.
V sklopu naloge smo implementirali uporabniški vmesnik za načrtova-
nje prenosnih funkcij v ogrodju VPT, ki so ga podrobneje opisali Lesar in
sod. [10].
Poglavje 3
Metode in orodja
V okviru naloge smo implementirali uporabniški vmesnik za načrtovanje pre-
nosnih funkcij. Izhajali smo iz ogrodja VPT [10], ki je ogrodje za vizuali-
zacijo volumetričnih podatkov. Vsebuje več različnih upodabljalnikov, med
katerimi je pri nekaterih treba uporabiti prenosno funkcijo za preslikavo po-
danih podatkov v optične lastnosti vhodnega volumna. V prvotni različici
ogrodja smo torej že imeli uporabniški vmesnik za načrtovanje prenosnih
funkcij. Nekatere funkcionalnosti za manipulacijo volumna so že bile imple-
mentirane. Uporabnik je imel možnost dodajanja elipsoidnih elementov, s
katerimi je lahko določal barvo ter prosojnost vokslom v volumnu. Ti elip-
soidni elementi so imeli določene omejitve, saj jih ni bilo mogoče poljubno
rotirati in jim spreminjati variance, ne da bi se spreminjala tudi velikost ce-
lotnega elementa. To je pomenilo, da nekaterih območij v volumnu ni bilo
mogoče dobro označiti. Funkcionalnosti skaliranja elementov in spreminja-
nja variance sta prej bili združeni in implementirani s premikanjem koleščka
miške. To je bilo za uporabnika manj intuitivno, saj je velikokrat bolj vajen
uporabe ročk za spreminjanje velikosti. Poleg tega ni bilo moč neodvisno
spreminjati variance in velikosti. Uporabnik prvotno ni imel možnosti struk-
turiranja elipsoidnih elementov v višjenivojske strukture. Dodajalo se jih je
zgolj na eni plasti, imeli smo namreč en sam slikovni okvir, znotraj katerega
smo izrisovali vse elemente. Izgradnja histograma ni bila implementirana,
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Slika 3.1: Prikaz prvotne implementacije uporabniškega vmesnika znotraj
ogrodja VPT.
zato uporabnik ni vedel, s katerim delom volumna upravlja. Včasih je to
pomenilo precej več truda za vizualizacijo določenih potencialnih interesnih
območij. Uporabniški vmesnik v prejšnji podobi vidimo na sliki 3.1.
Ker je ogrodje VPT spletna aplikacija, smo za implementacijo uporabili
sodobne spletne tehnologije:
• V jeziku HTML smo spisali prototipe elementov, ki smo jih nato in-
stancirali s skripto.
• CSS smo uporabili, da smo na elemente HTML dodajali stile - s CSS
se določa velikost, barvo, transfomacije in še veliko več.
• V JavaScript smo implementirali funkcionalnosti vmesnika - tam smo
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definirali, kaj se zgodi, ko uporabnik prek vmesnika spreminja vizuali-
zacijo.
• WebGL (Web Graphics Library) je programski vmesnik (angl. applica-
tion programming interface, API), s katerim lahko v jeziku JavaScript
sprogramiramo interaktivno 2D ali 3D grafiko brez dodatnih vtičnikov
ali knjižnic. Je implementacija OpenGL vmesnika, prilagojena brskal-
nikom, tako da se lahko uporabi znotraj elementa <canvas> v HTML.
V WebGL smo spisali senčilnike vozlišč ter fragmentov, ki smo jim iz
skript pošiljali potrebne podatke. WebGL smo izbrali, ker je neodvi-
sen od strojne opreme in od platforme ter je podprt v vseh sodobnih
brskalnikih.
V okviru naloge smo želeli nadgraditi uporabniški vmesnik ter mu nekaj
funkcionalnosti dodati. V končni različici uporabniški vmesnik uporabniku
prikaže dvodimenzionalni histogram, ki ga zgradi na podlagi vhodnih podat-
kov. Histogram uporabniku pomaga pri predstavi, kje v volumnu so zgoščeni
podatki in morebitna interesna območja. Nad histogramom je uporabniku
omogočeno dodajanje grafičnih elementov, preko katerih so optične lastnosti
preslikane na posamezne voksle. Pripravili smo dva različna načina določa-
nja območij prenosne funkcije - elipsoidne elemente, ki smo jih od prejšnje
različice nadgradili, ter prostoročno risanje, ki v prejšnji različici ni bilo im-
plementirano. Ker sta za izris potrebovala nekoliko drugačne specifikacije,
smo ju opisali z višjenivojskimi strukturami, ki smo jih poimenovali plasti. S
plastmi lahko uporabnik strukturira grafične elemente za enostavnejšo inte-
rakcijo. Na vsaki točki načrtovanja ima uporabnik možnost serializacije ter
deserializacije oziroma shranjevanja in branja prenosne funkcije. Funkcional-
nosti sta uporabni, saj je načrtovanje prenosnih funkcij dolgotrajen postopek,
implementacija le-teh pa je bila smiselna, saj je v jeziku JavaScript že omo-
gočeno delo s podatki v formatu JSON.
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3.1 Gradnja dvodimenzionalnega histograma
3.1.1 Histogram
Ker uporabnik ne pozna porazdelitve podatkov, je za olajšano načrtovanje
prenosne funkcije smiselno te podatke prikazati poleg prenosne funkcije. V
naši aplikaciji to storimo s histogramom.
Histogram je v statistiki pogosto uporabljena metoda, s katero prikažemo
porazdelitev numeričnih podatkov v neki množici. V najbolj osnovni obliki
izgradnja enodimenzionalnega histograma poteka tako, da najprej razbijemo
domeno prenosne funkcije - vrednosti, ki jih predstavljajo podatki v množici,
razdelimo na intervale (angl. bins). Nato preštejemo, koliko podatkov ima
vrednost, ki ustreza določenem intervalu.
Pri vmesnikih za načrtovanje prenosnih funkcij so velikokrat uporabljeni
enodimenzionalni histogrami (Slika 3.2). Pri enodimenzionalnih domenah se
histogram gradi zgolj na podlagi vrednosti vokslov. Čeprav je to do neke
mere učinkovit prikaz porazdelitve podatkov, se včasih interesna območja
v volumnu porazgubijo v mešanici tkiv (voksli z enako vrednostjo se lahko
nahajajo v različnih tkivih). Posledično je klasificija le-teh otežena.
3.1.2 Dvodimenzionalni histogram
Ker smo želeli v naši aplikaciji uporabniku bolj jasno predstaviti porazde-
litev podatkov, smo se odločili, da bomo prikazali dvodimenzionalni histo-
gram. Dvodimenzionalni histogrami so razširitev osnovne ideje histograma
na podatkovne množice, pri katerih je vsak podatek predstavljen z več kot
eno vrednostjo. V sklopu našega dela smo se odločili implementirati dvo-
dimenzionalni histogram (Slika 3.2), katerega dimenziji sta intenziteta ter
gradient. Gradient smo zgenerirali v postopku predprocesiranja s Sobelovo
metodo [14].
Volumetrične podatke smo morali predpripraviti, da so bili v primernem
formatu. Ker smo predvideli uporabo 8-bitnih podatkov, smo določili, da je
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Slika 3.2: Primerjava enodimenzionalnega histograma z dvodimenzionalnim.
Pri enodimezionalnem histogramu so vrednosti označene s črno in s sivo.
Območja, označena z A, B in C prikazujejo različne materiale, območja D,
E, F pa meje med tkivi. Slika je iz članka [9].
prenosna funkcija dimenzije 256× 256 pikslov. V primeru, da so bili podatki
16-bitni, smo jih predhodno pretvorili v 8-bitne. Čez podatke smo iteri-
rali že ob nalaganju vhodne datoteke, pri čemer smo za gradnjo histograma
upoštevali par intenzitete in gradienta v posameznem vokslu. Po izgradnji
histograma smo ga morali še skalirati na interval [0, 255]. Histogram smo
izračunali v jeziku JavaScript na CPE, nato pa smo ga poslali na grafično
kartico, kjer smo v ozadju prenosne funkcije prikazali porazdelitev podatkov
v volumnu v obliki sivinske slike (Slika 3.3).
3.2 Dodajanje grafičnih elementov
Implementacija omogoča različne načine dodajanja grafičnih elementov na
histogram in s tem barvanja območij prenosne funkcije. Na histogramu je
jasno vidno, kje v volumnu so tkiva ter meje med njimi, zato lahko zelo
natančno označimo ciljna območja. Izris grafičnih elementov na prenosno
funkcijo smo implementirali s pomočjo programskega vmesnika WebGL.
3.2.1 Dodajanje plasti
V okviru naloge smo želeli razširiti možnosti za dodajanje grafičnih elemen-
tov. Ker smo želeli uporabniku omogočiti tako dodajanje preprostih elipso-
idnih elementov, kot tudi bolj natančno prostoročno risanje po histogramu,
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Slika 3.3: Na prvi sliki je prikazan dvodimenzionalni histogram, kot ga iz
vhodnih podatkov zgradi aplikacija. S slike je razvidno, kako se področja,
kjer je večja gostota podatkov, obarvajo svetleje. Loki predstavljajo meje
med tkivi, vmesna območja pa predstavljajo tkiva. Na drugi sliki vidimo
histogram z dodanimi plastmi.
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Slika 3.4: Ponazoritev delovanja senčilnika, ki zlije teksture vseh plasti in jih
prikaže znotraj enega platna.
smo se odločili implementirati različne tipe grafičnih elementov. Različne
tipe lahko uporabnik združuje v plasteh, ki omogočajo strukturiranje gra-
fičnih elementov. Plasti shranjujejo slikovni okvir, na katerega se izrisujejo
grafični elementi, referenco na kontekst WebGL ter parametre plasti, ki so
nujno potrebni v postopkih serializacije in deserializacije. Implementirali smo
dva različna tipa plasti: plast, na katero se dodaja elipsoidne elemente ter
plast, na katero se lahko prostoročno riše.
Ob kliku na gumb za dodajanje plasti se ustvari nov objekt, v katerem
hranimo tip plasti, ime, indeks ter slikovni okvir. Prav tako se ustvari del
uporabniškega vmesnika, ki uporabniku omogoča interakcijo z novo plastjo.
Za izračun končne prenosne funkcije se nato vse plasti v grafičnem ce-
vovodu zlijejo v eno sliko, ki jo prikažemo na zaslonu in uporabimo v po-
stopku volumetričnega upodabljanja. Postopek zlivanja plasti je prikazan na
sliki 3.4, podrobneje pa smo opisali v poglavju 3.2.4.
Za prihodnje razširitve aplikacije je takšen način dodajanja novih tipov
plasti bolj smiseln, saj gre le za razširjanje abstraktnega razreda, v katerem
je skupna funkcionalnost že implementirana.
3.2.2 Dodajanje in transformacija elipsoidnih elemen-
tov
Ker je eno od naših vodil vseskozi bilo preprostost uporabe, smo obdržali
možnost dodajanja elipsoidnih elementov iz prvotne implementacije vme-
snika [10], vendar smo jo nadgradili tako, da lahko uporabnik nad njo iz-
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vede katerokoli afino transformacijo. Tako lahko elipsoidni element do velike
mere prilagodi ciljnim območjem na preprost način. Znotraj ene plasti lahko
uporabnik doda več elipsoidnih elementov in vsakega poljubno transformira.
Primer elipsoidnega elementa v naši aplikaciji je prikazan na sliki 3.5.
Transformacijo dobimo z izračunom transformacijske matrike iz posame-
znih translacijskih, rotacijskih ter skalirnih matrik. Ob vsaki interakciji upo-
rabnika z elipsoidnim elementom se na novo izračuna njegova transformacija.
Uporabnik lahko z miško klikne kjerkoli na elementu, da ga premakne. Za
skaliranje in rotacijo smo uvedli dve ročki, ki sta del elipsoidnega elementa.
Prek interakcije z njima uporabnik poljubno obrača elipsoidni element ter
mu spreminja velikost po dolžini ali po širini. Skaliranje in rotacija se pre-
računavata na podlagi razdalje od središča elipsoidnega elementa do ročke.
Transformacije so ponazorjene na sliki 3.6.
Uporabnik s spreminjanjem parametrov elipse pravzaprav spreminja pro-
sojnost pikslov prenosne funkcije in posledično vokslov. Pri stari implemen-
taciji je lahko uporabnik elemente zgolj skaliral ter transliral, zato smo lahko
v senčilnik preprosto poslali velikost elementa s in pozicijo središča o kot
uniforme. Končna prosojnost (1 − α) se računa s pomočjo koeficienta α, ki
označuje neprosojnost, in se je v senčilniku izračunal kot
α = exp
(
−
∣∣∣∣∣∣o− x
s
∣∣∣∣∣∣2) . (3.1)
V sedanji implementaciji lahko izvedemo nad elementom več poljubnih afinih
transformacij, ki jih v senčilnik pošljemo kot transformacijsko matriko M .
V matriki M so združene vse zgoraj omenjene funkcionalnosti, vključno s
spreminjanjem variance. Koeficient neprosojnosti α izračunamo kot
α = exp
(
−
∣∣∣∣∣∣Mx∣∣∣∣∣∣2) . (3.2)
Ker smo ločili funkcionalnost skaliranja od spreminjanja variance Gaussove
funkcije, poskrbimo za potreben odrez c v senčilniku, tako da se končna
neprosojnost αo izračuna kot
αo = αH(α− c), (3.3)
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Slika 3.5: Izgled elipsoidnega elementa, ki ga lahko z ročkama poljubno trans-
formiramo. Prav tako mu lahko spreminjamo varianco.
kjer je H skočna funkcija, definirana kot
H(x) =
{
0, zax < 0
1, zax ≥ 0 . (3.4)
Barva posameznga elipsoidnega elementa je podana kot uniforma senčilnika.
Pri risanju elipsoidnega elementa se prosojnost posameznega piksla ra-
čuna glede na Gaussovo krivuljo v odvisnosti od razdalje od središča elipsoi-
dnega elementa v njegovem lokalnem koordinatnem sistemu. V naši aplikaciji
lahko uporabnik elipsoidnim elementom spreminja varianco Gaussove krivu-
lje, s čimer spreminja velikost območja njenega vpliva.
3.2.3 Dodajanje prostoročnega risanja
Zaradi želje po veliki natančnosti smo se odločili za dodaten način dodajanja
grafičnih elementov. Implementirali smo možnost prostoročnega risanja po
prenosni funkciji. To je postal drug tip plasti, ki ga v našem vmesniku lahko
uporabnik doda na prenosno funkcijo.
V vmesniku lahko uporabnik znotraj plasti tega tipa nastavi poljubno
širino čopiča, s katerim riše, nato pa dodaja povsem poljubne risbe na pre-
nosno funkcijo. Znotraj ene plasti lahko naredimo več potez, ki se lahko
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Slika 3.6: Afine transformacije, ki jih uporabnik lahko izvaja nad elipsoidnimi
elementi. Po vrsti si sledijo translacija, skaliranje ter rotacija.
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Slika 3.7: Primer prostoročnega risanja, ki prikazuje, da lahko zelo natančno
izbiramo področja za prikaz.
razlikujejo tako po barvi kot tudi prosojnosti. Slika celotne plasti se namreč
shrani v WebGL teksturo in se zato lahko bolje prilagodi domeni podatkov.
3.2.4 Zlivanje plasti
Zaradi uvedbe plasti, ki hranijo grafične elemente vsaka v svoji teksturi, smo
morali pred izrisom končne slike na platno plasti zliti v eno.
Zlivanje (angl. blending) je postopek združevanja barve piksla na trenu-
tni plasti z barvo obstoječega piksla s spodnjih plasti v slikovnem okvirju.
Privzeto se z vsakim novim pikslom barva prepiše, vendar za našo aplikacijo
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Slika 3.8: Prikaz zlivanja barv med dvema elipsoidnima elementoma.
to seveda ni bilo ustrezno, saj smo veliko delali tudi s prosojnostjo. Pri pro-
sojnih pikslih smo namreč morali upoštevati tudi določen delež že izrisane
barve, kot smo ponazorili na sliki 3.8.
Za računanje končne barve C je treba upoštevati barvo in prosojnost
pikslov na plasti, ki jo izrisujemo, ter do tedaj izrisano barvo. V enačbah sta
barva in prosojnost piksla na plasti, ki ga izrisujemo, označeni s s, že izrisana
barva spodnjih plasti z d, ter končna, zlita barva z o:
Co = αs · Cs + (1− αs) · Cd. (3.5)
Za računanje končnega koeficienta neprosojnosti αo pa upoštevamo začetno
neprosojnost piksla na plasti, ki jo rišemo, in že izrisano barvo:
αo = αs + (1− αs) · αd. (3.6)
V ogrodju WebGL funkcionalnost za zlivanje že obstaja, zato smo morali
samo navesti primerne parametre.
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3.3 Serializacija
Zaradi zapletenih prehodov med različnimi materiali v volumnu ter poten-
cialno zelo majhnih ali skritih interesnih območij je načrtovanje prenosnih
funkcij precej težavno in zamudno delo. Možnost shranjevanja načrtovane
prenosne funkcije zato za uporabnika predstavlja veliko dodano vrednost.
Poleg tega je pogosta praksa, da si uporabniki tovrstnih programov za vizu-
alizacijo volumnov pripravijo predloge za določene domene, ki jih lahko nato
z manjšimi popravki veliko hitreje prilagodijo novim volumnom.
Zato smo implementirali možnost serializacije v katerikoli točki načrto-
vanja prenosne funkcije. Serializacija pomeni postopek pretvarjanja objekta
v zaporedno obliko (angl. byte stream), ki se jo lahko shrani v pomnilnik,
podatkovno bazo ali datoteko. Za serializacijo se velikokrat uporablja format
JSON, saj je zaradi preproste gramatike enostaven za branje in pisanje. V
naši aplikaciji se tabela plasti zapiše v datoteko JSON kot
[{
"name": [ime plasti],
"type": [tip plasti],
"data": [bodisi tabela elipsoidnih elementov bodisi
slika],
"framebuffer": [specifikacije slikovnega okvirja]
}, ... ].
Tabela elipsoidnih elementov ima podobno strukturo kot tabela plasti, en
zapis hrani vse parametre enega elipsoidnega elementa:
[{
"position": [koordinate središča],
"size": [velikost],
"rotation": [kot med absciso in vektorjem od središča
do ročke],
"transformation": [transformacijska matrika],
"color": [barva v formatu RGBA],
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"resizers": [koordinate obeh ročk]
}, ... ].
Slika, ki jo v polje "data" zapišemo pri plasteh s prostoročnim risanjem,
je pravzaprav tabela pikslov celotnega platna po vseh štirih kanalih RGBA.
Specifikacije slikovnega okvirja vsebujejo podatke o dimenziji platna ter na-
stavitve vzorčenja.
Ker v jeziku JavaScript že obstaja funkcionalnost za shranjevanje objek-
tov, smo morali samo navesti parametre za shranjevanje datoteke JSON, npr.
kaj shranjujemo ter ime datoteke. Ko podatke v takšni obliki kasneje beremo,
lahko rekonstruiramo objekt, ki je semantično identičen originalnemu, vendar
funkcije ter metode, ki so bile vezane na originalen objekt, niso vključene.
3.4 Deserializacija
Deserializacija je postopek, pri katerem rekonstruiramo serializirane objekte
in strukture za nadaljnjo uporabo v aplikaciji. Ta postopek smo uporabili za
ponovno izgradnjo plasti ter grafičnih elementov na posamezni plasti. V naši
implementaciji se deserializacija izvaja ob nalaganju predhodno shranjene
datoteke, kamor smo v formatu JSON zapisali vse podatke, ki jih potre-
bujemo, da na zaslon izrišemo pravilne grafične elemente na pravilni plasti.
Pri ponovni gradnji smo bili pozorni predvsem na to, da je nekatere objekte
treba ponovno instancirati s podanimi specifikacijami. Ker moramo biti pri
deserializaciji pozorni tudi na to, da je treba vse funkcije ter metode, ki so
bile predhodno vezane na objekte, ponovno dodati, smo v ozadju te objekte
obdelali z enakim postopkom kot pri ustvarjanju. Takrat se dodajo na primer
ustrezni poslušalci dogodkov.
Pomen serializacija in deserializacije smo prikazali na sliki 3.9.
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Slika 3.9: Na slikah smo prikazali pomen serializacije. Vzeli smo dva različna
volumna in na levem označili poljubne strukture, nato pa to prenosno funkcijo
shranili. Na desnem volumnu smo prej shranjeno prenosno funkcijo zgolj
naložili. Vidimo, da so strukture v desnem volumnu dobro vidne že brez
prilagoditev.
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Poglavje 4
Rezultati in ovrednotenje
V sklopu naloge smo poskusili čim bolje predvideti uporabniške zahteve in
na podlagi le-teh zasnovali nov vmesnik, ki temelji na smiselnem delovnem
toku načrtovanja prenosnih funkcij. Ta postopek smo opisali v poglavju
4.1. Upoštevajoč druge aplikacije [2, 12] ter prejšnjo implementacijo naše
aplikacije [10], nova implementacija te zahteve dobro izpolnjuje.
Prejšnjo implementacijo opisali v začetku poglavja 3, primere ostalih apli-
kacij ImageVis3D [2] ter MeVisLab [12] pa smo prikazali na slikah 4.1 ter 4.2.
Obe aplikaciji je treba za uporabo prenesti na računalnik, medtem ko se
našo lahko uporablja v brskalniku brez dodatnih knjižnic in ogrodij. Pri
ImageVis3D je načrtovanje prenosne funkcije precej preprosto, saj je lahko
najti prenosne funkcije in jim dodati grafične elemente. Oteženo je vendarle s
tem, da je edini način dodajanja grafičnih elementov bodisi štirikotnik, bodisi
dvajsetkotnik. Problem tu nastane, saj štirikotniki velikokrat pomanjkljivo
zajamejo interesno območje, obdelava dvajsetkotnikov pa zna biti okorna in
utrudljiva. Za prosojnost pikslov uporabnik skrbi z dvema ročkama, med
katerima je linearni gradient. Nekatere aplikacije [12] poskušajo dodati novo
plast abstrakcije, vendar včasih na račun preproste uporabe. Znotraj aplika-
cije MeVisLab volumen vizualiziramo na način vstavi in poženi (angl. plug
and play). S posameznimi moduli gradimo cevovod procesiranja slike. V me-
nijski vrstici lahko iščemo module, vendar jih je ogromno in so strukturirani
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Slika 4.1: Načrtovanje dvodimenzionalne prenosne funkcije v programu Ima-
geVis3D.
tako, da je včasih težko priti do njih brez pomoči. Prenosne funkcije na-
črtujemo tako, da modul vhodnega volumna prek upodabljalnika povežemo
z modulom prenosne funkcije, ki jo povežemo z izhodno sliko, da se volu-
men vizualizira kot ga želimo. Omogočeno je načrtovanje enodimenzionalne
prenosne funkcije, kjer dodajamo vozlišča na enodimenzionalni histogram.
Vozliščem lahko dodajamo barvo ter prosojnost. Povezovanje že dodanih
modulov je naporno brez predznanja. Čeprav je glede na reference to ogrodje
brez dvoma močno, uporaba ni intuitivna.
Novosti in nadgradnje, implementirane v sklopu naloge, vsebujejo izgra-
dnjo dvodimenzionalnega histograma iz prebrane vhodne datoteke, dodajanje
prenosne funkcije po plasteh, ter nadgradnja pri grafičnih elementih samih.
Izgradnja histograma je z uporabniškega vidika pri tovrstnem delu zelo
pomembna, saj lahko na ta način uporabnik vnaprej točno vidi, kje se naha-
jajo območja v volumnu, ki bi jih želel prikazati. Pri prvotni implementaciji
te funkcionalnosti ni bilo, zato uporabnik ni mogel natančno vedeti, kateri del
volumna bo spremenjen. Četudi je v nekaterih aplikacijah histogram podan,
je velikokrat enodimenzionalen, kar je za uporabnika omejujoče, saj je ena
dimenzija premalo, da bi lahko uporabnik dobro ločil med voksli v različnih
tkivih.
Tudi to, da se v končni implementaciji grafične elemente lahko dodaja
po plasteh, je za uporabnika koristna nadgradnja, ker lahko na višjem ni-
voju strukturira uvrstitev grafičnih elementov, ki vizualizirajo dele volumna.
Diplomska naloga 25
Slika 4.2: Nekateri programi so za uporabnika nekoliko manj intuitivni. Pri-
kazan je program MeVisLab.
V sedanji različici lahko poljubno porazdeli grafične elemente po plasteh, ki
jih lahko kasneje tudi menja in briše. Tako načrtovanje prenosne funkcije
postane iterativen postopek, s katerim uporabnik postopoma izboljšuje vi-
zualizacijo. Uporabnik lahko plasti poimenuje poljubno, denimo glede na
tkivo, ki ga želi s to plastjo ponazoriti. Tovrstne funkcionalnosti pri ostalih
aplikacijah nismo opazili.
Tudi prostoročno risanje je zanimiva novost, ki je pri ostalih implementa-
cijah prenosnih funkcij nismo videli. S prostoročnim risanjem lahko uporab-
nik doseže večjo natančnost, ki prej z elipsoidnimi elementi ni bila mogoča
oziroma bi terjala precej več časa in truda. To orodje je za uporabnika bolj
zahtevno za uporabo, saj z že začrtano risbo ne more več upravljati. Vse-
eno pa za bolj spretnega uporabnika, ali pa nekoga, ki je dobro seznanjen
z določenim volumnom, predstavlja zanimivo novost. Pomen prostoročnega
risanja za natančnost vidimo na sliki 4.3.
Elipsoidnim elementom smo dodali možnost spreminjanja variance na
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Slika 4.3: S pomočjo funkcionalnosti prostoročnega risanja lahko bolj na-
tančno definiramo prenosno funkcijo.
dvodimenzionalni Gaussovi krivulji brez spreminjanja velikosti celotnega ele-
menta. Poskrbeli smo za ustrezen odrez Gaussove krivulje, tako da so piksli,
katerih razdalja od središča elipsoidnega elementa je večja od uporabniško
nastavljenega parametra, popolnoma prosojni. To predstavlja uporabno nad-
gradnjo, saj lahko dosežemo ostre prehode med prosojnostjo pikslov in na njih
mapiranih vokslov, in poskrbimo, da krivulja ne sega v neskončnost.
Poleg novih funkcionalnosti smo v okviru dela uvedli tudi nekaj izboljšav.
Prej je določanje elipsoidnih elementov zajemalo le skaliranje ter transliranje.
Skaliranje je bilo implementirano manj intuitivno, saj je uporabnik elemente
skaliral s premikanjem koleščka na miški, sedaj pa lahko to naredi kot je
vajen iz ostalih aplikacij, in sicer s premikanjem ročk. Poleg tega smo dodali
rotacijo in s tem zajeli več afinih transformacij. Striženja nismo dodali,
saj je uporabnost te transformacije vprašljiva, rezultat pa lažje pridobimo s
kombiniranjem grafičnih elementov.
Za uporabnika sta izmed najbolj uporabnih delov implementacije seriali-
zacija ter deserializacija. Načrtovanje prenosnih funkcij je namreč naporno
zaradi izgube prostorskih podatkov, zato je serializacija načrtovane funkcije
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smiselna funkcionalnost. Velikokrat lahko vnaprej pripravi predloge, ki jih
lahko uporabi pri podobnih volumnih z minimalnimi prilagoditvami. To smo
prikazali na sliki 3.9.
4.1 Primeri uporabe
Z našim vmesnikom za načrtovanje prenosnih funkcij je mogoče dobro prika-
zati volumne ter interesna območja znotraj njih. Osredotočeni smo bili na
preprosto uporabo. Zato se nam takoj po nalaganju vhodne datoteke pri-
kaže dvodimenzionalni histogram porazdelitve podatkov, na katerem vidimo,
kje so pomembna območja. Na sliki 4.4 vidimo, da sivinska slika prikazuje
porazdelitev podatkov v volumnu. Takoj pod histogramom imamo na voljo
gumbe za dodajanje plasti, pri čemer lahko izberemo tudi tip. Čim kre-
iramo novo plast, se nam pojavi vmesnik za dodajanje bodisi elipsoidnih
elementov, bodisi prostoročne risbe, glede na prej izbran tip plasti. Dodane
elipsoidne elemente lahko premikamo po histogramu, jih poljubno obračamo
ter jim prilagajamo velikost. To počnemo z ročkami, česar je večina uporab-
nikov vajena. Spremenimo lahko prosojnost in varianco Gaussove krivulje.
Slika 4.4 prikazuje kako lahko z našim vmesnikom preprosto prikažemo ali
skrijemo različna območja znotraj volumna. Delo je precej olajšano z elip-
soidnimi elementi, saj lahko pokrivamo zelo velika območja v zgolj nekaj
korakih. Za natančnost pa smo poskrbeli s prostoročnimi plastmi, kar smo
ponazorili na sliki 4.3.
V splošnem lahko v naši aplikaciji uporabnik z zgolj nekaj kliki vizualizira
pomembne dele volumna.
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Slika 4.4: Na slikah je prikazan vpliv prenosne funkcije na vizualizacijo volu-
mna. Na prvi sliki smo kožo naredili neprosojno, zato se ne vidi ničesar pod
njo. Naslednji dve sliki prikazujeta, kako manipuliranje prosojnosti vpliva na
razkrivanje ostalih tkiv. Na prvi sliki je koža polovično prosojna, na zadnji
pa popolnoma prosojna, tako da odkrije prikazane kosti.
Poglavje 5
Sklepi in nadaljnje delo
V sklopu te naloge smo implementirali uporabniški vmesnik za načrtovanje
prenosnih funkcij znotraj spletne aplikacije za vizualizacijo volumetričnih
podatkovnih množic. Delo je vključevalo idejno zasnovo vmesnika ter pro-
gramiranje čelnega dela. Poskusili smo predvideti osnovne potrebe, ki jih
uporabnik od takšnega vmesnika pričakuje, nato pa nadaljevali v smer smi-
selnih izboljšav. Tako smo prišli do izdelka, ki je zelo uporaben tudi za manj
izkušenega uporabnika, vendar pa hkrati vsebuje nekatere funkcionalnosti z
dodano vrednostjo. Naša implementacija vsebuje izgradnjo dvodimenzional-
nega histograma na podlagi vhodne podatkovne množice. Uporabnik ima pri
načrtovanju možnost dodajanja plasti različnih tipov, na katere lahko dodaja
dve različni vrsti grafike - prostoročno risanje ter transformirane elipsoidne
elemente. Ko z načrtovanjem konča, lahko prenosno funkcijo shrani v da-
toteko JSON, ki jo lahko kasneje po potrebi ponovno uporabi tako, da jo
preprosto naloži, s čimer obnovi vse objekte ter nanje veže potrebne funkci-
onalnosti.
5.1 Nadaljnje nadgradnje ter izboljšave
Seveda bi naši implementaciji lahko dodali razne funkcionalnosti ali nekatere
izboljšali. V prihodnje bi želeli v to aplikacijo vključiti predvsem več mo-
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žnosti za grafiko. Poleg prostoročnega risanja ter elipsoidnih elementov bi
lahko dodali tudi druge možnosti za 2D like - dodali bi možnost poligonov,
ki bi jim uporabnik predhodno določil število vozlišč, ki bi jih lahko po-
ljubno premikal po histogramu, da bi lahko prikazal natančno izolirane dele
volumna. Za poligone bi dodali nov tip plasti, kar je v naši kodi preprosto
storiti. Poleg tega bi uvedli možnost skrivanja določene plasti; implementi-
rali bi možnost preklopa vidljivosti celotne grafike na neki plasti, ter seveda
s tem tudi vokslov, ki so preslikani na ta predel. S tem bi lahko uporabnik
poljubno prikazal različne dele volumna z različnimi plastmi, nato pa znotraj
iste prenosne funkcije spreminjal vidljivost različnih materialov. Dodali bi
lahko možnost spreminjanja imen plasti, tako da bi bile vse funkcionalnosti
kar se da prijazne uporabniku in bi lahko vse naknadno prilagajal. Zanimiva
ideja za nadgradnjo bi bila tudi ta, da bi namesto običajnega 2D histograma
normalizirali porazdelitev podatkov pri preslikavi v dvodimenzionalni prostor
s tako imenovanim vzmetnim algoritmom (angl. mass spring), kot so opisali
že Falk in sod. [6]. To bi uporabniku pomagalo pri vizualizaciji potencialno
manjših ali bolj skritih zanimivih delov.
Upamo, da bo naša aplikacija pripomogla na področju vizualizacije volu-
metričnih podatkov ter da bo naša implementacija uporabniškega vmesnika
pomagala oblikovati prihodnost načrtovanja prenosnih funkcij.
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