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ABSTRACT
Many IT organizations are struggling with the increasing number of software prob-
lems and defects. The number of software problems and defects has increased due to
complex IT systems, new technologies, and tight project schedules. Software qual-
ity problems can rapidly increase the costs of software maintenance and development.
Unfortunately, support teams of IT organizations have limited resources for resolving
software problems and defects. Often, they do not have well-defined process models
for problem management. Additionally, traditional defect management models are not
adequate to service-oriented software business in which problem resolution requires
communication between several service providers.
The process of managing problems and defects includes a large number of diffi-
culties and challenges but has been given little consideration in software engineering
research. The research work of this thesis is organized around four goals. The first goal
is to study software quality assurance methods that can be used to detect defects. The
second goal is to identify the difficulties that organizations have in managing software
defects and which improvements are needed to existing defect management models.
The third goal is to study the concepts of service-oriented problem management. The
fourth goal is to study challenges and difficulties of service-oriented problem manage-
ment methods.
In this thesis, we have examined software quality assurance methods with a strong
focus on UML-based testing and studied how early test case planning helps to de-
tect defects and problems. We have identified difficulties that IT customers and IT
providers have regarding defect management. We have introduced a service-oriented
problem management model that describes the concepts of problem management, the
relationships between concepts, and connections between problem management and
other service support processes. The model has been tested and evaluated in practice
with several case organizations. As a part of the model, a checklist for evaluating prob-
lem management was created and a knowledge base for proactive problem management
was established.
The main contributions of this thesis are 1) evaluation of a UML-based test model
as a defect detection technique, 2) a documented list of challenges and difficulties
regarding defect management, 3) a systematic approach on service-oriented problem
management with recommendations and guidelines, and 4) a list of difficulties con-
cerning service-oriented problem management. These contributions can be used by
problem managers and quality managers to improve problem management processes.
Universal Decimal Classification: 004.052.4, 004.415.5, 004.415.53, 006.015.5
Inspect Thesaurus: computer software; software quality; software process improve-
ment; quality assurance, quality management; software management; errors; error de-
tection; Unified Modeling Language; program testing
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Chapter 1
Introduction
Software problems have become a part of our daily life. During a working day and
free time we face numerous software problems, including application failures, security
bugs, errors in user documentation, poor usability, availability and performance prob-
lems associated with IT services. Problems such as these are very common because the
IT systems are used everywhere.
The National Institute of Standards and Technology has estimated that software
defects and problems annually cost 59.5 billions the U.S. economy [24]. The rework
in software projects (problem resolution and bug fixes) leads to higher software devel-
opment and maintenance costs and and higher prices for IT services and products. In
addition to the increasing number of problems and defects, the quality of the process
of managing problems and defects needs to be improved.
Problems concerning quality in a problem management process can lead, for ex-
ample, following symptoms: end users do not know which contact person is the cor-
rect one and report problems to the wrong service desk; customers claim that the IT
provider does not react to the problems reported by customers; the number of open
problems rapidly increases in relation to closed problems at the service desk; and cus-
tomers have to wait a long time for solutions to problems.
An interesting question is why the above quality problems still exist in software
engineering? Previous studies have presented dozens of software quality assurance
methods, including reviews [91], inspections [12, 25], pair programming [80], various
testing approaches (module testing, integration testing, system testing, and acceptance
testing) [61], risk management techniques [57], and defect management methods [22,
13]. The answer might be that most of these methods were developed to assure quality
in product-oriented software development, not in service-oriented business.
Why do we need service-oriented problem management? First, traditional defect
management and testing primarily focus on managing and resolving defects related to
program code and other software artifacts. These defects are often directly assigned to
developers that have to resolve defects. Defect resolution decreases the time that was
originally reserved for developing new modules. In service-oriented problem manage-
ment, all the support requests are first sent to the service desk that is able to resolve
many problems without interrupting developers’ work.
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Second, IT organizations world-wide have started to update their product-oriented
software development models to service management models, such as IT Infrastructure
Library (ITIL) [73] and COBIT [15]. Hence, old product-oriented and project-oriented
quality assurance methods need to be updated to service-oriented quality assurance
methods. Instead of software product quality, today’s IT managers emphasize service
quality. Service-oriented problem management uses the same concepts than service
management standards and frameworks. Thus, it is easier to integrate a service-oriented
problem management model into the organization’s service management framework
than a traditional defect management process.
Third, service-oriented problem management provides features that are either com-
pletely omitted or poorly defined by defect management frameworks, such as how to
use service level agreements to define target problem resolution times, and how to use
a knowledge base as a self-service desk. Service-oriented problem management can be
used both for managing non-code-related software problems and software defects. It
combines the customer-centric problem management activities of the service desk with
development-centric defect management activities.
Finally, service-oriented problem management emphasizes the customer’s active
role in problem management and service quality improvement. An informed customer
concept in service management means that customers should receive enough infor-
mation from an IT provider during problem handling, such as a confirmation that a
customer’s support request has been accepted by the service desk, and notifications
of problem status changes. Additionally, customers should be able to review problem
resolution before the problem is closed.
There is a clear need for service-oriented models of software problem management
that could help IT organizations both to handle already reported problems in IT services
as well as prevent problems before they occur.
The summary consists of five chapters. Chapter 2 describes the research frame-
work, research questions, research methods, and the research process. In Chapter 3,
we introduce the most common quality assurance methods of software engineering and
discuss the challenges and bottlenecks related to the process of managing problems and
defects. Chapter 4 presents the service-oriented problem management approach with
the description of problem management activities, roles, metrics, and connections to
other support processes. Chapter 5 summarizes the original papers and provides a
summary of research results. Finally, Chapter 6 draws conclusions from this thesis.
Chapter 2
Research Methodology
In the following sections, we first describe the research framework with two view-
points: traditional software quality assurance and service-oriented quality assurance.
Second, the research questions are defined. Third, we describe the research methods
used in this thesis. Finally, the research process and its phases are described.
2.1 Research framework
Currently, there are two main approaches that IT organizations use to assure quality
and to manage defects and problems: 1) traditional software quality assurance (includ-
ing defect management) and 2) service-oriented quality assurance (including problem
management). These two approaches are introduced in the following sections.
2.1.1 Traditional software quality assurance
The traditional software quality assurance methods include testing, reviews, inspec-
tions, defect management models and techniques, such as defect prevention [64], the
defect management process [81] and root cause analysis method [59, 13]. In addition
to these methods, Horch [32] emphasizes standards, vendor management, education
of software people, safety and security issues, and risk management. Software quality
assurance methods can be organized into a software quality system (SQS). There are
two goals for the software quality system [32]: to build quality into the software from
the beginning and to keep the quality in the software throughout the software life cycle.
This thesis focuses on the process of managing defects. We will not deal with
safety and security issues and risk management. Defect management is a research field
that includes many terms (defects, errors, bugs, faults, failures, and problems) that
are difficult to distinguish from each other. The definitions that we use are based on
international standards. Occasionally, software developers (programmers and design-
ers etc.) make errors or mistakes that are actions that result in software containing a
fault [21, 34].
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A fault (or a bug) is “an accidental condition that causes a functional unit to fail to
perform its required function” [34]. A fault may cause a failure. Failures occur during
the execution of a software program. According to IEEE standard 729-1983 [34] a
failure is “an event in which a system or system component does not perform a required
function within specified limits”. Failures are caused by faults.
Moreover, a very common term in software engineering is a defect. A framework
for counting problems and defects defines a software defect as “any flaw or imperfec-
tion in a software work product or software process” [21]. Another definition is given
by the IEEE Standard Dictionary of Measures to Produce Reliable Software [35]. It
defines defects as product anomalies such as omissions and imperfections found during
early life-cycle phases and software faults.
We shall define a defect management process as a well-defined and documented
process for preventing, finding, and resolving defects. Defect management is a tra-
ditional way to see the process of handling defects. Defect management focuses on
preventing defects and resolving existing defects. Typical adopters of this approach
are product development units that focus on programming and testing software and
correcting bugs.
Defect management models usually include numerous references to other tradi-
tional quality assurance techniques. For example, the defect management process of
the Quality Assurance institute [81] emphasizes the importance of risk management in
identifying critical problem areas in software products and the software development
process. Risk management typically involves identifying critical risks, estimating ex-
pected impact and minimizing the estimated impact of risks [57].
2.1.2 Service-oriented quality assurance
Many IT departments and IT organizations have started to use IT service management
frameworks in order to manage both the services they provide their customers and the
services that they purchase from third-party service providers. Support and mainte-
nance services for software products and application services are good examples of IT
services. Problem management plays an important role within the support and main-
tenance process in software engineering. A recent industrial IT service management
survey [63] showed that IT organizations consider support processes (configuration
management and problem management) as key development targets in the near future.
Additionally, a systematic approach for managing defects and problems helps to
decrease support and maintenance costs and the amount of rework in software devel-
opment. Thus, it increases the effectiveness and the efficiency of the support processes.
Problem management aims to minimize the impact of software problems and defects
on the business and to identify the root cause of these problems [73]. A software prob-
lem can be defined as “any problem that a customer or a user encounters while using
a software product or an IT service” [21]. Hence, the definition of a problem encom-
passes software problems, hardware problems, and other problems, such as operational
ones.
Problem management has received little attention in the academic literature. Rather,
most research has focused on defect management. The following studies on problem
tracking, software maintenance and support, and service management have dealt with
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problem management. Cunningham [18] has examined the problem tracking and reso-
lution process at the university of Kansas and emphasized the importance of a problem
tracking tool: “A problem logbook is also more efficient, clearer, more consistent in
format than the paper notebook could ever be”.
Similarly, Kanter and Jones [53] have presented the features of the problem-tracking
system in the California State University network. They state that “The problem res-
olution process has given our group a more service-oriented focus and enhanced rep-
utation with our campus members”. Gruhn and Urbainczyk [28] have studied the de-
velopment of a business process-based problem-tracking system that can handle both
internal problem reports created by the quality assurance team and external problem re-
ports created by customers. Sandusky and Gasser have studied the process of managing
software problems in distributed software environments [84].
In software maintenance studies, problem management has been classified as cor-
rective software maintenance [46, 50]. Kajko-Mattsson et al. [48] have developed
the corrective maintenance maturity model (CM3) that includes problem management.
Their framework was developed in cooperation with ABB. Kajko-Mattsson notes that
main functions of problem management are collecting information of problems, iden-
tifying defects related to problems and removing defects [46]. Additionally, April et al.
[3] have presented software maintenance capability maturity model SM CMM. Finally,
service management studies dealing with service levels and service level agreements
[89, 29] are also valuable for problem management research. However, none of these
studies have thoroughly examined the difficulties that might arise in the problem man-
agement process.
The most comprehensive description of the problem management process can be
found in the IT service management framework IT Infrastructure Library (ITIL) [73].
For each service management process, ITIL has defined goals, benefits, basic concepts,
process activities, metrics, and roles. ITIL framework categorizes problem manage-
ment activities into two dimensions: reactive and proactive problem management. Re-
active problem management is focused on resolving reported incidents and problems
whereas the goal of proactive problem management is to prevent incidents before they
occur.
An incident can be defined as "any event which is not part of the standard operation
of a service and which causes, or may cause, an interruption to, or a reduction in the
quality of that service" [73]. A problem is defined in ITIL as “the unknown underlying
cause of one or more incidents” [73]. Reactive problem management is further divided
into problem control and error control activities where the problem control is respon-
sible for identifying the root cause of a problem and defining a temporary solution
(work-around) for the problem.
Problem control aims to convert problems into known errors. A known error is
“an incident or problem for which a root cause is known and for which a temporary
work-around or a permanent alternative has been identified” [73]. The error control
activity is responsible for processing known errors. Additionally, there are other service
management frameworks (CoBIT [15]) and company-specific IT service management
models (Microsoft Operation Framework [66]) available for problem management.
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2.2 Research questions
This thesis answers four main research questions:
1. Which methods can be used to detect defects?
2. What types of difficulties do IT organizations have regarding defect manage-
ment?
3. What is service oriented problem management and which concepts are related to
it?
4. What types of difficulties do IT organizations have in introducing service-oriented
problem management?
Why is it important to answer those research questions? The first question is im-
portant because current software projects spend about 40-50 percent of their effort on
avoidable rework [9]. By rework, Boehm means, for example, fixing defects that could
have been detected earlier in software development and fixed less expensively. All
stages of testing are important for detecting defects. Because substantial research has
been made in the area of system testing, we do not deal with it in this thesis. However,
relatively little research effort [47] has been spent on how developer-testing should be
conducted and how UML diagrams support developer-testing and user-side testing.
Many studies on software testing recommend that testing should be started in the
early phase of software life-cycle [61, 65, 83]. It is much cheaper to fix problems in the
design phase than in the maintenance phase. Similarly, the service transition process
of the ITIL emphasizes that it is important to start service validation, including testing,
early in the service lifecycle [77]. McGregor and Korson [65] state that existing work
products, such as UML diagrams, can be used as the basis of deriving test cases.
The second research question is important because the difficulties regarding defect
management have been given very little attention in the software engineering literature.
We argue that organizations have several difficulties and challenges regarding defect
management. Information on difficulties in the current defect management processes
helps software development teams to improve the process of managing defects.
Unfortunately, a defect management model covers only part of the activities asso-
ciated with customer support. Defect management is a development-centric process
that does not define how user problems are managed or how problems are caused by
defects. There is a need for a well-defined, documented problem management model
that combines the processes of problem management and defect management together
and is suitable for service-oriented software businesss.
Concerning the third research question, more research efforts are needed to exam-
ine service-oriented problem management, as it is a relatively new approach compared
to defect management. IT organizations need well-defined process models for manag-
ing problems and defects. A service-oriented approach introduces new concepts that
need to be mapped into traditional quality assurance concepts thus highlighting the
need for a conceptual model describing service-oriented problem management.
The fourth research question addresses the need of IT organizations for guidelines
on how to introduce service management processes, including problem management,
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effectively and efficiently. It is important to publish research results on the challenges
arising from the introduction of service management processes because these results
help other IT organizations to identify and avoid similar problems in process imple-
mentation projects. Furthermore, these results help organizations to establish the basis
for continuous process improvement concerning problem management.
2.3 Research methods
There are several research approaches and methods that can be used in software engi-
neering research. Järvinen and Järvinen [45] categorize research approaches that study
reality into conceptual-analytical and empirical approaches. Conceptual-analytical
studies focus on analyzing existing constructs, identifying theories, models and frame-
works of previous studies, and performing logical reasoning. Empirical approaches
can be further divided into 1) those that examines the current state and past (includ-
ing a theory-testing approach and a theory-creating approach) and 2) those that take a
constructive approach.
The theory-testing approach includes field studies, surveys, and laboratory exper-
iments, while a theory-creating approach includes normal case studies, and grounded
theory studies. This thesis uses both conceptual-analytical approaches and empirical
approaches. According to Järvinen [44] case studies belong to either theory-creating or
theory testing approaches. Yin [93] defines a case study as “an empirical inquiry that
investigates a contemporary phenomen within its real-life context, especially when the
boundaries between the phenomenon and the context are not clearly evident”. Using a
case study as a research method has been criticized for a number of reasons. It has been
claimed that a case study lacks the academic rigor (the control of research), research
results based on case studies cannot be generalized, and that a case study requires a lot
of resources and experienced case study researchers. We can answer to these claims by
using Yin’s arguments concerning the case study method [93]. To increase the amount
of rigor in our case studies, we studied the recommendations for a good case study
research provided by Eisenhardt [19] and Yin [93], cited in Järvinen and Järvinen [45].
Yin [93] states that instead of statistical generalization, the case study method provides
the possibility to make analytical generalizations and thus extend theory. Regarding
the last claim, a case study requires considerable resources and good case study re-
searchers. However, this challenge also affects other research methods.
In Paper I, the purpose was to test a theory-based UML test model in practice and to
collect experiences regarding its strenghts and weaknesses. Thus, the paper has charac-
teristics of both theory-creating and theory-testing approaches. We explored how test
cases based on behavioral UML diagrams can be used to detect software problems and
defects. UML-based testing well supports traditional software quality assurance meth-
ods, such as reviews and inspections. Paper II was more a theory-creating paper that
presented a list of defect management challenges. Paper III introduced a conceptual
model for IT service problem management. The model was produced by analyzing
previous models and frameworks. It used a conceptual-analytical approach with a con-
structive research method. Paper IV presented a checklist for problem management and
experiences on applying the checklist. It used a combination of constructive research
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method and a theory-creating case study method. In Paper V we used a theory-creating
case study method to improve the problem management process of a case organization.
Paper VI used both a case study research method and a constructive research method
(with a knowledge base as a construction). We selected case organizations from the
pool of our research partner organizations. The organizations that were interested in
software quality assurance were selected. Additionally, our goal was to choose cus-
tomer supplier pairs for our research in order to create an fruitful environment for pro-
cess improvement. Thus, a convenience sampling was the main case selection method.
Eisenhardt [19] points out that although data analysis plays a very important role
in creating theory of case studies, it is the most difficult part of the research process.
Eisenhardt introduces two different analysis techniques: a within-case analysis and a
cross-case analysis. The basic idea of the within-case analysis is to examine cases
carefully as stand-alone entities before making any generalizations. The cross-case
analysis in turn aims to search cross-case patterns [19]. In Paper II, we used a cross-
case analysis, while the other case studies focused on a within-case analysis.
A case study method was selected because it provides a deeper understanding of the
factors related to process improvement challenges than that offered by large surveys.
Additionally, those organizations participating in the research project recommended
using other data collection methods rather than long question forms. Our case studies
in papers IV-VI had features of an action research method [4] because the researchers
were involved as active participants, together with the employees of case organizations,
in improving the process and identifying bottlenecks in the working methods. How-
ever, action research requires several research cycles which was not possible in our
case due to limited time resources.
Figure 2.1 describes the research areas from which the literature was selected.
Testing and
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Figure 2.1: Literature used in the research process.
2.4. Research process and phases 21
The context in which the studies were conducted was the service support inter-
face between IT companies and IT customers. In Paper I, the research was focused
on testing techniques [61, 79, 58] and model-based testing [30, 7]. In paper II, de-
fect management studies played an important role. Two frameworks were found to
be particularly valuable for this thesis: the defect management process of the Qual-
ity Assurance Institute [81] and the framework for counting problems and defects of
the Software Engineering Institute. In Paper III, the research focus shifted to prob-
lem management [73] and other service management processes [72, 70, 71]. Finally,
the problem management became the central focus of the research and the literature
search was expanded to include knowledge management frameworks [14, 11], knowl-
edge base studies [27, 85] and service desk and maintenance studies [84, 46, 48].
2.4 Research process and phases
Figure 2.2 describes the four phases of the research process and how research papers
are related to the research process.
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Figure 2.2: Phases of the research process.
In the first phase, we focused on early test case planning as a defect detection
method. It is much cheaper to remove potential problems from the products in the
design phase rather than after delivery of the software to the customers. The results
of the phase 1 were reported in Paper I. The study described in Paper I included one
case organization: an IS department of a hospital. Data collection methods included
interviews with customer-side testers and observations conducted during the testing ex-
periment (a researcher had access to the test version of a health care application). The
first phase provided the following results: evidence that that the customer support inter-
face contained several targets for improvement (including problem and defect reporting
procedures) between IS customers and IT providers, and documented experiences on
how UML-based testing can be utilized in practice to detect software defects.
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In the second phase, we identified the difficulties encountered in establishing a de-
fect management process. The reporting of this phase includes Paper II describing
a case study with four case organizations: an IT service company, a project-oriented
software company, an energy company, and the IS department of a hospital. Data col-
lection methods included personal interviews that were based on a question form. Data
analysis was performed by tabulating data on the cases, comparing the results between
cases, and looking for similarities and differences in results. The list of identified chal-
lenges comprised the main result of the second phase. Additionally, we recognized
the need for a more customer-centric approach for managing defects and problems and
thus started to examine the problem management process of the ITIL framework.
In the third phase, we developed a conceptual model that describes the concepts
of problem management, the relationships between concepts, and their connections to
other service support processes within service management. The conceptual model
established the basis for problem management research. The model also helped us to
describe ITIL concepts to IT organizations and IT customers within the SOSE project.
In this phase, we used a constructive research method to establish the model and a
design pattern (Coplien Form) method [17] to document the pattern. The results of the
third phase (a conceptual model for IT service problem management and an example
on how to use it) were reported in Paper III. At the end of the third phase, we started
to study whether IT service management processes could be supported by knowledge
management frameworks.
The fourth phase focused on applying the service-oriented problem management
model in practice. The results of this phase were reported in Papers IV, V and VI. Be-
cause the conceptual model of problem management was a theoretical model, guide-
lines were needed to apply it in practice. Hence, we constructed a checklist of issues
considered important in establishing an ITIL-based problem management model (Pa-
per IV). Using the model and checklists together, IT organizations are able to create an
effective problem management process. In Paper V, we explored the strenghts and chal-
lenges of problem management in a case organization. In the fourth phase, a knowledge
base for proactive problem management was developed and implemented. The knowl-
edge base includes information concerning known problems and their resolutions. In
Paper VI, we presented a list of the challenges that were identified during a knowledge
base implementation project.
Chapter 3
Quality assurance in software
engineering
Software Engineering can be understood as a systematic approach to the analysis, de-
sign, implementation and maintenance of software. The goal of software engineering
is to build a new software product or improve existing products [41]. Thus, a software
development process focuses on transforming customer’s requirements into software
artifacts (a software product and its documentation) and transforming changes in those
requirements into new product versions. Each software development organization has
its own unique software development process that is usually based on a software life-
cycle model.
A software development process is an evolving concept. Various software life-
cycle models have become available for software development organizations. These
life-cycle models differ from each other in their use of different methodologies and
types of phases, or a number of phases. Royce has defined the three generations of
software development [82]: conventional (1960s-1970s), transition (1980s-1990s) and
modern software development (2000 and later). The waterfall model is a classic exam-
ple of a conventional model consisting of six phases: requirements, analysis, program
design, coding, testing, and maintenance. Transition models include object-oriented
models and the spiral model defined by Boehm [10]. A Rational Unified Process is a
widely used, modern software development model that consists of four iterative phases:
inception, elaboration, construction, and transition [41]. Additionally, modern models
include agile development models, such as Agile Unified Model [1]. Despite the tran-
sition from old process models to more modern process models, the same problems
remain in software development: software projects are not completed within budget,
on schedule and nor do the output of the project meet business requirements [6].
Lientz and Swanson [60] have categorized maintenance activities into four classes:
adaptive (implementing changes in software environment), perfective (dealing with
users’ new requirements), corrective (fixing errors and defects), and preventive main-
tenance. Bennet and Rajlich [5] use the term software evolution for those maintenance
activities performed after the initial development. They note that software evolution
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aims to adapt the application to ever-changing user requirements and operating envi-
ronment. It also aims to correct the application faults and respond to both developer
and user learning.
According to Wallmueller [91], software quality is comprised of two aspects: 1)
the quality of the software product and 2) the quality of the development process. Soft-
ware quality includes characteristics such as maintainability, user-friendliness, relia-
bility, efficiency, portability, and modularity. However, in addition to process features
and product features, today’s IT people emphasize service features, such as IT service
availability and IT service performance.
Various standards, theoretical frameworks and models regarding customer support,
problem management, and defect management can be used to improve the process of
managing problems and defects. Previously mentioned software development lifecycle
models (Rational Unified Process) include information on quality assurance methods
such as testing, risk management and defect prevention. Quality standards, such as the
IEEE Standard Classification for Software Anomalies [33], IEEE Standard Dictionary
of Measures to Produce Reliable Software [35], and ISO 20 000 service management
standard [36] provide standard definitions and auditable requirements for processes.
Maturity models are designed for measuring the maturity level of software devel-
opment processes or service management processes. Perhaps the most well-known
maturity model in software engineering is Capability Maturity Model CMM [42].
There is also a specific CMM model for IT service management processes [68]. IT ser-
vice management frameworks can be used to define how to perform support processes
(ITIL [73], COBIT [15], and Microsoft Operations Framework [66]). Finally, there is a
wide selection of other quality assurance models such as Defect Management Process
of Quality Assurance Institute (QAI) [81], and the Framework for Counting Problems
and defects by Software Engineering Institute (SEI) [21]. For our purposes, the most
useful models are those process models that clearly define the activities of problem
management and defect management (ITIL problem management, COBIT, the QAI
model and the SEI model).
3.1 Traditional quality assurance methods for finding
problems and defects
The IEEE Standard Classification for Software Anomalies [33] states that anomalies
(problems and defects) may be found during the review, test, analysis, compilation,
or use of software products or documentation. Similarly, the Framework for Count-
ing Problems and Defects by the Software Engineering Institute (SEI) emphasizes the
importance of software product synthesis, inspections, formal reviews, testing and cus-
tomer service in finding problems and defects [21]. These defect finding methods will
be briefly described below. First, we discuss the types of difficulties and challenges
associated with these methods followed by suggestions for improvements to existing
defect management models.
Software product synthesis: SEI’s framework defines the software product synthe-
sis as "the activity of planning, creating and documenting the requirements, design,
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code, user publications, and other software artifacts that constitute a software product"
[21]. This definition should also include IT services in addition to products, since many
IT customers and IT providers see software products as services.
Software inspection is a formal evaluation technique in which requirements, design
and source code are examined to detect defects [12]. The important role of inspections
has already been noted in the 1970s. The following steps can be identified in the
inspection process: Entry, Planning, Kickoff meeting, Individual checking, Logging
meeting, Edit, Follow up, Exit, and Release [25]. Inspections are an efficient way
to find defects from documentation but require an experienced inspection leader that
is able to produce appropriate checklists and metrics for the inspection process, and
organization-wide rules and guides.
Formal reviews include code walkthroughs and defect causal analysis (DCA) meet-
ings. The defect causal analysis method is based on the data received from a software
problem report. The DCA approach has three major principles [13]:
1. Reduce defects to improve quality: software quality can be improved if the orga-
nization focuses on preventing and detecting defects in early phase of software
development.
2. Apply local expertise: people who really know the cause of the failure and how
to prevent problems in the future should participate in causal analysis meetings.
3. Focus on systematic errors: DCA people should select a sample of systematic
problems from a problem database to be reviewed because support resources are
limited and it is impossible to bring all problems and defects into DCA meetings.
A DCA meeting consists of the following steps: select problem sample, classify se-
lected problems, identify systematic errors, determine principal cause, develop action
proposals, and document meeting results [13].
Software testing is a process of executing a program on a set of test cases and
comparing the actual results with expected results. The testing process requires the
use of a test model that describes what should be tested and how the testing should be
executed [58]. Previous studies have emphasized the need of shifting testing to early
phases of the software development process, such as requirements, analysis [61], and
design [7].
UML-based test models are used to create test cases based on UML (Unified Mod-
eling Language) models of the system. In previous studies, the UML-based test model
has been used for such tasks as component integration testing [30] and generating test
cases from UML statecharts [52]. Salem and Balasubramanian recommend that the
following steps be used to generate UML-based test cases [83]: study the software re-
quirements, develop use cases with scenarios (including system’s responses to inputs),
generate test cases based on UML use cases, execute generated test cases, and evaluate
and analyze the results. In Paper I of this thesis, we studied whether the UML-based
test model provides useful information for software testing in practice. According to
our experiences use case diagrams together with use case scenarios provide descrip-
tions of exceptional and alternative flows that are often sources of defects. Activity
diagrams show different action flows that a tester should test (activity coverage), thus
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making software testing more systematic with a test model. Furthermore, state dia-
grams can be used to measure the transition coverage (the tester must go through each
state transition).
Defect management techniques including defect analysis create a bridge between
product-oriented software quality control and process-oriented software quality assur-
ance [32]. The defect management process of the Quality Assurance Institute includes
activities such as defect prevention, defect discovery, defect resolution and process
improvement. It especially emphasizes the role of defect prevention [81]. Defect pre-
vention activity involves the analysis of defects that were encountered in the past and
defining and implementing actions to prevent the occurrence of those defects in future
projects. Trends are analyzed to track the types of defects that have been encountered
as well as to identify defects that are likely to recur. Defect discovery describes the
techniques used to find defects. A defect is considered to have been discovered once
it has been formally brought to the attention of the developers, and the developers ac-
knowledge that the defect is valid.
Defect resolution consists of prioritizing and scheduling the fix, fixing the defect
and reporting the resolution [81]. When the defect has been fixed, the vendor has to
send a defect resolution report to customers, end-users and system developers to inform
that the defect no longer exist, which parts of the system were fixed, and how the fix
would be made available, such as a website for downloads.
3.2 Difficulties in managing problems and defects
Most of the research that has been conducted in software quality assurance has focused
primarily on introducing new quality assurance models and techniques for finding de-
fects and testing them in practice. However, difficulties and challenges associated with
these quality assurance methods have not been studied comprehensively. Nevertheless,
the following challenges can be extracted from previous studies. Inspections and re-
views are considered to be useful, though expensive quality assurance methods since
they require considerable resources [90]. Miller et al. point out that the inspection
process requires computer-based monitoring facilities [67]. An additional challenge is
how to estimate the number of remaining faults after an inspection [88]. In terms of
risk management the problem often entails the quantification and ranking of risks [57].
Testing-related challenges include, for example, how testing can be started at early
phases of the software project [7], test tools cannot test the whole application or testing
is not given enough resources, time, or priority until initial development is completed
[78]. Ahonen et al. [2] have reported that the problems of testing are more related
to the organizational model rather than technical problems with testing. For exam-
ple, it is impossible to ensure that all teams use good practices and it is difficult to
get skilled people from the other teams when needed. Kajko-Mattsson and Björnsson
[47] have reported that organizations do not have well documented developers’ testing
processes. As a solution, they provide a framework that describes most of the activi-
ties of developers’ unit testing and unit integration testing. There are also challenges
in specifications-based testing, such as in using a UML-based testing method. First,
testers and developers may not have the necessary domain knowledge [87] to create a
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comprehensive test model. Second, testers need to be trained to use and understand
various UML-diagrams. One UML diagram does not provide enough information for
testing. UML diagrams have to be well-planned and documented in order to be useful
for testing purposes.
Surprisingly little research has focused on the difficulties arising during the process
of managing problems and defects. The results of the QAI research report [81] indi-
cate that the key problems regarding defect management are the lack of well-defined
defect management processes, the lack of anyone who would be responsible for track-
ing and reporting on defects, the lack of a common vocabulary to describe defects,
and a lack of an accepted set of defect reports or metrics. According to Boehm and
Basili [9], avoiding defects is difficult due to the software’s complexity and accelerated
project schedules. The Framework for Counting Problems and Defects by the Software
Engineering Institute [21] addresses the variety of defect finding activities and related
problem reports leading to difficulties in communicating clearly. Additional challenges
have been a lack of list of known errors in delivery documentation [31] and too simple
defect classification categories [56].
Theoretical models for managing problems and defects also need improvements.
Although the QAI model [81] provides a comprehensive description of defect manage-
ment activities and references to other quality improvement techniques, such as testing,
early test case design, inspections, and risk management, it poorly defines the connec-
tion between service desk and customer support activities. However, it is noted that
users might report software problems that would never become defects.
The Framework for Counting Problems and Defects by the Software Engineering
Institute [21] provides information on how to find problems and defects and informa-
tion on the metrics that can be used for problem management and defect management
processes. The strenght of the SEI model lies in its discussion of the differences be-
tween problems and defects, a comprehensive list of problem attributes and examples
of how to use the metrics. The major weakness of this model, however, is the absence
of process diagrams for problem management.
Because there is a clear research gap in the defect management research, the second
research goal of this thesis is to determine the types of difficulties associated with man-
aging software problems and defects. In Paper II of this thesis, we presented the results
of a case study that examined the difficulties in implementing defect management in
four case organizations.

Chapter 4
Service-oriented problem
management
In this chapter, we describe the background of the service-oriented problem manage-
ment approach and its the basic concepts, activities, roles, metrics and tools. This
chapter provides an answer to the third research question: what is service-oriented
problem management and which concepts are related to it?
4.1 Background for problem management
IT Service management is divided into two sections: service delivery processes and ser-
vice support processes. Service delivery consists of service level management, capac-
ity management, financial management for IT services, availability management and
IT service continuity management. The processes of service support include incident
management, problem management, change management, configuration management,
and release management. In this thesis, the main focus is on problem management.
Perhaps the most comprehensive description of the problem management process can
be found in the IT service management framework ITIL. The ITIL problem manage-
ment section describes process goals, scope (inputs, outputs), benefits, basic activities,
and the metrics for problem management. There are also other service management
frameworks that include problem management, such as COBIT (Control Objectives
for Information and related Technology). COBIT provides management guidelines for
service management processes such as Deliver and Support processes (DS) including
problem management (DS10) [15]. COBIT includes a detailed description of control
objectives for the problem management process. It defines process inputs (change au-
thorisation, incident reports, IT configuration details, error logs), outputs (request for
change, problem records, process performance reports and known problems, known
errors and workarounds) functions, goals and metrics for problem management. How-
ever, COBIT process descriptions are not as broad as in the ITIL framework.
An important question is why should IT organizations update their traditional de-
fect management models to a service oriented problem management approach. The first
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answer is that traditional defect management is too development-oriented. Defect man-
agement models do not give guidance on how service-related problems (for example,
service availability problems) are monitored or handled. Second, defect management
models focus only on defects. They do not tell how problems reported by customers
are related to defects. Third, the service oriented approach emphasizes the importance
of three support levels. Therefore, customers and users cannot get into a direct contact
with programmers or developers in a problem situation and interrupt their work, which
is a major problem in many IT organizations. When service desk and problem manage-
ment can resolve most of the simple problems, developers have more time for software
development. Finally, IT organizations world-wide are adopting service management
processes that can be audited through ISO/IEC 20 0000 international standard [36].
IT Service Management Forum, a not-for-profit organisation dedicated to IT service
management, has operation in over 40 countries [39]. Thousands of IT organizations
use ITIL-based processes with the number increasing rapidly. Many of these organi-
zations have started to require that their partners and subcontractors also use service
management processes, including problem management.
4.2 Basic concepts of problem management
Service-oriented customer support is based on three customer support levels: the ser-
vice desk (incident management), problem management, and third-line support (change
management, product development). Support processes begin when a customer en-
counters a problem while using the software product, IT service or their documentation
and contacts the service desk. This contact is usually done by phone, by e-mail or by
a web-form. The term “incident” is used for this contact. An incident is "any event
which is not part of the standard operation of a service and which causes an interrup-
tion to, or a reduction in the quality of the service" [73]. Incidents can be classified
into two groups according to their type: failures and service requests. Failures are sit-
uations in which customers or users seem to have a clear problem, such as a hardware
failure or a software failure. Service requests are requests from the user for support,
delivery, information, advice or documentation, not being a failure in the IT infrastruc-
ture [75]. Typical service requests are those requests for new passwords or requests
for more disk quota. In addition to incidents, customers and users send requests for
change (RFCs) to the service desk. RFCs are “requests for a change to configuration
items or to procedures within the infrastructure” [73].
The service desk is a function that performs an incident management process. It
must be noted that problem management cannot work well without a well-defined ser-
vice desk function that is responsible for managing incidents. Service desk workers are
responsible for carrying out the following incident management activities: detecting
and recording incidents, classifying incidents and giving initial support, investigating
incidents and providing a diagnosis, resolving incidents and closing incidents. Figure
4.1 shows an example of the incident report that is created by the service desk engineer
when a customer contacts the service desk.
If the service desk is not able to identify the root cause of an incident, the next
step is to open a problem record. Root cause is “the underlying or original cause of
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Figure 4.1: An incident report.
an incident or problem” and a root cause analysis is “an activity that identifies the root
cause” [76]. In software engineering studies, the term ’root cause’ is often related to
defects [13]. It is typically used for IT Infrastructure failures [76]. ITIL recommends
that problem records should be independent of incident records. This can be understood
as follows:
• The service desk can collect several incidents before opening a problem record.
If there is a major incident, the service desk can assign it to problem manage-
ment.
• In a normal case, closing a problem also closes any related incidents.
• Problem investigation can also continue after an original incident has been closed.
Incidents and problems have a status attribute that reflects their position in their life-
cycle (new, accepted, scheduled, assigned, work in progress, on hold resolved, closed)
[73]. Thus, resolved and closed statuses are not synonyms. Incidents and problems are
open until they reach a status “closed”.
The second support level is problem management. Problem management is a pro-
cess of managing problems and errors. Problem management aims to find the root
cause of incidents and define a corrective solution or a process improvement [73].
The objectives of problem management include minimizing the impact of incidents
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and problems, solving problems and errors before customers send incidents, reduc-
ing the number of problems, and performing trend analyses and root cause analyses
[73, 94, 66].
Paper III of this thesis introduces the conceptual model that captures the concepts
(artifacts, processes and support levels) within problem management and the relation-
ships between them. The problem management process includes a problem manager
and problem support specialist roles [73]. A problem manager is responsible for devel-
oping the problem management process, developing and maintaining the applications
of problem control and error control, reviewing both reactive and proactive problem
management activities, and producing information for management.
A problem support specialist has both reactive and proactive responsibilities. Reac-
tive responsibilities include identifying and investigating problems, generating RFCs,
defining work-arounds, advising service desk of work-arounds, and handling major
incidents by identifying the root cause. Proactive responsibilities include identifying
problem trends, creating RFCs to prevent problems from happening again and prevent-
ing the replication of problems. Problem management has both reactive and proactive
aspects (see Figure 4.2).
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Figure 4.2: Problem management activities.
4.3 Reactive and proactive problem management
Reactive problem management aims to resolve already reported incidents and problems
whereas the goal of proactive problem management is to prevent incidents before they
occur. Reactive problem management is further divided into problem control and error
control activities where problem control is responsible for identifying the root cause of
a problem and defining a temporary solution (work-around) for the problem. A work-
around (for example, simple advice from the service desk) enables the user to continue
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using a service or a product while problem management is looking for a permanent
solution to the problem. Figure 4.3 shows the phases of problem control and error
control.
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Figure 4.3: Phases of problem control and error control.
Problem control consists of four phases: problem identification and recording,
problem classification, problem investigation and diagnosis, and problem resolution
and closure [73]. In the problem identification and recording phase, a problem record
is opened if the service desk is not able to identify the root cause of an incident or
if there is a major incident or several similar incidents that need careful investigation.
A problem record can include the following attributes: problem id, title, description,
team code, impact, urgency, priority, a configuration item, status, category, entering
date and time, the name of the person who entered the problem, reference to a service
level agreement or target resolution time, resolution or work-around, and a comment
field. The number and names of problem attributes vary between different IT organi-
zations, between teams within the same organization, and between different problem
management frameworks. As a result, it is impossible to compare the performance of
problem management between different organizations and teams if the measurement
framework is not the same.
Problem classification involves defining the category, impact, urgency, and priority
for the problem (see Figure 4.4).
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Figure 4.4: A problem record [8].
Additionally, the problem status is defined (problem, known error, resolved, closed)
[75]. Advanced IT service management tools provide a category tree that enables the
categorization of a problem into domains and subdomains. The priority of the problem
can be determined based on its impact and urgency [73].
Problem investigation and diagnosis aims to determine the root cause of the prob-
lem. This phase is perhaps the most difficult part of the problem management process
[94]. In order to analyse and diagnose the problem, the problem management team
might need the expertise of other teams, such as product development teams or com-
munication with third-party service providers. However, customers and end-users ap-
preciate Single Point of Contact (SPOC) service in which they can communicate with
one IT service provider although several service providers might be involved in resolv-
ing the problem. The SPOC service consists of three contact levels between the IT
provider and the customer [74]: a business manager level in which service level agree-
ments are negotiated, a project manager level in which the RFCs from a customer are
handled by the IT provider, an end-user level in which incidents are managed. The
SPOC model usually requires substantial changes to existing support service agree-
ments. Additionally, a SPOC service provider needs to charge problem handling costs
from third-party service providers.
Problem investigation provides detailed information regarding which configuration
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items, components of an IT infrastructure, the problem is related to. Causes to prob-
lems can be classified into defects and non-software causes [49]. In addition to hard-
ware and software errors, problems can be caused by human errors, documentation
errors and procedural errors [75]. Some useful methods for this phase are Fault Tree
Analysis (FTA) [69] and the Kepner and Tregoe analysis. Fault Tree Analysis, FTA
is based on the fault tree in which the root node represents the most principal failure
[69]. The Kepner and Tregoe analysis emphasizes five steps: defining the problem;
describing the problem, its location and scope; determining the possible causes of the
problem; testing the most probable cause; and verifying the true cause [54]. After the
root cause of the problem and related configuration items have been identified, prob-
lem specialists check whether there is a workaround available for the problem. If not,
a workaround is defined by the problem management team. A workaround might, for
example, consist of an instruction for how to install a printer, an example of how to
change file permissions, a reference to a user manual, or a security bug fix.
Problem resolution and closure: Once the root cause of the problem has been found
and the workaround for the problem defined, the status of the problem is changed to a
known error. According to ITIL release 3 [76] an error is “a design flaw or malfunction
that causes a failure of one or more configuration items or IT services” or “a mistake
made by a person or a faulty process that affects a CI or IT service” whereas IEEE
defines an error as “ a human action that results in software containing a fault” [35] or
“deviation from the expected results”. A known error is “an incident or problem for
which a root cause is known and for which a temporary work-around or a permanent
alternative has been identified” [73]. Thus, a known error is a problem that is known
in the organization and it may be under resolution or not. If it is not under resolu-
tion, the reason might be that a problem is too expensive to resolve and there is a good
workaround for it. In practice, the known-error record is almost the same as the prob-
lem record. Only the problem status is different. Finally, the problem can be closed
and a Request for Change raised if necessary or the problem is sent to the error control
team. In fact, the error control activity seems to be equivalent to the defect manage-
ment process in software engineering. In addition to problem control activity, product
development and testing units produce information on known but unresolved errors.
Error identification: If resolving the problem requires changing a configuration
item or the cause of a problem is a defect in a component, the problem is escalated to
the error control team that is responsible for identifying and recording known errors,
classifying them and making an error assessment [73]. Whereas the problem con-
trol team is responsible for determining the root cause of the problem and identifying
workarounds, error control aims to ensure that errors related to problems are resolved
by application development teams through the change management process.
Error assessment: An assessment of how to resolve an error is performed by the
problem management team. The known error will be resolved by sending a request for
change to change management and application development. According to the ITIL,
there are two sources for known errors [73]: live operations environment (customers
and end users) and development environment (designers and developers). ITIL also
recommends that errors in third-party products are recorded in the problem database.
However, Paper V of this thesis shows that all IT service providers do not record third-
party errors.
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Error resolution and closure: In the error resolution phase, the resolution process
for each known error is recorded in the problem database [73]. In the future, this in-
formation can be used by other problem management and incident management teams.
After the change has been successfully implemented, the problem management team
is able to close the known error record, as well as any related problem records and
incident records. Support teams should ensure that the customer is satisfied with the
error fix before the final closure of the incident [73]. The IT organization should agree
with customers on how often bug fixes are delivered (see Paper II).
Instead of reactive problem management, IT organizations should focus on proac-
tive problem management, such as preventing incidents and problems before they are
found and reported by customers and users to the service desk. Proactive problem
management can mean performing problem trend analyses, targeting preventive ac-
tions and carrying out major problem reviews. Problem trend analyses [15, 73] are
usually based on incident and problem analysis reports. These analysis reports provide
information on problem trends (when and where problems occur), weak components
in the IT infrastructure, recurring problems, and training needs. Preventive actions
include defining the training and education needs for both customers and developers,
identifying process improvements (for example, improvements to the customer support
web interface), ensuring that support teams follow the process descriptions of incident
management and problem management, as well as providing feedback for software
testers, developers, and designers [73]. Finally, problem reviews can be organized for
major problems in order to define how to prevent similar problems from re-occurring.
In addition to the three above-mentioned proactive methods, we consider a knowl-
edge base as offering a very useful tool for proactive problem management (as stated in
Paper VI). A knowledge base can be defined as a database for knowledge management.
IT organizations can use knowledge bases to collect, organize, and search the knowl-
edge regarding IT products and services. In this thesis, the knowledge base provides
its users with solutions to known problems in software products (see Figure 4.5).
A well-designed knowledge base helps the service desk to find solutions to prob-
lems quickly. It is an important step towards a self-service desk because customers
and users are able to search problem solutions without the help of the service desk.
Knowledge bases have been popular especially in university environments by provid-
ing, for example, technical support for university staff and students [40], and extending
help desk services [27]. In paper VI, we presented results of a case study in which a
knowledge base was implemented for the purposes of proactive problem management.
4.4 Problem management tools
There are numerous commercial (HP Unicenter, IBM Tivoli, Rational ClearQuest,
BMC Remedy) and open source tools (e.g., RequestTracker, Bugzilla, JIRA) avail-
able for reporting problems and defects. Some of these tools are called IT service
management tools that can be used in several IT service management processes in ad-
dition to problem management. Automated tools, such as web-based tools are useful
for reporting incidents and problems since people are able to deliver problem reports
whenever they want (also outside of office hours). Some users like to send reports
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Figure 4.5: A web-based knowledge base for problem management.
anonymously. There are also tools that have been originally designed for knowledge
management, content management and customer relationship management (Frequently
Asked Question (FAQ) managers, knowledge-base applications) but are suitable for
problem management purposes.
The problem management tool must fit to the organization’s current needs. A cost-
benefit analysis should be performed for a problem management tool as well as other
software engineering tools including build-or-buy decisions. It is also important to test
the problem management tool before buying it and to check whether it is possible to
customize problem records, to define the lifecycle for a problem record, produce per-
formance reports based on metrics and publish known errors to customers. Other im-
portant questions before selecting the tool include how many languages are supported
by the tool, and whether the tool supports service level management, such as creating
service level agreements.
4.5 Metrics and the process maturity
Defining metrics is an important part of any process improvement framework. Metrics
are measurements that quantify results. Metrics provide a quantitative assessment of
software quality [61]. Quality metrics can be categorized in several ways. In this thesis,
we divide metrics into two groups (see Table 4.1): problem management metrics and
defect management metrics.
The metrics can be also categorized into complexity metrics (the complexity of
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Table 4.1: Metrics for defect management and problem management
Defect Management Problem management (PM)
Total number of defects Average number of open problems
Number of defects by development
activity
Number of closed problems
Number of defects fixed in testing Number of known errors
Number of reported bugs fixed Number of problems that missed
target resolution time
Number of fixes returned to devel-
opers
Number of change requests raised
by PM
Manhours per major defect Amount of time spent on investiga-
tions and diagnoses
Average age of uncorrected defects Average time to close a problem
Mean time between failures Total user downtime
Estimated number of remaining
faults
Customer satisfaction on PM
the code), defect metrics (number of defects by type), product metrics (module size,
number of lines of code), process metrics (inspection hours, defect correction time),
cases per period metrics, and time-based performance metrics.
Problem management metrics are used to monitor the performance of the problem
management process. Defect management metrics are also suitable for the error con-
trol phase of problem management though they are often categorized into application
development metrics. Using metrics provides several benefits. In addition to perfor-
mance measuring, metrics help organizations to identify weak areas and strengths in
the processes, as well as to avoid dangers by identifying them in time [37]. However,
an organization should carefully plan which metrics will be used, since measuring a
process and producing reports can incur significant costs.
Another aspect of process measurement is measuring the maturity of service man-
agement processes. There are several maturity models that can be used to measure
the maturity level of the problem management process: IT Service Capability Maturity
Model [68], COBIT maturity model [15], and ITIL Service Management Self Assess-
ment Model [38]. In the IT Service Capability Maturity Model [68] the service process
maturity is measured by five maturity levels: initial, repeatable, defined, managed, and
optimizing. The problem management process is mentioned on the third level and
problem prevention on the fifth level. Incident management belongs to Level 2. CO-
BIT provides a different type of maturity model in which each service management
process is evaluated according to a 1-5 scale [15]. The ITIL Service Management Self
Assessment Model [38] consists of a self-assessment questionnaire that tests whether
there is complete conformance with ITIL. Organisations can use maturity models to set
the goals for process improvement, for example, they might set a goal that the problem
management process shall achieve maturity level 3 by the year 2009.
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4.6 Connections to other service management processes
There should be a close interface between problem management and other service man-
agement processes, including incident management, change management, configura-
tion management, service level management, and application development. In Paper
VI of this thesis, we proposed that the knowledge management process would be ben-
eficial for problem management.
Incident management: An IT organization can identify problems and known errors
by analysing already reported and recorded incidents. Problem management receives
incident details and temporary solutions (workarounds) from incident management
[73, 54, 15]. Thus, the success of the problem management process depends very much
on the performance of the incident management process. An IT organization should
carefully analyze which datafields are really needed in incident and problem records.
Recording incidents and problems is not effective if there are too many datafields. Ad-
ditionally, the IT service management tool should have a function that enables relating
similar incidents to one problem, as we stated in Paper V.
Change management is responsible for carrying out or controlling some of the error
resolution activities: impact analysis, detailed assessment of the error, replacing the
faulty component, and testing the change. The major task of change management is
to process requests for change. A change advisory board (CAB) can be established to
assist the change management team. CAB members typically review submitted RFCs
and participate in CAB meetings where changes are authorized [73].
Configuration management aims to identify and record configuration items (CIs)
and the relationships between CIs [75] in the IT infrastructure. Configuration items
should be stored in a secure repository [92] referred to as a Configuration Management
Database (CMDB) [73]. The version information of CIs must also be recorded in the
CMDB. Configuration details should be available for problem management team as
well as other service management processes. Paper V of this thesis proposed that in
addition to problems in software configuration items, problem management should also
record problems related to hardware configuration items.
Service level management (SLM): Service level management focuses on maintain-
ing and improving IT Service quality. The SLM process manages service level agree-
ments (SLAs) that are written agreements between service providers and customers
[72]. SLAs define service targets and responsibilities of an IT service provider and a
customer [55]. The problem management process should provide a close connection to
service level management (see Paper V). Service level requirements (target resolution
times for incidents and problems, for instance) should be defined for problem man-
agement. Monitoring services helps organizations to identify the weakest components
in the service. An IT organization should ensure that service level requirements for
handling problems and incidents in SLA match the SLA targets that are configured to
the service desk tool. A service desk tool needs to monitor what has been agreed on
between the IT provider and customers.
Application development and testing: Developers should be well aware of defensive
programming methods [26]: exception handling, coding assertions (early warnings of
upcoming failures), overengineering (building the system stronger than needed), and
audit trails (a trail of past events that might help to identify the cause of the failure).
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The responsibilities of application developers and testers should include participation
in problem reviews and defect causal analysis meetings, since application development
and testing produce considerable information that is useful for problem management
purposes such as defect lists, inspection material and known error lists. Unfortunately,
the connection between testing and problem management in ITIL is very poorly de-
fined. Therefore, organizations implementing ITIL should not forget the importance of
testing. It might be a good idea to maintain the traceability chain between incidents,
problems, errors, changes and test cases, as was proposed in Paper V.
Knowledge Management (KM): In the European KM framework [14], knowledge
management is defined as “the management of activities and processes for leveraging
knowledge to enhance competitiveness through better use and creation of knowledge
resources.” Similarly, Schultze and Leidner define knowledge management as "a pro-
cess of generating, representing, storing, transferring, transforming, applying, embed-
ding, and protecting organizational knowledge" [86]. Problem management can also
benefit from the basic methods of knowledge management. Knowledge management
helps IT organizations to share and reuse existing experiences of software development
[20]. In problem management, organizations create and share knowledge concerning
software products, IT services, technologies, customers, and development partners (see
Paper VI). Hence, the concepts and methods of knowledge management and organiza-
tional learning can strongly support studies of software problem management. Knowl-
edge management helps organizations to take a step towards a learning IT organization
with knowledge-centered support. A learning organization is an organization skilled
at creating, acquiring, and transferring knowledge, and at modifying its behavior to
reflect new knowledge and insights [23]. The main principle of knowledge-centered
support is to define the workflow for knowledge items, document problem solutions in
a structured way, collect experiences on how people search for information and produce
just-in-time solutions to users through a knowledge base [16].
4.7 Difficulties in service-oriented problem management
Although the service-oriented problem management resolves many shortcomings of
traditional defect management models, it also results in new challenges and the follow-
ing difficulties. The first challenge is related to the terminology. Service management
frameworks use concepts (incidents, known errors, service level agreements) that have
not been used in traditional software development models. Additionally, some con-
cepts, such as problems and service requests, are used in different ways in service
management and software engineering.
The second challenge is the lack of practical examples that would show the dis-
tinction between incidents, problems, service requests and change requests [62]. These
concepts are quite unclearly explained in service management frameworks. Often, it is
unclear how incidents are related to problems and known errors and which attributes
are related to these concepts. It is important to remember that incidents never become
problems and they are stored in separate records. Thus, ten incidents can lead to open-
ing of one problem record. This challenge can be solved by providing support team
members with enough examples, for example, which help-desk cases can be classified
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as service requests.
The third challenge arises from poorly defined connection between problem man-
agement and software testing and defect management. However, there are recently
published studies that deal with this challenge. For example, Kajko-Mattsson has sug-
gested a process model that defines front-end and back-end support processes [51].
Additionally, ITIL does not define how to integrate service management models and
organization’s existing software development models. Nevertheless, ITIL recommends
its own application management process for software development.
The fourth important challenge is that service management frameworks do not de-
fine clearly enough how the knowledge base is related to service management pro-
cesses, nor how service management roles are connected to the maintenance of the
knowledge base. The difficulties and challenges regarding knowledge-base implemen-
tation are presented in Paper VI. These included tool-related problems (poor language
support and tailoring problems) but also process-related (creating KB articles is dif-
ficult) and resource-related problems (a service desk needs more time for proactive
problem management).
The fifth challenge is that service management frameworks do not tell how to
handle incidents and problems that are sent to the wrong service desk. Often, an IT
customer is dependent on several service providers and does not know which contact
person is the correct one for a particular problem situation. Therefore, incidents and
problems might pass through a long decision chain, thus lengthens the problem reso-
lution time or even causing a situation in which customers may never find a solution
to their problem. A Single Point of Contact service model might solve this challenge.
The final challenge is that there is no comprehensive service support process diagram
that would show the connections between different service support processes and their
activities.
Most of these challenges are discussed in papers IV, V and VI. Solutions to the
last two challenges are currently under work in our research group. These solutions
shall include a description of a SPOC model in which a customer communicates with
one service provider that assigns the case to other service providers if necessary. The
first version of the service support process diagram was published in August 2007
[43]. It shows the activities of incident management, problem management and change
management in a single process diagram.

Chapter 5
Summary of papers
In this chapter, the original papers are summarized and reviewed. This thesis includes
six research papers all of which are related to managing problems and defects. These
research papers are related to two research projects: the PlugIT and SOSE projects.
5.1 Relation of research papers and projects
PlugIT was a Finnish national research and development project on healthcare appli-
cations integration (2001-2004) financed by the National Technology Agency TEKES
and private companies. PlugIT was implemented by a multidisciplinary research group
from four departments at the University of Kuopio and the Savonia Polytechnic. The
PlugIT research team included 20-30 researchers, developers, students and supervi-
sors. PlugiT was carried out in four subprojects. The first research paper (UML-Based
Testing: A Case Study) of this thesis was created in a TEHO subproject. The goal of
TEHO was to develop and improve the methods and practices of software engineering,
software quality assurance and testing. The research work regarding testing focused on
component-based testing, automated testing, and early test case design.
SOSE (Service-Oriented Software Engineering) was a research project conducted
at the University of Kuopio, Department of Computer Science (2004-2007). The
project was financed by the National Technology Agency TEKES (European Regional
Development Fund, ERDF) and five companies. The objective of the SOSE project
was to develop methods of software engineering and software business with IT com-
panies and their customers. The SOSE research team consisted of a project manager,
two full-time researchers and part-time research assistants.
The SOSE project covered the following research areas: software business, busi-
ness driven and service-oriented software engineering, service architectures, process
integration, and application integration. The project was strongly focused on exam-
ining the service management processes of the IT Infrastructure Library (ITIL). In
practice, the SOSE research team analyzed the existing support processes of IT orga-
nizations, identified challenges and bottlenecks in the customer support and problem
management, and produced recommendations on how to resolve these challenges and
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transform processes into ITIL-based processes. The results of the SOSE project in-
clude international research publications on problem management and service archi-
tectures; masters theses on knowledge management, problem management, software
project failures, and defect management; and reports on availability management and
service management maturity models. Additionally, SOSE produced research material
for designing and establishing a knowledge base for problem management purposes.
Papers II-VI were created during the SOSE project.
Both projects dealt with software quality assurance techniques. While the PlugIT
TEHO project focused more on traditional software quality assurance methods and
defect detection techniques, such as testing and inspections, the SOSE project em-
phasized the service-oriented way of managing problems and defects. These projects
played a very important role as a research platform for this thesis. The IT companies
and IT customer organizations participating in these research projects provided us with
a playground where we were able to test quality assurance methods in practice, and
served as valuable information sources when we examined challenges in the support
processes. Because we performed our case studies in cooperation with the companies
that were members of our research project, our case selection method is quite close
to a convenience sampling method. However, it is a very common way to select case
organizations.
5.2 Summary of papers
For each article, the author of this thesis was the corresponding author with most con-
tribution. In paper I, Section 4 (Testing components) was created in cooperation with
Tanja Toroi. Regarding paper II, the co-authors reviewed the paper and provided valu-
able comments on the structure of the paper. In paper III, the co-author professor Anne
Eerola provided good comments regarding research methods, the structure of the paper,
and the content of the conceptual model. The first version of paper IV was published at
the 29th Information System research seminar (IRIS), with the final version becoming
published at the IASTED conference on Software Engineering. The second co-author,
Aki Miettinen, helped in the literature search and in defining the problem management
checklist. The third co-author represented the case organization and acted as a valuable
informant for the study. The fifth paper was designed and implemented by the author
of this thesis. The second co-author provided some comments concerning the process
improvement ideas. Finally, the paper VI was written by the author of this thesis and
the second co-author provided us with access to the knowledge base application and
helped to perform the study in practice. The following sections briefly describe the
research papers.
5.2.1 UML-Based Testing: A Case Study
Paper I introduces a UML-based test model that can be used for building test cases
more systematically. The UML-based test model helps testers and developers to detect
defects effectively. The model focuses on behavioral UML diagrams, such as activity
diagrams, state diagrams, and use case diagrams. The main contribution of Paper I was
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to evaluate the UML test model in a case study with an IT department at the Kuopio
university hospital. During the study, we noticed that use case diagrams and scenarios
are very useful for testing purposes because they include descriptions of exceptional
and alternative flows that often comprise the sources of defects. Similarly, activity
diagrams show the different action flows that a tester must go through in testing. Ad-
ditionally, transition coverage derived from a UML state diagram and a state transition
table can be used for measuring test coverage. Our testing experiment for a healthcare
application revealed three serious run-time errors and dozens of minor defects.
There are also challenges regarding the use of the UML-test model. UML diagrams
are often produced in such way that they do not provide enough information to support
software testing. A very common situation is that no specification documentation for
the system or related UML diagrams are available, and end users and software testers
do not have the time to draw UML diagrams in the testing phase. This paper was
included in the thesis because it describes the starting point of my research. The study
on UML based testing revealed how IT customers struggle with software problems
and led us to explore defect management processes. Although our original plan was
to explore defect classification in component-based software development in Paper II,
we started to write an article about defect management process because our partner
organizations were interested in process improvement.
5.2.2 Difficulties in Establishing a Defect Management Process: A
Case Study
In Paper II, the main research question is what types of difficulties are encountered by
organizations with regard to the defect management process. In the case study involv-
ing four case organizations, we explored the organizations’ goals in defect manage-
ment, defect management processes, and the problems related to the activities in defect
management. The main contribution of Paper II was to help IT companies and IT
customers to identify and avoid typical problems in defect management. Our findings
showed that software providers had problems, for example, in defining good metrics for
IT service problem management, creating a large amount of test data for testing, using
load testing and performance testing tools, and in creating an organization-wide defect
management process. IT customers complained, for example, that IT companies do
not send defect resolution reports to customers, and software vendors deliver applica-
tions containing many bugs that should have been found during developer-side testing.
While exploring various defect management frameworks for Paper II, we found an IT
service management framework ITIL (IT Infrastructure Library). At this point, we de-
cided to focus our research on ITIL for the following reasons: First, the ITIL model
seemed to provide a clear advantage compared to other defect management models.
The problem management process of ITIL combines both problem control (problem
management) and error control (defect management) activities into one model while
most models do not even recognize the gap between defect management and problem
management. Second, the organizations within the SOSE research project were very
interested in the ITIL-based process improvement.
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5.2.3 A Conceptual Model of IT Service Problem Management
Paper III presents a conceptual model of problem management. The conceptual model
was based on the problem management principles of the IT Infrastructure Library
(ITIL). The main contribution of Paper III is to describe the concepts of problem man-
agement and their relationships as a conceptual model; explain the context, benefits,
and limitations of the problem management model as a pattern; describe the attributes
related to incidents, problems, and known errors; and validate the model with an exam-
ple showing how to use it in software business. The conceptual model was validated
during a problem management study with a case organization. The objective of the
study was to examine how ITIL-based problem management concepts can be com-
bined with the problem management process.
5.2.4 A Checklist for Evaluating the Software Problem
Management Model
Paper IV continued our work regarding ITIL-based problem management. We recog-
nized that instead of heavy IT service management standards IT organizations need
practical guidelines and checklists to be able to implement ITIL-based processes. The
main contribution of Paper IV was to provide a checklist of issues that are essential for
implementing the problem management process.
The checklist consist of ten requirements: 1) establish a service desk, 2) define the
lifecycle for incidents, 3) identify two dimensions of problem management: reactive
and proactive, 4) establish a problem management repository and a knowledge base, 5)
establish the problem control activity, 6) establish the error control activity, 7) define
appropriate metrics for monitoring the problem management process, 8) monitor the
problem management process against SLAs, 9) generate a request for change to the
change management team, and 10) continuously improve the problem management
process.
Managers who are responsible for establishing or improving the problem manage-
ment process can use the checklist to evaluate whether their problem management pro-
cesses meet ITIL requirements.
5.2.5 Improving the Software Problem Management Process
Paper V describes the challenges identified during the validation of our software prob-
lem management model. First, a list of the challenges and bottlenecks in the case
organization’s problem management process were created. These challenges included,
for example, the increasing number of incidents and open problems, poorly defined
connections between problem management and testing, and difficulties in combining
service management concepts with existing business concepts. Second, we defined the
tasks or activities required to solve these challenges. For example, service-desk and
product-support teams need clear instructions on how to handle incidents and service
requests, and the problem records needs a category for the errors of third-party service
provider’s products. Finally, we analyzed why it is important to solve these challenges.
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The main contribution of Paper V was to help IT organizations to identify the chal-
lenges and problems associated with ITIL-based problem management. This paper
inspired us to examine proactive problem management methods, such as the introduc-
tion of a knowledge base for problem management.
5.2.6 Challenges in Implementing a Knowledge Base for Software
Problem Management
Paper VI focuses on proactive problem management. In this paper, we presented the
results of a case study that identified the challenges in building a knowledge-base sys-
tem for software problem management. In our case, the knowledge base (KB) provided
its users with solutions to known problems. As the main contribution of Paper VI, we
described the implementation process of the knowledge base in the context of soft-
ware problem management, identified the challenges arising from the implementation
process, described the datafields related to the knowledge-base articles, and validated
the study with an example showing how a knowledge base could be used for energy
network management software.
The DISER framework was used to document the implementation process of the
knowledge base. DISER (Design and Implementation of SE repositories) [11] de-
scribes the process, techniques and tools for the life-cycle of an experience factory.
Identified challenges included, for example, difficulties in creating public KB articles
because service desk cases contain much customer-specific information, difficulties in
establishing a structure for the KB, and poor language support of the tool used for the
KB articles.
5.3 Summary of the results
The main contributions of this thesis were to evaluate the UML-based test model as
a defect detection technique (Paper I), compile a documented list of challenges and
difficulties regarding defect management (Paper II), develop a systematic approach
for service-oriented problem management (Paper III), and identify a list of difficulties
concerning service-oriented problem management and recommendations together with
guidelines how service-oriented problem management should be performed in practice
(Papers IV-VI). Next, a short summary of the results is given.
In the first phase, we provided an answer to the first research question: which meth-
ods can be used to detect defects. Traditional software quality assurance methods such
as reviews, inspections, pair programming, testing approaches (module testing, integra-
tion testing, system testing and acceptance testing), risk management techniques, and
defect management methods provide developer-side information on defects. UML-
based testing is also a promising defect-detection technique with certain restrictions.
Additionally, customer support (help desks and service desks) collects very useful in-
formation for defect management.
The second research question was: What types of challenges are related to the
process of managing defects. The following challenges regarding defect management
were identified during the research process. Based on the case studies (Papers I, II)
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we argue that IT providers have the following difficulties in managing defects: Project
teams use non-standardized problem management and defect management methods;
there is no service desk that would be responsible for collecting all service requests;
it is difficult to find a good frequency for customer bug fixes; and IT providers have
limited resources for fixing defects. The first two issues are consistent with the results
of the Quality Assurance Institute [81]. IT organizations should establish organization-
wide processes for managing defects. A well-defined, documented defect management
process enables organizations to repeat the process from day to day and to improve the
methods for managing defects. It was not surprising that there were limited resources
for fixing defects and that this was a challenge. However, the biggest surprise was
that there are still software development organizations that have not implemented a
service desk. In these organizations, developers and coders are usually responsible for
recording defects and problems reported by users, even the most simple problems.
In order to gain a richer view on the challenges hindering defect management, we
studied the types of experiences encountered by IT customers with regard to defect
management. Our results showed that the problems experienced by IT customers were
different from those of IT providers. For example, IT customers do not receive con-
firmation on whether their support request has been accepted, nor do they receive any
information concerning the progress of defect handling. Additionally, IT customers do
not receive enough feedback on how problems were resolved or could be avoided in
the future. Customers also considered such comments from the service desk as “This is
not a bug” or “This is not our bug” to be a big problem. Moreover, users reported that
they need training regarding defect reporting tools. Finally, customers complained that
software vendors deliver applications that include bugs that should have been found
during the developer-side testing.
The third research question was: what is service-oriented problem management
and which concepts are related to it? We created a conceptual model and validated it in
cooperation with an IT service provider and an IT customer. The validation started with
an observation phase where we observed working practices of a service desk worker
and participated in the customer support team’s meetings. We analyzed whether the
ITIL-based concepts of our conceptual model were visible in the customer support
processes of the IT provider. Additionally, we analyzed relationships between con-
cepts and the rationale of concepts in the case organization. We reported our findings
to customer support teams during an ITIL training day. The following list of recom-
mendations for a service-oriented problem management model is based on both a lit-
erature review (defect management and problem management literature) and empirical
findings (interviews with IT providers and IT customers, and our observations) during
the research process.
1. The service-oriented problem management model should include a clear def-
inition of the goals, inputs, outputs, activities, roles, and metrics for problem
management. A customer user role needs to be divided into a main user role
and an end-user role. A well-defined, documented process can be measured and
improved, in contrast to ad hoc processes.
2. The model should be based on the three-level service support model in which
the first level consists of the service desk that manages the incident management
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process, the second level corresponds to problem management, and the third
level includes, for example, change management and application development
processes. Simple incidents and problems are resolved by the service desk and
problem management.
3. The model should provide a description of the problem management concepts
(incidents, problems, known errors and requests for change) and attributes re-
lated to these concepts. Clear rules are needed concerning how to classify inci-
dents into failures and service requests, as well as how to relate incidents into
problems, known errors, and RFCs. Service-desk workers do not have extra time
to think about how to categorize or classify incidents and service requests such
as service availability problems and support tool-related problems
4. The model should provide a process diagram that shows the connections be-
tween problem management and other processes such as service desk & inci-
dent management, change management, service level management and appli-
cation development. Well-established connections between processes decrease
the number of information gaps within the organization and improve the total
performance of service management. Additionally, other processes (application
development and testing, for instance) produce considerable information that is
useful for problem management purposes such as defect lists, inspection material
and known error lists.
5. The model should define both proactive and reactive activities. A greater focus
should be placed on proactive problem management, including problem reviews,
trend analyses, and preventive actions. All the defect prevention and problem
prevention techniques used in the organization should be documented and the
staff trained to use them. The results of problem reviews and trend analyses help
in identifying weak areas in products and services.
6. The model should define how problems and errors in the products and services of
third-party service providers are monitored and handled. The service quality of
the service provider often depends on the quality provided by third-party service
providers. Thus, it is important to describe how incidents move forward in the
network of service providers.
7. The model should combine problem management with defect management into
a seamless process in order to close the gap between service-desk activities and
software-development activities. A common tool for problem management and
defect management is a good improvement idea.
8. The model should define how a knowledge base can be implemented and used
as part of the problem management process. The knowledge base can be used as
a proactive tool to decrease the number of incidents.
The last research question was: What kind of difficulties are associated with the
introduction of service-oriented problem management. These difficulties were iden-
tified in evaluating service-oriented problem management methods in practice. For
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example, the following difficulties were discussed in research papers IV, V, and VI:
there are no proactive problem management methods defined in the IT organization
(IV, VI); combining ITIL concepts with existing business concepts is difficult (V); the
activies and roles of IT support teams are poorly documented (IV); there is no prob-
lem category for third-party errors (V); the problem database often includes duplicate
records or incomplete records (V); problem management is poorly linked to other pro-
cesses, such as service level management, testing and application development (IV);
and finally, it is difficult to integrate the knowledge base into service management pro-
cesses (VI). Moreover, knowledge base implementation projects may include resource-
related, process-related and tool-related difficulties (VI).
Perhaps the most important challenge regarding service-oriented problem manage-
ment is that IT organizations solely focus on reactive problem management (solving
already reported problems), thus ignoring the benefits of proactive work. The second
significant problem is the different terminology between service management and tra-
ditional software engineering. Service management concepts need to be mapped into
the organization’s existing concepts and people need to be trained to use these concepts.
Additionally, a major problem is the gap between service desk and product develop-
ment. IT organizations often consider these two processes as strictly separated activies
and use different tools for these processes. This gap results in a communication barrier.
Software developers do not receive all information on users’ problems reported to the
service desk, and the service desk does not receive all information on defects found by
testers and developers.
The contributions of this thesis are useful for those problem managers, service man-
agers and quality managers who are responsible for improving software quality assur-
ance methods or are planning to implement a problem management process in the near
future. Our research focused on identifying the difficulties and challenges regarding
problem management. Some of difficulties we identified can be solved by changing
a problem management tool or performing some configuration work (e.g., defining a
category tree for problems and defects, sending an automated incident confirmation
report to customers) whereas other process-related difficulties (e.g., ensuring that each
team uses standardized methods for tracking problems and defects) are more difficult to
resolve. In the future, we shall focus our research on providing solutions to these chal-
lenges and on establishing a well-documented, service-oriented problem management
model.
Chapter 6
Conclusions
IT organizations are constantly looking for new ways to improve the quality of IT
services and to decrease the costs of managing problems, while at the same time they
are struggling with an increasing number of incident and problem reports. There is
a clear need for a service-oriented problem management process that combines two
previously separate activities: problem management and defect management. A large
number of open defects and problems can cause significant financial losses for both IT
companies and IT customers.
6.1 Contributions of the thesis
This thesis has made the following contributions: In the first phase, we found answers
to the first research question: which methods can be used to detect defects? Various
software quality assurance methods were identified and analyzed. We introduced a
UML-based test model for creating test cases and identifying defects in the early phases
of the software life-cycle. Several defects and problem areas in a health care application
were detected using a UML-test model in a case study.
In the second phase, we identified the difficulties arising in organizations’ de-
fect management processes. Several difficulties were found: project teams use non-
standardized problem management and defect management methods, and IT providers
have limited resources for fixing defects and problems. IT customers also reported
interesting challenges. For example, it is difficult to gain enough feedback from IT
providers on how a problem was resolved or can be avoided in the future. This phase
provided an answer to the second research question: What types of difficulties are
encountered by IT organizations with regard to defect management?
Third phase helped IT companies and IT customers to identify the concepts and
their relationships within service-oriented problem management. The service-oriented
problem management model provides IT organizations with a solution on how to man-
age the software problems reported by IT customers, end-users or other stakeholders,
as well as how to transform problems into errors (defects). IT organizations with well-
defined problem management models will have fewer difficulties in managing prob-
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lems than those without well-defined process models. The third phase provided an
answer to the third research question: what is service oriented problem management
and which concepts are related to it?
The fourth phase answered to the last research question: what types of difficulties
do IT organizations experience in introducing service-oriented problem management?
Recommendations concerning which issues are important in establishing a problem
management process were produced in the form of a problem management checklist.
Service-oriented problem management is needed because defect management models
do not provide enough guidance on how service-related problems and failures can be
monitored or handled. The service desk and problem management are able to resolve
a large number of the simple problems that are traditionally solved by busy software
developers. Service-oriented problem management ensures that developers have more
time to focus on developing software.
Many IT service providers have developed their own models based on ITIL. Be-
cause reading ITIL-based books and standards requires considerable time and effort
from organizations, we have extracted information on ITIL processes to a conceptual
model, providing practical examples and a checklist for problem management. These
examples and checklists have increased the value of the conceptual model and pro-
vided research partners with a faster learning process regarding problem management
concepts. We have received positive feedback from IT organizations and IT customers
within the SOSE project regarding our service-oriented problem management model,
the problem management checklist and the difficulties identified in support processes.
The results of the fourth phase are especially interesting and important because chal-
lenges and difficulties affecting problem management and knowledge-base implemen-
tation projects have previously been given very little consideration.
The main contributions of this thesis are 1) an evaluation of a UML-based test
model as a defect detection technique, 2) a documented list of challenges and difficul-
ties regarding defect management, 3) a systematic approach to service-oriented prob-
lem management and 4) a list of difficulties concerning service-oriented problem man-
agement, as well as recommendations and guidelines describing how service-oriented
problem management can be achieved in practice. Based on the results of this thesis,
we are able to present the following concluding remarks:
1. The UML-based test model effectively supports such traditional quality assur-
ance methods as black-box testing, reviews and inspections in the identification
of defects and problems. However, UML-based testing requires that testers have
good UML skills and experience with test case design.
2. IT organizations have several difficulties in managing defects. One major diffi-
culty is a lack of well-defined defect management model. These difficulties seem
to have an influence on customer satisfaction with support services.
3. Service-oriented problem management provides a systematic approach for man-
aging problems and defects. It creates a bridge between customer-oriented prob-
lem management and development-oriented defect management activities. IT
organizations should focus on proactive problem management, such as using
problem reviews and knowledge bases.
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4. IT organizations have tool-related, process-related and resource-related difficul-
ties in introducing service-oriented problem management.
There are some limitations to this study. The first limitation is related to the gen-
eralizability of the results. Instead of providing generalizeable conclusions we have
focused on extending the theory of problem management. The second limitation is
related to the small number of case organizations. Research data for this thesis has
been collected from five case organizations. The reported results regarding the diffi-
culties in problem management are based on the work with two case organizations.
Service-oriented problem management concepts were tested in cooperation between
one service provider company and one IT customer company. We have already started
to study the challenges of service-oriented problem management also with yet other
case organizations in order to improve our problem management model [43].
6.2 Future work
In this thesis, the primary focus was to identify difficulties in managing defects and
problems rather than developing a well-documented problem management model. In
future studies we intend to use the results of this thesis to build a well-defined, docu-
mented problem management model that meets the requirements of ISO/IEC 20 000
standards, solves most of the difficulties identified by this thesis, includes practical ex-
amples and process diagrams that would make implementing the process easier. Future
work could attempt to derive a more complete list of problem management challenges
and examine which proactive problem management methods are used by IT organi-
zations. Finally, more research efforts are needed to examine service management
maturity models from the IT customer’s viewpoint.
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