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Towards an Automated ToolChain for MPC in Multi-zone Buildings
Filip JORISSEN1,2*, Lieve HELSEN1,2








Due to climate change energy efficiency is becoming increasingly important. This is particularly true for the building
system control sector, where a large energy saving potential exists. Model Predictive Control (MPC) is a new control
technique in this sector that minimises the building energy use while taking into account comfort and other constraints
through the use of a simplified building model. Setting up the required MPC ‘controller’ model for each building is
however challenging and requires a lot of expertise work. In this paper we present a Linear Automated Toolchain
for MPC (LAT-MPC) that allows highly automating the process of setting up a controller model and running a linear
MPC. Due to this automation new research such as integrated optimal control and design of buildings comes into the
picture.
1. INTRODUCTION
Building Heating, Ventilation and Air Conditioning (HVAC) systems use large amounts of energy to provide comfort
to its occupants. According to Pérez-Lombard et al. (2008) HVAC represents 20% of the total energy use in the USA.
Since the production of the required thermal or electrical energy typically produces CO2, HVAC operation contributes
to climate change. Energy efficiency allows to limit the primary energy consumption and therefore the corresponding
CO2 emissions and operational costs.
Model Predictive Control (MPC) is a control technique that allows significant energy savings to be obtained without
jeopardizing comfort or other constraints. MPC uses a simplified building model, the controller model, to predict the
(future) impact of possible control actions on the building. Depending on the level of detail of the controller model,
disturbances such as occupancy and weather forecasts can be included. Using this information the MPC controller
computes the control action that uses the least amount of energy, while satisfying a set of constraints. These constraints
aremost often 1) technical, e.g. theymay limit themass flow rate of a fan to its nominal value, or 2) related to occupancy
comfort, e.g. there may be a constraint on the building zone temperature(s).
Real implementations ofMPC have shown energy savings of 14% in a Swiss office building (Sturzenegger et al., 2013),
17% in a Belgian office building in Hasselt (Váňa et al., 2014), more than 30% in a Belgian office building in Brussels
(De Coninck & Helsen, 2016), 19% and 27% in two Australian office buildings (West et al., 2014), and 15%-28% in
a Czech building (Široký et al., 2011; Prívara et al., 2011; Cigler et al., 2013).
Clearly, there is a large potential for energy savings using MPC, although the potential depends on the building type
and the reference compared with (Cigler et al., 2013). However, exploiting this potential is difficult due to the large
amount of expertise work incurred by setting up an MPC controller model (Sturzenegger et al., 2014; Cigler et al.,
2013). Research should therefore automate this process as much as possible.
To this end De Coninck et al. (2015) presented a toolbox for identifying the parameters of low-order ‘grey-box’ build-
ing models using building measurement data. This approach however requires high-quality measurement data and is
not easily scalable to larger problems. Sturzenegger et al. (2012, 2014) present Building Resistance-Capacitance Mod-
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elling (BRCM), a Matlab toolbox for setting up building MPC controller models and input data using basic building
construction data contained in an EnergyPlus input file.
To further simplify the creation of controller models, tools should exist that allow the use of preconfigured (blocks of)
models that can be connected together in an intuitive, drag-and-drop fashion. Modelica (Elmqvist & Mattsson, 1997)
is a modelling language that allows the creation of such models. Although the initial scope of Modelica is to perform
dynamic simulations, tools such as JModelica (Åkesson et al., 2010) and OpenModelica (Fritzson et al., 2005) also
allow optimising such models, which can be used to implement an Optimal Control Problem (OCP) (Bonvini &Wetter,
2015) or MPC (De Coninck & Helsen, 2016). These tools are however general-purpose solvers that do not exploit the
linear nature of our MPC optimisation problems, reducing computation speed, while also requiring multiple OCPs to
be run in sequence to correctly implement MPC. This approach also does not directly support the coupling of the MPC
controller to a detailed building model, e.g. in JModelica the MPC controller is the detailed building model, which is
a simplification of reality and does not allow to take into account aspects such as model mismatch.
The goal of this paper is to describe a Linear Automated Toolchain for MPC (LAT-MPC) that 1) derives exportable
‘white box’ MPC controller models in an automated way, similar to BRCM, 2) facilitates the fast simulation of detailed
building models implementing an MPC controller into the model itself, 3) has an easily configurable MPC interface
and 4) an intuitive modelling environment using a single simulation tool, and 5) has components that can be reused in
real MPC implementations.
The toolchain consists of the following steps. Firstly, a Modelica model of the building envelope needs to be created,
using for instance the open source Modelica library IDEAS (Baetens et al., 2015). Note that other libraries can be used
for other applications as long as they result in a model with linear dynamics. Secondly a linear version of the building
model is set up, for which a linear HVAC system, constraints and cost function needs to be added. This linear model is
exported into state space format using the Linearize() command found in Modelica simulation tools. When using
IDEAS, the approach presented by Picard et al. (2015) can be used. A third step generates an input file containing
the disturbances and time-dependent constraints matching this state space model. Fourthly, a model needs to be set up
that maps the optimal control results to real HVAC component set points. In the final step the MPC controller must
be configured using basic parameters such as the optimal control horizon duration. The tool-chain contains an MPC
controller implementation using efficient code generated by CasADi 2.4 (Andersson, 2013) such that even large MPC
problems can be solved efficiently.
2. METHODOLOGY
This section describes how firstly a detailed emulator model and secondly a linear controller model of the building can
be set up using Modelica. The controller model is then exported and a corresponding input data file is generated. We
further explain how this data is used to construct the MPC controller and how this MPC controller is again integrated
into the building model.
Throughout this section the model structures required in the different steps are illustrated using 1) a schematic and 2)
an example Modelica implementation.
2.1 Creating the emulator model
The first step of the toolchain is to create an ‘emulator’ model of the building. Figure 1a illustrates the typical structure
of such a model. The most important block is the ‘building envelope’, which models all thermal dynamics related
to conductive, convective and radiative heat transfer of the structural building materials. The building envelope is
connected to HVAC components such as radiators, concrete core activation, boilers, heat pumps and a ventilation
system. The controller determines the HVAC model control signals such as valve and Variable Air Volume (VAV)
positions using measurement data from the building envelope and the HVAC system. Building envelope boundary
conditions are typically computed using a weather data file. The weather data are needed to compute the incident solar
radiation and sky radiative and dry-bulb temperatures for all surfaces of the building envelope.
The models required for setting up the emulator have been made available in IDEAS (Baetens et al., 2015), an open
source Modelica library and extension of the Annex 60 library (Wetter et al., 2015). When setting up the emulator it is
important to create some structure in the model such that the HVAC and controller models can easily be removed for
the building envelope linearisation step.















(a) Schematic of a typical building model containing
a building envelope, HVAC models and a controller
model. HVAC exchanges heat with the building model.
The HVAC models are controlled by the controller,
which uses measurement data from the building enve-
lope and HVAC models.
(b) Example containing one zone, one window and one wall. Tem-
perature is controlled using a radiator, which is connected to a pump
and a heater. The outlet temperature of the heater is controlled us-
ing a PI controller with a fixed temperature set point of 23 ○C. The
building boundary condition computation is not shown since it is in-
tegrated into the building envelop models.
Figure 1: Emulator model.
Figure 1b shows an example of a very simple emulator model implementation using IDEAS. It will be used throughout
this paper to illustrate the methodology. Key component groups are 1) the building envelope, containing a zone, wall
(top left) and window (top right), 2) the HVAC system containing a pump, heater and radiator and 3) the controller: a
PI controller that tracks a fixed temperature set point.
2.2 Generating the linear controller model
In this section the emulator model is modified such that it becomes a Linear Time Invariant (LTI) model as shown
in Figure 2a. This LTI is then passed to the Dymola function Linearize() such that a linear state space model is
generated. This model is a ‘white box’ model since it only uses building construction and HVAC equipment informa-
tion.
To obtain an LTI model the building envelope model equations need to be linearised, since by default IDEAS con-
tains non-linear convective and radiative heat transfer equations. Furthermore, non-linear building boundary condition
computations are considered to be model inputs. A dedicated version of IDEAS has been created that allows to create
input variables for all boundary conditions by changing the value of a single parameter. For more details see Picard et
al. (2015).
The linear emulator model must also contain a linear representation of the HVAC system. In practice this often means
that the optimisation variables must be heat flow rates since the explicit modelling of mass flow rates and temperatures
can lead to bilinear equality constraints, which are non-linear and non-convex. All optimisation variablesmust be inputs
of the linear HVAC model such that they are correctly detected when linearising the model. Linear combinations of
the optimisation variables may then be used to create constraints and to interact with the building envelope.
Since the used Modelica solver, Dymola, does not support the declarations of inequalities, a work-around is proposed
for defining constraints. Whenever a constraint is added, the constraint is reformulated such that it has the struc-
ture
f(x;u) ≥ 0 (1)
where f(⋅) is a linear combination of the states x and inputs u of the LTI model. Note that u contains an element whose
value is fixed to 1 such that constant terms in the inequalities are also detected when linearising around x and u. A
Modelica output variable must then be created whose value equals f(x;u) and whose name starts with the keyword






















(a) Schematic (b) Example
Figure 2: Schematic and example of a linear controller model. The building envelope model is retained albeit in
a linearised version, while the HVACmodel is simplified into a linear format. Optimisation variables, constraint
inputs and building boundary conditions are model inputs. Constraint and cost variables are model outputs.
ineq such that the MPC-tool can identify that this output is an inequality whose value should be larger than or equal
to zero.
Linear cost functions g(x;u) can be formulated in a similar way, but by creating an output variable whose name starts
with a different keyword, cost.
Figure 2b presents the result after linearisation starting from the example of Figure 1 and corresponds to the scheme
shown in Figure 2a. Themodel is a simplified, linear version of Figure 1bwith a single optimisation variable Qradiator
that injects heat in the convective and radiative heat port of the zone model, representing the radiator. Furthermore the
model contains two inequality outputs: 1) ineqTmin that sets a lower bound for the zone operative temperature and 2)
ineqQpos that constrains Qradiator to be larger than zero. To illustrate the use of variable one we choose Tmin to
have as unit degrees Celsius while the zone temperature has the unit Kelvin. The constraint represented by ineqTmin
is then
zone:T − Tmin − 273:15 ≥ 0 (2)
or equivalently
zone:T ≥ Tmin + 273:15 (3)
where zone.T is the zone temperature and Tmin is a ‘constraint input’ as indicated on Figure 2a.
Finally, the output costQ results in the cost function J, i.e. J = Qradiator.
Now that the linear Modelica model has been set up, it needs to be exported. Dymola contains a built-in function for
this purpose, Linearize(). This function linearises the model around a working point and returns four matrices and
three vectors. The matrices are state space matrices A, B, C, D such that
d x
d t
= A ⋅ x + B ⋅ u (4)
y = C ⋅ x +D ⋅ u (5)
where x are the model states, u are the model inputs and y are the model outputs. The three vectors xNam, uNam and
yNam are the variable names of respectively x, u and y.
Matrices A and B can be used after discretisation to set up the MPC optimal control problem. Constraints can be
integrated by extracting the linear constraint equations from matrices C and D. Constraints are denoted as
Aineq ⋅ x + Bineq ⋅ u ≥ 0 (6)









(a) Schematic (b) Example
Figure 3: Schematic and example of the model required to generate the MPC input file. The model outputs
constraint inputs and building boundary conditions, which are not illustrated in the example since these com-
putations are embedded in the building envelope model.
where Aineq and Bineq consist of all rows i of C andDwhose name in yNam[i] starts with the predefined keyword ineq,
since this name indicates that output i should be interpreted as a constraint.
Similarly the cost function J equals
J = cx ⋅ x + cu ⋅ u (7)
where cx and cu are row vectors that equal the sum of all rows i of C and D whose name in yNami starts with the
predefined keyword cost.
When applied to the example model, the linearisation results in a model with 7 states, 27 inputs (Qradiator, Tmin,
one, 5 boundary conditions for the window and 19 other boundary conditions) and 3 outputs (2 constraints and 1 cost
function).
2.3 Generating an input file
The state space model derived in the previous step contains many inputs. Most of these inputs are however known
disturbances. Other inputs, like constraint inputs in Figure 2a also need to be defined. In the current step the values of
these known disturbances are stored such that they can be used as inputs in the MPC optimisation problem.
To achieve this we create an extended version of the emulator model as illustrated in Figure 3. In this version all
boundary conditions are outputted automatically by setting a flag. Additional variables need to be specified manually.
In this example the minimum temperature bound Tmin is set to 22 ○C during the day and 20 ○C at night. Note that the
variable name Tmin must be the same as in the linearisation model in Figure 2b.
This emulator model is then simulated to generate the MPC input data matrix K[i; j] for the desired points in time t(i)
and variable names uNamIn[j].
2.4 Post-processing of MPC-results
Sincewe require that the optimisation problem is linear, typically heat flow rates will be optimised, whereas the building
HVAC typically needs valve set points and/or temperature set points to be provided. A mapping therefore needs to be
made between the optimal, linear control variables and the HVAC set points. This mapping is problem-specific and is
therefore not part of the scope of this paper.
The structure of the emulator model including the MPC-controller and corresponding post-processing step is shown in
Figure 4a. Figure 4b shows an example of what this post-processing may look like. In this example the optimal heat























(a) Schematic (b) Example
Figure 4: Emulator model where the MPC controller replaces the existing control strategy. The state values in
block states are used to update the state of theMPC-controller. TheMPC controller computes optimal control
signals, which are post-processed to provide meaningful set points for the HVAC controller. The example shows
a temperature sensor and an adder that computes that temperature set point. The low-level controller is empty
in this example.
flow rate Qradiator must be converted to a supply temperature. Since the pump has a constant mass flow rate in this
example the supply temperature Tsupply is computed as
Tsupply = Treturn + 2 _Qradiator
_m ⋅ cp (8)
with _m the mass flow rate and cp the specific heat capacity of water. Treturn is the return water temperature, which is
measured at the pump in this example. The factor 2 appears because Qradiator is injected twice: once in the radiative
port and once in the convective port of the zone model.
2.5 Configuring the MPC controller
Figure 4b also shows the Modelica implementation of an MPC controller. This model calls a C++ library that performs
the actual optimisation on-line using CasADi (Andersson, 2013) and CPLEX. The Modelica simulation therefore does
not need to be stopped and/or restarted to perform the MPC optimisation. The MPC controller can be configured
(through parameter settings) to choose between several state update types, different MPC control horizons and control
intervals and solver options, whether or not to use warm starting, etc.
The remainder of this section explains how the actual MPC optimal control problem is formulated.
Discrete time dynamics The library uses the matrices from section 2.2 and the input data from section 2.3 to set up
an optimisation problem. Matrices A and B are discretised into matrices ~A and ~B. Using these matrices the states xi at
optimisation intervals i ∈ [1;n] are computed as
x0 = x0 (9)
xi+1 = ~A ⋅ xi + ~B ⋅ ui ∀i ∈ [0;n − 1] (10)
with x0 a vector of initial state values.
Due to the large number of states in a typical Modelica building model we use direct single shooting (Kirches, 2011)
and eliminate the states such that they are not optimisation variables but instead functions of ui and the initial states
x0.
xi = f(ui;ui−1;⋯;u0; x0) ≡ xi(u; x0) (11)
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Free and fixed inputs We make a distinction between ‘free’ and ‘fixed’ elements of ui.
Fixed inputs are those elements ui[k] whose name uNam[k] has an identical copy in uNamIn[j] for some index j, e.g.
they are variables such as boundary conditions that may not be optimised. These inputs are denoted using vector ui;fixed.
Other inputs are free inputs, which are the optimisation variables, denoted using ui;free. When a fixed input is used in
an equation, e.g. in equation (14), then we use its numerical value by making a linear interpolation between the two
values of K[⋅; j] that match time index i.
Simple and linear bounds The library transforms matrices C and D into Aineq, Bineq, cx and cu as earlier described.
Matrices Aineq and Bineq are then further split up into ‘simple bounds’ that constrain a single free input variable:
ui ≤ ui;free ≤ ui (12)
and ‘linear bounds’ that constrain a linear combination of multiple states xi(u; x0) and inputs ui.
Constraint and cost function format A practical problem is how to pass the constraints to CasADi since CasADi
expects a constraint of the format Q ⋅ u + b ≥ 0 with ufree the concatenation of all ui;free, Q a matrix and b a vector
of constants. We solve this by defining a CasADi function g(ufree;ufixed; x0) that contains the concatenation of all
constraints in the format of equation (13):
g(ufree;ufixed; x0) = [Aineq ⋅ xi(u; x0) + Bineq ⋅ ui ≥ 0] ∀i (13)
We then compute
b = g(0;ufixed; x0) (14)
and
Q = J(g) (15)
with J(g) the Jacobian of g(⋅; ⋅; ⋅) with respect to ufree. Note that since A, B, C and D are constant matrices, Q is also
constant. This means that the Jacobian only needs to be evaluated once, significantly reducing the overhead of the used
single shooting approach.
Similarly, the Jacobian of equation (7) is computed to obtain the cost function in the format below:
cu;free ⋅ ufree (16)
State estimation method A state estimation method needs to be implemented. For the example considered here we
assume that perfect state updates are possible, by reading the state values on-line using block states in Figure 4b,
which directly reads their values using their names in vector xNam.
Optimal control problem formulation Using this information the MPC optimisation problem is compactly formu-
lated as
min cu;free ⋅ ufree (17)
s.t. ui ≤ ui;free ≤ ui ∀i (18)
Q ⋅ u + b ≥ 0 (19)
which is solved using the CPLEX QP solver. The optimal control variables ~ui;free are periodically read by Modelica
using C-function calls and used to control the HVAC models.
Results Figure 5 shows the simulation result of the example presented in Figure 4b. The Figure shows overheating
due to solar radiation that enters the window, which is the consequence of not having an upper temperature bound in
this example. During the morning and at night the radiator needs to supply heating to avoid violating the temperature
bound. Even in this idealised case, the lower temperature bound Tmin is violated. This is due to the model mismatch
introduced by linearising the convective and radiative heat transfer equations and by not taking into account the thermal
dynamics of the radiator.



































Figure 5: Illustrative optimisation result of the MPC controller
3. CASE STUDY
The presented approach was applied to a more complex emulator model of an office building with 24 zones, two heat
recovering air handling units (AHUs) that each have a heating battery, summer bypass, indirect evaporative cooling
and an active chiller. The AHUs are connected to each zone through VAVs that control the air mass flow rate. Each
zone also contains a concrete core activation circuit that allows free cooling or heating using four heat pumps. The
AHU uses heat from solar collectors or a pellet boiler. The VAV heating batteries use heat from the heat pumps. The
zone temperatures and zone CO2 concentrations were constrained using soft constraints.
For this enulator model an MPC controller model was derived using the approach described above. It resulted into
a controller model with 1330 states, 177 free inputs, 475 fixed inputs 155 simple bounds and 387 linear bounds per
control interval. We currently use 24 control intervals of one hour, which takes approximately 2 seconds to solve
using the CPLEX Dual Simplex QP solver. A comparison was made with QpOases (Ferreau et al., 2014), where the
problem took multiple hours to solve. When rerunning the MPC every three hours (receding horizon), it takes 3 hours
to simulate the numerically optimised (Jorissen et al., 2015) emulator model for one year. The initialisation code that
computes ~A, ~B, cu;free and Q takes approximately 15 minutes to evaluate. Preliminary results show electrical energy
savings of approximately 30% compared to a conventional rule based control strategy, with similar thermal comfort
and indoor air quality.
Picard et al. (2016) present large energy savings when comparing the proposed (white-box) methodology with a grey-
box system identification technique from Prívara et al. (2013).
4. CONCLUSIONS
A Linear Automated Toolchain for MPC (LAT-MPC) is demonstrated. It is a stepwise methodology for automating
the derivation of MPC controller models for building HVAC applications. The first step is to set up an emulator model
of the building. Then a linear version of the emulator is exported into a linear state space model. For the building
envelope this step is already automated. Linear HVAC models need to be added manually at this stage. Afterwards an
input data file for the state space model inputs is generated. A mapping then needs to be made from the MPC control
variables to the physical HVAC component model set points. Finally some MPC formulation and parameter options,
such as the horizon length, need to be specified. The methodology was illustrated using a simple Modelica example
and was also tested on a complex building model, proving its scalability.
This methodology allows a new research line where the design and control of a building are optimised simultaneously,
taking into account their mutual influence. Furthermore these first steps towards an automated derivation of building
MPC models contribute to the practical implementations of MPC.
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5. FUTUREWORK
Future work should focus on simplifying the step of setting up the emulator model. Automated scripts to convert
Building Information Modelling (BIM) files into Modelica models are being developed within the scope of the IEA
EBC Annex 60 project (Wimmer et al., 2015).
A library containing linear versions of common HVAC components should be developed, such that HVAC models no
longer need to be added manually.
The MPC library can be extended to implement 1) multiple state estimation techniques 2) multiple shooting techniques
as opposed to single shooting 3) other, open source solvers.
This MPC framework will be included in integrated optimal design and control of building systems. Implementation
in real buildings, both in operation and design phase, allows quantification of real gains.
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