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1 Introduccio´
1.1 Motivacio´
Blockchain e´s una tecnologia que avui en dia esta` establint-se com a base per a construir aplicacions
distribu¨ıdes. Es basa en una xarxa de nodes distribu¨ıts f´ısicament que es comuniquen directament sense
intermediaris. Aquests nodes canvien el seu estat mitjanc¸ant transaccions agrupant-se en blocs que es repli-
quen per tots els nodes. Per aixo`, tots els nodes comparteixen el mateix estat (histo`ria de transaccions). I
per coordinar-se, cal un mecanisme de consens.
L’intere`s sobre la blockchain prove´ d’un treball anterior sobre clusteritzacio´ per consens, a Enginyeria
del Programari Lliure. Despre´s d’aixo` vaig comenc¸ar a documentar-me sobre algoritmes de clusteritzacio´.
Me´s tard, vaig llegir sobre una tecnologia que podia connectar una gran quantitat de nodes i emmagat-
zemar dades en ells en blocs com una gran base de dades, de naturalesa distribu¨ıda; aquests nodes quan
canvien el seu estat mitjanc¸ant transaccions i replicant-les per tota la xarxa utilitzen un algorisme de consens.
A partir d’aquest moment em vaig posar en contacte amb un professor de la UdL, Roberto Garc´ıa, que
em va parlar d’una blockchain anomenada Ethereum capac¸ d’anar me´s enlla` i poder desplegar codi, ano-
menats contractes i poder executar el seu codi en les transaccions. Aixo` em va acabar de conve`ncer per a
centrar el TFG en aquesta tecnologia.
1.2 Objectius
El projecte desenvolupa una aplicacio´ web amb arquitectura client servidor.
La part del client estara` constru¨ıda amb Angular i la part del servidor proporcionara` una API REST
mitjanc¸ant Spring Framework.
Oferira` un servei d’enviament de documents en format JSON que es processaran per tal que sigui possible
verificar la seva autenticitat, integritat i data d’enviament. Per oferir seguretat es fara` servir tecnologies
de blockchain, concretament la que proporciona Ethereum. Aixo` permetra` donar cert valor notarial als
documents processats, que podran ser posteriorment auditats i potencialment utilitzats com a prova en cas
de litigi.
1.3 Estructura de la resta del document
Aquest document s’estructura d’aqu´ı en endavant en les segu¨ents seccions:
• Estat de l’art: En aquesta seccio´ es parlara` sobre tecnologies relacionades com: Ethereum, Infura,
Solidity, MyEtherWallet, EtherScan, Web3j, Ganache, Spring, Angular; entorns de desen-
volupament utilitzats com: Remix i IntelliJ IDEA; estudis realitzats pre`viament per enfrontar el
projecte i treballs similars, en aquest cas Stampery API.
• Desenvolupament: En aquesta seccio´ es parlara` sobre la metodologia utilitzada en el projecte, tenint
en compte la naturalesa del projecte i les necessitats, s’argumentara` perque` s’escull una metodologia
iterativa pel desenvolupament del projecte. Tambe´ es tractara` de forma aproximada els pressupostos
del projecte, tenint en compte les hores, cost del treballador, infraestructura, etc. Finalment, es
detallara` que s’ha fet a cada iteracio´ tenint en compte: els requeriments/especificacio´, el disseny, la
implementacio´ i els resultats o conclusions extretes de cada iteracio´.
• Conclusions: S’extrauran unes conclusions resultants de les experie`ncies de l’alumne despre`s d’haver
treballat en el projecte.
• Treball futur: Es detallaran tasques pendents no realitzades per falta de temps derivada de les desvia-
cions temporals de les iteracions. Aquestes tasques quedaran recollides aqu´ı per a ser tractades en un
futur.
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• Bibliografia: es reflectiran les font que s’han pres com a referent per elaborar parts d’aquest document
en el segu¨ent format:
<Organitzacio´>. <Tı´tol de la font>. <URL de la font>.
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2 Estat de l’art
2.1 Tecnologies relacionades
2.1.1 Ethereum
1. Que` e´s Ethereum?
Ethereum e´s una plataforma descentralitzada que executa contractes intel·ligents.
Els contractes so´n aplicacions que s’executen exactament com es van programar sense possibilitat de
temps d’inactivitat, censura, frau o interfere`ncia de tercers.
Aquestes aplicacions s’executen en una blockchain personalitzada, una infraestructura global com-
partida enormement poderosa.
2. La Maquina Virtual d’Ethereum.
Ethereum, com ja s’ha dit, e´s una blockchain programable. Enlloc de donar als usuaris un conjunt
d’operacions predefinides, com per exemple les transaccions de Bitcoin, Ethereum permet als usuaris
crear les seves pro`pies operacions, amb la complexitat que aquests desitgin.
D’aquesta forma serveix com una plataforma per a tipus molt diferents d’aplicacions de blockchain
descentralitzades, que inclouen criptomonedes, pero`, no es limiten a elles.
Ethereum en el sentit estricte e´s refereix a un conjunt de protocols que defineixen una plataforma per
a aplicacions descentralitzades. El nucli de tot aixo` e´s la Maquina Virtual d’ Ethereum(”EVM”).
Pot executar codi de complexitat algor´ıtmica arbitraria. En termes de la informa`tica, Ethereum e´s
”Turing complet”. Els desenvolupadors poden crear aplicacions que s’executen en una EVM utilitzant
llenguatges de programacio´ d’alt nivell existents, com Javascript i Python.
Al igual que qualsevol blockchain, Ethereum tambe´ inclou un protocol de xarxa punt a punt. La
base de la blockchain Ethereum es mantinguda i actualitzada per molts nodes connectats a la xarxa.
Tots i cadascun dels nodes de la xarxa executen la EVM i executen les mateixes instruccions. Per
aquesta rao´, Ethereum de vegades es descriu com una computadora distribu¨ıda.
Aquesta paral·lelitzacio´ massiva del ca`lcul en tota la xarxa d’Ethereum no es fa per a que el cal-
cul sigui me´s eficient. De fet, aquest proce´s fa que el calcul a Ethereum sigui molt me´s lent i me´s
costos que en una ”maquina tradicional”. Pel contrari, cada node d’Ethereum executa la EVM amb
la finalitat de mantindre el consens a trave´s de la blockchain. El consens descentralitzat li permet
a Ethereum nivells extrems de tolera`ncia a fallades, assegura zero temps de inactivitat i fa que les
dades emmagatzemades en la blockchain segueixin invariables i resistents a la censura.
La plataforma Ethereum en si mateixa no te´ caracter´ıstiques ni e´s un valor agno`stic. Al igual
que en els llenguatges de programacio´, depe`n de les empreses i dels desenvolupadors decidir per a que
s’utilitzara`. Pero´, esta` clar que certs tipus d’aplicacions es beneficien me´s que d’altres de les capacitats
d’Ethereum. Espec´ıficament, Ethereum e´s adequat per a aplicacions que automatitzen la interaccio´
directa entre parells o faciliten la accio´ grupal coordinada a trave´s d’una xarxa. Per exemple, aplica-
cions per a coordinar mercats de igual a igual, o la automatitzacio´ de contractes financers complexes.
Bitcoin permet a les persones intercanviar efectiu sense involucrar intermediaris, com institucions fi-
nanceres, bancs o governs. El impacte d’Ethereum pot ser de major rang. En teoria, les interaccions
financeres o intercanvis de qualsevol complexitat podrien dur-se a terme de manera automa`tica i con-
fiable utilitzant codi que s’executa a Ethereum. Me´s enlla` de les aplicacions financeres, qualsevol
entorn on la confianc¸a, la seguretat i la permane`ncia siguin importants; per exemple registres d’actius,
votacio´, governanc¸a i internet of things(IOT), podria veure’s enormement afectat per la plataforma
Ethereum.
3. Com funciona Ethereum ?
Mentre que la blockchain de Bitcoin e´s purament una llista de transaccions, la unitat ba`sica d’Ethereum
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e´s el compte. El blockchain d’Ethereum rastreja l’estat de cada compte, i totes les transicions d’es-
tat en la blockchain d’Ethereum so´n transfere`ncies de valor i/o informacio´ entre comptes. Hi ha
dos tipus de comptes:
• Comptes de propietat externa(EOA), que estan controlades per claus privades.
• Comptes de contracte, que estan controlades pel codi del contracte i solament poden ser ”activa-
des”per una EOA.
Per a la majoria dels usuaris, la diferencia ba`sica entre aquestes e´s que els usuaris controlen les EOA,
ja que, poden controlar les claus privades que donen control sobre una EOA. Els comptes de contracte,
per una altra banda, es regeixen pel seu codi intern. Si so´n c¸ontrolades”per un usuari, e´s perque`
estan programades per a ser controlades per una EOA amb una adrec¸a determinada, que a la seva
vegada, esta` controlada per qui tingui les claus privades que controlen aquella EOA. El terme popular
C¸ontractes Intel·ligents”es refereix al codi en un compte de contracte: programes que s’executen quan
s’envia una transaccio´ a aquell compte. Els usuaris poden crear nous contractes desplegant el seu codi
en la blockchain.
Els comptes de contracte nomes realitzaran una operacio´ quan li indiqui una EOA. Per tant, no e´s
possible que un compte de contracte realitzi operacions natives, com la generacio´ de nu´meros aleatoris
o les crides a una API, nomes pot fer aquestes operacions si li so-licita una EOA. Aixo` e´s degut, a que
Ethereum requereix que els nodes puguin posar-se d’acord sobre el resultat de la transaccio´, lo que
requereix una garantia d’execucio´ estrictament determinista.
Al igual que Bitcoin, els usuaris han de pagar petites tarifes de transaccio´ de xarxa. Aixo` prote-
geix la blockchain d’Ethereum de tasques computacionals fr´ıvoles o malicioses, com atacs DDoS o
bucles infinits. El remitent d’una transaccio´ ha de pagar per a cada instruccio´ del ”programa”que va
activar, inclosos el co`mput i l’emmagatzemament en memo`ria. Aquestes tarifes es paguen en quantitats
de token natius d’Ethereum, el ether.
Aquestes tarifes de transaccio´ so´n recol·lectades pels nodes que validen la xarxa. Aquestos ”miners”so´n
nodes de la xarxa d’Ethereum que reben, propaguen, verifiquen i executen transaccions. Despre`s, els
miners agrupen transaccions, que inclouen moltes actualitzacions de l’estat dels comptes de la blockc-
hain d’Ethereum, en ”blocs”, i els miners despre`s competeixen entre s´ı per a que el seu bloc sigui el
segu¨ent en ser agregat a la blockchain. Els miners so´n recompensats amb ether per cada bloc amb
e`xit que minen. Aixo, proporciona un incentiu econo`mic per a que les persones dediquin hardware i
electricitat a la xarxa d’Ethereum.
Igual que la xarxa de Bitcoin, els miners tenen la tasca de resoldre problemes matema`tics com-
plexos amb la finalitat de ”minar”amb e`xit un bloc. Aixo` es coneix com una ”prova de treball”.
Qualsevol problema computacional que requereixi una gran potencia de calcul me´s els recursos per
resoldre algorismicament un problema e´s un bon candidat per a la ”prova de treball”. Amb la finalitat
de descoratjar la centralitzacio´ a causa de l’u´s del hardware especialitzat (per exemple ASIC), com ha
passat a la xarxa de Bitcoin, Ethereum va escollir un problema de co`mput dur per a la memo`ria.
Aixo` fa que, la prova de treball d’Ethereum sigui resistent a ASIC, el que permet una distribucio´ de
seguretat me´s descentralitzada que les altres blockchain, les quals la seva mineria esta` dominada pel
hardware especialitzat, com Bitcoin.
4. Node d’Ethereum
Hi han mu´ltiples implementacions de clients en una amplia gamma de llenguatges de programacio´.
A partir de setembre de 2016, les principals implementacions so´n go-ethereum i Parity.
5. Connexio´ a clients d’Ethereum
Els clients d’Ethereum exposen una quantitat de me`todes sobre JSON-RPC per a interactuar amb
ells des de dintre d’una aplicacio´. Pero´, interactuant directament sobre JSON-RPC es passen una se`rie
Pa`gina 4
Certificacio´ de documents mitjanc¸ant blockchain Data Certification
Taula 1: Principals implementacions dels clients de Ethereum.
Client Llenguatge de programacio´ Desenvolupadors U´ltim llanc¸ament
go-ethereum Go Ethereum Foundation go-ethereum-v1.4.18
Parity Rust Ethcore Parity-v1.4.0
cpp-ethereum C++ Ethereum Foundation cpp-ethereum-v1.3.0
pyethapp Python Ethereum Foundation pyethapp-v1.5.0
ethereumjs-lib Javascript Ethereum Foundation ethereumjs-lib-v3.0.0
Ethereum(J) Java <ether.camp> ethereumJ-v1.3.1
ruby-ethereum Ruby Jan Xie ruby-ethereumv0.9.6
ethereumH Haskell BlockApps —
de ca`rregues als desenvolupadors d’aplicacions com:
• Implementacio´ del protocol JSON-RPC
• Codificacio´/de-codificacio´ de format binari per a crear e interactuar amb contractes intel·ligents
• Tipus nume`rics de 256 bits
• Suport de comandes d’administracio´, per exemple crear/administrar direccions, firmar transacci-
ons
S’han escrit diverses biblioteques per a ajudar a resoldre aquests problemes, el que permet als desen-
volupadors d’aplicacions centrar-se en les seves aplicacions, en lloc dels problemes subjacents per a
interactuar amb nodes d’Ethereum i l’ecosistema general.
Taula 2: Biblioteques per a interactuar amb un client Ethereum.
Biblioteca Llenguatge de programacio´ Pa`gina del projecte
web3.js Javascript https://github.com/ethereum/web3.js
web3j Java https://github.com/web3j/web3j
Nethereum C# .NET https://github.com/web3j/web3j
ethereum-ruby Ruby https://github.com/DigixGlobal/ethereum-ruby
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6. web3.js
Aquesta e´s la API de Javascript compatible amb Ethereum que implementa la especificacio´ JSON-
RPC. Esta` disponible en npm com a mo`dul de node, per a bower i com a script js incrustable i com a
paquet de meteor.js.
Links:
• GitHub: https://github.com/ethereum/web3.js/
• Wiki: https://github.com/ethereum/wiki/wiki/JavaScript-API
• Gitter: https://gitter.im/ethereum/web3.js
• Modul de NPM: https://www.npmjs.com/package/web3
7. web3j
web3j e´s una biblioteca lleugera escrita amb Java per a integrar-se amb clients(nodes) en la xarxa
Ethereum.
Funcions principals:
• Interaccio´ amb clients d’Ethereum sobre JSON-RPC a trave´s de tipus de Java
• Admet tots els tipus de me`todes JSON-RPC
• Admet tots els me`todes de Geth i Parity per a administrar comptes i firmar transaccions
• Enviament de sol·licituts de clients de forma as´ıncrona i s´ıncrona
• Generacio´ automa`tica de wrappers de funcions de contracte intel·ligent de Java a partir d’arxius
Solidity ABI
Actualment, els clients go-ethereum i Parity son compatibles.
Links:
• GitHub: https://github.com/web3j/web3j
• Lloc web: http://web3j.io
• Wiki: https://github.com/web3j/web3j/wiki
• Gitter: https://gitter.im/web3j/web3j
8. Nethereum
Nethereum e´s la biblioteca d’integracio´ de .NET per a Ethereum, li permet interactuar amb clients
Ethereum com go-ethereum, cpp-ethereum o Parity utilitzant RPC.
La biblioteca te´ una funcionalitat molt similar a la biblioteca de Javascript per RPC d’Ethereum
web3.
Tots els metodes JSON-RPC/IPC s’implementen tal i com apareixen en les noves versions dels clients.
El client geth e´s el que esta estretament recolzat i provat, incloses les seves extensions d’Adminis-
tracio´: administracio´, personal, depuracio´ i mineria.
La interaccio´ amb els contractes s’ha simplificat per al desplegament, la crida a funcions, el filtrat
de transaccions i esdeveniments.
La biblioteca ha sigut provada en totes les plataformes .NET Core, Mono, Linux, iOS, Android,
Raspberry PI, Xbox i per suposat Windows.
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Links:
• GitHub: https://github.com/Nethereum/Nethereum
• Lloc web: http://nethereum.com
• Documentacio´: https://nethereum.readthedocs.io/en/latest/
• Gitter: https://gitter.im/Nethereum/Nethereum
9. ethereum-ruby
ethereum-ruby e´s un wrapper pur de Ruby JSON-RPC per a comunicar-se amb un node Ethereum.
Per a utilitzar aquesta biblioteca, es necessitara tenir un node Ethereum en execucio´ amb suport IPC
habilitat predeterminat). Actualment, el client go-ethereum e´s compatible.
Links:
• gitHub: https://github.com/DigixGlobal/ethereum-ruby
10. Gestio´ de Comptes
(a) Comptes
Els comptes juguen un paper central a Ethereum. Hi han dos tipus de comptes: comptes de
propietat externa (EOA) i comptes de contracte. Aqu´ı ens centrem en comptes de propietat
externa, que es denominaran simplement comptes. Les comptes de contracte, simplement con-
tractes, i es discutiran en detall. Aquesta nocio´ gene`rica de compte que inclou tant els comptes
de propietat externa com els contractes es justifica en el fet que aquestes entitats reben el nom
d’objectes d’estat. Aquestes entitats tenen un estat: els comptes tenen un saldo i els contractes
tambe´, a me´s d’emmagatzemament pel contracte. L’estat de tots els comptes e´s l’estat de la
xarxa d’Ethereum que s’actualitza amb cada bloc i sobre el qual la xarxa realment necessita
arribar a un consens. Els comptes so´n realment essencials per a que els usuaris interactu¨ın amb
la blockchain d’Ethereum a trave´s de les transaccions.
Si restringim Ethereum nome´s a comptes de propietat externa i nome´s permetem transacci-
ons entre elles, arribem a un sistema ”altcoin”que e´s menys potent que Bitcoin en s´ı mateix i
nome´s pot utilitzar-se per a transferir ether.
Els comptes representen entitats d’agents externs (per exemple, persones, nodes que es dedi-
quen a minar o agents automatitzats). Els comptes utilitzen la criptografia de clau pu´blica per
a signar una transaccio´, de mode que la EVM pugui validar de forma segura la identitat d’un
remitent d’una transaccio´.
(b) Keyfiles
Cada compte esta` definit per un parell de claus, una clau privada i una clau pu´blica. Els comptes
s’indexen per una direccio´ que es deriva de la clau pu´blica prenent els u´ltims 20 bytes. Cada parell
de claus privades/adreces esta codificat en un arxiu de claus. Els arxius de claus so´n arxius de
text JSON que es poden obrir i veure en qualsevol editor de text. Els component cr´ıtic de l’arxiu
de claus, la clau privada del compte, esta` sempre encriptada, i esta` encriptada amb la contrasenya
que s’ingressa quan es crea el compte.
11. Ether
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(a) Que e´s l’ether?
Ether e´s el nom de la moneda utilitzada a Ethereum. S’utilitza per a pagar el ca`lcul dintre de
la EVM. Aixo` es fa indirectament comprant gas amb ether.
(b) Denominacions
Ethereum te´ un sistema de subunitats, cadascuna amb el seu propi nom. Cada denominacio´ te´
el seu propi nom u´nic. La denominacio´ me´s petita coneguda com a unitat base d’ether s’anomena
Wei. A continuacio´ hi ha una llista de les denominacions anomenades i el seu valor en Wei. Seguin
el patro´ comu´, l’ether tambe´ designa una unitat(de 1e18 de Wei).
Taula 3: Taula d’unitats d’Ethereum.
Unitat Valor en Wei Wei
Wei 1 Wei 1
Kwei(babbage) 1e3 wei 1.000
Mwei(lovelace) 1e6 wei 1000.000
Gwei(shannon) 1e9 wei 1.000.000.000
microether(szabo) 1e12 wei 1.000.000.000.000
miliether(finney) 1e15 wei 1.000.000.000.000.000
ether 1e18 wei 1.000.000.000.000.000.000
(c) Gas i Ether
Se suposa que el gas e´s el cost constant dels recursos de la xarxa. Es desitja que el cost real
d’enviar una transaccio´ sigui sempre el mateix, per lo que no es pot esperar a que s’emeti gas, les
monedes en canvi en general so´n vola`tils.
Llavors, el canvi, s’emet un ether el qual el seu valor es suposa que varia, pero` tambe´ s’im-
plementa un pel gas en termes d’ether. Si el preu de l’ether augmenta, el preu del gas en termes
d’ether hauria de baixar per a mantenir el mateix cost real del gas.
El gas te´ mu´ltiples termes associats: preu del gas, cost del gas, limit del gas i tarifes del com-
bustible. El principi darrere del gas e´s tenir un valor estable de quant costa una transaccio´ o
computacio´ en la xarxa d’Ethereum.
Gas Cost e´s un valor esta`tic de quant costa un ca`lcul en termes de gas, i la intencio´ es que el valor
real del gas mai canvi¨ı, pel que aquest cost sempre haura` de mantenir-se estable al llarg del temps.
El preu del gas e´s el preu del gas en termes d’una altra moneda com l’ether. Per estabilitzar
el valor del gas, el preu del gas e´s un valor decimal, de manera que si el cost dels tokens o la
moneda fluctua, el preu del gas canvia per a mantenir el mateix valor real. El preu del gas s’es-
tableix pel preu equilibrat de quant estan disposats a pagar els usuaris i quant estan disposats a
acceptar els nodes de processament.
Gas limit e´s la quantitat ma`xima de gas que es pot utilitzar per bloc, es considera la carrega
computacional ma`xima, el volum de la transaccio´ o la mida de bloc d’un bloc, i els miners poden
canviar lentament aquest valor al llarg del temps.
Gas Fee es efectivament la quantitat de gas que es deu de pagar per a executar una transaccio´ o
contracte. Les tarifes de gas d’un bloc es poden utilitzar per a implicar la carrega computacional,
el volum de transaccio´ o la mida d’un bloc. Les tarifes del gas es paguen als miners.
12. Tipus de compta, gas i transaccions
Pa`gina 8
Certificacio´ de documents mitjanc¸ant blockchain Data Certification
(a) Comptes de propietat externa (EOA)
Un compte externament controlat te´ les segu¨ents propietats:
• te´ balanc¸ d’ether
• pot enviar transaccions (transfere`ncia d’ether o invocar codi d’un contracte)
• es controlat per claus privades
• no te´ codi associat
(b) Comptes de contracte
Un contracte te´ les segu¨ents propietats:
• te´ balanc¸ d’ether
• te´ codi associat
• la execucio´ de codi es desencadena per transaccions o missatges (crides) rebudes d’altres
contractes
• quan s’executa, realitza operacions de complexitat arbitraria (integritat de Turing), manipula
el seu propi emmagatzemament persistent, es a dir, pot tenir el seu propi estat permanent,
pot cridar d’altres contractes.
Totes les accions en la blockchain d’Ethereum es posen en marxa per transaccions disparades
des de comptes de propietat externa. cada vegada que un compte de contracte rep una transaccio´,
el seu codi s’executa segons les instruccions dels para`metres d’entrada enviats com a part de la
transaccio´. El codi de contracte es executat per la EVM en cada node que participa en la xarxa
com a part de la seva verificacio´ de nous blocs.
Aquesta execucio´ ha de ser completament determinista, el seu u´nic context e´s la posicio´ del bloc
en la blockchain i totes les dades disponibles. Els blocs de la blockchain representen unitats
de temps,la blockchain en s´ı mateixa e´s una dimensio´ temporal i representa l’historial complet
d’estats en els punts de temps discrets designats pels blocs de la cadena.
(c) Que e´s una transaccio´?
El terme ”transaccio´”s’utilitza a Ethereum per a referir-se al paquet de dades signat que emma-
gatzema un missatge per a ser enviat des d’un compte de propietat externa a un altre compte en
la blockchain.
Les transaccions contenen:
• el destinatari del missatge
• una signatura que identifica al remitent i prova la seva intencio´ d’enviar el missatge a traves
de la blockchain al destinatari
• un camp VALUE, la quantitat de wei per a transferir del remitent al destinatari
• un camp de dades opcional, que pot contenir el missatge enviat a un contracte
• un valor per STARTGAS, representa la quantitat ma`xima de passos computacionals que
l’execucio´ de la transaccio´ pot prendre
• un valor GASPRICE, representa la tarifa que el remitent esta disposat a pagar pel gas.
Una quantitat de gas correspon a la execucio´ d’una instruccio´ ato`mica, es a dir, un pas
computacional.
(d) Que e´s un missatge?
Els contractes tenen la capacitat d’enviar ”missatges”a d’altres contractes. Els missatges so´n
objectes virtuals que mai es serialitzen i existeixen nome´s en l’entorn d’execucio´ d’Ethereum.
Es poden concebre com crides a funcions.
Un missatge conte´:
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• l’emissor del missatge (impl´ıcit)
• el destinatari del missatge
• el camp VALUE, la quantitat de wei que es transfereix juntament amb el missatge a l’adrec¸a
del contracte
• un camp de dades opcional, que e´s la informacio´ d’entrada real al contracte
• un valor STARTGAS, que limita la quantitat ma`xima de gas en que pot inco´rrer l’execucio´
del codi desencadenat pel missatge
Essencialment, un missatge e´s com una transaccio´, excepte que es produ¨ıt per un contracte i no
per un actor extern. Al igual que una transaccio´, un missatge porta al compte del destinatari
que executa el seu codi. Per lo tant, els contractes poden tenir relacions amb d’altres contractes
exactament de la mateixa manera que els actors extern.
(e) Que es el gas?
Ethereum implementa un entorn d’execucio´ en la blockchain anomenat Maquina Virtual
d’Ethereum (EVM). Cada node que participa en la xarxa executa la EVM com a part del
protocol de verificacio´ de bloc. Realitzen les transaccions enumerades en el bloc que estan verifi-
cant i executen el codi desencadenat per una transaccio´ dintre de la EVM. Tos i cadascun dels
nodes de la xarxa realitzen els mateixos ca`lculs i emmagatzemen els mateixos valors. Clarament
Ethereum no tracta d’optimitzar l’eficie`ncia del ca`lcul. El seu processament paral·lel e´s redun-
dantment paral·lel. Aixe` e´s per oferir una manera eficient d’arribar a un consens sobre l’estat del
sistema sense necessitat de tercers confiables. Pero`, lo que e´s me´s important, no es persegueix
un ca`lcul o`ptim. El fet de que les execucions de contractes es repliquin en els nodes e´s una mostra.
Quan s’executa una aplicacio´ descentralitzada(DAPP), interactua amb la blockchain per lle-
gir i modificar el seu estat, pero` les DAPPs t´ıpicament nomes posen la lo`gica i l’estat del negoci
que son crucials per al consens en la blockchain.
Quan s’executa un contracte com a resultat de ser activat per un missatge o transaccio´, cada
instruccio´ s’executa en cada node de la xarxa. Aixo` te´ un cost: per a cadascuna de les operacions
executades hi ha un cost espec´ıfic, expressat en varies unitats de gas.
Gas e´s el nom de la tarifa d’execucio´ que els remitents de les transaccions han de pagar per
cada operacio´ realitzada en una blockchain d’Ethereum. El nom de gas s’inspira en la opinio´
de que aquesta tarifa actua com un criptofuel, impulsat pel moviment dels contractes intel·ligents.
El gas es compra amb ether per als miners que executen codi. El gas i l’ether estan desacoblats
deliberadament, ja que, les unitats de gas s’alineen amb les unitats de ca`lcul que tenen un cost
natural, mentre que el preu de l’ether generalment fluctua com a resultat de les forces del mercat.
Els dos estan controlats per un mercat lliure: el preu del gas el decideixen els miners, que poden
negar-se a processar una transaccio´ amb el preu del gas inferior al seu limit mı´nim. Per a obtenir
gas simplement es necessita afegir ether al compte.
El protocol d’Ethereum cobra una tarifa per cada pas computacional que s’executa en un con-
tracte o transaccio´ per a evitar atacs deliberats i L’abu´s de la xarxa d’Ethereum. Es requereix
que cada transaccio´ inclogui un limit de gas i una tarifa que estigui disposat a pagar pel gas.
Els miners tenen L’opcio´ d’incloure la transaccio´ i cobrar la tarifa o no. Si la quantitat total de
gas utilitzada pels passos computacionals generats per una transaccio´, inclo`s el missatge original
i qualsevol sub-missatge que pugui activar-se, e´s menor o igual que el l´ımit de gas, llavors es
processa la transaccio´. Si el total de gas excedeix el limit de gas, tots els canvis es reverteixen,
excepte que la transaccio´ encara sigui va`lida i el miner encara pugui cobrar la tarifa. Tot el exce´s
de gas no utilitzat per l’execucio´ de la transaccio´ es retorna a l’emissor com ether. No es necessari
preocupar-se pel gast excessiu, ja que solament es cobra pel gas que es consumeix. Aixo` significa
que e´s u´til i segur enviar transaccions amb un l´ımit de gas molt per sobre de les estimacions.
(f) Estimacio´ dels costos d’una transaccio´
El cost total de l’ether d’una transaccio´ es basa en dos factors:
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• gasUsed e´s el total de gas que es consumeix en una transaccio´
• gasPrice preu (en ether) d’una unitat de gas especificada en la transaccio´
TotalCost = gasUsed ∗ gasPrice
(g) gasUsed
En cada operacio´ en la EVM se li assigna una quantitat del gas que es consumeix. gasUsed e´s la
suma de tot el gas per a totes les operacions executades.
(h) gasPrice
Un usuari construeix i firma una transaccio´, i cada usuari pot especificar un gasPrice que desitgi,
que pot ser zero. A mesura que els miners optimitzin els seus ingressos, seria dif´ıcil conve`ncer a
un miner per a que accepti una transaccio´ que especifiqui un preu mı´nim massa baix o zero.
13. Contractes
(a) Que` e´s un contracte?
Un contracte e´s una col·leccio´ de codi (les seves funcions) i dades (el seu estat) que resideix en
una adrec¸a especifica en la blockchain d’Ethereum. Els comptes de contracte so´n capac¸os de
passar missatges entre ells, aixi com realitzar ca`lculs complets de Turing. Els contractes viem en la
blockchain en un format binari especific d’Ethereum anomenat Ethereum Virtual Machine
(EVM) bytecode.
Els contractes generalment s’escriuen en un llenguatge d’alt nivell com Solidity i despre`s es
compilen en bytecode per a ser carregats en la blockchain.
Els recursos de desenvolupament d’una DAPP [4] enumeren els entorns de desenvolupament in-
tegrats, les eines de desenvolupament que ajuden a desenvolupar en aquests llenguatges, oferint
tests i suport d’implementacio´, entre d’altres caracter´ıstiques.
(b) Llenguatges d’alt nivell d’Ethereum
Els contractes viuen en la blockchain en un format binari especific d’Ethereum (codebyte
de la EVM) que es executat per la EVM. Pero`, els contractes generalment s’escriuen en un
llenguatge d’alt nivell i despre`s es compilen amb el compilador de codebyte de la EVM per a ser
desplegats en la blockchain.
Sota estan els diferents llenguatges d’alt nivell que els desenvolupadors poden utilitzar per a
escriure contractes intel·ligents d’Ethereum.
• Solidity
Solidity e´s un llenguatge similar a JavaScript que permet desenvolupar contractes i com-
pilar a bytecode de la EVM. Actualment es el llenguatge principal d’Ethereum i el me´s
popular.
– Documentacio´ de Solidity [9]
– Compilador en l´ınia de Solidity [6]
– API de contractes estandarditzada [10]
– Patrons d’aplicacions DAPPutils [11]
(c) Serpent
Serpent e´s un llenguatge similar a Python que es pot utilitzar per a desenvolupar contractes i
compilar a bytecode de la EVM. Es prete´n que sigui el ma`xim de net i simple, combinant molts
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dels beneficis d’eficie`ncia d’un llenguatge de baix nivell amb la facilitat d’us en l’estil de la pro-
gramacio´ i, al mateix temps, agregant funcions especials de domini especific per a la programacio´
de contractes. Serpent es compila utilitzant LLL.
• Serpent wiki d’Ethereum[7]
• Serpent EVM compiler[8]
2.1.2 Infura
1. Introduccio´
INFURA e´s una infraestructura segura, estable, robusta, equilibrada, tolerant a fallades y fa`cilment
escalable de nodes IPhere y Ethereum.
Infura proporciona nodes Ethereum i IPFS. I una capa de servei per accedir a tant als nodes d’Ete-
reum com els de IPFS
Elimina la necessitat d’instal·lar, configurar i mantenir un node d’Ethereum.
La capa de servei Ferryman millora la confiabilitat i ajuda a escalar ra`pidament per a satisfer una
alta demanda.
Proporciona, a me´s a me´s, emmagatzemament distribu¨ıt amb IPFS sense administrar la infraestructura.
Te´ URLs per Ethereum habilitats amb TLS. Una porta d’enllac¸ IPFS habilitada per TLS. Com-
patible amb la API JSON-RPC d’Ethereum i les principals biblioteques de web3. Opera amb una
capa de servei anomenada Ferryman, un proxy invers personalitzat per a escalar i donar confiabilitat.
Per u´ltim destacar que e´s compatible tant amb geth com amb parity.
2. Components
• blockchain (Ethereum)
Elimina la necessitat d’instal·lar, configurar i mantenir els nodes d’Ethereum.
• Capa de servei
Composada per Ferryman, millora la confiabilitat i ajuda a INFURA a escalar.
• Sistema de fitxers distribu¨ıt
IPFS possibilita el emmagatzemament distribu¨ıt sense tenir que administrar la infraestructura.
3. Definicio´
INFURA e´s un servei que proporciona un enllac¸ a Ethereum i IPFS sense la necessitat de mantenir
ni administrar cap infraestructura.
4. Caracter´ıstiques
• Punts finals d’Ethereum habilitats per a TLS
Punts finals pu´blics per a la xarxa principal i totes les xarxes de test.
• Porta d’enllac¸ IPFS habilitada per a TLS
Emmagatzemament distribu¨ıt.
• Interf´ıcie porta`til d’Ethereum
Totalment compatible amb la API JSON-RPC esta`ndard; no e´s RESTful, so´n crides remotes a
procediments i les biblioteques web3.
• Capa de servei Ferryman
Un proxy invers que ajuda amb l’escalabilitat i la confiabilitat
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• Multi-client Ethereum
Geth i Parity.
• Instal·lacions privades disponibles
Es pot configurar una infraestructura privada autoritzada.
5. Xarxes
Taula 4: Xarxes exposades per INFURA.
Xarxa Descripcio´ URL
Ropsten xarxa de test https://ropsten.infura.io
INFURAnet xarxa de test https://infuranet.infura.io
Kovan xarxa de test https://kovan.infura.io
Rinkeby xarxa de test https://rinkeby.infura.io
IPFS gateway https://ipfs.infura.io
6. Arquitectura
Infura te´ la missio´ de proporcionar nodes d’Ethereum i IPFS segurs, estables, tolerants a falla-
des i escalables. Herman Junge, el fundador d’Infura, va anomenar a l’arquitectura inicial el famo´s
”Sandwich”. El segu¨ent diagrama mostra la arquitectura inicial presentada per Herman en la Devcon2
en Shangai.
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Figura 1: Arquitectura d’INFURA amb Sandwich.
En l’arquitectura de Sandwich, els nodes workers, ja siguin Mainnet go-ethereum, Testnet Parity o
IPFS, estan tots darrere d’un front-end i la capa de servei Ferryman, Aixo` te´ l’avantatja de mantenir-
los molt segurs i apartats. Pero`, un dels desafius que crea aquesta arquitectura esta` en la interaccio´
amb la xarxa d’igual a igual d’Ethereum. Un node tindria dificultats per mantenir el recompte de
parells, ja que, estan completament a¨ıllats d’Internet. Donat que Infura Sandwich s’assembla a un
sol node d’Ethereum per al mo´n exterior, en lloc d’un grup de nodes individuals, la interconnexio´ es
converteix en un desafiu.
L’arquitectura de Sandwich te´ una gran deficie`ncia en el sentit de que` no aporta nodes estables perque`
d’altres els puguin veure. Es va crear una nova arquitectura anomenada ”Boomerang”per a solucionar-
ho.
En l’arquitectura ”Boomerang”, els nodes d’Ethereum so´n tots de pu´blic acce´s a Internet, el que
els permet mirar i actuar com qualsevol node de la resta de la xarxa d’Ethereum. S’han dedicat uns
recursos significatius per a mantenir un grup de nodes que so´n estables, robustos, amb boomerang,
aquest ara inclou peering millorat. Els nodes ara contribueixen de manera me´s eficient a trave´s de la
xarxa punt a punt i, finalment, podrien utilitzar-se com a nodes d’arrencada perque` d’altres puguin
veure’ls.
2.1.3 Solidity
Solidity e´s un llenguatge d’alt nivell orientat a contractes per a implementar contractes intel·ligents. Ha
sigut influenciat per C++, Python i JavaScript i esta` dissenyat per apuntar a la Maquina Virtual d’Et-
hereum (EVM).
Solidity esta` tipat estaticament, admet here`ncia, biblioteques i tipus complexos definits per l’usuari, entre
d’altres caracter´ıstiques.
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Figura 2: Arquitectura d’INFURA amb Boomerang.
Es possible crear contractes per a votacions, crowfunding, subhastes a cegues, bitlleteres multi-firma i molt
me´s.
2.1.4 MyEtherWallet
1. Que e´s MEW?
• MyEtherWallet e´s una interf´ıcie gratu¨ıta, de codi obert, del costat del client.
• Permet interactuar directament amb la blockchain sense deixar de tenir control total de les claus
d’usuari i els seus fons.
• El servei no pot recuperar els fons d’un usuari ni congelar el seu compte si visita un lloc de
phishing o perd la clau privada.
2. MyEtherWallet com a interf´ıcie
• Quan es crea un compte en MyEtherWallet s’esta` generant un conjunt criptogra`fic de nu´meros:
la clau privada i la pu´blica (adrec¸a)
• La manipulacio´ de les claus de l’usuari succeeix completament en l’ordinador de l’usuari, dintre
del seu navegador.
• El servei mai transmetra`, rebra` ni emmagatzemara una clau privada, contrasenya o altra infor-
macio´ del compte.
• El servei no cobra una tarifa de transaccio´.
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Figura 3: Funcionament de MyEtherWallet.
• Simplement s’esta utilitzant la interf´ıcie del servei per interactuar directament amb la blockchain.
• Si s’envia la clau pu´blica (adrec¸a) a algu´, aquest pot enviar ether o tokens a aquest compte.
• Si l’usuari envia la seva clau privada a algu´, aquest te´ el control total del compte.
2.1.5 Metamask
Metamask e´s un pont que permet comunicar-se amb la xarxa d’Ethereum. Permet executar Ethereum
DAPPs directament des del navegador sense executar un node complet d’Ethereum.
Metamask inclou un bau¨l d’identitats segur, que proporciona una interf´ıcie d’usuari per administrar les
identitats en diferents llocs i formar transaccions de la blockchain.
Es pot instal·lar com a complement de Chrome, Firefox, Opera i Brave.
La missio´ de metamask e´s fer que Ethereum sigui tan fa`cil de fer servir per les persones com sigui possible.
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2.1.6 EtherScan
EtherScan e´s el principal explorador de blocs per a la blockchain d’Ethereum. Un BlockExplorer e´s
ba`sicament un motor de cerca que permet als usuaris cercar per a confirmar i validar fa`cilment les transac-
cions que han tingut lloc a la blockchain d’Ethereum.
La seva missio´ e´s facilitar la transpare`ncia de la blockchain al indexar i fer cerques de totes les transaccions
en la blockchain d’Ethereum de la manera me´s transparent i accessible possible.
EtherScan no e´s un prove¨ıdor de serveis de bitlletera, no emmagatzema les claus privades i no te´ con-
trol sobre les transaccions que tenen lloc a la xarxa d’Ethereum.
A me´s a me´s, tambe´ proporciona un conjunt de robustos serveis en una API.
2.1.7 Web3j
1. Que e´s Web3j?
Web3j e´s una biblioteca escrita amb Java, tambe´ disponible per a Android, altament modular, reac-
tiva i segura per a treballar amb contractes intel·ligents i integrar-se amb clients (nodes) de la xarxa
d’Ethereum.
Aixo` li permet treballar amb una blockchain d’Ethereum, sense la carrega addicional de tenir que
Figura 4: Web3j network.
escriure’s el propi codi d’integracio´ per a la plataforma.
2. Caracter´ıstiques
• Implementacio´ completa de l’API del client JSON-RPC d’Ethereum sobre HTTP e IPC
• Suport de la cartera d’Ethereum
• Generacio´ automa`tica d’embolcall de contractes intel·ligents de Java per a crear, implementar,
realitzar transaccions amb contractes intel·ligents i invocar-los des del codi natiu Java (s’admeten
formats amb Solidity y Truffle)
• API reactiva-funcional per a treballar amb filtres
• Suport per a Ethereum Name Service (ENS)
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• Suport per a les APIs particulars de Parity i de Geth
• Suport per a Infura, per a no tenir que executar un client d’Ethereum
• Tests d’integracio´ que demostren alguns dels escenaris anteriors
• Eines de l´ınia de comandes
• Compatible amb Android
3. Dependencies Te´ 5 depende`ncies en temps d'execucio´:
• RxJava una API funcional-reactiva
• OKHttp per a connexions HTTP
• Jackson Core per a la serialitzacio´/deserialitzacio´ JSON ra`pida
• Jnr-unixsocket per a *nix IPC (no disponible per a Android)
2.1.8 Ganache
1. Que e´s Ganache?
Ganache permet crear i posar en marxa ra`pidament una blockchain personal d’Ethereum que es
pot utilitzar per a executar proves, executar comandes i inspeccionar l’estat mentre es controla com
funciona la blockchain.
2. Caracter´ıstiques
• Ganache e´s una implementacio´ interna en JavaScript de la blockchain d’Etherem que te´ capa-
citats programa`tiques addicionals: no e´s necessari instal·lar clients locals.
• Es pot veure ra`pidament l’estat actual de tots els comptes, incloses les seves adreces, claus priva-
des, transaccions i saldos.
• Es pot veure la sortida del registre de la blockchain interna de Ganache, incloses les respostes
i d’altra informacio´ vital de depuracio´.
• Es pot configurar la mineria de forma avanc¸ada, configurant els temps de bloqueig per a que
s’adapti millor a les necessitats de desenvolupament.
• Es poden examinar tots els blocs i les transaccions per a obtenir informacio´ sobre el que succe¨ıx.
• Byzantium ve de se`rie, proporcionant les ultimes caracter´ıstiques d’Ethereum necessa`ries per al
desenvolupament de DAPPs modernes.
3. Repositori
El codi codi font complet de Ganache esta a github https://github.com/trufflesuite/ganache
2.1.9 Spring
1. Introduccio´
Spring Framework proporciona un model de programacio´ i configuracio´ complet per a les aplicacions
modernes empresarials escrites amb Java, en qualsevol tipus de plataforma en les que es desplegui. Un
element clau de Spring e´s el suport d’infraestructura a nivell d’aplicacio´: Spring s’enfoca en detalls
interns de les aplicacions empresarials per a que els equips de desenvolupament puguin enfocar-se en
la lo`gica de negoci a nivell d’aplicacio´, sense depende`ncies innecessa`ries amb entorns de implementacio´
espec´ıfics.
2. Caracter´ıstiques
Pa`gina 18
Certificacio´ de documents mitjanc¸ant blockchain Data Certification
• Tecnologies principals: injeccio´ de depende`ncies, esdeveniments, recursos, i18n, validacio´, enllac¸
de dades, conversio´ de tipus, SpEL (Spring Expression Language), AOP (Aspect Oriented Pro-
gramming).
• Testing: mock objects, TestContext Framework, Spring MVC Test, WebTestClient.
• Data Access: transaccions, suport per a DAO, JDBC, ORM, Marshalling XML.
• Spring MVC i Spring WebFlux web framework
• Integracio´: remota, JMS, JCA, JMX, email, tasks, scheduling, cache.
• Llenguatges: Kotlin, Groovy, llenguatges dina`mics.
2.1.10 Angular
1. Que e´s Angular?
Angular e´s un framework per a aplicacions web desenvolupades en TypeScript, de codi obert, mantin-
gut per Google, que s’utilitza per a crear i mantenir aplicacions web d’una sola pagina (single page).
El seu objectiu principal es augmentar les aplicacions basades en navegador amb capacitat de Mo-
del Vista Controlador (MVC), en un esforc¸ per a fer que el desenvolupament i els tests siguin me´s
fa`cils.
Llegeix el HTML que conte´ atributs de les etiquetes personalitzades addicionals. llavors obeeix a
les directives dels atributs personalitzats, i uneix les peces d’entrada o sortida de la pagina a un model
representat per les variables esta`ndard de JavaScript. Els valors de les variables de JavaScript es pot
configurar manualment, o ser recuperat de recursos JSON esta`tics o dina`mics.
2.1.11 Entorns de desenvolupament
1. Remix
Es un IDE basat en navegador amb compilador integrat i entorn en temps d’execucio´ de Solidity sense
components del costat del servidor.
L’objectiu de Remix es ajudar al desenvolupador a crear, depurar i desplegar contractes i DAPPs.
2. IntelliJ
IntelliJ IDEA e´s un entorn de desenvolupament integrat (IDE) per al desenvolupament de software.
Esta` desenvolupat i mantingut per JetBrains.
2.2 Estudis realitzats per a fer el treball
Per a la realitzacio´ d’aquest projecte es persegueix pujar un document i certificar-lo; per a verificar la seva
autenticitat, integritat i data d’enviament, la qual cosa els hi donara` potencial valor notarial.
Amb aquests requeriments molt similars als que te´ una aplicacio´ l´ıder en el seu sector que tambe´ utilit-
za la blockchain com a base, anomenada Stampery, ens basem en la forma en la que realitza les crides
per a crear certificats.
S’escull Ethereum com a la blockchain candidata pel gran potencial que ofereixen els contractes, entitats
de codi executable mitjanc¸ant transaccions, per a realitzar el segellat d’aquests documents, retornar-los i/o
esborrar-los, aquests contractes s’ha escollit escriure’ls en Solidity, el llenguatge me´s evolucionat i estable
per a escriure contractes actualment a Ethereum.
Un altre requeriment del projecte e´s no tenir la necessitat de desplegar un node d’Ethereum ni haver
de mantenir-lo, per la qual cosa es va optar pel servei me´s eficient i utilitzat per abstraure’ns de mantenir
un node, Infura; aquest servei ofereix poder comunicar-se amb un node a trave´s d’una URI implementant
l’especificacio´ JSON-RPC, proporciona tant a clients geth com parity i acce´s a un client IPFS per a realitzar
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la pujada dels documents que certificarem posteriorment amb Ethereum. L’emmagatzemament de dades
a Ethereum e´s molt car. Per aixo` e´s millor fer servir serveis especialitzats, tot i que tambe´ distribu¨ıts, que
generen un hash de les dades que e´s el que s’emmagatzema a Ethereum.
Es necessita tambe´ poder abstraure la complexitat de realitzar les crides a l’API JSON-RPC d’Ethereum,
com que l’API esta` escrita amb Java, es va optar per la biblioteca Web3j per a comunicar-se amb el client,
la qual cosa redueix molt el temps de desenvolupament i simplifica enormement la comunicacio´ amb el node.
Per a la implementacio´ de la API REST s’ha escollit Spring Framework. S’utilitza Spring Boot, donat
que, ofereix un rapida creacio´ i inicialitzacio´ del projecte Spring, tambe´ requereix poca o cap configuracio´
addicional. S’utilitzen els segu¨ents components de Spring: Spring DATA REST, facilita enormement el
desenvolupament ra`pid d’una API REST; Spring Security, sense falta de molta configuracio´ obtenim un bon
control de la seguretat de forma declarativa.
Per a la realitzacio´ del client es va optar per Angular, perque` es perseguia la creacio´ d’un client web fa`cil i
ra`pid de desenvolupar, single page i altament interactiva , mantenint propietats com una arquitectura MVC,
rapidesa i eficie`ncia.
Per a realitzar els tests de la API, es va comprovar, que llenc¸ar transaccions a un node d’una xarxa re-
al produ¨ıa una pe`rdua de temps d’entre 30s i 1,30m. Per a superar aquesta limitacio´ amb els tests, que
es suposen ra`pids i a`gils, s’ha utilitzat una implementacio´ d’una xarxa d’Ethereum per a realitzar testing
anomenada Ganache. Proporciona un control total dels comptes, claus privades i un log per a veure tot el
que esta succeint amb aquesta xarxa.
2.3 Altres treballs similars
2.3.1 Stampery
1. Que` e´s Stampery?
E´s un servei que aprofita la tecnologia blockchain d’Ethereum i Bitcoin per a verificar l’existe`ncia,
integritat i atribucio´ de les comunicacions processos i dades.
Aquesta API RESTful proporciona certificacio´ de dades a escala industrial i marca de temps. Stam-
pery API agrega una capa de transpare`ncia, atribucio´, responsabilitat i auditabilitat a les aplicacions
connectant-les a la arquitectura infinitament escalable de StampChain Timestamping de Stam-
pery.
2. Caracter´ıstiques
• Prova propietat : Stampery utilitza la tecnologia blockchain per a certificar qui va crear,
accedir o modificar un document o conjunt de dades. La mateixa tecnologia es utilitzada per a
establir qui va enviar, rebre o llegir un correu electro`nic, i tambe´ qui va acceptar el seu contingut.
• Prova d’existe`ncia: Gra`cies a la tecnologia blockchain es pot garantir i certificar que va existir
un document, comunicacio´ per correu electro`nic o conjunt de dades en un moment determinat.
El segellat en el temps e´s critic per a contractes, dades d’investigacio´, registres me`dics i registres
d’ordinador. Els usuaris poden demostrar de manera transparent e irrefutable el moment exacte
en el que van existir les dades per a finalitats legals, de compliment i comercials.
• Prova d’integritat: te´ la capacitat de demostrar que les dades no han sigut manipulades. Ho
fa mitjanc¸ant l’u´s d’identificadors criptogra`fics que representen de forma irrefutable les dades
emmagatzemades, i s’emmagatzemen amb marques de temps en una base de dades (en aquest cas
la blockchain de Bitcoin).
• Prova de rebut: Per exemple demostra que algu´ ha rebut i obert un correu electro`nic amb registres
clars i immodificables.
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3 Desenvolupament
3.1 Metodologia
El projecte Data Certification e´s un projecte que no prete´n ser un projecte amb una finalitat industrial,
mes be´, prete´n ser un projecte amb una finalitat acade`mica, d’investigacio´ podr´ıem dir. Aquest projecte te´
una dimensio´ petita, en aquest projecte no s’esta amb contacte amb un client que ens va donant un feedback,
pero`, l’alumne que assumeix el rol de desenvolupador, esta` en contacte constant amb el tutor, que assumeix
no el rol de client pero` aporta requeriments nous i valida que a cada Sprint es compleixin els requeriments
a la implementacio´ resultant.
com que es te´ com a referencia el projecte Stampery API, bona part dels requeriments deriven d’un
intent de recrear una API amb un funcionament aproximat a aquesta.
El paquet de tecnologies amb les que s’ha treballat abans del projecte eren del tot desconegudes pel desen-
volupador. Algunes d’elles ni tan sols estava planificat que juguessin un paper en aquest projecte, pero`, han
sorgit de necessitats que s’anaven descobrint a mesura que es plantejava una solucio´ a un problema donat.
Els requeriments durant el projecte han sigut canviants i les correccions a mesura que s’avanc¸ava constants.
Les caracter´ıstiques del projecte podrien quedar resumides de la manera segu¨ent:
• E´s un projecte petit
• Els requeriments so´n descoberts a mesura que s’avanc¸a en el projecte i so´n canviants
• Les correccions durant el projecte so´n constants i nombroses
No hi han solucions ma`giques en l’enginyeria pero` si observem la taula 5. La taula esta` extreta dels apunts
de l’assignatura models de proce´s del repositori ubicat en la segu¨ent URL https://aolite.gitlab.io/
ProcessModelSubject/
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Taula 5: Taula resum dels models de desenvolupament de software.
Models de desenvolupament de Software
Cascada Iteratiu/incremental A`gil Prototipus Espiral
Tipus de projecte petit/mitja` mitja`/gran petit/mitja` mitja`/gran mitja`/gran
Interaccio´ amb l’usuari baix mitja` alt alt alt
Correccions durant
el projecte
molt baix baix alt alt alt
Requisits adaptatius
mentre avanc¸a
el projecte
molt baix baix molt alt alt molt alt
Al final s’ha decidit que el model de desenvolupament me´s adient e´s el model a`gil. Els dos models que me´s
encaixen, amb la mida del projecte, aparentment so´n el model en cascada i el a`gil. Tot i que la interaccio´ no
e´s molt alta, tampoc e´s baixa com al model en cascada s’especifica, pero`, s’adapta a la perfeccio´ a la resta de
caracter´ıstiques del projecte: un projecte petit, un nivell de correccions durant el projecte alta, requeriments
adaptatius mentre avanc¸a el projecte molt alta. Tot i que tenim un nivell d’interaccio´ amb l’usuari mitja`,
ba`sicament a les reunions entre el desenvolupador i el tutor del projecte i revisions de la implementacio´ per
part del tutor.
No s’ha arribat de complir amb la metodologia Scrum en el projecte, pero` si s’han pres algunes parts
en benefici del projecte com:
• Adopcio´ d’una estrate`gia de desenvolupament incremental, enlloc d’una planificacio´ i execucio´ completa
del producte
• Solapament de diferents fases del desenvolupament, enlloc de realitzar una rere l’altra en un cicle
sequ¨encial o en cascada
S’ha descartat basar la qualitat del resultat en el coneixement ta`cit de les persones que composen l’equip,
en equips auto-organitzats, en favor a la qualitat dels processos empleats. En el cas d’aquest projecte no ha
sigut possible realitzar aixo` ni assignar rols en el projecte, donat que nome´s e´s un projecte d’un desenvolu-
pador i d’investigacio´, no existeix la figura del client ni interessats externs.
En el projecte s’ha dividit en sprints, d’una duracio´ de 2 setmanes. En cada sprint s’afegeixen carac-
ter´ıstiques que implementar, al final del sprint el desenvolupador presenta els avenc¸os i el resultat obtingut.
S’ha utilitzat la metodologia Kanban. S’han definit tasques i la seva entrega l´ımit (milestone). Es mos-
tra de forma visual per a que els participants del projecte ho vegin i els membres de l’equip s’ho plantegin
com una cua de treball. Es visualitza un flux de treball i es fa visible per a comprendre com avanc¸a el treball.
Les columnes, de la implementacio´ del model Kanban que proporciona Zenhub, representen diferents estats
o passos en el flux de treball.
Es limita el treball en curs amb un sistema d’extraccio´ de treball, actuant com un dels principals est´ımuls
per a canvis continus, incrementals i evolutius del sistema.
Es supervisa, mesura i reporta el flux de treball a trave´s de cada estat. Al gestionar el flux, els canvis
continus, graduals i evolutius del sistema poden ser avaluats tenint efectes positius o negatius.
Es configuren regles i directrius de treball. Les pol´ıtiques definiran quan i per que una targeta ha de passar
d’una columna a una altra.
S’utilitzen models per a recone`ixer oportunitats de millora en el proce´s de desenvolupament.
3.2 Pressupost
1. Determinacio´ del problema a resoldre
L’objectiu del projecte e´s que el software sigui capac¸ de realitzar les segu¨ents tasques:
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• Enviament de documents en format JSON per processar-se
• Segellar en contractes el certificat associat a cada document
• Verificar la autenticitat, integritat i data d’enviament dels certificats associats a cada document
2. Proposta te`cnica
Taula 6: Taula de solucions alternatives.
Solucions
Caracter´ıstiques Solucio´ 1 Solucio´ 2
Entorn operatiu
L’entorn web permet l’execucio´
d’aplicacions des de qualsevol
navegador web permetent instal·lar
la solucio´ a traves
d’un servidor d’aplicacions
. ””
Tecnologies de desenvolupament
Llenguatge de programacio´ Java
amb l’especificacio´ JavaEE 7,
el servidor d’aplicacions Payara Server
i Web3j.
Java amb Spring Framwork
(Spring DATA REST i Spring Security)
i Web3j
Emmagatzemament de dades Ethereum i MySQL. ””
Taula 7: Taula d’ana`lisis de viabilitat.
Viabilitat de les solucions
Viabilitat Solucio´ 1 Solucio´ 2
Operativa
La solucio´ web e´s te`cnicament viable
perque` encaixa amb el model d’aplicacio´ distribu¨ıda(DAPP).
””
Te`cnica
La solucio´ web e´s viable perque` es compta amb la
disponibilitat d’adquirir un
servidor per part de l’organitzacio´ per al projecte.
””
Econo`mica
Des del punt de vista econo`mic la solucio´ e´s viable perque`
es procedeix amb un llenguatge i plataformes de desenvolupament Open Source sense costos per l’organitzacio´,
nome´s s’haurien de pagar les llicencies comercials d’IntelliJ IDEA
i en el moment d’entrar en produccio´ el cost de les
transaccions a la xarxa de produccio´ d’Ethereum.
””
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Les dos opcions so´n viables, pero`, com el que es vol es un desenvolupament ra`pid i sense perdre
caracter´ıstiques que s’esperen d’una aplicacio´ empresarial d’aquest tipus, s’escull Spring sobre JavaEE.
Escurcem el temps d’implementacio´ i per tant els costos del desenvolupament.
3. Proposta econo`mica
Taula 8: Diagrama d’activitats.
Mes 1 Mes 2 Mes 3 Mes 4
Activitat Setmanes Setmanes Setmanes Setmanes
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16
Documentar-se X X X X X X X X X X X X - - - -
Implementar - - - - X X X X X X - - - - - -
Test - - - - X X X X X X X X - - - -
Documentar X X X X X X X X X X X X X X X X
Pel cost unitari del personal s’han fet servir les dades recopilades a Sueldos de Programadores junior en Espan˜a[14].
Taula 9: Pressupost.
Component Mes 1 Mes 2 Mes 3 Mes 4 Quantitat
Cost
Unitari
Cost
Total
Personal
Analista desenvolupador
de Software
160h 160h 160h 160h 640h 7eur 4480eur
Analista de qualitat 0h 160h 160h 0h 320h 5eur 1600eur
Hardware
Depreciacio´ o u´s
informa`tic de
l’ordinador pel
desenvolupador
160h 160h 160h 160h 640h 0,50eur 320eur
Depreciacio´ o u´s
informa`tic de
l’ordinador pel
desenvolupador de
l’analista de qualitat
0h 160h 160h 0h 320h 0,50eur 160eur
Adquisicio´ d’un
servidor web
- - - - 1 800eur 800eur
Software
IntelliJ IDEA - - - - 1 499eur/any 499eur
Remix - - - - 1 0eur 0eur
Ethereum(Ropsten) - - - - 1 0eur 0eur
Infura - - - - 1 0eur 0eur
Web3j - - - - 1 0eur 0eur
Ganache - - - - 1 0eur 0eur
MySql Community Edition - - - - 1 0eur 0eur
Tomcat Server - - - - 1 0eur 0eur
Debian Server - - - - 1 0eur 0eur
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3.3 Sprint 1
3.3.1 Requeriments/Especificacio´
En aquest sprint es va proposar fer un estudi de les tecnologies que s’han utilitzat al projecte, per a poder
iniciar el projecte en el menor temps possible i cone`ixer Ethereum i una se`rie de tecnologies que han sigut
de gran utilitat durant el projecte.
• Ethereum
• Solidity
• Infura
• Web3j
• Metamask
• MyEtherWallet
• EtherScan
• Stampery
3.3.2 Disseny
Per una banda s’ha fet un repas a fons a la documentacio´ oficial d’Ethereum [4]. Es perseguia tenir una
idea amb una mica de profunditat sobre com funciona Ethereum, que la fa particular i a la vegada ideal
pel projecte.
Aprendre sobre com funciona el protocol, les transaccions, els comptes, els contractes, les unitats que utilitza
(Ether, e´s la principal), el gas (quines implicacions te´ en els contractes).
Tambe´ s’ha fet un estudi de la API JSON-RPC[5] per a comunicar-se amb un node, obtenint una idea su-
perficial de les operacions que es poden realitzar en un node. Es van realitzar algunes proves amb geth sobre
un node desplegat localment, com per exemple, crear un compte, veure el balanc¸ d’ether o posar el node a
minar transaccions entrants a la xarxa.
Es va consultar la documentacio´ de Solidity[9] a fons, es pretenia aprendre totes les caracter´ıstiques y
capacitats que te´ aquest llenguatge per a construir contractes, en vistes a desenvolupar contractes que ges-
tionessin la creacio´ de certificats sobre els documents i una forma de consultar aquests certificats.
S’ha realitzat un estudi sobre un servei anomenat Infura[1], per a no tenir la necessitat de desplegar en un
servidor un node d’Ethereum, implementa la API JSON-RPC d’Ethereum[5], proporciona una api key
i diferents URL per a comunicar-se amb nodes desplegats a diferents xarxes d’Ethereum. S’han realitzat
petites proves de crides a la api per a provar funcionalitats similars a les testejades amb geth.
Es considera com una funcionalitat interessant d’implementar la pujada de fitxers a IPFS per despre`s
extreure un hash de l’arrel que l’ubica amb una estructura distribu¨ıda anomenada merkle tree. Aquest
hash despre`s s’introduiria al certificat i el contracte l’emmagatzemaria junt amb el certificat.
Pero` encara tenint aquesta API JSON-RPC, es feia pesat i fins i tot de vegades no trivial fer algunes de les
crides a la API, per a realitzar transaccions o per a compilar contractes de Solidity o desplegar-los. Per
tant, es va realitzar un estudi sobre una biblioteca escrita amb Java, Web3j[13]. Aquesta biblioteca facilita
la creacio´ de wrappers per als contractes, els compila, gestiona les credencials dels comptes, crea comptes
nous i te´ me`todes per a realitzar totes les crides RPC a la API.
Aquesta biblioteca te´, a me´s a me´s, uns tests que serveixen per a veure com funciona la implementacio´
de la biblioteca al repositori de GitHub[12].
S’ha estudiat el funcionament de 3 eines, referenciades pel tutor, que so´n de molta utilitat quan es desenvo-
lupen DAPPs amb Ethereum. So´n les segu¨ents:
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• Metamask: Metamask [15] e´s un plugin de navegador, te versions disponibles a Mozilla Firefox i
Google Chrome. Aquest plugin pot gestionar comptes de qualsevol xarxa de test, produccio´ o privada
d’Ethereum. Pot enviar Ether amb una transaccio´, desplegar un contracte o cridar me`todes d’un
contracte. Nome´s necessita per importar un compte el keyfile, un fitxer JSON de credencials, o la clau
privada amb la que es va signar el keyfile; tambe´ es pot crear un nou compte en una xarxa d’Ethereum.
• MyEtherWallet: MyEtherWallet[16]te´ un plugin de navegador i una aplicacio´ web que permet crear
un compte i generar un keyfile signar-lo amb una clau privada per a despre`s importar-lo, per exemple,
a Metamask.
• EtherScan: EtherScan[3] e´s una aplicacio´ Web per a la navegacio´ del historial complet de les transac-
cions realitzades amb una xarxa d’Ethereum. Ja sigui una xarxa de test, produccio´ o privada. Te´
filtres per adrec¸a del compte que realitza la transaccio´, la adrec¸a de dest´ı del compte i el hash de la
transaccio´.
Per u´ltim s’ha fet un estudi de Stampery API[2], que e´s un servei que permet certificar dades mitjanc¸ant
blockchain. La seva API s’ha tingut com a refere`ncia en un principi del projecte, donat que es persegueix
recrear de forma aproximada les funcionalitats d’aquesta API.
3.3.3 Implementacio´
En aquest sprint totes les tasques realitzades han sigut d’investigacio´ y documentacio´ sobre les tecnologies
utilitzades en la primera fase del projecte. Per tant no hi ha hagut una implementacio´ resultant.
3.3.4 Resultats/Conclusions
Les conclusions que he pogut extreure d’aquest sprint so´n que la tecnologia blockchain e´s apassionant, estic
veient el gran potencial que pot arribar a tenir en un futur pro`xim quan l’adopcio´ sigui major.
Ethereum e´s una blockchain amb moltes capacitats i amb un entorn d’aplicacions i eines que no para de
cre´ixer. Tot i aixo`, per exemple amb Solidity que e´s el llenguatge principal per a escriure contractes, encara
hi han moltes care`ncies que els seus desenvolupadors reconeixen, pero` que segur que es millorara` en aquest
sentit en el futur.
Estudiant la API JSON-RPC i Stampery API he pogut fer-me una idea de com encarar el projecte d’aqu´ı
endavant i amb els tests de Web3j tinc uns exemples de com poder implementar aquestes idees que ara
mateix tinc.
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3.4 Sprint 2
3.4.1 Requeriments/Especificacio´
L’objectiu d’aquest sprint ha sigut seguir amb la documentacio´ i comenc¸ar a posar en pra`ctica coneixements
de Solidity i Metamask per a crear un parell de contractes i desplegar-los.
Els contractes a desplegar seran:
• El contracte d’usuaris
• El contracte de certificats
Es prete´n en aquest sprint inicialitzar dos repositoris: un respositori per a la API i un repositori amb el
client Angular.
Les depende`ncies planificades d’introduir al projecte de la API estan associades als components segu¨ents:
• Spring Data Rest
• Spring Security
• JUnit
• Mockito
• Cucumber
• Web3j
3.4.2 Disseny
Primerament s’ha treballat en el desenvolupament dels contractes que s’utilitzaran per gestionar els certificats
i els usuaris que certifiquen els documents.
El contracte de certificats hauria de tenir les segu¨ents funcionalitats:
• Crear un certificat
• Buscar un certificat pel hash del document
El contracte dels usuaris ha de proveir de les segu¨ents funcionalitats:
• Crear un usuari
• Buscar un usuari pel seu username
S’ha inicialitzat el repositori de la API amb Spring Boot, e´s la forma me´s co`moda i senzilla que existeix
actualment d’inicialitzar projecte amb Spring Framework escollint mo`duls sense tenir que enfrontar-se amb
conflictes entre versions de les depende`ncies i una configuracio´ bastant optimitzada de se`rie. El repositori
estara` allotjat a GitHub i s’hi integrara` TravisCI com a servidor d’integracio´ continua per automatitzar els
tests.
El repositori del client sera` inicialitzat per la eina que ofereix Angular per inicialitzar projectes, Angu-
lar CLI. Amb una se`rie de comandes generarem nome´s l’estructura base per a versionar-la amb Git i pujar-la
a GitHub.
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3.4.3 Implementacio´
En aquest sprint el pes de la implementacio´ encara e´s forc¸a baix i ha estat un sprint amb molta me´s feina
investigant que implementat. A diferencia de l’anterior sprint, si que hi ha hagut implementacio´, els con-
tractes de Solidity.
S’han desenvolupat un parell de contractes amb Solidity: el contracte de clients i el de usuaris.
Els dos contractes s’han desenvolupat amb un IDE anomenat Remix [6], desenvolupat per Ethereum
Foundation, per a facilitar el desenvolupament de contractes amb Solidity. E´s un IDE web que te´ una
vista de fitxers i directoris, un editor de text amb auto-completat, eines de test, eines per desplegar, eines
per invocar contractes desplegats i fins i tot pujar-los a Swarm, un sistema de fitxers distribu¨ıts com IPFS
desenvolupat per Ethereum Foundation.
Es mostraran les parts me´s rellevants esmentades anteriorment dels anteriors contractes.
Els dos contractes estan continguts al mateix fitxer.
1 pragma solidity ^0.4.16;
2
Tenim una directiva que indica quina versio´ del compilador de Solidity s’utilizara`.
1 contract CertificateContract {
2 address private owner;
3 struct Certificate {
4 string userName;
5 string hash;
6 uint startDate;
7 uint duration;
8 string countryCode;
9 bool notEmpty;
10 }
11
12 mapping (string => Certificate) private certificates;
13
14 event CreateCertificate(string msg);
15 event DeleteCertificate(string msg);
16 event CreateCertificateContract(string msg);
17 event DeleteCertificateContract(string msg);
18
19 event CertificateNotFound(string msg);
20 event CertificateAlreadyExists(string msg);
21 ...
22 }
23
Aqu´ı tenim la declaracio´ de certificates, que e´s un mapa amb visibilitat privada de string com a clau i
un certificat com a valor.
Tenim esdeveniments per cadascuna de les accions que realitza el contracte: crear un certificat, eliminar-lo,
quan no trobem un certificat, quan l’usuari que intenta eliminar el certificat no e´s el propietari, quan el
certificat que volem crear ja existeix, tambe´ tenim un esdeveniment per quan el contracte s’inicialitza i es
destrueix.
Tenim definida l’adrec¸a del creador del contracte i una estructura que ens servira` per emmagatzemar el
certificat, similar a una estructura de C.
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1 function CertificateContract() public {
2 owner = msg.sender;
3 CreateCertificateContract("CertificateContract
4 has been created");
5 }
6
Al constructor del contracte inicialitzem l’adrec¸a del creador amb l’adrec¸a origen del missatge que portava
la crida al contracte i cridem l’esdeveniment d’inicialitzacio´ del contracte.
1 modifier onlyOwner() {
2 require(owner == msg.sender);
3 _;
4 }
5
Aqu´ı tenim un modificador, quan l’introdu¨ım a la signatura d’un me`tode del contracte es crida abans
d’executar el codi del me`tode, com si d’un interceptor (AOP) es tracte´s. En aquest cas representa un aspecte,
requereix que per executar el me`tode qui crida el me`tode sigui el creador del contracte. De no ser aix´ı no
continua i llenc¸a un error. Si tot va be´ continua amb l’execucio´ del me`tode.
1 function saveCertificate(string userName, string hash,
2 uint duration, string countryCode) public returns(string) {
3 Certificate memory newCertificate =
4 Certificate(userName, hash, now, duration, countryCode, true);
5 if(!certificateExists(certificates[hash])){
6 certificates[hash] = newCertificate;
7 CreateCertificate("Certificate has been created");
8 return hash;
9 }
10 CertificateAlreadyExists("Certificate Already exists");
11 return "";
12 }
13
En el segu¨ent me`tode guardem un certificat, prenent per arguments el que necessitem per inicialitzar la
struct anteriorment mencionada. Si no existeix el guardem al mapa amb el hash com la clau i la struct com
valor i retornem el hash. Si existeix llancem l’esdeveniment de que ja existeix i retornem hash buit.
1 function findCertificateByHash(string hash)
2 public returns(string,uint,uint,string) {
3 Certificate memory certificate = certificates[hash];
4 if(certificateExists(certificate)){
5 return (certificate.hash, certificate.startDate,
6 certificate.duration, certificate.countryCode);
7 }
8 return ("", 0, 0, "");
9 }
10
En aquest me`tode busquem un certificat pel hash. Si existeix el retornem en una tupla de tipus simples,
sino´ retornem tota la tupla (hash, startDate, duration, countryCode) amb valors per defecte. Solidity no
permet encara el retorn de valors complexos.
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1 function certificateExists(Certificate certificate) private returns(bool) {
2 bool exists = true;
3 if(certificate.empty){
4 CertificateNotFound("Certificate could not be found");
5 exists = false;
6 }
7 return exists;
8 }
9
Comprovem que el certificat existeixi, retornant si existeix o pel contrari si no existeix. Si no existeix, a
me´s a me´s, llencem un esdeveniment de que no existeix.
1 contract UserContract {
2 address private owner;
3
4 mapping(string => User) private users;
5
6 event CreateUser(string msg);
7 event DeleteUser(string msg);
8 event CreateUserContract(string msg);
9 event DeleteUserContract(string msg);
10
11 event UserNotFound(string msg);
12 event UserAlreadyExists(string msg);
13
14 struct User {
15 string userName;
16 string country;
17 bool notEmpty;
18 }
19 ...
20 }
21
Tenim l’adrec¸a del creador del contracte, un mapa pels usuaris, esdeveniments per les accions del contracte
i una struct per emmagatzemar usuaris.
1 function saveUser(string userName, string country) public returns(string) {
2 User memory newUser = User(userName, country, true);
3 if(!userExists(users[userName])){
4 users[userName] = newUser;
5 CreateUser("User has been created");
6 return userName;
7 }
8 UserAlreadyExists("User already exists");
9 return "";
10 }
11
Guardem un usuari, sempre que no existeixi ja, retornant el username. Si existeix cridem l’esdeveniment
de que ja existeix i tornem username buit.
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1 function findUserByUserName(string userName) public
2 returns(string, string) {
3 User memory user = users[userName];
4 if(userExists(user)){
5 return (user.userName, user.country);
6 }
7 return ("","");
8 }
9
Busquem un usuari per username i el retornem. Si no existeix cridem l’esdeveniment de que no existeix
i retornem una tupla (userName,country) amb valors per defecte.
1 function userExists(User user) private returns(bool) {
2 bool exists = true;
3 if(!user.notEmpty) {
4 UserNotFound("User could not be found");
5 exists = false;
6 }
7 return exists;
8 }
9
Comprovem que l’usuari existeixi, retornant si existeix o no. Si no existeix, a me´s a me´s, cridem l’esde-
veniment de que no existeix.
3.4.4 Resultats/Conclusions
Les conclusions que he pogut extreure han sigut principalment sobre Solidity. E´s un llenguatge amb moltes
possibilitats i que satisfa` pel moment les necessitats que tinc alhora de desenvolupar els contractes amb les
funcionalitats que es proposaven al sprint. Pero` encara ha de madurar molt, te´ care`ncies molt grans com per
exemple: no pot retornar tipus complexos un me`tode, un tipus complexe no pot ser clau d’un mapa, entre
d’altres que he trobat mentre desenvolupava els contractes.
Remix ha sigut una sorpresa que, encara que, sigui una beta estigui tan madur en opcions d’auto-completar,
testing, desplegament i debug. Realment han fet una bona feina amb aquest IDE i no es gens desagradable
treballar amb ell.
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3.5 Sprint 3
3.5.1 Requeriments/Especificacio´
L’objectiu d’aquest sprint e´s fer una aproximacio´ a la solucio´ final fent un model aproximat utilitzant una
base de dades relacional.
Les entitats amb les que es desenvolupara` aquest model aproximat so´n molt similars a les que es poden
trobar modelades a Stampery.
Es pretenia veure com de complex seria i quins inconvenients podria tenir seguir el model de Stampery API.
Les entitats a representar serien les segu¨ent:
• Stamp
• Result
• Receipt
• EthereumReceipt
• Proof
• Anchors
3.5.2 Disseny
S’han modelat unes relacions a base de dades que estan basades amb les respostes amb JSON que torna la
API de Stampery pro`piament, en un intent de recrear en un model relacional, que es me´s conegut. Les
relacions a base de dades quedarien com segueix a la figura 5:
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Figura 5: Diagrama UML.
Tambe´ es definiran unes entitats per treballat amb JPA mitjanc¸ant pojos que podem veure a la Figura
6.
Figura 6: Diagrama del domini.
Aquest model de dades tambe´ comporta una serie de restriccions sobre les entitats que s’especificaran.
A l’entitat Stamp se li aplicaran les restriccions mostrades a la Taula 10. A Result les de a la Taula 11. Les
taules 12, 13, 14 i 15 mostren les restriccions per Receipt, EthereumReceipt, Proof i Anchors respectivament.
Taula 10: Restriccions de Stamp.
Camp Restriccio´
error nullable
result not null
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Taula 11: Restriccions de Result.
Camp Restriccio´
token not null
id not null
time not null
hash not null
receipts not null
Taula 12: Restriccions de Receipt.
Camp Restriccio´
ethEstimatedTime not null
eth nullable
Taula 13: Restriccions de EthereumReceipt.
Camp Restriccio´
context not null
type not null
merkleRoot not null
proof not null
targetHash not null
anchors not null
Taula 14: Restriccions de Proof.
Camp Restriccio´
left not null
right nullable
Taula 15: Restriccions de Anchors.
Camp Restriccio´
prefix not null
type not null
sourceId not null
La representacio´ de la api rest quedaria com segueix a continuacio´.
El disseny de la API seria molt similar al de Stampery API. Les entrades de dades serien similars i les
respostes de les crides tambe´. Quedaria definida de la segu¨ent forma:
POST /stamps
Crea un Stamp. Al cos de la peticio´ s’acceptara` la representacio´ en application/json.
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GET /stamps/{stamp-id}
Retorna un Stamp identificat pel seu id. La representacio´ de la resposta e´s application/json.
Para`metres :
• stamp-id : Representa el id u´nic per a cada Stamp.
GET /stamps/{hash}
Retorna un Stamp identificat pel seu hash. La representacio´ de la resposta e´s application/json.
Para`metres :
• hash : Representa el hash amb el cual es va crear el Stamp, e´s u´nic per a cada Stamp.
3.5.3 Implementacio´
1 @Component
2 public class CustomizedRestMvcConfiguration
3 extends RepositoryRestConfigurerAdapter {
4
5 @Override
6 public void configureRepositoryRestConfiguration(
7 RepositoryRestConfiguration config) {
8 config.setBasePath("/api");
9 }
10 }
11
Hem afegit un bean que configura un path base per a la api.
1 @Configuration
2 public class CustomRestMvcConfiguration {
3
4 @Bean
5 public RepositoryRestConfigurer repositoryRestConfigurer() {
6
7 return new CustomizedRestMvcConfiguration();
8 }
9 }
10
Despre´s exposem el bean amb un me`tode productor per a les injeccions de depende`ncies d’aquest tipus
de bean.
Tenim una serie de entities (@Entity), que fan de DTO, de les quals ja hem parlat i una serie de po-
jos (@RepositoryRestResource), que exposen el recurs rest i a la vegada fan de repositoris fent de DAO,
ensen˜arem un de cada.
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1 @Entity
2 @XmlRootElement
3 public class Stamp implements Serializable {
4
5 private static final long serialVersionUID = 1L;
6 @Id
7 @GeneratedValue(strategy = GenerationType.IDENTITY)
8 @Basic(optional = false)
9 @Column(nullable = false)
10 private Integer id;
11 @OneToMany(mappedBy = "stampId", fetch = FetchType.EAGER)
12 private List<Result> resultList;
13
14 public Stamp() {
15 }
16
17 public Integer getId() {
18 return id;
19 }
20
21 @XmlTransient
22 public List<Result> getResultList() {
23 return resultList;
24 }
25
26 public void setResultList(List<Result> resultList) {
27 this.resultList = resultList;
28 }
29
30 @Override
31 public int hashCode() {
32 int hash = 0;
33 hash += (id != null ? id.hashCode() : 0);
34 return hash;
35 }
36
37 @Override
38 public boolean equals(Object object) {
39 if (!(object instanceof Stamp)) {
40 return false;
41 }
42 Stamp other = (Stamp) object;
43 if ((this.id == null && other.id != null)
44 || (this.id != null && !this.id.equals(other.id))) {
45 return false;
46 }
47 return true;
48 }
49
50 @Override
51 public String toString() {
52 return "Stamp[ id=" + id + " ]";
53 }
54
55 }
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Aquesta es la entity que representa el Stamp.
1 @RepositoryRestResource(collectionResourceRel = "stamps", path = "stamps")
2 public interface StampRepository
3 extends CrudRepository<Stamp, Integer>,
4 PagingAndSortingRepository<Stamp, Integer> {
5
6 List<Stamp> findById(@Param("id") Integer id);
7
8 }
9
Representa el pojo que fa les funcions d’exposar un recurs rest i de repository, DAO. Este´n de CrudRe-
pository, per tant, les operacions crud me´s comunes s’hereten, a me´s a me´s, com este´n de PagingAndSortin-
gRepository tambe´ e´s capac¸ de paginar amb tan sols especificar uns query params.
3.5.4 Resultats/Conclusions
D’aquest sprint he pogut fer una bona aproximacio´ en un model relacional del plantejament de la API
Stampery.
El plantejament podria encaixar be´ si fes u´s de IPFS per a poder utilitzar l’estructura merkle tree, llavors
tindria sentit totes les entitats que he creat en aquest sprint i els recursos que s’exposen. Com que de
moment IPFS queda fora de l’abast i e´s una idea que queda per me´s endavant, es plantejara` pel segu¨ent
sprint un model aproximat amb DB relacional tambe´, en vistes a procedir amb un model 100% encaminat a
Ethereum en el futur.
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3.6 Sprint 4
3.6.1 Requeriments/Especificacio´
En aquest sprint s’han modificat les entitats del model de dades.
Les noves entitats estan adaptades a les necessitats del projecte i s’han simplificat. No estan basades en el
model de Stampery, i faciliten la tasca de treballar amb l’API JSON-RPC d’Ethereum.
Per una banda tenim les entitats que tindran un paper fundamental a Ethereum, s’utilitzaran per les crides
als contractes d’Ethereum.
• Certificate
• CertificateReceipt
• Error
• TransactionReceipt
• User
• UserReceipt
Tenim una entitat que s’utilitzara` per a gestionar els usuaris a Spring Security.
• User
Finalment tindrem unes entitats que estaran destinades a ser un wrapper de l’entrada de dades de la API
REST.
• Certificate
• User
3.6.2 Disseny
Tal i com s’ha parlat en l’apartat anterior, tenim 3 grups diferenciats d’entitats al model de dades.
Tenim entitats que s’utilitzaran en la interaccio´ amb els contractes d’usuaris i certificats desplegats a Ethe-
reum. Es poden veure en detall a la figura 7.
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Figura 7: Diagrama de les entitats d’Ethereum.
Certificate s’utilitzara` per encapsular les dades amb la finalitat de cridar al me`tode del contracte de
certificats per a guardar un certificat.
CertificateReceipt s’utilitzara` per encapsular les dades de retorn d’un certificat que esta guardat al contracte.
Error encapsulara` els errors produ¨ıts al contracte.
Transaction receipt servira` per encapsular les dades de la transaccio´ quan cridem un me`tode que escriu
dades, per tant, requereix una transaccio´, implica un canvi d’estat a la xarxa d’Ethereum.
User i UserReceipt tenen la mateixa finalitat que Certificate i CertificateReceipt, amb els usuaris que certi-
fiquen.
S’implementara` una entitat, user, que implementa la interf´ıcie prove¨ıda per Spring Security UserDetails,
ens servira` per a gestionar els usuaris, l’autenticacio´ dels usuaris. En la figura 8 podem veure els detalls.
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Figura 8: Diagrama de la entitat User.
User e´s una classe que hereta de UserDetails i esta destinada a autenticar els usuaris a traves d’un model
de cadenes de filtres que implementa en un u´nic filtre a nivel del contenidor de servlets, queda fora de l’abast
d’aquesta documentacio´.
Finalment per tal de mapejar les dades que entren a la API, format JSON, en un pojo s’utilitzaran les
segu¨ents classes que es detallen en la figura 9.
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Figura 9: Diagrama d’entitats de la API REST.
Certificate encapsulara` les dades enviades en format JSON des del client a la api en un pojo com el que
veiem a la figura.
User realitzara` la mateixa tasca amb els usuaris, mapejar de JSON a pojo.
3.6.3 Implementacio´
La implementacio´ de la classe Certificate. Te´ el username de l’usuari que el va crear, el hash del document
que es certifica, la duracio´ del certificat i un codi del pa´ıs en el que es genera el certificat.
1 public class Certificate implements Serializable {
2 private String username;
3 private String hash;
4 private int duration;
5 private String countryCode;
6 ...
7 }
8
La implementacio´ de la classe CertificateReceipt.
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1 public class CertificateReceipt implements Serializable {
2 private String hash;
3 private int startDate;
4 private int duration;
5 private String countryCode;
6 ...
7 }
8
So´n pojos no fan res especial, nome´s encapsular dades.
La implementacio´ de la classe User. Conte´ el username i el pa´ıs en el que resideix.
1 public class User {
2 private String username;
3 private String country;
4 ...
5 }
6
La classe error. Conte´ una referencia de l’error al log, el missatge del error i enllac¸os a d’altres referencies
a errors.
1 public class Error {
2 private String logref;
3 private String message;
4 private List<String> links;
5 ...
6 }
7
La implementacio´ de la classe TransactionReceipt. Conte´ el hash de la transaccio´ per a identificar-la, per
exemple a etherscan, i els detalls de la transaccio´, un enllac¸ a etherscan en aquest cas per a veure els detalls
de la transaccio´.
1 public class TransactionReceipt implements Serializable {
2 private String transactionHash;
3 private String transactionDetails;
4 ...
5 }
6
3.6.4 Resultats/Conclusions
En aquest sprint s’ha realitzat un model de dades me´s adequat amb les entrades i les respostes de la API
JSON-RPC. Resulta un model molt me´s simple que e´s suficientment madur per a poder realitzar una im-
plementacio´ sobre Ethereum, abandonant les aproximacions amb el model relacional. S’ha descartat pel
moment la utilitzacio´ de IPFS i la utilitzacio´ de les entitats dedicades a encapsular una estructura de dades
en arbre, merkle tree, que utilitza Stampery degut a la complexitat que afegeix a un projecte com aquest
que esta` acotat en el temps.
Quedara`, no obstant per a treball futur, podent fins i tot realitzar-se en el cas de quedar temps al final
del cicle de desenvolupament.
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3.7 Sprint 5
3.7.1 Requeriments/Especificacio´
Aquest sprint te´ com objectiu utilitzar el model de domini desenvolupat al anterior sprint i aplicar-lo per a
utilitzar els contractes d’Ethereum.
S’utilitzara` la API JSON-RPC per atacar a un node, en el qual tenim desplegats els contractes, amb una
URL proporcionada per INFURA i una API key proporcionada pel servei des de Spring. S’implementara
una interf´ıcie diferent per aquesta versio´ de la API REST que essencialment persegueix: crear usuaris que
certifiquen i els seus certificats), cercar-los i poder eliminar els usuaris i els seus contractes.
Per a facilitar la tasca, Ethereum Foundation ha desenvolupat una se`rie de biblioteques en diferents
llenguatges per a treballar amb una capa d’abstraccio´ sobre la API JSON-RPC. Es comenc¸ara` fent un estudi
d’aquesta biblioteca per a comenc¸ar a treballar.
3.7.2 Disseny
D’entre les xarxes de test d’Ethereum que tenim disponibles a Infura:
• Rinkeby
• Ropsten
• Kovan
La xarxa de test utilitzada per al projecte e´s Ropsten.
Infura ofereix una URL per a accedir al node desplegat sota la seva capa de servei.
La URL e´s la segu¨ent: https://ropsten.infura.io/your-api-key
S’han definit unes URL per interactuar amb User que permeten: crear un usuari i cercar un per username.
Podem veure-les a la taula 16.
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Taula 16: Taula de URLs de USER de la API JSON-RPC v2.
Method URL Description
POST /users/
Crear un usuari a partir d’un JSON amb la segu¨ent forma.
{username: ”...”, password: ”...”, country: ”...”}.
Retorna un TransactionReceipt ({transactionHash: ”...”, transactionDetails: ”...”})
GET /users/{username}
Retorna un usuari a partir del seu username.
La resposta te´ la segu¨ent forma:
{username: ”...”, country: ”...”}
S’han definit unes URL per interactuar amb Certificate que permeten: crear un certificat i cercar un per
username i hash . Podem veure-les a a taula 17.
Taula 17: Taula de URLs de CERTIFICATE de la API JSON-RPC v2.
Method URL Description
POST /certificates/
Crear un certificat a partir d’un JSON
amb la segu¨ent forma.
{hash: ”...”, username: ”...”, duration: ”...”,
countryCode: ”...”}.
Retorna un TransactionReceipt
GET /certificates/{username}{hash}
Retorna un certificat a partir del username
i el seu hash.
La resposta te´ la segu¨ent forma:
{hash: ”...”, startDate: ”...”, duration: ”...”,
countryCode: ”...”}
3.7.3 Implementacio´
La implementacio´ de les entitats d’Ethereum, request i User (UserDetails) es mantenen com a l’anterior
sprint sense variacions.
Al back-end es mante´ un keyfile del compte del administrador, que e´s el propietari dels contractes, ja
que, s’han desplegat amb aquest compte. La configuracio´ general de l’aplicacio´ e´s defineix en un fitxer xml,
web3j-properties.xml, com el segu¨ent:
1 <?xml version="1.0" encoding="UTF-8"?>
2 <!DOCTYPE properties SYSTEM "http://java.sun.com/dtd/properties.dtd">
3 <properties>
4 <comment>web3j properties</comment>
5 <entry key="apiKey"></entry>
6 <entry key="fromAddress"></entry>
7 <entry key="password"></entry>
8 <entry key="credentialsPath">src/main/resources/...</entry>
9 <entry key="certificationContractAddress"></entry>
10 <entry key="userContractAddress"></entry>
11 </properties>
12
Tenim les segu¨ents entrades:
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• apiKey: la obtenim d’Infura per a accedir al node desplegat a una de les xarxes d’Ethereum dispo-
nibles a Infura.
• fromAddress: E´s l’adrec¸a del compte extern del usuari, en aquest cas de l’administrador.
• password: E´s la clau amb la que es signaran les credencials, el keyfile associat al compte de l’admi-
nistrador.
• credentialsPath: La ruta del keyfile o fitxer de credencials del compte d’administrador.
• certificationContractAddress: L’adrec¸a del compte de contracte dels certificats, desplegat pel compte
d’administrador.
• userContractAddress: L’adrec¸a del compte de contracte dels usuaris, desplegat tambe´ per l’adminis-
trador.
Abans de comenc¸ar a detallar la implementacio´ dels metodes de la API REST, seria convenient detallar
uns metodes importants de InfuraSettingsManager, una classe fundamental molt utilitzada. Aquesta classe
carrega la configuracio´ necessaria per a realitzar les crides a la API JSON-RPC mitjanc¸ant Web3j.
1 public void loadUserWallet(String credentialsPath) {
2 try {
3 credentials = loadCredentials(password, USERS_DIR +
4 username + File.separator + credentialsPath);
5 } catch (IOException | CipherException e) {
6 e.printStackTrace();
7 }
8 }
9
Carrega les credencials d’un keyfile. Un me`tode static de WalletUtils proporcionat per Web3j.
1 private Web3j buildWeb3j() {
2 return Web3j.build(new HttpService(entryPoint));
3 }
4
Aquest metode construeix el client de Web3j amb una URL, que sera` la de ropsten amb l’API key que
proporciona INFURA.
Detallarem com s’han realitzat les implementacions de cadascuna de les crides associades als recursos users
i certiticates.
1. Crear un certificat
S’utilitza el CertificateRestController, el me`tode save() accepta un Certificate al cos de la peticio´ per
me`tode POST. Mapeja Certificate del paquet request a Certificate del paquet Ethereum.
S’utilitza el CertificateContractService per a interactuar amb el contracte. Aquest servei utilitza una
classe anomenada InfuraSettingsManager per a gestionar tot lo necessari per a realitzar transaccions
contra un contracte, a me´s a me´s, una classe anomenada TransactionUtils realitza tasques transversals
a totes les transaccions, ja siguin de usuari o de certificat.
Alguns me`todes interessants utilitzats so´n:
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1 public static BigInteger getNonce(Web3j web3j,
2 String address)
3 throws IOException {
4 EthGetTransactionCount ethGetTransactionCount = web3j
5 .ethGetTransactionCount(
6 address,
7 DefaultBlockParameterName.LATEST
8 ).send();
9 BigInteger nonce = ethGetTransactionCount.getTransactionCount();
10 return nonce;
11 }
12
Recuperem l’u´ltim nu´mero de transaccio´ per a l’adrec¸a del compte extern que la realitza. Un altre
me`tode interessant, pero`, de la mateixa classe CertificateContractService e´s:
1 private String getSaveCertificateFunction(String username, String hash,
2 int duration, String countryCode) {
3 return encodeFunction(
4 "saveCertificate",
5 Arrays.asList(
6 stringToUtf8String(username),
7 stringToUtf8String(hash),
8 intToUint(duration),
9 stringToUtf8String(countryCode)
10 ),
11 Arrays.asList(
12 new TypeReference<Uint256>() {
13 }
14 )
15 );
16 }
17
Aquest me`tode codifica la invocacio´ de la funcio´ del contracte amb els seus para`metres d’entrada i de
sortida. SolidityTypeManager e´s una classe que realitza els mapejos de tipus java a tipus de Solidity.
1 public final class SolidityTypeMapper {
2 public static Uint intToUint(int number) {
3 return new Uint(new BigInteger(String.valueOf(number)));
4 }
5
6 public static Utf8String stringToUtf8String(String s) {
7 return new Utf8String(s);
8 }
9 }
10
Per a codificar la crida d’una funcio´ d’un contracte s’utilitza la classe TransactionUtils, en aquest cas
el me`tode encodeFuntion().
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1 public static String encodeFunction(String functionName,
2 List<Type> inputArguments,
3 List<TypeReference<?>> outputArguments) {
4 Function function = new Function(
5 functionName,
6 inputArguments,
7 outputArguments
8 );
9 String encodedFunction = FunctionEncoder.encode(function);
10 return encodedFunction;
11 }
12
Per u´ltim i no menys rellevant, seria el me`tode sendTransaction() de TransactionUtils.
1 public static String sendTransation(Web3j web3j,
2 String contractAddress,
3 BigInteger nonce,
4 BigInteger gasPrice,
5 BigInteger gasLimit,
6 BigInteger value,
7 String encodedFunction,
8 InfuraSettingsManager infuraSettingsManager)
9 throws ExecutionException, InterruptedException {
10 RawTransaction rawTransaction = RawTransaction.
11 createTransaction(nonce, gasPrice, gasLimit, contractAddress,
12 value, encodedFunction);
13 byte[] signedMessage = TransactionEncoder
14 .signMessage(rawTransaction, infuraSettingsManager.getCredentials());
15 String hexValue = Numeric.toHexString(signedMessage);
16 EthSendTransaction ethSendTransaction = web3j
17 .ethSendRawTransaction(hexValue).sendAsync().get();
18
19 return ethSendTransaction.getTransactionHash();
20 }
21
Retornarem una instancia de TransactionUtils amb la resposta generada des del contracte.
2. Cercar un certificat
Per a cercar un certificat CertificateRestController cridara` al me`tode findCertificateByHash() de Certi-
ficateContractService. Aquest utilitzara` com a l’apartat anterior InfuraSettingsManager per construir
un client Web3j a partir de la configuracio´ XML.
Abans de realitzar la transaccio´ es codificara` la invocacio´ a la funcio´ de la mateixa forma que al
crear un certificat.
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1 private Function getFindCertificateByHashFunction(String hash) {
2 return new Function(
3 "findCertificateByHash",
4 Arrays.asList(
5 stringToUtf8String(hash)
6 ),
7 Arrays.asList(
8 new TypeReference<Utf8String>() {
9 },
10 new TypeReference<Uint256>() {
11 },
12 new TypeReference<Uint256>() {
13 },
14 new TypeReference<Utf8String>() {
15 }
16 )
17 );
18 }
19
S’utilitza el me`tode ethCall() de TransationUtils per a realitzar una transaccio´ de consulta d’estat, no
canvi d’estat com en el cas anterior.
1 public static List<Type> ethCall(Web3j web3j,
2 String address,
3 String contractAddress,
4 Function function)
5 throws IOException {
6 String encodedFunction = FunctionEncoder.encode(function);
7 EthCall response = web3j.ethCall(
8 Transaction.createEthCallTransaction(
9 address, contractAddress, encodedFunction),
10 DefaultBlockParameterName.LATEST)
11 .send();
12 return FunctionReturnDecoder.decode(
13 response.getValue(), function.getOutputParameters());
14 }
15
Finalment retornarem un CertificateReceipt amb la resposta de la crida, que sera` el certificat que s’ha
sol·licitat.
3.7.4 Resultats/Conclusions
En aquest sprint hem constru¨ıt la meitat de les crides que es tenia intencio´ de construir, degut a una desviacio´
temporal causada per diferents factors que es detallaran me´s endavant. Queda pendent a tasca de realitzar
els me`todes que falten per interactuar amb el contracte dels usuaris.
Al principi ha resultat una mica dif´ıcil solucionar alguns problemes al treballar amb Web3j. Web3j disposa
de molta documentacio´ sobre el seu funcionament, pero` no disposa d’un tutorial per a iniciar-se. Nome´s es
disposa dels tests i algunes vegades s’hagut de realitzar consultes per canals on s’ha pogut contactar amb
els desenvolupadors i la comunitat, i per suposat Stackoverflow.
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S’han constru¨ıt una serie d’utilitats, les me´s destacades serien: per realitzar carregues de configuracio´ per
a Web3j, realitzar transaccions de canvi d’estat i de consulta, mapejos d’entitats que ens arriben al servei
REST a entitats preparades per a treballar amb Ethereum i per signar les crides. Aquestes utilitats so´n
transversals a tots els me`todes de la nostra API REST i s’utilitzen extensivament.
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3.8 Sprint 6
3.8.1 Requeriments/Especificacio´
En aquest sprint una vegada solucionats alguns dels problemes que es tenien a l’anterior sprint, amb els
desenvolupadors i la comunitat, sempre disposada a ajudar, l’objectiu del sprint e´s acabar de realitzar les
tasques pendents de l’anterior sprint que serien:
• Crear un usuari
• Cercar un usuari
3.8.2 Disseny
El disseny de les URLs utilitzat per interactuar amb el recurs users esta detallat a la taula 16, situat amb
aquest mateix apartat al sprint anterior.
3.8.3 Implementacio´
La implementacio´ de UserRestController, la classe que implementa les crides a la API REST referents al
recurs users esta dividida en els segu¨ents punts:
• Crear un usuari
Convertirem la instancia que ens arriba de User del paquet request a User del paquet jpa, per a
persistir-la a DB MySql, i per una altra banda a User del paquet Ethereum per a cridar el me`tode
saveUser() de UserContractService i passar-li.
En aquest me`tode, crearem un directori per usuari, carregarem la configuracio´, per a Web3j, pero`
tambe´ crearem un fitxer de configuracio´ per a l’usuari amb la segu¨ent forma:
1 <?xml version="1.0" encoding="UTF-8"?>
2 <!DOCTYPE properties SYSTEM "http://java.sun.com/dtd/properties.dtd">
3 <properties>
4 <comment>web3j properties</comment>
5 <entry key="fromAddress"></entry>
6 <entry key="password"></entry>
7 <entry key="credentialsPath">src/main/resources/...</entry>
8 </properties>
9
Ara es transferira` ether per a que l’usuari realitzi transaccions en un futur cridant el metode getEther()
de InfuraSettingsManager.
1 public void getEther() {
2 try {
3 this.etherProvider.sendEther(this.fromAddress);
4 } catch (IOException e) {
5 e.printStackTrace();
6 }
7 }
8
Crearem un keyfile, per a les credencials del usuari amb el segu¨ent me`tode de InfuraSettings.
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1 private String newUserWallet() {
2 String credentialsPath = null;
3 try {
4 credentialsPath = WalletUtils.generateNewWalletFile(
5 password,
6 new File(USERS_DIR + username),
7 true
8 );
9 } catch
10 (CipherException |
11 IOException |
12 InvalidAlgorithmParameterException |
13 NoSuchAlgorithmException |
14 NoSuchProviderException e) {
15 e.printStackTrace();
16
17 }
18 return credentialsPath;
19 }
20
Despre´s guardem la configuracio´ particular de l’usuari al seu fitxer de configuracio´, anomenat tambe´
web3j-properties.xml dintre del seu directori.
Pero` el que e´s realment interessant e´s la implementacio´ de EtherProvider. Aquesta classe realment e´s
la que envia ether als usuaris recentment creats.
1 @Override
2 public void sendEther(String toAddress) {
3 try {
4
5 TransactionReceipt transactionReceipt = Transfer.sendFunds(
6 web3j, credentials, toAddress,
7 BigDecimal.valueOf(1.0), Convert.Unit.ETHER).send();
8 } catch (Exception e) {
9 e.printStackTrace();
10 }
11
12 }
13
Enviarem 1 ether, el cost de les transaccions e´s nome´s el cost del gas, no te´ costos addicionals per part
del contracte, encara que, es poden afegir taxes al contracte.
Despre´s d’enviar ether a l’usuari, recollim els para`metres per a crear l’usuari: username, country, nonce.
Codificarem la crida a la funcio´ del contracte.
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1 private String getSaveUserFunction(String username, String country) {
2 return encodeFunction(
3 "saveUser",
4 Arrays.asList(
5 stringToUtf8String(username),
6 stringToUtf8String(country)
7 ),
8 Arrays.asList(
9 new TypeReference<Uint256>() {
10 }
11 )
12 );
13 }
14
Per a enviar la transaccio´ amb el me`tode sendTransaction() de TransactionUtils.
Finalment retornarem uns instancia de TransactionReceipt amb el resultat de la transaccio´.
• Cercar un usuari
Cercarem un usuari pel seu username. Amb el me`tode findUserByUsername() de UserContractService.
Carregarem la configuracio´ i construirem un client Web3j. Cridarem al me`tode ethCall() de Transac-
tionUtils i li passarem d’entre d’altres para`metres la crida codificada de la funcio´ del contracte.
Finalment retornarem el UserReceipt obtingut.
3.8.4 Resultats/Conclusions
En aquest sprint hem completat les tasques que van quedar pendents al anterior sprint, els me`todes de la
API REST per crear i cercar usuaris.
S’han afegit a les utilitats existents una classe que gestiona l’espai del usuari. On guardarem el seu keyfile
una vegada creat. A me´s a me´s s’ha implementat un prove¨ıdor d’ether que ens proporcionara` ether per als
usuaris que es creen nous, els quals tenen un compte extern, per a que puguin realitzar transaccions.
En aquest sprint fruit de l’estudi dels casos exposats als tests del repositori de Web3j, es te´ una com-
prensio´ molt millor de les funcionalitats que ofereix Web3j. Tambe´ de les care`ncies que te´ encara Web3j
com per exemple:
• Quan carreguem un fitxer de credencials nome´s podem passar la contrasenya sense aplicar el algorisme
de hash, ja que no hi ha manera encara per especificar-ho. S’estan estudiant formes de guardar la
contrasenya de forma segura o demanar-la per cada peticio´, per no tenir que guardar-la.
• Com que Solidity encara no es capac¸ de acceptar d’entrada tipus complexes ni retornar-los, Web3j
tampoc accepta com a tipus complexes d’entrada ni de devolucio´.
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3.9 Sprint 7
3.9.1 Requeriments/Especificacio´
En aquest sprint es treballaran la captura i comprobacions dels events continguts en les respostes de les
crides de les funcions que es criden dels contractes d’Ethereum, anteriorment detallades en els u´ltims dos
sprints.
Recordant els dos contractes tenim per una banda els esdeveniments de CertificateContract:
1 contract CertificateContract {
2 ...
3 event CreateCertificate(string msg);
4 event DeleteCertificate(string msg);
5 event CreateCertificateContract(string msg);
6 event DeleteCertificateContract(string msg);
7
8 event CertificateNotFound(string msg);
9 event CertificateAlreadyExists(string msg);
10 ...
11 }
12
S’han de capturar des de Spring amb l’ajuda de Web3j: CertificateNotFound i CertificateAlreadyExist.
I per una altra banda els esdeveniments llanc¸ats pel contracte UserContract:
1 contract UserContract {
2 ...
3 event CreateUser(string msg);
4 event DeleteUser(string msg);
5 event CreateUserContract(string msg);
6 event DeleteUserContract(string msg);
7
8 event UserNotFound(string msg);
9 event UserAlreadyExists(string msg);
10 ...
11 }
12
Dels esdeveniments vistos s’han de capturar des de Spring amb Web3j els esdeveniments: UserNotFound
i UserAlreadyExists.
3.9.2 Disseny
Per aconseguir aquesta tasca s’hauran de desenvolupar una enumeracio´ que representi els tipus de esdeveni-
ments.
Es crearan diferents tipus d’excepcions per llenc¸ar-les des de Spring que les mapejara` a errors HTTP.
Tindrem excepcions que provocades per errors als contractes d’Ethereum.
• EntityAlreadyExistsException
• EntityNotFoundException
Excepcions que provenen de rebre les dades del cos de la peticio´ de forma incorrecta.
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• MalformedEntityException
Tambe´ excepcions que anuncien una resposta buida d’una transaccio´, cosa molt poc frequ¨ent que normal-
ment es degut a un error d’un contracte.
• EmptyResponseException
Tindrem a me´s a me´s una excepcio´ que normalment indica problemes amb la formacio´ de la transaccio´, gas-
Limit, StartGas o simplement un error de la xarxa d’Ethereum en la que s’opera, cosa molt poc frequ¨ent.
Per una altra banda s’hauria d’implementar un filtre d’esdeveniments, EventFilter, per a filtrar cada tipus
d’esdeveniment i retornar el missatge del error per encapsular-lo en les excepcions mencionades i mostrar-ho
a l’usuari.
Les excepcions del paquet Ethereum corresponen als esdeveniments dels contractes d’Ethereum. Les del
paquet request a una malformacio´ de la peticio´. Al paquet response trobarem la EmptyResponseException,
indicant que la resposta del contracte esta` buida. Finalment al paquet transaction la TransactionException
indica que la transaccio´ no s’ha pogut ni tan sols realitzar.
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3.9.3 Implementacio´
1 public enum ContractEvents {
2 CertificateAlreadyExistsEvent(
3 "CertificiateAlreadyExists",
4 "Certificate Already exists",
5 Collections.emptyList(),
6 Arrays.asList(
7 new TypeReference<Utf8String>() {
8 }
9 )
10 ),
11 CertificateNotFound(
12 "CertificateNotFound",
13 "Certificate could not be found",
14 Collections.emptyList(),
15 Arrays.asList(
16 new TypeReference<Utf8String>() {
17 }
18 )
19 ),
20 UserAlreadyExists(
21 "UserAlreadyExists",
22 "User already exists",
23 Collections.emptyList(),
24 Arrays.asList(
25 new TypeReference<Utf8String>() {
26 }
27 )
28 ),
29 UserNotFound(
30 "UserNotFound",
31 "User could not be found",
32 Collections.emptyList(),
33 Arrays.asList(
34 new TypeReference<Utf8String>() {
35 }
36 )
37 );
38 private Event event;
39 private String message;
40 ...
41 }
42
Un enum de Java encapsula un nombre determinat d’esdeveniments possibles generats des d’un contracte
de Solidity.
Les excepcions dela paquets Ethereum, request, response i transaction so´n molt semblants i contenen un
missatge descriptiu del error succe¨ıt.
Per exemple Entity AlreadyExistsException queda de la segu¨ent forma.
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1 public class EntityAlreadyExistsException extends RuntimeException{
2 public EntityAlreadyExistsException(String entityTypeName) {
3 super(String.format("%s already exists", entityTypeName));
4 }
5 }
6
Totes les excepcions tenen un controller que s’ocupa de llenc¸ar un error HTTP per cada excepcio´ de
Spring. Per exemple el controller de EntityAlreadyExistsException, EntityAlreadiExistsExceptionContro-
llerAdvice quedaria de la seguent forma.
1 @ControllerAdvice
2 public class EntityAlreadyExistsExceptionControllerAdvice {
3 @ResponseBody
4 @ExceptionHandler(EntityAlreadyExistsException.class)
5 @ResponseStatus(HttpStatus.CONFLICT)
6 VndErrors entityAlreadyExistsExceptionHandler(EntityAlreadyExistsException e){
7 return new VndErrors("error", e.getMessage());
8 }
9 }
10
A la classe EventFilterImpl que implementa la interf´ıcie EventFilter, tenim els me`todes que comprobaran
els logs de les transaccions cercant un event llanc¸at des dels contractes de Solidity. Un exemple de me`tode
que realitza el filtratge d’un dels esdeveniments seria aquest.
1 public class EventFilterImpl implements EventFilter {
2 ...
3 public void filterCertificateAlreadyExistsEvent(
4 Web3j web3j, String transactionHash, String contractAddress)
5 throws EntityAlreadyExistsException {
6 try {
7 TransactionReceipt transactionReceipt =
8 waitForTransactionReceipt(web3j, transactionHash);
9
10 List<Log> logs = transactionReceipt.getLogs();
11
12 for (Log log : logs) {
13 ifCertificateAlreadyExistsThrowException(log.getData());
14 }
15 } catch (InterruptedException | ExecutionException e) {
16 e.printStackTrace();
17 }
18 }
19 ...
20 }
21
Aquest me`tode espera el retorn de la resposta d’una transaccio´, recull una llista de logs i examina un per
un que sigui el esdeveniment que ha de trobar. Crida un me`tode per a delegar la comprovacio´.
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1 public class EventFilterImpl implements EventFilter {
2 ...
3 private void ifCertificateAlreadyExistsThrowException(
4 String data) throws EntityAlreadyExistsException {
5 ContractEvents certificateAlreadyExistsContractEvents
6 = ContractEvents.CertificateAlreadyExistsEvent;
7 String decodedMessage = hexStringConverter.hexToASCII(data.substring(2));
8 if (decodedMessage.contains(
9 certificateAlreadyExistsContractEvents.getMessage())) {
10 throw new EntityAlreadyExistsException("Certificate");
11 }
12 }
13 ...
14 }
15
Descodifica el missatge i comprova que al log sigui present el missatge que especifiquem al esdeveniment
de Solidity, si es present considerem que l’esdeveniment ha sigut llanc¸at pel contracte i llancem una excepcio´
destinada a convertir-se un error HTTP en el controller de la excepcio´.
Per una altra banda tenim la comprovacio´ que realitzem per saber si una peticio´ esta` mal formada. Per
exemple a CertificateRestController comprovem al rebre el Certificate que ha sigut convertit de JSON a pojo
i si aquest esta malformat.
1 @RestController
2 @RequestMapping("/certificates")
3 public class CertificateRestController {
4 ...
5 @RequestMapping(method = RequestMethod.POST)
6 @Transactional
7 public TransactionReceipt save(
8 @RequestBody Certificate certificate)
9 throws EntityAlreadyExistsException,
10 MalformedEntityException,
11 EmptyResponseException,
12 TransactionException {
13 ...
14 try{
15 if (certificate.malformed()) {
16 throw new MalformedEntityException("Certificate");
17 }
18 } catch (InterruptedException | ExecutionException e) {
19 throw new TransactionException(e);
20 }
21 ...
22
23 }
24 ...
25 }
26
Si esta malformada llancem una excepcio´ MalformedEntityException. A me´s a me´s, podem comprovar
que si la transaccio´ ha fallat llanc¸a una TransactionException encapsulant la transaccio´ que es va llanc¸ar.
La u´ltima excepcio´, del paquet response EmptyResponseException, es llanc¸a als me`todes de CertificateCon-
tractService i UserContractService. Un exemple e´s el me`tode saveCertificate() de CertificateContractService.
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1 @Service
2 public class CertificateContractService {
3 ...
4 public TransactionReceipt saveCertificate(Certificate certificate)
5 throws ExecutionException,
6 InterruptedException,
7 EmptyResponseException,
8 EntityNotFoundException,
9 EntityAlreadyExistsException {
10 ...
11 try {
12 ...
13 result = sendTransation(
14 web3j,
15 certificationContractAddress,
16 nonce,
17 gasPrice,
18 gasLimit,
19 BigInteger.ZERO,
20 encodedFunction,
21 infuraSettingsManager);
22 ...
23 eventFilter.filterCertificateAlreadyExistsEvent(
24 web3j,
25 result,
26 certificationContractAddress);
27 } catch (IOException ex) {
28 throw new EntityNotFoundException("User");
29 }
30 if (result == null) {
31 throw new EmptyResponseException();
32 }
33 ...
34 return transactionReceipt;
35 }
36 ...
37 }
38
A me´s d’utilitzar el EventFilter per comprovar els esdeveniments del contracte, tenim que si el resultat
de la transaccio´ e´s null, es llanc¸ara` una EmptyResponseException.
3.9.4 Resultats/Conclusions
En aquest sprint hem realitzat una se`rie de comprovacions sobre els diferents errors que es poden donar
mentre es realitza una transaccio´ i informat a l’usuari. Aquest errors provenen de 4 a`mbits diferents: dels
contractes de Solidity (en forma d’esdeveniments), de la peticio´, de la resposta i de la pro`pia transaccio´.
S’han implementat excepcions per cadascuna de les excepcions i un controlador per a convertir-les a er-
rors HTTP.
S’ha implementat un enum per als diferents esdeveniments dels contractes de Solidity i un EventFilter
per cercar si al log de la resposta de la transaccio´ estan presents els missatges dels esdeveniments.
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Per finalitzar s’han realitzat comprovacions addicionals per a peticions mal-formades, respostes buides i
fins i tot un error provinent d’una transaccio´ fallida anunciada pel propi client Web3j. Totes les excepcions
siguin del a`mbit que siguin han sigut convertides en errors HTTP.
La comprovacio´ sobre els esdeveniments s’ha hagut de realitzar de forma manual al log, enlloc de realitzar-la
amb un filtre natiu de Ethereum, donat que Infura no e´s compatible amb els filtres d’esdeveniments. Una
limitacio´ que s’espera que en un futur no existeixi.
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3.10 Sprint 8
3.10.1 Requeriments/Especificacio´
En aquest sprint es te´ l’objectiu de corregir algunes limitacions.
Per un costat s’investigara` una manera de treballar me´s eficientment amb les contrasenyes dels usuaris i no
tenir que guardar-les com un para`metre de la configuracio´ particular del usuari.
Una altra limitacio´ que es te´ e´s que cada vegada que creem un usuari se li ha de transferir des del compte
d’administracio´ ether. Es vol utilitzar els faucets de metamask o els de etherscan per a les diferents xarxes
per demanar ether de forma automa`tica per a l’usuari quan el creem.
3.10.2 Disseny
La primera limitacio´ a superar e´s la de les contrasenyes. Aquestes no les podem persistir en DB encriptades,
ja que, Web3j no admet la comparacio´ de contrasenyes encriptades amb un algorisme determinat, demana
la contrasenya crua per a carregar les credencials de l’usuari. Aixo` e´s un problema, perque` s’haura` d’intentar
demanar-la per a cada peticio´ a la API REST.
Per altra banda, per a fer servir un d’aquests faucets farem crides a la seva API amb l’adrec¸a del compte
extern de l’usuari recentment creat.
3.10.3 Implementacio´
S’ha descartat la possible solucio´ a les contrasenyes de les credencials, donat que s’ha de realitzar una rees-
tructuracio´ que s’estima que podria afectar greument als terminis de presentacio´ d’aquest treball.
Per a la solucio´ del faucet s’ha realitzat una crida a la API pu´blica del faucet de ropsten : http://faucet.
ropsten.be:3001/donate/{address}. Pero` s’ha comprovat realitzant proves que ni aquest ni d’altres fau-
cets trovats so´n estables i tenen un temps de resposta molt prolongat a causa de la gran cua de donacions
que realitzen a d’altres comptes.
La solucio´ del faucet s’ha anotat per a realitzar en un treball futur, juntament amb la millora de la gestio´
de les contrasenyes.
3.10.4 Resultats/Conclusions
Les conclusions que podem extraure en aquest sprint so´n que, tot i no ser factibles en moment en el que es
realitza aquest sprint so´n idees que poden aportar una millora significativa al projecte.
Les contrasenyes en un futur si canvia la forma de carregar credencials i accepta una contrasenya encriptada
i la pot comparar amb la que es va utilitzar per signar la credencial, es pot guardar al contracte d’usuaris,
a DB o demanar-la a cada peticio´.
S’haura` d’acabar trobant un faucet estable per a demanar ether pels usuaris, sino´ s’hauria d’estar pen-
dent de que el compte d’administrador no quede´s a zero, seria un problema molt gran perque` fallarien totes
les transaccions, donat que, sempre demanen un cost en gas si canvien l’estat del contracte, que al final e´s
una petita fraccio´ d’ether.
Es pren nota d’aquestes idees i seran incloses al apartat de treball futur.
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3.11 Sprint 9
3.11.1 Requeriments/Especificacio´
En aquest sprint e´s modificara` l’acce´s als recursos exposats en la API REST, per als diferents rols d’usuari.
Els rols seran admin i user.
El rol d’admin nome´s el tindra` un usuari que sera` l’administrador de l’aplicacio´ i te´ un compte extern
d’Ethereum. El rol d’usuari el tindran la resta d’usuaris que es registren fent u´s de la API REST.
El segon objectiu sera` anar preparant l’entorn de test per a realitzar tests de la API REST. Fins ara
els tests s’havien realitzat amb POSTMAN, una aplicacio´ que e´s capac¸ d’automatitzar crides, canviar tots
els para`metres de la peticio´: les capc¸aleres, el cos, etc. Els tests es realitzaran amb Cucumber sobre la xarxa
de test ropsten.
3.11.2 Disseny
Les restriccions d’acce´s a les URLs exposades a la API estan reflectides a la taula 18. Els casos escollits per
Taula 18: Taula d’acce´s als recursos de la API REST.
Me`tode URL Rols d’usuari permesos
users
POST /users ADMIN, USER
GET /users/username ADMIN, USER
certificates
POST /certificates ADMIN, USER
GET /certificates/usernamehash ADMIN, USER
a comprovar el correcte funcionament de la API es divideixen en 4 blocs:
• Crear un usuari
• Cercar un usuari
• Crear un certificat
• Cercar un certificat
Per crear un usuari tindrem els segu¨ents escenaris:
• Crear un usuari que no existeix encara
• Intentar crear un usuari que existeix
• Intentar crear un usuari amb una peticio´ mal-formada
Per cercar un usuari tenim els segu¨ents escenaris:
• Buscar un usuari que existeix
• Buscar un usuari que no existeix
Per crear un certificat tindrem els segu¨ents escenaris:
• Crear un certificat que no existeix encara
• Intentar crear un certificat que existeix
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• Intentar crear un certificat amb una peticio´ mal-formada
Per cercar un certificat:
• Buscar un que ja existeix
• Cercar un que no existeix
3.11.3 Implementacio´
1 @Configuration
2 @EnableWebSecurity
3 public class WebSecurityConfig extends WebSecurityConfigurerAdapter {
4 @Override
5 protected void configure(HttpSecurity http) throws Exception {
6 http.sessionManagement()
7 .sessionCreationPolicy(SessionCreationPolicy.STATELESS)
8 .and()
9 .authorizeRequests()
10 .anyRequest().permitAll()
11 .and()
12 .httpBasic()
13 .and()
14 .addFilterBefore(new CorsFilter(), ChannelProcessingFilter.class)
15 .csrf().disable();
16 }
17 }
18
La classe WebSecurityConfig e´s la encarregada de gestionar la seguretat, amb la senzilla configuracio´
que es realitza en el me`tode configure(). A continuacio´ els fitxers escrits amb gherkin que corresponen a les
caracter´ıstiques a realitzar test i els escenaris detallats a l’anterior apartat.
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1 Feature: Create a user
2
3 Scenario: Create a user that does not exist
4 Given The user does not exist
5 When I create a user with username="user",
6 password="password1234" and country="country"
7 Then The user with username="user", password="password1234"
8 and country="country" will be created
9 And I remove entities
10
11 Scenario: Create a user that exists
12 Given Exists a user with username="user",
13 password="password1234" and country="country"
14 When I create a user with username="user",
15 password="password1234" and country="country"
16 Then Create user call returns error EntityAlreadyExists
17 And The user will not be created
18 And I remove entities
19
20 Scenario: Create a user with malformed entity
21 Given The user does not exist
22 When I create a user with username="user", password="" and country=""
23 Then Create user call returns error MalformedEntity
24 And The user will not be created
25 And I remove entities
26
Implementem els escenaris per a crear un usuari.
1 Feature: Find a user
2
3 Scenario: Find user that exists
4 Given Exists a user with username="user",
5 password="password1234" and country="country"
6 When I find a user by username="user"
7 Then Find user call returns user with username="user"
8 and country="country"
9 And I remove entities
10
11 Scenario: Find user that does not exist
12 Given The user does not exist
13 When I find a user by username="user"
14 Then Find user call returns error EntityNotFound
15 And I remove entities
16
Detallem els escenaris per a cercar un usuari.
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1 Feature: Create a certificate
2
3 Scenario: Create a certificate that does not exist
4 Given Exists a user with username="user",
5 password="password1234" and country="country"
6 And The certificate does not exist
7 When I create a certificate with username="user",
8 hash="hash", duration="12" and countryCode="ex"
9 Then The certificate with username="user", hash="hash",
10 duration="12" and countryCode="ex" will be created
11 And I remove entities
12
13 Scenario: Create a certificate that exists
14 Given Exists a user with username="user",
15 password="password1234" and country="country"
16 And Exists a certificate with username="user",
17 hash="hash", duration="12" and countryCode="ex"
18 When I create a certificate with username="user",
19 hash="hash", duration="12" and countryCode="ex"
20 Then Create certificate call returns error EntityAlreadyExists
21 And The certificate will not be created
22 And I remove entities
23
24 Scenario: Create a certificate with malformed entity
25 Given Exists a user with username="user",
26 password="password1234" and country="country"
27 And The certificate does not exist
28 When I create a certificate with username="user",
29 hash="", duration="-1" and countryCode=""
30 Then Create certificate call returns error MalformedEntity
31 And The user will not be created
32 And I remove entities
33
Es defineixen els escenaris per a crear un certificat.
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1 Feature: Find a certificate
2
3 Scenario: Find a certificate that exists
4 Given Exists a user with username="user",
5 password="password1234" and country="country"
6 And Exists a certificate with username="user",
7 hash="hash", duration="12" and countryCode="ex"
8 When I find a certificate by username="user"
9 and hash="hash"
10 Then Find certificate call returns certificate
11 with username="user", hash="hash",
12 duration="12" and countryCode="ex"
13 And I remove entities
14
15 Scenario: Find certificate that does not exist
16 Given Exists a user with username="user",
17 password="password1234" and country="country"
18 And The certificate does not exist
19 When I find a certificate by username="user"
20 and hash="hash"
21 Then Find certificate call returns
22 error EntityNotFound
23 And I remove entities
24
Es defineixen escenaris per a cercar un certificat.
3.11.4 Resultats/Conclusions
En aquest sprint hem realitzat un canvi en l’acce´s als recursos de la API REST, necessari per a adaptar-los.
Es requereix que nome´s hagi un administrador. La resta dels usuaris poden crear certificats i buscar-los pels
para`metres definits a la documentacio´ de la API.
Aprofitant que es tenen una serie de casos d’us ben diferenciats a la API REST depenent de com es realitzi
una crida a la API o que es pretengui fer amb les crides, es donen uns casos d’us normals que representen
un correcte funcionament de la API, uns casos d’u´s que representen un funcionament incorrecte. Tots ells
han de ser provats si funcionen com s’espera. S’ha realitzat una implementacio´ per caracter´ıstica que es vol
provar amb els seus escenaris i els passos, amb gherkin.
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3.12 Sprint 10
3.12.1 Requeriments/Especificacio´
En aquest sprint es prete´n realitzar la implementacio´ de escenaris definits amb gherkin. Es preparara` l’entorn
i es realitzaran implementacions per cadascun dels passos.
Addicionalment per a realitzar els tests, pero` tambe´ ens servira` per la resta de l’aplicacio´, ampliarem el
numero de xarxes que podem utilitzar. Podrem fer u´s aix´ı de xarxes de test en desenvolupament i test, en
produccio´ podrem utilitzar si es desitja main, la xarxa de produccio´ d’Ethereum. Donarem suport a les
xarxes:
• Ropsten
• Rinkeby
• Kovan
• main
Totes elles estan suportades per Infura, que ofereix una URL per accedir al node amb la nostra API key.
3.12.2 Disseny
Per fer me´s flexible aquesta funcio´ addicional, s’utilitzara` un fitxer xml amb les URLs de les diferents xar-
xes i s’afegira` un para`metres addicional a la configuracio´ general, al fitxer web3j-properties.xml, anomenat
selectedNetwork.
Es prete´n aconseguir aix´ı que si algun dia Infura canvies les URLs a les diferents xarxes, nome´s s’hau-
ria de canviar la URL al fitxer de networks.xml i no tan sols canviar el fitxer web3j-properties.xml, a no ser
que es vulgui canviar de xarxa. Aquests fitxers es llegeixen i carreguen per a cada peticio´.
3.12.3 Implementacio´
El fitxer networks.xml que te´ declarades totes les URLs de les xarxes d’Ethereum a Infura te´ un aspecte
com aquest:
1 <?xml version="1.0" encoding="UTF-8"?>
2 <!DOCTYPE properties SYSTEM "http://java.sun.com/dtd/properties.dtd">
3 <properties>
4 <comment>web3j properties</comment>
5 <entry key="MAIN">https://mainnet.infura.io/</entry>
6 <entry key="ROPSTEN">https://ropsten.infura.io/</entry>
7 <entry key="RINKEBY">https://rinkeby.infura.io/</entry>
8 <entry key="KOVAN">https://kovan.infura.io/</entry>
9 <entry key="INFURA_NET">https://infuranet.infura.io/</entry>
10 </properties>
11
Addicionalment s’ha afegit una xarxa extra pro`pia de INFURA, pero` no esta` mantinguda per la Ethe-
reum Foundation, aix´ı que mai es fara` servir.
Tal i com hem parlat a l’apartat anterior, afegirem un camp me´s al xml de configuracio´ general, web3j-
properties.xml, anomenat selectedNetwork.
Pa`gina 66
Certificacio´ de documents mitjanc¸ant blockchain Data Certification
1 <?xml version="1.0" encoding="UTF-8"?>
2 <!DOCTYPE properties SYSTEM "http://java.sun.com/dtd/properties.dtd">
3 <properties>
4 <comment>web3j properties</comment>
5 <entry key="selectedNetwork"></entry>
6 <entry key="apiKey"></entry>
7 <entry key="fromAddress"></entry>
8 <entry key="password"></entry>
9 <entry key="credentialsPath">src/main/resources/...</entry>
10 <entry key="certificationContractAddress"></entry>
11 <entry key="userContractAddress"></entry>
12 </properties>
13
A InfuraSettingsManager, la classe dedicada a carregar tots aquests para`metres general i espec´ıfics de
l’usuari podrem recuperar aquest para`metre i afegir la API key. Per seguir accedint a la xarxa d’Ethereum
i al nostre node sense trencar res.
Per els test amb cucumber tenim per una banda la configuracio´ al paquet configuration. Tenim Authentica-
tionTestConfig, estableix la nostra implementacio´ de UserDetailsService amb un password encoder, crea el
compte d’administrador i el persisteix amb el UserRepository a DB.
1 @Configuration
2 @Profile("Test")
3 public class AuthenticationTestConfig extends GlobalAuthenticationConfigurerAdapter {
4
5 @Autowired
6 private UserRepository userRepository;
7 @Autowired
8 UserDetailsService basicUserDetailsService;
9
10 @Override
11 public void init(AuthenticationManagerBuilder auth) throws Exception {
12 auth
13 .userDetailsService(basicUserDetailsService)
14 .passwordEncoder(User.passwordEncoder);
15 User user = new User();
16 user.setUsername("root");
17 user.setPassword("password");
18 userRepository.save(user);
19 }
20 }
21
Per a realitzar la implementacio´ dels steps s’han definit unes classes al paquet steps. Hi haura` una classe
per cada step, a excepcio´ de StepDefs una classe que realitzara` tasques transversals a tots els tests.
Alguns me`todes rellevants d’aquestes classes es detallaran a continuacio´.
El metode setup() de StepDefs inicialitza el MockMvc, que ens servira` per a realitzar les crides a la API de
forma simple.
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1 @Before
2 public void setup() {
3 this.mockMvc = MockMvcBuilders
4 .webAppContextSetup(this.wac)
5 .apply(springSecurity())
6 .build();
7 }
8
Un exemple d’u´s d’aquesta classe seria el step segu¨ent tambe´ present a la classe StepDefs.
1 @Given("^Exists a user with username=\"([^\"]*)\",
2 password=\"([^\"]*)\" and country=\"([^\"]*)\"\$")
3 public void existsAUserWithUsernamePasswordAndCountry(String arg0,
4 String arg1, String arg2) throws Throwable {
5 User user = new User(arg0, arg1, arg2);
6 this.mockMvc.perform(
7 post(USERS)
8 .content(this.json(user))
9 .contentType(contentType)
10 .with(httpBasic("root", "password")))
11 .andExpect(status().is2xxSuccessful());
12 users.add(user);
13 }
14
L’u´s del MockMvc e´s molt similar a la resta dels steps, sempre utilitzarem el metode perform() per a
realitzar la peticio´ utilitzarem en aquest cas el me`tode POST a la URL de users, establirem el header con-
tenType i el header d’autenticacio´ que sera` BASIC. Esperarem sempre una reaccio´ a la peticio´ un status
code de la resposta.
Destacarem tambe´ els me`todes cleanCertificates() i cleanUsers(), agafarem les entitats creades als certi-
ficats en un test i al finalitzar-lo les eliminarem manualment, per a tenir l’entorn net per al segu¨ent test de
la bateria de tests.
A part de la classe StepDefs, tindrem:
• CreateUserStepDef: implementa els escenaris per a crear un usuari.
• FindUserStepDef: implementa els escenaris per cercar un usuari.
• CreateCertificateStepDef: implementa els escenaris per a crear un certificat.
• FindCertificateStepDef: implementa els escenaris per cercar un certificat.
3.12.4 Resultats/Conclusions
En aquest sprint s’han implementat els tests amb cucumber, s’han implementat per cada feature, amb els
seus scenarios amb diferents steps dels fitxers gherkin escrits al anterior sprint, utilitzant la xarxa de test
ropsten. Tambe´ s’han realitzat proves a rinkeby i kovan.
Les transaccions a Ethereum so´n d’entre 30s i 1,30m. Tenim una quantitat de tests que en conjunt so´n
una mica feixucs d’executar tots junts, sobretot quan es crea un usuari que llancem me´s d’una transaccio´,
creem l’usuari al contracte d’usuaris i li donem una mica d’ether de la compta de l’administrador. Tot en
conjunt consumeix un temps que no e´s assumible per una tasca com el test, que es suposa rapida i a`gil, s’han
de realitzar tests cont´ınuament mentre es desenvolupa, i el temps que consumeix e´s un impediment. Per al
segu¨ent sprint s’ha de trobar una solucio´.
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3.13 Sprint 11
3.13.1 Requeriments/Especificacio´
L’objectiu d’aquest sprint ha sigut investigar com solucionar el problema del anterior sprint. El conjunt de
temps consumit per totes les transaccions realitzades a la bateria de tests de cucumber triga massa i arriba
a ser incomode fer tests, s’ha de aconseguir que els tests siguin ra`pids, donat que s’han d’anar realitzant
cont´ınuament mentre es desenvolupa.
S’ha trobat una eina que facilitara` enormement la tasca de realitzar els tests de forma me´s a`gil. Aques-
ta eina anomenada Ganache simula una xarxa d’Ethereum, en la que podem configurar els nodes que la
composen, veure les seves adreces, claus privades, posar nodes de la xarxa a minar i fins i tot monitoritzar
les transaccions que es realitzen a la xarxa.
3.13.2 Disseny
S’haura` d’incorporar la nova xarxa al fitxer networks.xml. El segu¨ent pas sera` general amb MyEtherWallet
un keyfile d’un dels comptes per utilitzar-lo com el del administrador, afegint els para`metres com adrec¸a al
fitxer de configuracio´ global. Seguidament importarem amb el fitxer de credencials a metamask el compte
d’administrador i utilitzarem el ropsten faucet de metamask per agafar una mica d’ether. Des Remix
desplegarem els dos contractes amb el compte d’administrador i ja estara` tot preparat per a realitzar els
tests amb Ganache.
3.13.3 Implementacio´
En aquest sprint no hi ha hagut pro`piament implementacio´. Si que s’han canviat para`metres als fitxers de
configuracio´ per adaptar-los a la nova eina, Ganache, que els facilita una xarxa d’Ethereum en local. Pero`
a part d’aquestes adaptacions i la investigacio´ d’una eina com aquesta no hi ha hagut implementacio´ en
aquest sprint.
3.13.4 Resultats/Conclusions
En aquest sprint hem realitzat una tasca d’investigacio´ d’una forma de realitzar els tests amb un temps
raonable. La solucio´ escollida ha sigut Ganache, una eina que simula una xarxa d’Ethereum en local.
S’han realitzat unes adaptacions a la configuracio´ de l’aplicacio´, pero` com aquesta havia sigut adaptada
anteriorment per acceptar me´s xarxes ha sigut molt me´s fa`cil. Ha sigut una mica me´s tedio´s realitzar la
preparacio´ de la xarxa de Ganache per a poder utilitzar-la a l’aplicacio´, quedara` com a tasca futura auto-
matitzar aixo` per a poder realitzar els tests amb un servidor de CI.
En definitiva s’ha assolit l’objectiu del sprint, es realitzen els tests amb un temps me´s que raonable. Gra`cies
a que els nodes de la xarxa de Ganache, tenen un temps de minat d’un bloc de transaccions de mili-segons.
Pa`gina 69
Certificacio´ de documents mitjanc¸ant blockchain Data Certification
3.14 Sprint 12
3.14.1 Requeriments/Especificacio´
Aquest sprint es dedicara` a dos tasques principals. La primera e´s refactoritzar el codi del repositori destinat a
la API REST, anomenat data-api, per a poder tancar-lo pel moment, ja que es tenen totes les issues acabades,
i comenc¸ar a treballar amb el repositori destinat al client, desenvolupat amb Angular. S’inicialitzara` el
projecte Angular i es comenc¸aran a dissenyar les interf´ıcies que es desenvoluparan d’aqu´ı en endavant.
3.14.2 Disseny
La part de refactoritzacio´ del codi de la API REST, es centrara` la feina en refactoritzar les classes me´s grans
i proporcionen les parts me´s importants de la API REST. Totes aquestes classes que es refactoritzaran estan
ubicades al paquet service, potser el paquet me´s important de tota la API.
Per la part d’inicialitzacio´ del projecte Angular s’ha utilitzat Angular CLI. Per instal·lar aquesta eina que
servira per a generar codi, arrancar el projecte, etc; s’haura` d’instalar NodeJS, una plataforma de desenvo-
lupament web basada en Javascript de la qual Angular fa un u´s extensiu i requereix pel seu funcionament.
S’han comenc¸at a dissenyar quins components Angular s’haurien de desenvulupar.
• Crear usuaris
• Filtre i llistat d’usuaris
• Detall d’un usuari
• Crear certificat
• Filtre i llistat de certificats
• Detall del certificat
• Home
• Login
• Perfil
3.14.3 Implementacio´
Les classes que es refactoritzaran del paquet service so´n:
• EtherProviderImpl
• EventFilterImpl
• InfuraSettingsManager
• TransactionUtils
S’han afegit les depende`ncies de Angular de bootstrap i JQuery i s’han comenc¸ar a desenvolupar els compo-
nents anomenats a l’apartat anterior.
• create-user
• find-user
• user-detail
• create-certificate
• find-certificate
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• certificate-detail
• home
Els components que s’han comenc¸ar a desenvolupar han sigut els aqu´ı especificats. La resta de components
seran inicialitzats en el segu¨ent sprint.
3.14.4 Resultats/Conclusions
El resultat que es pot extraure d’aquest sprint e´s el segu¨ent. Encara que s’hauria de fer en el futur una
refactoritzacio´ molt me´s profunda del codi de la API REST, ha quedat un code me´s net, sempre es pot
millorar alguna cosa al codi, pero` els temps, tot i que superada la marca de 4 mesos del projecte, no deixa
lloc per a me´s de moment.
De la part del client Angular s’han comenc¸at a desenvolupar les interf´ıcies, encara que els hi queda per
madurar i potser sofreixen canvis en endavant. S’han detallat com a mı´nim, quines funcions realitzaran i de
forma general l’aspecte que haurien de tenir.
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3.15 Sprint 13
3.15.1 Requeriments/Especificacio´
En aquest sprint estara` centrat en remodelar els components d’Angular especificats al anterior sprint i
construir els que faltaven. En total, els components que s’han d’implementar al final seran:
• create-user
• find-user
• user-detail
• create-certificate
• find-certificate
• certificate-detail
• profile
• login
• home
3.15.2 Disseny
Especificarem les funcionalitats que han de proveir cadascun dels components i en general l’aspecte que
haurien de tenir.
• create-user
Podrem crear un usuari mitjanc¸ant un formulari per introduir les dades d’un usuari i ens retornara` a
la vista de detall.
• find-user
Tindrem un filtre per buscar un usuari pel seu username. Ens mostrara` l’usuari, si existeix, i podrem
accedir al detall d’aquest usuari.
• user-detail
Presentara` les dades d’un usuari o retornar a la vista de filtre i llistat.
• create-certificate
A traves d’un formulari permetra` introduir les dades necessa`ries per a crear un certificat i despre´s
retornara` a l’usuari a la vista de detall del certificat creat.
• find-certificate
Filtrara` certificats per hash, el mostrara` en una llistat si existeix.
• certificate-detail
Mostra totes les dades referents a un certificat o retorna a la vista filtre/llistat.
• profile
Es mostraran els detalls de l’usuari que te´ la sessio´ iniciada aquest moment sino´ s’ocultara` l’acce´s a
aquest component de la barra de navegacio´.
• login
Aquest component sera` el t´ıpic formulari per fer login al client. Al fer login es redirigira` a la vista
home.
• home
En aquest component mostrarem una descripcio´ del projecte i les dades de contacte del desenvolupador.
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3.15.3 Implementacio´
S’han generat els components mitjanc¸ant l’eina Angular CLI. Cadascun dels components generats conte´: un
html, css, .spec.ts i .ts. A .spect.ts anirien ubicats els tests del component que no realitzarem, perque` ja
hem fet test a la API i al .ts anira` la classe que fara` de controller de la vista i crida als serveis i d’altres classes.
Hem definit al fitxer app.module.ts els components utilitzats, les depende`ncies i me´s endavant s’especifi-
caran els services. Al fitxer routing-app.module.ts les URLs que s’esperaran i els components que s’ha
d’invocar per cada.
3.15.4 Resultats/Conclusions
S’han definit la estructura de les vistes de forma definitiva, encara que sempre estan subjectes a petits canvis.
Tambe´ s’ha detallat la responsabilitat de cadascuna d’elles.
Potser aquesta part e´s la me´s feixuga, ja que desenvolupar una interf´ıcie gra`fica acaba essent una tasca
mono`tona i, en definitiva no tan divertida i creativa com e´s desenvolupar el back-end.
En el segu¨ent sprint es comenc¸ara` a encaminar la feina a fer serveis i una petita simulacio´ de back-end
que ens dona Angular per tenir una idea general del client i, tambe´ poder provar-lo.
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3.16 Sprint 14
3.16.1 Requeriments/Especificacio´
En aquest sprint crearem els services: user-service i certificate-service.
Crearem les entitats que seran les segu¨ents: Certificate, CertificateReceipt, User, UserReceipt, Error i
TransactionReceipt.
Crearem mocks que proporcionaran dades esta`tiques per cadascuna de les entitats esmentades.
3.16.2 Disseny
Els services que s’implementaran, cridaran la API REST, hi hauran dos dos serveis: un dedicat a fer les crides
de la entitat User, anomenat user-service, i un altre per l’entitat Certificate, anomenat certificate-service.
Aquests serveis s’importaran a app.module.ts .
Per una altra banda es desenvoluparan unes entitats del domini amb diferents a`mbits: de request, per enviar
dades de la peticio´ al servei REST, de response, per rebre les dades del servei REST i de transaccio´, per
informar de l’estat de la transaccio´.
3.16.3 Implementacio´
Crearem dos paquets: un anomenat domain. Dintre d’aquest paquet crearem mock, request, response i
transaction. A mock crearem un seguit de classes:
• CERTIFICATE: Proporciona un Certificat.
• CERTIFICATE RECEIPT: Proporciona el rebut d’un certificat per a mostrar-lo.
• USER: Proporciona un usuari:
• USER RECEIPT: Proporciona un rebut d’un usuari per mostrar-lo.
• TRANSACTION RECEIPT: Proporciona el rebut d’una transaccio´ per a mostrar-la.
A request crearem:
• User: Es serialitzara` a JSON per enviar a la API REST.
• Certificate: Tambe´ es serialitzara` i enviara`.
A response crearem:
• UserReceipt: L’obtindrem com a resposta de la API REST, el deserialitzarem en una instancia.
• CertificateReceipt: Tambe´ l’obtindrem com a resposta i sera` deserialitzat.
Del paquet transaction crearem:
• TransactionReceipt: Sera` el rebut que contindra` les dades d’una transaccio´ minada.
• Error: Sera` el motiu de la fallada d’una transaccio´.
3.16.4 Resultats/Conclusions
En aquest sprint s’han desenvolupat els serveis que contindran les operacions necessa`ries per als components,
aquestes classes interactuaran amb la API REST.
S’han desenvolupat pro`piament les entitats que so´n molt semblants a les ja vistes a la API, separades
per a`mbits per a realitzar una funcio´ molt determinada.
Per una altra banda s’han desenvolupat uns mocks que proveiran als serveis de dades esta`tiques per a
simular que es te´ una font de dades, permetran simular que tenim una API REST que ens serveix dades,
podrem aix´ı comprovar que les funcionalitats al client es comporten correctament.
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3.17 Sprint 15
3.17.1 Requeriments/Especificacio´
En el segu¨ent sprint es prete´n realitzar una simulacio´ de API REST, amb un servei que ofereix Angular.
Podrem aix´ı, simular que tenim una font de dades per sota encara que no sera` aix´ı.
S’hauran de modificar les operacions dels services, per a utilitzar aquesta font de dades simulada. No
obstant, e´s una bona aproximacio´ a la solucio´ que e´s consumir la API REST real.
Per finalitzar s’implementaran una se`rie de services addicionals:
• auth-service
• ensure-authenticaded-service
• in-memory-data-service
• log-service
• login-service
• message-service
3.17.2 Disseny
Aquests services tindran funcions determinades que seran les segu¨ents:
• auth-service: Autenticara l’usuari.
• ensure-authenticaded-service: comprovara`, a cada pagina que requereixi autenticacio´, que l’usuari
estigui autenticat.
• in-memory-data-service: Proveira` d’una font de dades en memo`ria, per simular que tenim una API
REST sota.
• log-service: Fara` el log de les operacions dutes a terme al client.
• login-service: Realitzara` el login de l’usuari, aquest fara` u´s del auth-service.
• message-service: Sera` un servei de missatgeria entre els diferents serveis.
3.17.3 Implementacio´
Els serveis implementats primerament es crearan amb Angular CLI. Seguidament s’importaran a app.module.ts
.
S’utilitzaran als components per a realitzar tasques.A me´s a me´s es modificaran el user-service i el certificate-
service.
Farem u´s del servei in-memory-data-service, per persistir i recuperar dades als serveis user-service i certificate-
service. Aquests serveis proveiran de les operacions necessa`ries per a realitzar les operacions mencionades
en anteriors sprints amb usuaris i certificats.
Utilitzarem login-service, que a la seva vegada s’ajuda de auth-service, a la vista de login pel login dels
usuaris. Pero` tambe´ s’encarregara` del logout.
Hi han certes pantalles, que nome´s han de ser accessibles per a usuaris, que hagin fet login a l’aplica-
cio´. Un exemple d’aixo` e´s profile. Per aquestes vistes utilitzarem ensure-authenticated-service per restringir
l’acce´s dels usuaris.
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Hi han dos serveis especials que realitzen tasques transversals, log-service i message-service. log-service
realitza el log de les operacions realitzades, amb l’estat de finalitzacio´, tan si acaben correctament o fa-
llen. message-service proporciona una forma de comunicar-se entre diferents serveis utilitzant una cua de
missatges, prove¨ıda per la biblioteca RXJS, que implementa el paradigma de la programacio´ reactiva.
3.17.4 Resultats/Conclusions
S’ha aconseguit realitzar una aproximacio´ en aquest sprint. Creem usuaris, cerquem usuaris, els eliminem i el
mateix pels certificats utilitzant In-memory Web API d’Angular. Ha sigut una bona aproximacio´ que encara
li queda una mica per arribar a ser madura i que malauradament per la falta de temps quedara` inacabada,
per a acabar a treball futur.
Ha quedat pendent utilitzar el client HTTP d’angular per a realitzar les crides reals a la API REST, que
com s’ha esmentat per falta de temps queda pendent. De totes maneres, la idea que s’ha pogut obtindre de
les diferents fases de disseny, deixen una guia bastant clara de com es podria acabar aquest client, i com es
podria acabar de millorar la API REST.
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4 Conclusions
De tot aquest projecte he pogut aprendre com funciona un protocol com e´s Ethereum, que fa u´s del consens
distribu¨ıt, un dels punts que em va interessar me´s en un principi per interessar-me en aquesta tecnologia.
He pogut aprendre tambe´ conceptes ba`sics sobre blockchain, e´s una tecnologia realment complexa i apas-
sionant a la que li veig molt de futur. Les DAPPs que so´n les aplicacions constru¨ıdes sobre la base de la
blockchain crec que en un futur competiran amb l’arquitectura que tenen les tradicionals APPs.
Per una altra banda Ethereum te´ un ecosistema d’eines que m’han sigut molt u´tils per a realitzar tas-
ques com: generar credencials, gestionar comptes, realitzar desplegaments de contractes. Aquestes eines
els hi veig molt de potencial i diuen molt de la comunitat al voltant d’Ethereum, no nome´s la Ethereum
Foundation, e´s molt activa.
El projecte m’ha servit per millorar, no nome´s amb les eines del ecosistema d’Ethereum, tambe´ amb
la biblioteca escrita per a Java, que tot i no tenir molts exemples de codi per comenc¸ar a la documentacio´,
te´ molts casos d’u´s als seus tests que estan ben documentats.
A me´s a me´s he pogut posar en pra`ctica conceptes apresos a d’altres assignatures. Els conceptes de Spring i
Angular apressos a Arquitectures de Programari, les metodologies de desenvolupament a Models de Proces,
estudis de viabilitat, pressupostos i deme´s apressos a Enginyeria de Requeriments, etc.
Encara que el projecte no s’ha pogut completar s’han deixat unes tasques pendents per al futur. De totes
maneres tota la feina realitzada, ha servit per a aprendre com s’ha esmentat com desenvolupar aplicacions
que es recolzen en blockchain. Ha quedat constru¨ıt una API REST funcional que certifica dades a Ethe-
reum fent u´s de contractes intel·ligents, era el me´s important de tots els objectius d’aquest projecte i s’ha
aconseguit, amb tot el coneixement adquirit per a realitzar la tasca.
Tot en conjunt e´s una aplicacio´ dels conceptes apressos al grau, posats a la pra`ctica en conjunt m’han
enriquit bastant com a estudiant de grau d’Enginyeria Informa`tica. En un futur quan aquest a tecnologia
sigui me´s massiva del que encara e´s, cosa de la que estic bastant segur, aquesta base assolida al projecte em
sera` realment u´til.
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5 Treball futur
En aquesta seccio´ es detallaran totes les tasques que han quedat pendents per falta de temps.
IPFS en un principi es va plantejar que s’utilitzes aquest protocol d’emmagatzemament i comparticio´ de
dades distribu¨ıdes. Per emmagatzemar les dades que es certificaran a Ethereum, despre`s obtindre el hash
de l’arrel del merkle tree, que ens permetria recuperar la resta de les dades, i guardar-la a Ethereum.
Aquesta idea va quedar recollida per a treball futur al sprint. En el moment de redaccio´ d’aquest document,
guardem un hash que simula ser el del root del merkle tree.
Una de les limitacions que presenta web3j en el moment de redaccio´ del document, es que, no accepta
al me`tode en el que carrega el fitxer de credencials un algorisme d’encriptacio´ de la password, nome´s l’accep-
ta sense encriptar. Aixo` obliga a demanar la contrasenya per carregar-lo en cada crida. En un futur potser
s’implementa aquesta funcionalitat. Pel moment s’ha optat per a no trencar la implementacio´, i perdre
massa temps, guardar-la a fitxers de configuracio´ generats per cada client. En un futur s’hauria d’autenticar
a cada crida a l’usuari, per a no tenir que guardar la seva contrasenya en un fitxer de configuracio´.
Al crear un usuari a l’aplicacio´, se li ha de transferir ether, per a poder realitzar les transaccions amb
les que certificara` les seves dades. Es va pensar en un primer moment en utilitzar un faucet de metamask,
pero`, aquest faucet no te´ una API pu´blica per a poder utilitzar-la des de l’aplicacio´. Una altra opcio´ que es
va intentar, utilitzar un faucet mantingut per un tercer, el problema que es va trobar es que tenen una cua
d’espera que varia molt, depenent del moment en el que es realitza la transaccio´. Al final s’ha optat per car-
regar el compte d’administrador amb una gran quantitat d’ether, quan es crei un usuari se li transferira` una
petita quantitat d’ether. Per a treball futur queda desenvolupar un faucet o trobar la manera d’utilitzar el
de metamask o qualsevol altre, sempre i quan s’asseguri que la seva disponibilitat i rendiment so´n acceptables.
La u´ltima tasca que ha quedat pendent e´s acabar el client Angular. Queden per implementar les crides
a la API REST amb la API HTTP d’Angular, per falta de temps han quedat pendents.
• Crear un usuari
• cercar un usuari
• crear un certificat
• cercar un certificat
A me´s a me´s queda reestructurar el client, ja que, finalment es va decidir que nome´s l’administrador de
l’aplicacio´ podria fer login i la resta dels usuaris podrien crear un User i realitzar la certificacio´ de le seves
dades, crear un o me´s Certificate, sense necessitat de realitzar login, de forma lliure.
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