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Luku 1
Johdanto
Ta¨ssa¨ tyo¨ssa¨ tutkitaan web-sovellustekniikoiden kehitysta¨ ja selaimella ka¨ytetta¨va¨n
web-sovelluksen esitys- ja toimintalogiikan viemista¨ palvelimelta ka¨ytta¨ja¨n selai-
meen. Perinteisen web-sovelluksen tapauksessa sovelluslogiikasta vastaa palvelinso-
vellus, mutta uusimpien tekniikoiden avulla monimutkaistakin sovelluslogiikkaa on
mahdollista suorittaa palvelimen sijaan ka¨ytta¨ja¨n selaimessa. Ennen uusien teknii-
koiden ka¨ytto¨o¨nottoa on kuitenkin ta¨rkea¨a¨ selvitta¨a¨ miten erot vaikuttavat sovel-
luskehitykseen ja sovelluksen toimintaympa¨risto¨o¨n: ka¨ytta¨ja¨n laitteistoon, palveli-
nympa¨risto¨o¨n ja verkkoyhteyksiin.
Perinteisen web-sovelluksen ongelmia ovat alhainen vuorovaikutuksen taso ja
kaiken sovelluslogiikan suorittaminen keskitetysti palvelinympa¨risto¨ssa¨. Sovelluksen
tarjoamiseksi tarvitaan riitta¨va¨sti palvelinresursseja, jotta kaikille ka¨ytta¨jille voi-
daan tarjota tarvittavat laskentaresurssit ja kohtuullisen nopeat vasteet. Vaikka pal-
velinresursseja voitaisiin lisa¨ta¨ rajattomasti, perinteisen web-sovelluksen ka¨ytto¨liit-
tyma¨sta¨ ei saataisi yhta¨ nopeasti reagoivaa kuin tyo¨po¨yta¨sovelluksien ka¨ytto¨liittyma¨t.
Kun sovelluslogiikkaa siirreta¨a¨n palvelimelta selaimeen, kohdataan uusina haastei-
na selainsovelluksen arkkitehtuuri ja suorituskyky. Sovelluksen laadun ja elinkaa-
ren kannalta on oleellista selvitta¨a¨, voidaanko JavaScript-kielella¨ toteuttaa laaja ja
ammattimainen ka¨ytto¨liittyma¨sovellus, joka on arkkitehtuurillisesti yhta¨ selkea¨ ja
ylla¨pidetta¨va¨ kuin aiemmat palvelinpuolen sovellukset. Lisa¨ksi web-sovelluksen suo-
rituskykyyn vaikuttavat tekija¨t muuttuvat, jolloin sovelluksen suorituskyvyn opti-
mointiin tarvitaan uudenlaisia keinoja.
Rikkaan internetsovelluksen toteutustekniikoiden avulla voidaan tavoitella pa-
rempaa ka¨ytta¨ja¨n laitteiston resurssien hyo¨dynta¨mista¨ ja parempaa vuorovaikutus-
ta ka¨ytta¨ja¨n ja sovelluksen va¨lilla¨. AJAX-tekniikoita hyo¨dynta¨en ka¨ytto¨liittyma¨n ja
palvelinsovelluksen va¨linen tietoliikenne voi olla asynkronista: tietoa voidaan siirta¨a¨
sivukokonaisuuksien sijaan pienissa¨ osissa ka¨ytta¨ja¨n huomaamatta. JavaScript-oh-
jelmointikieli, yhdessa¨ nykyaikaisten selainrajapintojen kanssa, mahdollistaa ka¨yt-
ta¨ja¨n laitteistoresursseja hyo¨dynta¨va¨n sovelluslogiikan suorittamisen ka¨ytta¨ja¨n se-
laimessa. Lisa¨ksi uusimmat HTML5 ja CSS -tekniikat mahdollistavat graafisesti rik-
kaat ka¨ytto¨liittyma¨t.
Sovelluksen rakenteen suunnittelussa auttavat koetellut sovelluskehityksen suun-
nittelumallit seka¨ laadukkaat kirjastot ja sovelluskehykset. Suorituskykya¨ voidaan
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parantaa tehostamalla verkkoliikennetta¨, sivun muodostamista selaimessa ja Java-
Script-sovelluskoodia. Tehostaminen saavutetaan noudattamalla tehokkaaksi havait-
tuja ka¨yta¨nto¨ja¨ ja va¨ltta¨ma¨lla¨ suorituskyvylta¨a¨n hitaiksi todettuja toimintoja.
Ta¨ma¨n tutkimuksen tavoitteena on toimia kattavana ohjeistona rikasta inter-
netsovellusta suunnitteleville ja auttaa saavuttamaan seka¨ arkkitehtuurin etta¨ suo-
rituskyvyn osalta korkealaatuisen lopputuloksen. Tyo¨n alkuosa tutustuttaa lukijan
uusimpiin tekniikoihin, ja loppuosa auttaa kehitta¨ja¨a¨ va¨ltta¨ma¨a¨n useita suorituskyky-
ja arkkitehtuuriongelmia.
Tyo¨n alussa tutkitaan web-sovellusten kehitysta¨ yksinkertaisista HTML-doku-
menteista ja palvelinpuolen sovelluksista nykyaikaisiksi rikkaan vuorovaikutuksen
selainsovelluksiksi. Luvussa 2 esitella¨a¨n web-sovellusten perustekniikat ja kerrotaan
mita¨ tarkoittavat esimerkiksi HTTP, URL, HTML ja CSS. Luvussa 3 esitella¨a¨n
rikkaan internetsovelluksen toteuttamisen liittyva¨t tekniikat ja avataan termit kuten
AJAX, JavaScript, JSON, DOM, REST, HTML5 ja PUSH.
Rikkaan internetsovelluksen perusteiden ja¨lkeen luvussa 4 syvennyta¨a¨n JavaScript-
sovellusten arkkitehtuuriin ja suunnittelumalleihin. JavaScript-sovellukset ovat kyp-
syneet ta¨ysipainoisiksi sovelluksiksi siina¨ missa¨ muillakin ohjelmointikielilla¨ toteute-
tut sovellukset, ja siten niihin pa¨tee sama arkkitehtuurin ja huolellisen suunnittelun
tarve. Luokkama¨a¨rittelyihin perustuviin, ka¨a¨nnetta¨viin ja palvelinympa¨risto¨ssa¨ ajet-
taviin kieliin verrattaessa JavaScript tuo joitakin muutoksia web-sovelluskehitykseen.
Tarjolla on hyo¨dyllisia¨ suunnittelumalleja, kirjastoja ja sovelluskehyksia¨, jotka aut-
tavat keskittyma¨a¨n sovelluskehityksessa¨ oleelliseen.
Web-sovellusten suorituskykya¨ ka¨sitella¨a¨n luvussa 5. Ka¨ytta¨ja¨n kokema sovelluk-
sen suorituskyky muodostuu verkkoliikenteen, palvelinprosessoinnin, sivun muodos-
tamisen ja selainsovelluksen sovelluslogiikan suorituskyvysta¨. Kaikkien osa-alueiden
suorituskykya¨ voidaan parantaa noudattamalla tyo¨ssa¨ esitetta¨via¨ hyvia¨ ka¨yta¨nto¨ja¨.
Luvussa 6 suoritetaan mittauksia, joilla voidaan vahvistaa optimointitekniikoiden ja
asynkronisen toimintatavan toimivuus ka¨yta¨nno¨ssa¨.
Luku 2
Perinteinen web-sovellus
Perinteisen web-sovelluksen perustekniikat tarjoavat perustan rikkaille internetsovel-
luksille. Ta¨ssa¨ luvussa esitella¨a¨n perinteiseen web-sovellukseen liittyvia¨ protokollia
ja merkinta¨kielia¨, jotka ovat edelleen ka¨yto¨ssa¨ myo¨s rikkaissa web-sovelluksissa.
2.1 Perinteisen web-sovelluksen ominaispiirteita¨
Perinteinen web-sovellus rakentuu sivunvaihdon ka¨sitteen ympa¨rille. Ka¨ytta¨ja¨n ja
palvelimen va¨linen synkroninen malli esiteta¨a¨n kuvassa 2.1. Kun ka¨ytta¨ja¨ haluaa
la¨hetta¨a¨ palvelimelle tietoa tai ladata uutta sisa¨lto¨a¨, la¨heteta¨a¨n uusi sivupyynto¨ ja
sen mukana mahdollisesti ka¨ytta¨ja¨n syo¨tteita¨. Ka¨ytta¨ja¨n kerralla ka¨sitelta¨vissa¨ ole-
va sisa¨lto¨ perustuu sivupyynno¨n vastauksena sivulle muodostettuihin lomakkeisiin.
Kun palvelin prosessoi ka¨ytta¨ja¨n syo¨tteita¨ ja muodostaa sivupyynto¨o¨n vastausta,
ei sovelluksen ka¨ytto¨liittyma¨ ole ka¨ytetta¨vissa¨. Ka¨ytta¨ja¨ joutuu siten odottamaan
palvelinta ja sovelluksen ka¨ytto¨kokemus on katkonainen.
Perinteisen web-sovelluksen verkkoliikenne muodostuu sivun ja siihen liittyvien
tiedostojen latauksesta purskeena. Verkkoliikenteen na¨ko¨kulmasta sovelluksen ka¨y-
to¨ssa¨ on useiden sekuntien tai minuuttien katkoksia, kun ka¨ytta¨ja¨ lukee sivua ja
ta¨ytta¨a¨ lomaketietoja. Vaikka vain osaa sivun lomaketiedosta olisi ka¨sitelty, tyy-
pillisesti kaikki lomaketiedot la¨heteta¨a¨n palvelimelle. Muokattuja tietoja tallenet-
Kuva 2.1: Perinteisen web-sovelluksen ka¨ytta¨ja¨n ja palvelimen va¨linen synkroninen
kommunikointi. [20]
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taessa joudutaan tyypillisesti tarkistamaan kaikki lomaketiedot ja vertaamaan niita¨
olemassa oleviin, jotta voidaan pa¨a¨tella¨ mika¨ tiedoista on uutta tai muuttunutta.
Sivupyynno¨n raskauteen voidaan vaikuttaa lisa¨a¨ma¨lla¨ tai va¨henta¨ma¨lla¨ yhden si-
vun sisa¨lta¨ma¨n tiedon ma¨a¨ra¨a¨ ja siten pilkkomalla ka¨ytta¨ja¨n kerralla tekema¨a¨ tyo¨ta¨
pienempiin osiin. [9]
Perinteisen web-sovelluksen ka¨ytto¨liittyma¨ on visuaalisesti hyvin rajoittunut.
Ka¨ytto¨liittyma¨ koostuu staattisesta ulkoasusta ja yksinkertaisesta hiiren liikkeisiin
reagoimisesta. Vapaata piirtoaluetta, animointeja tai muuta monipuolista vuorovai-
kutteista reagointia ei ole.
Kaikki liikenne on pull-tyyppista¨, eli kaikki toiminnot ovat asiakasla¨hto¨isia¨. Asia-
kas pyyta¨a¨ jotakin resurssia ja palvelin vastaa pyynto¨o¨n, mutta palvelin ei koskaan
aloita vuoropuhelua. Jos tieto muuttuu taustalla sivun avaamisen ja sita¨ seuraa-
van tallennustoimenpiteen va¨lissa¨, ka¨ytta¨ja¨ saa ta¨sta¨ tiedon vasta tallennuksen suo-
rittavan sivupyynno¨n ja¨lkeen, ja voi mahdollisesti menetta¨a¨ tyo¨nsa¨ pa¨a¨llekka¨isten
muutosten kohdalla.
2.2 Protokollat ja tekniikat World Wide Webin
takana
Web-sovelluksen ka¨ytta¨ja¨lle na¨kyvin osa on web-selain, sen na¨ytta¨ma¨t Hypertext
Markup Language (HTML) -sivut ja niiden Uniform Resource Locator (URL) -
osoitteet. Web-sivu koostuu yksinkertaisimmillaan HTML-sivun lisa¨ksi siihen liitty-
vista¨ kuvista, Cascading Style Sheets (CSS) -tyyliohjeista ja selaimessa suoritetta-
vasta JavaScript -sovelluskoodista. Selain ka¨sittelee HTML-dokumenttia puumaise-
na tietorakenteena Document Object Model (DOM) -mallin mukaisesti. JavaScript
mahdollistaa web-sovelluksen vuorovaikutuksen sivun DOM-rakenteisiin.
Protokollat
TCP/IP-viitemallin eri kerrokset esiteta¨a¨n kuvassa 2.2. Sivupyynno¨t ja niiden vas-
tauksena HTML-sivut liikkuvat ka¨ytta¨ja¨n (eng. user agent) ja palvelimen (eng.
origin server) va¨lilla¨ Hypertext Transfer Protocol (HTTP) -protokollaa ka¨ytta¨en.
HTTP-protokolla sijaitsee TCP/IP-viitemallin korkeimmalla sovelluskerroksella.
HTTP-viestit kuljettaa kuljetuskerroksen Transmission Control Protocol (TCP) -
protokolla, joka vastaavasti toimii verkkokerroksen Internet Protocol (IP) -protokollan
tarjoaman osoitteiston pa¨a¨lla¨. Kerrosmallin pohjalla peruskerros huolehtii tiedon
fyysisesta¨ va¨litta¨misesta¨ laitteesta toiseen.
HTTP-liikenne perustuu asiakas-palvelin malliin. Asiakas, eli sovelluksen ka¨ytta¨ja¨,
aloittaa kommunikoinnin ja palvelin vain vastaa sille la¨hetettyihin pyynto¨ihin. HTTP-
protokollan kaksi perustoimintoa ovat GET ja POST, joita ka¨ytta¨en selain voi
pyyta¨a¨ palvelimelta sivuja ja la¨hetta¨a¨ palvelimelle lomaketietoja. [16]
HTTP on tilaton protokolla, eli protokolla itse ei ylla¨pida¨ sovelluksen tilaa.
HTTP-protokollan eva¨steet (eng cookie) mahdollistavat tilatiedon siirta¨misen sivu-
pyynto¨jen ja vastausten yhteydessa¨, mutta tilatiedon ylla¨pito on ta¨ysin sovelluksen
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Kuva 2.2: TCP/IP-viitemalli.
vastuulla. Eva¨ste on selainkohtaisesti ka¨ytta¨ja¨n kiintolevylle tallennettava avain-
arvo pari, jossa arvon koko on korkeintaan 255 merkkia¨ ja nelja¨ kilotavua. Palvelin
luo eva¨steet ja la¨hetta¨a¨ ne HTTP-vastauksessa ka¨ytta¨ja¨n selaimelle. Selain tallen-
taa eva¨steen ja palauttaa sen jatkossa jokaisen sivupyynno¨n yhteydessa¨ palvelimelle.
Eva¨ste on sivustokohtainen, ja aina kun ka¨ytta¨ja¨n selain la¨hetta¨a¨ pyynto¨ja¨ eva¨steelle
ma¨a¨ritellyn domain-nimen tai IP-osoitteen alueella oleviin URL-osoitteisiin, eva¨ste
la¨heteta¨a¨n sivupyynno¨n mukana. Eva¨steiden avulla tallennettu tilatieto on saatavis-
sa vain tietyn asiakaskoneen tietylla¨ selaimella, kutsuttaessa tietyn palvelimen sivu-
ja. Eva¨steet mahdollistavat selaimen tunnistamisen (eva¨steen voimassaolon ajan),
mutta eiva¨t mahdollista tietyn ka¨ytta¨ja¨n luotettavaa tunnistamista. [39] [3]
Tyypillinen eva¨steiden ka¨ytto¨tapaus on tallentaa ka¨ytta¨ja¨n istuntoa kuvaava yk-
silo¨llinen tunniste selaimeen. Tunnisteen avulla voidaan muistaa sisa¨a¨nkirjautunut
ka¨ytta¨ja¨ useiden eri sivupyynto¨jen ajan, ilman etta¨ ka¨ytta¨ja¨n tarvitsee la¨hetta¨a¨
ka¨ytta¨ja¨tunnusta ja salasanaa uudelleen saman istunnon aikana. Eva¨steelle annetta-
via lisa¨tietoja ovat vanhenemisajankohta tiettyna¨ pa¨iva¨ma¨a¨ra¨na¨ (Expires), maksimi-
ika¨ sekunteina (Max-Age), tiettyyn domain-osoitteeseen rajoittaminen (kuten alido-
main esimerkki.domain.com), tiettyyn polkuun rajoittaminen, salattuun sisa¨lto¨o¨n
rajoittaminen ja vain http-protokollaan rajoittaminen. [3]
Kuvassa 2.3 esiteta¨a¨n istuntotunnisteen asettaminen SID-nimiseen eva¨steeseen
ja sen palauttaminen palvelimelle. Eva¨ste voidaan asettaa palvelimelta asiakkaal-
le HTTP-protokollan Set-Cookie -otsikkotiedolla. Ta¨ma¨n ja¨lkeen asiakkaan selain
la¨hetta¨a¨ kaikissa sivupyynno¨issa¨ palvelimelle HTTP-otsikon Cookie.
Eva¨steet olivat pitka¨a¨n ainoa tapa tallentaa web-sovellukseen liittyva¨a¨ tietoa
asiakastietokoneelle. HTML5-tekniikat ovat tuoneet kehittyneempia¨ vaihtoehtoja
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Asiakas Palvelin
GET4/index.html
Set-Cookie:4SID=
31d4d96e407aa
d42
GET4/page.htmlCookie:4SID=31d4d96e407aad42
2004OK
2004OK
Kuva 2.3: Eva¨steen asettaminen ka¨ytta¨ja¨n selaimeen ja sen palauttaminen palveli-
melle.
tiedon tallentamiseen ka¨ytta¨ja¨n selaimeen. Niita¨ ka¨sitella¨a¨n tarkemmin luvussa 3.3.
Osoitteet
Internetiin kytketyt laitteet ka¨ytta¨va¨t tiedonsiirrossa IP-protokollan osoitteita. Osoit-
teet ovat protokollan versiosta riippuen joko 32-bittisia¨ (IPv4) tai 128-bittisia¨ (IPv6)
numerosarjoja, jotka esiteta¨a¨n yleensa¨ ihmiselle luettavaan muotoon ryhmiteltyna¨.
IP-osoitteet eiva¨t tyypillisesti na¨y web-sivuston ka¨ytta¨ja¨lle asti. Sen sijaan lop-
puka¨ytta¨ja¨lle na¨kyva¨t domain-nimet, jotka muunnetaan sivupyynto¨ja¨ tehta¨essa¨ IP-
osoitteiksi nimipalvelun (Domain Name System, DNS) avulla. Esimerkiksi google.fi
-domain-nimen takaa lo¨ytyva¨ palvelin sijaitsee IPv4-osoitteessa 74.125.227.127 ja
IPv6-osoitteessa 2607:f8b0:4000:800::1017. [32]
Kuva 2.4 esitta¨a¨ DNS-mallin osapuolet ja tiettya¨ domain-nimea¨ vastaavan IP-
osoitteen selvitta¨miseksi tarvittavat kyselyt. Ka¨ytta¨ja¨n tietokone kysyy DNS-tietoja
ka¨ytta¨ja¨n ensisijaiselta DNS-palvelimelta. Sen ja¨lkeen ka¨ytta¨ja¨n ensisijainen DNS-
palvelin aloittaa nimiselvitykset, mika¨li nimi ei ole entuudestaan tuttu. Se kysyy
tarkempaa tietoa DNS juuripalvelimelta ja saa vastauksena tiedon mista¨ nimiava-
ruudesta lo¨ytyy lisa¨a¨ tietoa osoitteesta. Esimerkki.com nimen tapauksessa osoitetie-
toa kysyta¨a¨n .com -nimiavaruudesta, mista¨ saadaan vastauksena kyseisen domain-
nimen ensisijainen DNS-palvelin. Domain-nimen ensisijainen DNS-palvelin kertoo
lopulta osoitetta vastaavan IP-osoitteen. Mika¨li ensisijainen DNS-palvelin ei olisi
tavoitettavissa, voitaisi tietoa pyyta¨a¨ saman tiedon omaavalta toissijaiselta palveli-
melta. [32]
Uniform Resource Identifier (URI) on resurssit yksilo¨iva¨ tunniste, jolla esiteta¨a¨n
resurssin nimi tai sijainti. Uniform Resource Name (URN) on URI joka nimea¨a¨ re-
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Kuva 2.4: Domain-nimea¨ vastaavan IP-osoitteen selvitta¨minen DNS-kyselyilla¨. [32]
surssin yksika¨sitteisesti, mutta jonka avulla ei ole tarkoitus lo¨yta¨a¨ resurssia. Verkko-
sivujen avaamiseen ka¨ytetta¨va¨ Uniform Resource Locator (URL) -osoite on URI joka
paitsi yksilo¨i resurssin, myo¨s kertoo resurssin sijainnin. Sivupyynno¨ssa¨ URL kertoo
palvelimelle mita¨ resursseja ka¨ytta¨ja¨ haluaa hakea. URL-osoite yhdista¨a¨ domain-
nimen tai IP-osoitteen, tiedostopolun ja sovellukselle va¨litetta¨va¨t parametrit yh-
deksi osoitteeksi. Osoitteen syntaksi on muotoa:
skeema://domain:portti/polku?parametrit#kohdan_tunniste
Parametrit ovat avain-arvo pareja muodossa avain=arvo, erotettuna &-merkilla¨.
Web-ka¨yto¨ssa¨ kuljetuskerroksen porttia ei yleensa¨ tarvitse kirjoittaa osoitteeseen,
vaan ka¨yteta¨a¨n oletuksena HTTP-protokollalle varattua TCP-porttia 80. [5] [16]
Hypertext Markup Language -kuvauskieli
HyperText Markup Language (HTML) on standardoitu kuvauskieli, jonka avulla
kuvataan web-sivun rakenne. HTML perustuu Standard Generalized Markup Lan-
guage (SGML) -syntaksiin ja sille on Extensible Markup Language (XML) -syntaksia
noudattava XHTML-vastine. [28]
HTML-ma¨a¨rittelyn on alun perin kehitta¨nyt Tim Berners-Lee. HTML-ma¨a¨rittelyn
versioita 2.0 ja 3.0 kehitti Internet Engineering Task Force (IETF) vuonna 1995,
mutta vuonna 1997 esiteltyjen versioiden 3.2 ja 4.0 standardoinnista on vastan-
nut World Wide Web Consortium (W3C). HTML-version 4.01 ja¨lkeen W3C lo-
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Listaus 2.1: HTML-elementti
1 <p id="attribuutin_arvo" class="attribuutin_arvo">
2 Elementin tekstisisa¨lto¨ tulee aloitus - ja lopetustagien
va¨liin. <br />
3 </p>
Listaus 2.2: Esimerkki HTML-sivun syntaksista [28]
1 <!DOCTYPE html>
2 <html>
3 <head>
4 <title>Esimerkkisivu </title>
5 </head>
6 <body>
7 <h1>Korkeimman tason otsikko </h1>
8 <p>Tekstisisa¨lto¨ a¨ ja
9 <a href="demo.html">linkki </a>.</p>
10 <!-- Kommentti ei na¨y selaimen esitta¨ma¨ssa¨
dokumentissa -->
11 </body>
12 </html>
petti sen kehitta¨misen ja siirtyi kehitta¨ma¨a¨n uutta XML-pohjaista XHTML 1.0 -
ma¨a¨rittelya¨, joka ei ollut yhteensopiva aiemman HTML-ma¨a¨rittelyn kanssa. Selain-
valmistajien yhteenliittyma¨ Web Hypertext Application Technology Working Group
(WHATWG) jatkoi HTML-kielen kehitta¨mista¨. Lopulta vuonna 2007 W3C keskeytti
XHTML 1.0 -ma¨a¨rittelyn kehitta¨misen ja ryhtyi yhdessa¨ WHATWG-ryhma¨n kanssa
kehitta¨ma¨a¨n yhteista¨ HTML5-ma¨a¨rittelya¨. [42] [28]
HTML-dokumentti rakentuu listauksen 2.1 mukaisista elementeista¨, jotka puo-
lestaan muodostuvat aloitus- ja lopetustagista, niiden va¨lisesta¨ sisa¨llo¨sta¨ seka¨ aloi-
tustagin attribuuteista. Elementilla¨ ei tarvitse olla sisa¨lto¨a¨, jolloin elementti voidaan
lopettaa aloitustagin lopussa /-merkilla¨. Esimerkkina¨ listauksen 2.1 br-elementti.
[42]
HTML-dokumentti on jaettu otsikkotietoihin (head-elementti) ja na¨kyva¨a¨n si-
sa¨lto¨osaan (body-elementti). Listauksessa 2.2 esiteta¨a¨n yksinkertaisen HTML-do-
kumentin rakenne.
Cascading Style Sheets -tyyliohjeet
HTML-dokumentin sisa¨lto¨ muotoillaan selaimessa sivulle ma¨a¨riteltyjen Cascading
Style Sheets (CSS) -tyyliohjeiden mukaisesti. CSS mahdollistaa muotoilun irrotta-
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misen HTML-dokumentista erillisiin tyylitiedostoihin. Tyylitiedosto koostuu useis-
ta tyylisa¨a¨nno¨ista¨, jotka sisa¨lta¨va¨t valitsimen ja ma¨a¨rittelyn. Valitsimella valitaan
mihin dokumentin sisa¨lto¨o¨n sa¨a¨nto¨ vaikuttaa ja ma¨a¨rittely on lista ominaisuuksis-
ta ja niiden arvoista. Tyyliohjeilla voidaan ma¨a¨ritta¨a¨ HTML-sivun elementille esi-
merkiksi sijainti, va¨rit ja fontin muotoilu. Ennen CSS-tyyliohjeiden ka¨ytto¨a¨ kaikki
HTML-sivun muotoilu oli ma¨a¨ritelty suoraan HTML-dokumenttiin elementein ja
attribuutein. [6]
Ensimma¨isen tason CSS 1 -ma¨a¨rittely julkaistiin vuonna 1996 ja se sisa¨lsi tekstin
ja fontin muotoiluun ja va¨ritta¨miseen liittyva¨t perusominaisuudet, seka¨ elementtien
marginaalit, kehykset ja sijoittelun. Toisen tason CSS 2 -ma¨a¨rittely laajensi en-
simma¨ista¨ tasoa uusilla sijoitteluun liittyvilla¨ ominaisuuksilla vuonna 1998, ja sita¨
korjattiin myo¨hemmin CSS 2.1 -ma¨a¨rittelylla¨. Toista tasoa on laajennettu modu-
leittain CSS 3 -ma¨a¨rittelyilla¨, joista ensimma¨iset on julkaistu suosituksina vuonna
2011. [6] [8]
Pa¨a¨sa¨a¨nto¨isesti uudet CSS-ma¨a¨rittelyt laajentavat aiempaa ma¨a¨rittelya¨, ja ovat
siten yhteensopivia vanhojen ma¨a¨rittelyiden kanssa. Eri selaimissa on hieman erilai-
sia tulkintoja CSS-ma¨a¨rittelyista¨ ja sen vuoksi kehitta¨ja¨t ovat kohdanneet yhteen-
sopivuusongelmia. [6]
Listaus 2.3: Esimerkki CSS-tyylima¨a¨rittelyn syntaksista
1 valitsin [, valitsin2 , ... ] {
2 ominaisuus: arvo;
3 [ominaisuus2: arvo2; ...]
4 }
Listaus 2.4: Esimerkki CSS-tyylima¨a¨rittelysta¨ HTML-dokumentille
1 body {
2 font -family: Arial , Verdana , Helvetica;
3 background: white;
4 }
5 h1#uniikki -tunniste {
6 font -size: 2em;
7 color: green;
8 }
9 .perusteksti {
10 margin: 1em;
11 padding: 1em;
12 color: black;
13 }
14 .perusteksti a,
15 .perusteksti a:link {
16 color: blue;
17 }
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2.3 Palvelimet ja taustaja¨rjestelma¨t
Perinteisessa¨ web-sovelluksessa palvelimet ja taustaja¨rjestelma¨t vastaavat kaikes-
ta toimintalogiikasta ja myo¨s ka¨ytto¨liittyma¨n HTML-rakenteen muodostamisesta.
Taustalla voi olla useita ja¨rjestelmia¨, jotka kommunikoivat keskena¨a¨n sivupyynno¨n
vastauksen muodostamiseksi.
Palvelinsovellus vastaa toimintalogiikasta
Perinteisen web-sovelluksen toimintalogiikka painottuu palvelinpuolelle ja ka¨ytta¨ja¨n
selain toimii yksinkertaisena valmiin HTML-dokumentin esitta¨ja¨na¨. Sovelluskoodia
suoritetaan palveluntarjoajan sovelluspalvelimella ja sovellus palauttaa ka¨ytta¨ja¨lle
HTTP-pyynto¨jen ja URL-osoitteiden perusteella valmiita HTML-dokumentteja. Ka¨yt-
ta¨ja¨ antaa syo¨tteensa¨ sovellukseen dokumenttien sisa¨lta¨mien HTML-lomakkeiden
va¨lityksella¨, jonka ja¨lkeen palvelin ka¨sittelee syo¨tteen ja palauttaa niiden perusteel-
la ja¨lleen valmiin HTML-sivun.
Ka¨ytta¨ja¨n selain esitta¨a¨ HTML-sivut annettujen tyylisa¨a¨nto¨jen mukaisesti, mut-
ta ei vaikuta sovelluslogiikkaan. Sivun muodostus koostuu tyypillisesti useista pal-
velinpuolen sovelluksen toiminnoista, ja tyypillisesti ka¨ytta¨ja¨ joutuu hetken odotta-
maan sivun muodostamista palvelimella.
Yritysten www-palvelinsovellukset on usein kirjoitettu Java-kielella¨ hyo¨dynta¨en
Java EE (Java Platform, Enterprise Edition) -ohjelmistokehitysalustaa. Java EE
on ma¨a¨rittely, jossa sovelluslogiikka on jaettu toiminnallisuuden perusteella kompo-
nentteihin. Komponentit muodostavat sovellukselle kerroksittaisen rakenteen ja ne
voidaan hajauttaa useille laitteille.
• Asiakaskerroksessa on ka¨ytta¨ja¨n web-selain tai Java-asiakasohjelma.
• Web-kerroksessa asiakkaaseen on yhteydessa¨ JavaServer Pages (JSP) -sivut tai
Java servlet.
• Bisneskerroksessa Enterprise Java Beans (EJB) -pavut vastaavat bisneslogii-
kasta.
• Kerrosrakenteen pohjalla Enterprise Information System (EIS) -kerroksessa
sijaitsee tietokannat ja muut ja¨rjestelma¨t joihin sovellus on yhteydessa¨.
Vastaavia palvelinpuolen tekniikoita ovat esimerkiksi Microsoftin ASP.NET seka¨
harrasteprojekteista suureen suosioon kasvaneet PHP ja Ruby on Rails.
Sovelluksen toimintaan liittyva¨t palvelimet
Kuva 2.5 esitta¨a¨ asiakkaan sivupyynto¨o¨n liittyva¨t ja¨rjestelma¨t. Asiakkaan sivu-
pyynto¨ la¨htee asiakkaan pa¨a¨telaitteelta liitynta¨verkon kautta internetiin reititetta¨-
va¨ksi, ja pa¨a¨tyy lopulta palveluntarjoajan palvelinverkkoon ja web-palvelimelle.
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Kuva 2.5: Asiakas-palvelin malli.
Web-palvelin kuuntelee asiakkaiden HTTP-sivupyynto¨ja¨ tietyssa¨ IP-osoitteessa
ja TCP-portissa, ja pyynno¨sta¨ riippuen joko palauttaa staattisia tiedostoja ku-
ten kuvia, tai sovelluslogiikkaa vaativissa sivupyynno¨issa¨ va¨litta¨a¨ pyynno¨n sovel-
luspalvelimelle. Tyypillisesti web-palvelin ja sovelluspalvelin toimivat samalla fyy-
sisella¨ palvelinlaitteella ja mahdollisesti sama ohjelmisto tekee molemmat tehta¨va¨t.
Web-palvelimia ovat esimerkiksi Linux-ympa¨risto¨ssa suosittu avoimen la¨hdekoodin
Apache ja Windows-ympa¨risto¨issa¨ toimiva Microsoftin Internet Information Services
(IIS).
Sovelluspalvelin vastaa ka¨ytta¨ja¨n sivupyynto¨ihin ja muodostaa ka¨ytta¨ja¨n pyyta¨-
ma¨t HTML-sivut. Sovelluspalvelimia ovat esimerkiksi Java EE ma¨a¨rittelyn mukaiset
Oracle WebLogic Server, IBM WebSphere ja JBOSS. Myo¨s muille ohjelmointikielille
on olemassa sovelluspalvelimia, kuten Zend Server PHP:lle ja Microsoftin .NET
ympa¨risto¨t.
Sovelluksen toimintoja suorittaessa voidaan tarvita yhteyksia¨ muihin ja¨rjestel-
miin seka¨ tietokantoihin. Tyypillisesti ta¨llaisia ja¨rjestelmia¨ ovat ka¨ytta¨ja¨n tunnis-
tamiseen Lightweight Directory Access Protocol (LDAP) -protokollalla ka¨ytetta¨va¨t
hakemistoja¨rjestelma¨t, kuten Microsoftin Active Directory (AD), seka¨ bisneslogiik-
kaan liittyva¨t ra¨a¨ta¨lo¨idyt taustaja¨rjestelma¨t. Palvelukeskeisessa¨ arkkitehtuurissa (eng
Service Oriented Architecture, SOA) eri taustaja¨rjestelmien toimintoja tarjotaan
web-sovellukselle itsena¨isina¨ sovelluspalveluina (eng Web Service, WS) rajapinnan
kautta.
2.4 Perinteisen web-sovelluksen edut ja ongelma-
kohdat
Perinteisen tyyppisia¨ web-sovelluksia on tehty pitka¨a¨n, ja siten niihin liittyva¨t tek-
niikat, tuotteet, tyo¨kalut ja ka¨yta¨nno¨t ovat kypsia¨. Kaupallisia ja avoimia tuotteita
on saatavilla laajasti, kuin myo¨s niiden osaajia ja tukea. Perinteisten web-sovellusten
yksinkertaiset ka¨ytto¨liittyma¨t toimivat kaikenlaisissa pa¨a¨telaitteissa vanhoillakin se-
laimilla ja ovat siten la¨hes kaikkien internetin ka¨ytta¨jien ka¨ytetta¨vissa¨. Koska esi-
tyslogiikka on yksinkertaista ja perustuu pa¨a¨asiassa CSS-tyylimuotoiluun, tuki eri
pa¨a¨telaitteille tarkoittaa ka¨yta¨nno¨ssa¨ sivun tyylittelya¨ niin etta¨ se esiteta¨a¨n eri selai-
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missa samalla tavalla. Nykyaikaisilla selaimilla se on aiempaa helpompaa. Koska so-
velluslogiikka sijaitsee palvelinpuolella, on sovelluksen ajoympa¨risto¨ hyvin tunnettu
ja aina samanlainen. Ta¨ma¨ va¨henta¨a¨ toteutuksen monimutkaisuutta. Sivupyynto¨jen
ma¨a¨ra¨ on kohtuullinen ja pyynto¨ja¨ tapahtuu suhteellisen harvoin.
Nykyaikana ka¨ytta¨ja¨t ovat jo tottuneet modernien internetsivustojen tarjoamaan
helppoka¨ytto¨iseen ka¨ytto¨liittyma¨a¨n ja nopeaan vasteaikaan esimerkiksi Facebookin
ja Googlen palveluiden kautta. Siten sovelluksiin kohdistuvat vaatimukset ovat kas-
vaneet. Perinteisen web-sovelluksen avulla tehta¨va¨ tyo¨ pita¨a¨ suorittaa sivun kokoisi-
na kokonaisuuksina. Ka¨ytta¨ja¨lle annettava vaste on hidas ja koostuu kokonaisen si-
vun noutamisesta oheistiedostoineen palvelimelta, ja sen muodostamisesta selaimes-
sa yhtena¨ suurena kokonaisuutena. Sivun latautumista odottaessa ka¨ytta¨ja¨n tyo¨virta
katkeaa, koska latauksen aikana ei ole mahdollista olla vuorovaikutuksessa sovelluk-
sen kanssa. Ta¨ma¨ keskittymisen katkeaminen on usein syyna¨ tyytyma¨tto¨myyteen
ja pitkilla¨ vasteajoilla voi se johtaa sovelluksen ka¨yto¨n lopettamiseen. Asiakkaan
ja palvelimen va¨lilla¨ liikutetaan paljon turhaan toistuvaa dataa, kun ladataan uusi
sivu joka on suurimmalta osin ta¨ysin sama kuin edellinen sivu. [48]
Tavanomaiset asiakkaiden pa¨a¨telaitteet ovat nykyisin tehokkaita. Pa¨a¨telaitteet
tarjoavat sovellukselle hajautetun suoritusympa¨risto¨n, jonka resurssien ka¨ytto¨ on so-
velluksen tarjoajalle maksutonta. Perinteisen web-sovelluksen asiakaslaitteiston re-
surssit ja¨a¨va¨t suurelta osin hyo¨dynta¨ma¨tta¨, kun esitys- ja bisneslogiikka suoritetaan
palvelimella.
2.5 Yhteenveto
Perinteisen web-sovelluksen tiedonsiirto asiakkaan ja palvelimen va¨lilla¨ tapahtuu
synkronisesti sivukokonaisuuksina. Ka¨ytta¨ja¨ ja palvelin odottavat vuorollaan toisi-
aan, eika¨ sovelluksen ka¨ytto¨liittyma¨ ole ka¨ytetta¨vissa¨ silloin kun sivua muodostetaan
palvelimella. Ta¨sta¨ aiheutuu hitaat vasteet ka¨ytta¨ja¨lle ja matala vuorovaikutuksen
taso.
Sovelluksen toimintalogiikka sijaitsee sovelluspalvelimella ja siihen liittyvissa¨ taus-
taja¨rjestelmissa¨. Sivun sisa¨lto¨ muotoillaan palvelinsovelluksessa HTML-merkinta¨ta-
valla ja esiteta¨a¨n selaimessa CSS-tyylisa¨a¨nto¨jen perusteella. Selaimessa suoritetta-
va toimintalogiikka rajoittuu yksinkertaiseen lomaketietojen oikeellisuuden tarkas-
tukseen. HTML-sivut ja niihin liittyva¨t resurssit pyydeta¨a¨n palvelimelta HTTP-
protokollaa hyo¨dynta¨en, TCP-protokollan tarjoamalla yhteydella¨. Ka¨ytta¨ja¨lle na¨-
kyva¨ navigointi sivulta toiselle perustuu URL-osoitteisiin ja domain-nimiin, jot-
ka ka¨a¨nneta¨a¨n DNS-palvelun avulla koneiden kesken ka¨ytetta¨viksi IP-protokollan
osoitteiksi.
Perinteisen web-sovelluksen vahvuus on tekniikoiden ja tuotteiden kypsyys. Laa-
dukkaita tuotteita ja niiden osaajia on hyvin saatavilla. Koska sovelluslogiikka ra-
joittuu palvelinpuolelle, on sovelluksen suoritusympa¨risto¨ muuttumaton ja hyvin
tunnettu. Palvelimella ajettavan sovelluksen tarjoajan on kuitenkin ostettava kaikki
sovelluksen vaatima laskentateho, kun toisaalta ka¨ytta¨jien laitteistot olisivat ha-
jautettu ja edullinen suoritusympa¨risto¨ sovellukselle. Sovelluksiin kohdistuvat vaa-
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timukset ovat muuttuneet ka¨ytta¨jien totuttua rikkaisiin internetpalveluihin, kuten
Facebookin ja Googlen palvelut. Siksi perinteinen web-sovellus tuntuu vanhanaikai-
selta ja hankalalta ka¨ytta¨a¨.
Luku 3
Rikas internetsovellus
Ta¨ssa¨ luvussa ka¨sitella¨a¨n rikkaan vuorovaikutuksen mahdollistavia tekniikoita, joi-
den avulla on mahdollista tehda¨ web-sovelluksista tyo¨po¨yta¨sovelluksen kaltaisia.
Rikkaiden internetsovellusten toteutustekniikat voidaan jakaa Asynchronous Javasc-
ript and XML (AJAX) -tekniikkoihin ja liita¨nna¨isiin (eng. plug-in) perustuviin so-
velluksiin. Ta¨ssa¨ luvussa esitella¨a¨n kumpikin toteutusympa¨risto¨ ja syvennyta¨a¨n tar-
kemmin AJAX- ja HTML-tekniikoihin.
3.1 Rikkaan internetsovelluksen ominaispiirteita¨
Web-sovellusten ka¨ytto¨liittymille asetetut vaatimukset ovat muuttumassa webin ka¨y-
to¨n yleistyessa¨ ja tekniikoiden kehittyessa¨. Rikkaat internetsovellukset (eng. Rich In-
ternet Application, RIA) vieva¨t web-sovelluksen ka¨ytto¨liittyma¨a¨ tyo¨po¨yta¨sovellusten
suuntaan ja ovat osittain syrja¨ytta¨ma¨ssa¨ perinteisia¨ tyo¨po¨yta¨sovelluksia ja natiiveja
mobiilisovelluksia. Rikkaassa internetsovelluksessa aiempaa suurempi osa sovelluslo-
giikasta suoritetaan palvelimen sijaan ka¨ytta¨ja¨n tietokoneella ja tyypillisesti asiak-
kaan ja palvelimen va¨linen liikenne on asynkronista. [12]
Rikkaat internetsovellukset auttavat rikkomaan useita perinteisen web-sovelluksen
rajoituksia, kuten synkronisen sivunvaihdon ja ka¨ytta¨ja¨la¨hto¨isen pull-tyyppisen tie-
donvaihdon. Sovelluksen ka¨ytto¨liittyma¨sta¨ voidaan tehda¨ vuorovaikutteisempi ja
graafisesti rikkaampi.
Rikkaille internetsovelluksille ominaista on etta¨ sovelluksen tilaa voidaan synk-
ronoida asynkronisesti ka¨ytto¨liittyma¨n ja palvelimen va¨lilla¨. Tiedon vaihto tapah-
tuu ka¨ytta¨ja¨lle na¨kyma¨tto¨ma¨sti taustatoimintona, ilman sivunvaihtoa. Ka¨ytta¨ja¨lle
na¨kyva¨t sivunlataukset voivat rajoittua yhteen sovelluksen ka¨ynnista¨va¨a¨n aloitussi-
vun avaamiseen. Kuva 3.1 esitta¨a¨ ka¨ytta¨ja¨n, selainsovelluksen ja palvelimen va¨lisen
asynkronisen kommunikoinnin. Kuvasta on na¨hta¨vissa¨, etta¨ ka¨ytta¨ja¨ voi saada syo¨t-
teilleen vasteen selainsovelluksen toimintalogiikalta jo ennen kuin syo¨tteen proses-
sointi palvelimella on valmis. Selainsovelluksen toimintalogiikka voi vaihtaa tie-
toa palvelimen kanssa omatoimisesti esimerkiksi tietyin aikava¨lein, ilman ka¨ytta¨ja¨n
syo¨tetta¨ tai ilman na¨kyva¨a¨ vastetta ka¨ytta¨ja¨lle.
Haasteena on esitta¨a¨ ka¨ytta¨ja¨lle mika¨ tieto on todella tallennettu ka¨ytto¨liitty-
ma¨sta¨ palvelimelle asti. Ka¨ytta¨ja¨ tarvitsee tiedon milloin sovelluksesta poistuminen
14
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Kuva 3.1: Rikkaan internetsovelluksen ka¨ytta¨ja¨n, selainsovelluksen ja palvelimen
va¨linen asynkroninen kommunikointi. [20]
on turvallista menetta¨ma¨tta¨ tietoja. Koska sovelluksen tila ei perustu sivunvaihtoi-
hin, on myo¨s haasteellisempaa palata tiettyyn sovelluksen tilaan tiettya¨ osoitetta
ka¨ytta¨en.
Toisaalta taustaja¨rjestelmien aiheuttamat muutokset voidaan tuoda ka¨ytto¨liit-
tyma¨a¨n ilman ka¨ytta¨ja¨n toimia, jolloin ka¨ytta¨ja¨lla¨ ka¨ytto¨liittyma¨ssa¨ oleva tieto voi-
daan pita¨a¨ mahdollisimman ajantasaisena ja voidaan va¨ltta¨a¨ suuret konfliktit. Mah-
dollisuus joustavaan synkronointiin tuo myo¨s uudenlaista monimutkaisuutta sovel-
lukseen, kun ka¨ytto¨liittyma¨n tilaa synkronoidaan palvelimelle ja samalla reagoidaan
palvelimelta tuleviin muutoksiin. Synkronointien hallinnassa auttaa selkea¨ arkkiteh-
tuuri.
Rikkaat internetsovellukset voidaan jakaa toteutustekniikoiden perusteella
Asynchronous Javascript and XML (AJAX) -tekniikkoihin ja liita¨nna¨isiin (eng.
plug-in) perustuviin sovelluksiin. AJAX-tekniikoilla toteutetut sovellukset toimivat
ka¨ytta¨ja¨n selaimen JavaScript-moottoria ja HTML-tekniikoita hyo¨dynta¨en, eiva¨tka¨
vaadi ka¨ytta¨ja¨lta¨ nykyaikaisen selaimen lisa¨ksi muita asennuksia. Liita¨nna¨isiin pe-
rustuvat sovellukset sen sijaan vaativat jonkin sovellusympa¨risto¨n asentamisen ka¨yt-
to¨ja¨rjestelma¨a¨n tai selaimen liita¨nna¨iseksi. [30]
3.2 Liita¨nna¨isiin perustuvat tekniikat
Suljettuihin liita¨nna¨istekniikoihin perustuvat sovellukset eiva¨t ole ta¨ysin riippuvaisia
yleisesti standardoitujen tekniikoiden kehityksesta¨, ja siksi liita¨nna¨istekniikat ovat
tarjonneet ensimma¨isena¨ edistyneita¨ tapoja hyo¨dynta¨a¨ asiakaslaitteiston resursseja,
kuten tallennustilaa ja suorituskykyisia¨ na¨yto¨nohjaimia. Liita¨nna¨istekniikat tarjoa-
vat myo¨s sovelluksen istunnon ka¨sittelyn, joka keventa¨a¨ palvelimen kuormitusta.
[30]
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Haittapuolena liita¨nna¨isiin perustuvat tekniikat edellytta¨va¨t ka¨ytta¨ja¨lta¨ sovel-
lusympa¨risto¨n asentamista ja ylla¨pitoa. Lisa¨ksi liita¨nna¨isten saatavuus rajoittaa
asiakasympa¨risto¨jen vaihtoehdot niihin joille liita¨nna¨isella¨ on tuki. Sovelluksen ke-
hitta¨jia¨ liita¨nna¨isiin perustuvien tekniikoiden ka¨ytto¨ sitoo sovelluskehityksen tietyn
yrityksen tarjoamiin ja usein suljettuihin tekniikoihin. [30]
Ta¨ha¨n tyo¨ho¨n liittyva¨n sovelluskehitysprojektin kehitta¨ja¨t tuntevat HTML- ja
JavaScript -tekniikat entuudestaan hyvin. Liita¨nna¨isiin perustuvista tekniikoista
heilla¨ ei ole kokemusta, ja niiden ka¨ytto¨o¨notto edellytta¨isi koulutusta. Tyo¨ho¨n liit-
tyva¨ sovellus ei hyo¨dy liita¨nna¨istekniikoiden tarjoamista kehittyneista¨ multimediao-
minaisuuksista tai monipuolisesta graafisuudesta, eika¨ sovelluksen ka¨ytta¨jilta¨ haluta
edellytta¨a¨ liita¨nna¨istekniikoiden asentamista ja ylla¨pita¨mista¨. Ta¨ma¨n luvun ja¨lkeen
tyo¨ssa¨ keskityta¨a¨n vain HTML- ja JavaScript-tekniikoihin.
Adobe Flash on joukko multimediatekniikoita, jotka mahdollistavat animaatiot
ja vuorovaikutuksen ka¨ytta¨ja¨n selaimessa Flash Player -liita¨nna¨isen avulla. Aluksi
Flash oli tarkoitettu graafiseen tyo¨ho¨n ja animaatioihin, mutta on sittemmin laa-
jentunut paremmilla sovelluskehitysmahdollisuuksilla ja Adobe Flex -ympa¨risto¨lla¨.
Flash tunnetaan parhaiten selaimen liita¨nna¨isena¨, mutta Flash-sovelluksia on mah-
dollista suorittaa myo¨s ilman selainta Adobe AIR -sovellusympa¨risto¨ssa¨. [30]
Adobe on siirta¨nyt Flex -ympa¨risto¨n kehitysvastuun avoimen la¨hdekoodin yh-
teiso¨lle ja alkanut tukemaan myo¨s HTML-tekniikoiden kehitysta¨. Flex-ympa¨risto¨ tu-
kee Flash-tekniikan lisa¨ksi myo¨s sovellusten ka¨a¨nta¨mista¨ useille mobiilika¨ytto¨ja¨rjes-
telmille. HTML5-tekniikoiden suosion kasvun myo¨ta¨ Adobe keskittyy kehitta¨ma¨a¨n
Flash-tekniikoita pelaamiseen ja videotoistoon. [1]
Tuki Adobe Flash Player -liita¨nna¨iselle on laskussa huippuvuosista. Na¨kyvimpa¨na¨
puutteena Flash -tuessa ovat olleet Applen iOS-ka¨ytto¨ja¨rjestelma¨a¨ ka¨ytta¨va¨t lait-
teet, joissa ei ole koskaan ollut tukea Flashille, mutta joissa HTML5 on kattavasti
tuettu. Flash Player -liita¨nna¨isen kehitys mobiilialustojen web-selaimille on lopetet-
tu version 11.1 ja¨lkeen [1].
JavaFX on Sun Microsystemsin (nykyisin Oracle) esittelema¨ ohjelmistoalusta.
Ennen versiota 2.0 JavaFX-sovellukset kirjoitettiin JavaFX Script -skriptikielella¨.
Versiosta 2.0 la¨htien JavaFX on toteutettu natiivina Javan kirjastona ja JavaFX-
sovellukset kirjoitetaan Java-kielella¨. JavaFX Script -kieli on tiukasti yhteydessa¨
Java-kieleen ja hyo¨tyy Javan tehokkaaksi kehittyneesta¨ ajonaikaisesta ympa¨risto¨sta¨
(Java Runtime Environment, JRE) ja virtuaalikoneesta (Java Virtual Machine,
JVM). Sovelluskehitta¨jille on tarjolla NetBeans ja Eclipse -kehitysympa¨risto¨t ja
graafisille suunnittelijoille liita¨nna¨iset suosittuihin Adobe Photoshop ja Adobe Il-
lustrator -ohjelmiin. [41]
JavaFX ei rajoitu ka¨ytta¨ja¨n selaimeen, vaan se voidaan ajaa mobiilisovelluk-
sena matkapuhelimissa tai tyo¨po¨yta¨sovelluksena tietokoneella. Kaikkien JavaFX-
sovellusten ka¨ytta¨minen edellytta¨a¨, etta¨ ka¨ytta¨ja¨ on asentanut JRE-sovellusympa¨r-
isto¨n. Oracle on vapauttanut JavaFX -tekniikat avoimen la¨hdekoodin OpenJDK-
projektiksi versiosta 2.0 alkaen [35]. [41]
Silverlight on Microsoftin liita¨nna¨iseen perustuva tekniikka, joka on maksuton ja
toimii useissa selaimissa, alustoissa ja laitteissa. Silverlight perustuu .NET-sovellus-
kehykseen ja on siten hyva¨ vaihtoehto kehitta¨jille jotka ka¨ytta¨va¨t Microsoftin .NET-
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tekniikoita, C#-ohjelmointikielta¨ ja Visual Studio -sovelluskehitystyo¨kalua (eng. In-
tegrated development environment, IDE).
Silverlight-liita¨nna¨isen suurin ongelma on sen levinneisyys, joka ei ole Flash ja
Java -liita¨nna¨isten tasolla. Silverlightin kohdalla tuleekin erityisesti arvioida sovel-
luksen kohderyhma¨n halukkuus asentaa uusi liita¨nna¨inen. [18]
3.3 Asynkroninen JavaScript ja HTML
Kaikki nykyaikaiset selaimet tukevat JavaScript-koodin suorittamista selaimessa.
Ta¨ma¨ mahdollistaa interaktiivisten HTML-sivujen luomisen ja esityslogiikan suorit-
tamisen ka¨ytta¨ja¨n selaimessa. HTML5-tekniikka mahdollistaa aiempaa rikkaamman
graafisen toteutuksen seka¨ paremmat mahdollisuudet hyo¨dynta¨a¨ asiakaskoneen lait-
teistoresursseja. Na¨in on mahdollista luoda liita¨nna¨isiin perustuvaa rikasta internet-
sovellusta vastaava toteutus ilman vaatimusta liita¨nna¨isten asennuksesta.
JavaScript-kieli
JavaScript on ilmaisuvoimainen ohjelmointikieli, jolla voidaan laajentaa sovelluslo-
giikkaa ka¨ytta¨ja¨n web-selaimeen. Suurin osa nykyaikaisista web-sivustoista ka¨ytta¨a¨
JavaScriptia¨ ja kaikissa nykyaikaisissa web-selaimissa on tuki JavaScript-koodin tul-
kitsemiseen. Siksi se on eritta¨in laajasti levinnyt ohjelmointikieli. [17]
Nimesta¨a¨n huolimatta JavaScript-kielella¨ on syntaksin ja nimea¨miska¨yta¨nto¨jen
lisa¨ksi hyvin va¨ha¨n yhteista¨ Javan kanssa. Kieli on dynaamisesti tyypitetty, eli
muuttujien arvot ovat tyypitettyja¨, mutta muuttujat eiva¨t. JavaScript on luok-
kama¨a¨rittelyiden sijaan prototyyppeihin perustuva olio-ohjelmointikieli, jossa kaikki
oliot ovat avain-arvo hakurakenteita (eng. associative array), ja myo¨s funktiot ovat
olioita. Funktiot voivat sisa¨lta¨a¨ funktioita ja niita¨ voidaan ka¨sitella¨ muuttujina, jot-
ka suoritetaan ka¨ytta¨ma¨lla¨ muuttujan nimessa¨ ()-merkkeja¨. Mita¨ tahansa funktiota
voi myo¨s ka¨ytta¨a¨ uuden olion luomisessa. New-avainsana luo uuden olion prototyyp-
piin perustuen ja ka¨ytta¨a¨ annettua funktiota olion rakentajana (eng. constructor).
[17] [47]
JavaScript-kielen on esitellyt vuonna 1995 silloin johtava selainvalmistaja Netsca-
pe. Aluksi sita¨ ka¨ytettiin hyvin yksinkertaiseen lomakkeiden validointiin ja muu so-
velluslogiikka sijaitsi tyypillisesti Perl-kielella¨ kirjoitetuissa palvelinpuolen sovelluk-
sissa. Java-tuotemerkin vuoksi Microsoft on ka¨ytta¨nyt JavaScript-toteutuksissaan
virallisesti nimea¨ JScript, mutta kyseessa¨ on ta¨ysin sama kieli. Vuodesta 1997 la¨htien
JavaScript-kielen ydin on standardoitu ECMAScript-nimella¨. [59]
Asynkroninen lataus ja Web 2.0
Selainten tarjoama XMLHttpRequest (XHR) -rajapinta mahdollistaa JavaScript-
sovelluksen ja palvelimen va¨lisen kommunikaation taustalla ilman etta¨ ka¨ytta¨ja¨n
tarvitsee ladata kokonaan uutta sivua. Suosittu termi Asynchronous JavaScript and
XML (AJAX) tarkoittaa XHR-rajapinnan hyo¨dynta¨mista¨ JavaScript-sovelluksessa.
[59]
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Kehitta¨jille, joille HTML ja JavaScript ovat entuudestaan tuttuja, on huomat-
tavasti helpompaa luoda rikas internetsovellus AJAX-tekniikoita ka¨ytta¨en. AJAX
ei edellyta¨ muutosta ka¨ytettyyn ohjelmointikieleen tai kehitystyo¨kaluihin. Lisa¨ksi
AJAX-tekniikoita on mahdollista ottaa ka¨ytto¨o¨n perinteisessa¨ web-sivustossa vai-
heittain. Tekniikan alkuvaiheen haasteena oli selainyhteensopivuus eri selainvalmis-
tajien versioiden kesken. Eri selainten tukemisessa auttavat useat valmiit JavaScript-
sovelluskehykset, jotka pyrkiva¨t tekema¨a¨n eri selainten tukemisen kehitta¨ja¨lle na¨ky-
ma¨tto¨ma¨ksi. AJAX-toimintojen ka¨ytto¨o¨n on tarjolla useita sovelluskehyksia¨ ja kir-
jastoja, ja sopivimman valitseminen tuo omat haasteensa. [23]
Ensimma¨iset suositut AJAX-tekniikkaa hyo¨dynta¨va¨t Web 2.0 -sovellukset, ku-
ten Google Maps, muuttivat ka¨sityksia¨ JavaScriptin tarjoamista mahdollisuuksis-
ta. Ne osoittivat etta¨ JavaScript-kielta¨ hyo¨dynta¨ma¨lla¨ voidaan luoda rikkaita web-
sovelluksia, joiden ka¨ytto¨liittyma¨ vastaa monipuolisuudessaan liita¨nna¨isiin perustu-
via internetsovelluksia ja jopa perinteisia¨ tyo¨po¨yta¨sovelluksia, mutta toimivat ilman
asennuksia vaatien pelka¨sta¨a¨n nykyaikaisen web-selaimen. [36]
Document Object Model
Document Object Model (DOM) on alusta- ja kieliriippumaton rajapinta XML- ja
HTML-dokumenttien ka¨sittelyyn. DOM-rajapinnan kautta voidaan lukea, muokata,
poistaa tai lisa¨ta¨ XML- ja HTML-dokumenttien sisa¨lto¨a¨. DOM-mallissa dokumentin
sisa¨lto¨ esiteta¨a¨n puuhierarkkisessa rakenteessa, kuten kuvassa 3.2. Selainten DOM-
rajapinnat on toteutettu JavaScript-kielella¨, ja siten kaikkea ka¨ytta¨ja¨n na¨kema¨a¨
HTML-sivun sisa¨lto¨a¨ voidaan ka¨sitella¨ JavaScript-sovelluksissa selaimen tarjoaman
rajapinnan kautta. [2]
Kuva 3.2: Esimerkkisivun (kuva 2.2) DOM-puu.
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DOM-mallin standardoinnista vastaa World Wide Web Consortium (W3C). DOM-
mallin tarkoituksena on ollut mahdollistaa selainriippumaton ja yhtena¨inen tapa
ka¨sitella¨ HTML-dokumentteja, mutta alkuvaiheen epa¨selva¨n ja osittain puutteel-
lisen ma¨a¨rittelyn vuoksi selainten DOM-toteutuksissa on lukuisia eroja. Selainten
va¨listen erojen vuoksi web-sovellusten toteutuksissa on tyypillisesti tarvittu poik-
keuska¨sittelyita¨ ka¨ytta¨ja¨n selaimen perusteella. Eri selainten va¨lisen yhteensopivuu-
den saavuttamisessa auttaa JavaScript-peruskirjaston, kuten jQuery [52], tarjoamat
selainriippumattomat toiminnot. [46]
HTML5
HTML5 on uusin HTML-kielen standardoitu versio, joka tuo useita interaktiota
merkitta¨va¨sti edista¨via¨ ominaisuuksia HTML-kieleen. HTML5-termilla¨ tarkoitetaan
usein myo¨s HTML5, CSS3 ja JavaScript -tekniikoiden yhdessa¨ muodostamaa koko-
naisuutta. [24]
HTML5 Canvas-rajapinta tarjoaa aiempaa huomattavasti kattavammat mahdol-
lisuudet tehda¨ graafisia sovelluksia. Canvas mahdollistaa ensimma¨ista¨ kertaa alu-
een vapaalle piirta¨miselle ilman liita¨nna¨isia¨ tai HTML-elementtien rajoitteita. Sita¨
hyo¨dynta¨ma¨lla¨ voidaan tehda¨ na¨ytta¨via¨ peleja¨ ja animaatioita. Canvas-elementtia¨
on selaimesta ja laitteistosta riippuen myo¨s mahdollista ka¨ytta¨a¨ kolmiulotteisena
versiona.
Yksi CSS-tyylima¨a¨rittelyiden kolmannen version merkitta¨vimmista¨ uusista omi-
naisuuksista on responsiivisuuden mahdollistava Media Query. Responsiivisella si-
vulla ma¨a¨ritella¨a¨n erilaiset tyylit esimerkiksi ka¨ytta¨ja¨n pa¨a¨telaitteen na¨yto¨n levey-
den tai tarkkuuden perusteella. Media Query -ma¨a¨rittelyiden avulla sama HTML-
sivu voidaan sopeuttaa erilaisille na¨yto¨ille, kuten tyo¨po¨yta¨tietokoneelle, tablet-lait-
teelle ja matkapuhelimelle, ilman erillisia¨ HTML-versioita samasta sisa¨llo¨sta¨. Mer-
kitta¨via¨ uusia CSS-ominaisuuksia ovat myo¨s siirtyma¨t (eng. transition), muunnokset
(eng. transform) ja animaatiot, jotka mahdollistavat monipuoliset HTML-elementtien
liikkeet tehokkaasti laitteiston na¨yto¨nohjainta hyo¨dynta¨en.
Uusimpien selainten tarjoama Web storage -rajapinta tarjoaa eva¨steita¨ (eng coo-
kies) joustavamman tallennustilan ka¨ytta¨ja¨n tietokoneelle. Tilaa on enemma¨n ja
sen ka¨sittely tapahtuu vain pyydetta¨essa¨ selaimen ja JavaScript-sovelluksen va¨lilla¨.
Kaikki eva¨steet siirrettiin aina jokaisen sivupyynno¨n mukana luoden ylima¨a¨ra¨ista¨
kuormaa verkkoliikenteeseen. Web storage koostuu kahdesta osasta: istunnon ajan
sa¨ilyva¨sta¨ session storage -tallennustilasta ja pidempiaikaisesta local storage -tallen-
nustilasta. Geolocation-rajapinta tarjoaa ka¨ytta¨ja¨n sijaintitiedot, mika¨li laitteistossa
on paikannusmahdollisuus.
3.4 Selainsovelluksen ja palvelimen va¨linen tieto-
liikenne
Rikkaassa internetsovelluksessa tietoa siirreta¨a¨n ka¨ytto¨liittyma¨sovelluksen ja pal-
velinsovelluksen va¨lilla¨ ilman ka¨ytta¨ja¨lle na¨kyvia¨ sivunvaihtoja. Palvelinrajapinnan
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ja selainsovelluksen va¨liseen tiedonsiirtoon on suunniteltu Representational State
Transfer (REST) -toimintamalli. Tietoliikenne ei aina ole asiakkaan ka¨ynnista¨ma¨a¨
(PULL), vaan tietoa voidaan siirta¨a¨ myo¨s PUSH-tyyppisesti palvelimelta asiakkaalle
kun taustaja¨rjestelmissa¨ tapahtuu muutoksia. Tiedon va¨litta¨miseen ka¨yteta¨a¨n pe-
rinteisen XML-merkinta¨tavan lisa¨ksi yksinkertaisempaa JavaScript Object Notation
(JSON) -merkinta¨tapa.
Representational State Transfer
Rikkaat internetsovellukset la¨hetta¨va¨t ja vastaanottavat tietoa sivulatausten va¨lilla¨
palvelimelle ja palvelimelta takaisin. Roy Fielding esitteli va¨ito¨skirjassaan [14]
Representational State Transfer (REST) -toimintamallin. REST on muodostunut
ka¨yta¨nno¨ssa¨ standardiksi palvelumalliksi asiakkaan ja palvelimen ohjelmointiraja-
pinnan (eng Application Programming Interface, API) va¨lilla¨ moderneissa web-
sovelluksissa. Ka¨yta¨nno¨ssa¨ REST ei ole oikea standardi, vaan monin tavoin tulkittu
joukko ohjesa¨a¨nto¨ja¨ ja rajoitteita. Se ka¨sittelee vain tietorakenteita ja niiden tilan
va¨litta¨mista¨. [4]
REST-ma¨a¨rittelyn ta¨ytta¨via¨ sovelluksia kutsutaan englanninkielisella¨ nimella¨
RESTful. REST on tulkittu usein lo¨yha¨sti ja nimitysta¨ voi na¨hda¨ ka¨ytetta¨va¨n myo¨s
sellaisten rajapintojen yhteydessa¨, jotka eiva¨t aidosti ta¨yta¨ REST-mallin vaatimuk-
sia. Roy Fielding on tarkentanut REST-mallin ma¨a¨ritelma¨a¨ va¨ito¨skirjansa julkaisun
ja¨lkeen. [15]
REST toimii tyypillisesti HTTP-protokollan pa¨a¨lla¨. Resursseihin kohdistuvia
operaatioita ovat luonti, luku, pa¨ivitys ja poisto (eng Create/Read/Update/Dele-
te, CRUD), joita vastaavat HTTP-protokollan komennot POST, GET, PUT ja DE-
LETE. REST-pyynno¨n vastauksena voi olla HTML, XML tai JSON sen perusteella,
mita¨ mediatyyppeja¨ HTTP-pyynno¨n Accept -otsikkotiedossa on ma¨a¨ritelty. [4]
Resurssit tunnistetaan ja erotetaan toisistaan niiden URL-osoiteiden perusteella,
jotka esiteta¨a¨n muodossa:
Protokolla://Isa¨nta/Sovelluspolku/Resurssityyppi/Resurssitunniste
Protokolla, isa¨nta¨ (eng. host) ja sovelluspolku toimivat nimiavaruutena ja resurssi-
tyyppi ja -tunniste ilmenta¨va¨t tiettya¨ resurssia. [4]
Kuvassa 3.3 esiteta¨a¨n REST-mallin mukaista verkkoliikennetta¨ asiakkaan ja pal-
velimen va¨lilla¨. Aluksi ka¨ytta¨ja¨n selain pyyta¨a¨ sovelluksen aloitussivun seka¨ mah-
dollisesti muita siihen liittyvia¨ tiedostoja. Ta¨ma¨n ja¨lkeen selaimeen ladattu sovellus
suorittaa resursseihin operaatioita yksinkertaisina AJAX-kutsuina: ensin haetaan
ka¨ytta¨ja¨n tiedot GET-kutsulla, seuraavaksi luodaan uusi ka¨ytta¨ja¨ POST-kutsulla
ja lopuksi poistetaan luotu ka¨ytta¨ja¨ DELETE-kutsulla.
REST suunnitteluperiaatteita ovat: [22]
• Tilattomuus: Jokainen asiakkaalta palvelimelle la¨hteva¨ pyynto¨ sisa¨lta¨a¨ riitta¨-
va¨sti tietoa pyynno¨n ka¨sittelemiseksi palvelimella. Pyynto¨ ei ole riippuvainen
palvelimen tieta¨ma¨sta¨ tiedosta.
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Kuva 3.3: REST-mallin mukainen verkkoliikenne asiakkaan ja palvelimen va¨lilla¨.
• Yhtena¨inen rajapinta, joka koostuu rajatusta operaatioiden ja sisa¨lto¨tyyppien
valikoimasta. Esimerkkina¨ HTTP-operaatiot GET, PUT, POST ja DELETE,
ja sisa¨lto¨tyypit text/html ja application/json
• Asiakas-palvelin malli: asiakas pyyta¨a¨ tietoa palvelimelta
• Yksilo¨llisesti nimetyt resurssit: Unified Resource Identifier (URI)
• URL-osoitteilla toisiinsa yhteydessa¨ olevat resurssien esitykset
• Mahdollisuus tallentaa palvelimen vastauksia va¨limuistiin verkkoliikenteen te-
hokkuuden parantamiseksi
PUSH-tyyppinen tietoliikenne
Perinteinen web-sovelluksen asiakas-palvelin liikenne on PULL-tyyppista¨, jolloin asia-
kas pyyta¨a¨ eli ”veta¨a¨”palvelimelta tarvittavia resursseja. Kaikki palvelimelta la¨hteva¨
liikenne on vastauksia asiakkaan pyynto¨ihin. PUSH-tyyppisessa¨ liikenteessa¨ asia-
kas ilmoittaa palvelimelle haluavansa seurata jotakin tietoa, ja palvelin la¨hetta¨a¨ eli
”tyo¨nta¨a¨”ta¨ma¨n ja¨lkeen viesteja¨ asiakkaalle aina kun tietoon tulee muutoksia, ilman
etta¨ asiakas erikseen pyyta¨a¨ jokaista palvelimelta la¨hteva¨a¨ viestia¨. Na¨in asiakas saa
aina ajantasaisen tiedon muutoksista, ihanteellisessa tilanteessa ilman tarpeetonta
verkon kuormitusta.
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HTTP-protokolla ei tarjoa PUSH-tyyppista¨ liikennetta¨ palvelimelta asiakkaalle,
mutta ta¨ta¨ rajoitusta voidaa kierta¨a¨ erilaisin tekniikoin. PUSH-tyyppista¨ liikennetta¨
pystyta¨a¨n ja¨ljittelema¨a¨n HTTP-protokollaa ka¨ytta¨en kahdella tavalla: joko palveli-
men vastausta pitka¨a¨n odottamalla (eng long polling) tai moniosaisella palvelinvas-
tauksella (eng streaming). Tekniikoilla on yhteinen nimitys Comet, joka on humoris-
tisesti valittu pesuainebra¨ndi - vastaavasti kuin Ajax. Muita tunnettuja nimia¨ ovat
HTTP server push, Ajax push ja HTTP Streaming.
Jos halutaan seurata jonkin tiedon muuttumista ka¨ytta¨en PULL-tyyppista¨ tie-
donsiirtoa, joudutaan la¨hetta¨ma¨a¨n palvelimelle tietyin aikava¨lein kyselyja¨, vaikka
tieto ei va¨ltta¨ma¨tta¨ olekaan muuttunut (eng. polling). Ta¨ma¨ la¨hestymistapa on
parhaimmillaan silloin kun tieto muuttuu ennalta arvattavin aikava¨lein ja voidaan
va¨ltta¨a¨ tarpeettomien kyselyiden la¨hetta¨minen. Jos ei ennalta tiedeta¨ milloin tie-
to muuttuu, saadaan suuremmalla kyselytiheydella¨ nopeammin tieto muutoksista,
mutta aiheutetaan myo¨s enemma¨n tarpeetonta verkkoliikennetta¨ niiden kyselyiden
osalta, joiden vastauksena ei ole muutoksia. Kuva 3.4 esitta¨a¨ polling-tyyppisen
toistuvan kyselyn asiakkaalta palvelimelle tilanteessa jossa vasta useiden kyselyiden
ja¨lkeen palvelimen vastauksena on muutoksia. [17]
Kuva 3.4: Muutosten tiedustelu toistuvin kyselyin (polling).
Tilanteessa, jossa tieto muuttuu ennalta arvaamattomin aikava¨lein, voidaan ja¨a¨da¨
odottamaan vastausta palvelimelle la¨hetettyyn kyselyyn siihen asti etta¨ vastauksena
saadaan todellinen muutos (eng long polling). Palvelin ei vastaa kyselyyn heti, vaan
pita¨a¨ yhteytta¨ auki ja la¨hetta¨a¨ vastauksensa vasta sitten kun on jotakin todellista
la¨hetetta¨va¨a¨. Aina vastauksen saatuaan asiakas la¨hetta¨a¨ uuden pyynno¨n palvelimel-
le ja ja¨a¨ odottamaan vastausta. Ta¨llo¨in va¨ltyta¨a¨n tarpeettomalta verkkoliikenteelta¨,
mutta palvelimelle kertyy paljon avoinna olevia yhteyksia¨. Kuva 3.5 esitta¨a¨ long
polling -tyyppisen kyselyn asiakkaalta palvelimelle. Kuvasta na¨hda¨a¨n, etta¨ asiakas
aloittaa kysyma¨lla¨ muutoksia, odottaa pitka¨n ajan ja saa lopulta palvelimelta muu-
toksia. Muutosten ja¨lkeen avataan uusi odotusjakso kysyma¨lla¨ muutoksia. [17]
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Kuva 3.5: Muutosten tiedustelu palvelimen vastausta odottamalla (long polling).
Koska palvelin voi la¨hetta¨a¨ vastauksensa moniosaisena (ka¨sitella¨a¨n luvussa 5.1),
voidaan samaan pyynto¨o¨n kirjoittaa myo¨hemmin jatkoa pita¨ma¨lla¨ yhteytta¨ jatku-
vasti auki. Na¨in asiakas voi saada pa¨ivityksia¨ tilaamaansa tietoon ja¨a¨ma¨lla¨ odot-
tamaan jatkoa palvelimen la¨hetta¨ma¨a¨n moniosaiseen vastaukseen. Ta¨ta¨ tekniik-
kaa voi hyo¨dynta¨a¨ esimerkiksi iframe-kehykseen jatkuvasti latautuvana sivuna, joka
ta¨ydentyy hiljalleen ajantasaisilla pa¨ivityksilla¨ (eng forever frame, streaming). Ta¨ssa¨
tapauksessa asiakkaan ei tarvitse la¨hetta¨a¨ uutta pyynto¨a¨ aina kun palvelimelta saa-
daan pa¨ivitys. Kuva 3.6 esitta¨a¨ asiakkaan la¨hetta¨ma¨n kyselyn muutoksista, seka¨
jatkuvat pa¨ivitykset palvelimelta muutoksien tapahtuessa, ilman toistuvia kyselyita¨
asiakkaalta. [17]
Kuva 3.6: Muutosten tiedustelu moniosaisella vastauksella (eng. streaming).
Palvelinla¨hto¨iset tapahtumat (eng. Server-Sent Events) on standardoitu tapa
la¨hetta¨a¨ viesteja¨ palvelimelta selainsovellukseen Comet-periaatteita hyo¨dynta¨en. Uu-
simpien selainten tarjoama EventSource-rajapinta tarjoaa JavaScript-selainsovelluk-
selle valmiin tavan ka¨ytta¨a¨ moniosaisena palvelinvastauksena toteutettua HTTP
PUSH-viestinta¨a¨. Selainsovellus ka¨sittelee viesteja¨ tapahtumina ja selaimen rajapin-
ta vastaa kaikesta tiedonsiirrosta. Palvelimen on la¨hetetta¨va¨ moniosainen vastauk-
sensa HTTP-protokollan otsikkotiedolla ”Content-Type: text/event-stream”va-
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rustettuna tekstitiedostona. Tiedostoon kirjoitetut ”data:”alkuiset rivit toimivat
selaimessa tapahtumina muodostettavina viesteina¨. [27] [49] [33]
Perinteiset web-palvelimet on suunniteltu avaamaan ja sulkemaan HTTP-yh-
teyksia¨ niin nopeasti kuin mahdollista. Koska Comet-tekniikat hyo¨dynta¨va¨t pitka¨a¨n
auki pidetta¨via¨ yhteyksia¨, aiheutuu palvelimelle poikkeuksellisen suuri ma¨a¨ra¨a¨ yh-
ta¨aikaisia yhteyksia¨. Suosittu Apache-palvelin on suunniteltu ka¨sittelema¨a¨n noin
10 000 yhta¨aikaista yhteytta¨, kun Comet-tekniikoita hyo¨dynta¨va¨ sovellus voi hyvin
vaatia yli 50 000 yhteytta¨. Comet-tekniikoita varten on suunniteltu palvelinohjelmis-
toja jotka suoriutuvat tekniikoiden yhteysvaatimuksista, mutta HTTP-protokollan
ka¨ytta¨misesta¨ aiheutuu edelleen useita TCP-yhteyksia¨ seka¨ HTTP-pakettien muka-
na la¨hetetta¨vien laajojen otsikkotietojen aiheuttamaa kuormitusta. [17]
Comet-tekniikat ovat parhaimmillaankin HTTP-protokollan rajoitteiden kier-
ta¨mista¨, joten parempi tapa PUSH-tyyppiseen liikenteeseen olisi TCP-yhteyksien
hyo¨dynta¨minen ilman HTTP-protokollaa. Selaimessa suoritettavalle sovellukselle ei
kuitenkaan tietoturvasyista¨ voida antaa vapaata pa¨a¨sya¨ TCP-tason tiedonsiirtoon,
vaan sen pa¨a¨lle tarvitaan uusi protokolla huolehtimaan tietoturvasta. WebSocket on
HTML5-kokonaisuuden yhteydessa¨ esitelty protokolla ja selaimen ohjelmointiraja-
pinta, joka hyo¨dynta¨a¨ yhta¨ TCP-yhteytta¨ asiakkaan ja palvelimen va¨liseen jatku-
vaan viestinta¨a¨n. WebSocket on suunniteltu mahdollisimman yksinkertaiseksi ja ke-
vyeksi protokollaksi. Se toimii HTTP-protokollalle varatuissa porteissa ja hyo¨dynta¨a¨
HTTP-protokollan yhteyden muodostamisessa ka¨ytetta¨va¨a¨ ka¨ttelya¨ (eng handsha-
ke). WebSocket vaatii palvelinsovellukselta tuen uuden protokollan ka¨ytto¨o¨n, ja sen
ka¨ytto¨o¨notto voi siten olla hankalampaa kuin HTTP-protokollaa hyo¨dynta¨vien pal-
velinla¨hto¨isten tapahtumien ka¨ytto¨. [13]
Tiedon esitysmuodot
Extensible Markup Language (XML) ja JavaScript Object Notation (JSON) ovat
laajasti ka¨ytettyja¨ tiedon merkinta¨tapoja tiedon vaihtamiseen ja¨rjestelmien va¨lilla¨.
Tietoa keskena¨a¨n vaihtavia ja¨rjestelmia¨ ovat esimerkiksi rikkaan internetsovelluksen
sovelluspalvelin ja sille kyselyita¨ la¨hetta¨va¨ ka¨ytto¨liittyma¨sovellus ka¨ytta¨ja¨n selai-
messa.
Extensible Markup Language (XML) on HTML-kielen tapaan osajoukko SGML-
merkinta¨kielesta¨. XML:n tavoitteena on ollut ka¨ytetta¨vyys internetissa¨, yksinkertai-
suus, kohtuullinen selkeys ja luettavuus. Toisin kuin HTML-kielessa¨, XML-kielessa¨
ei ole valmiiksi ma¨a¨riteltyja¨ tagien nimia¨, vaan sallitut tagit on ka¨ytta¨ja¨n ma¨a¨ritelta¨-
vissa¨. XML-tiedostojen MIME-mediatyyppeja¨ ovat application/xml ja text/xml
ja tiedostopa¨a¨te on .xml. Listauksessa 3.1 esiteta¨a¨n esimerkki hierarkkisesta xml-
tiedosta. Esimerkissa¨ ma¨a¨ritella¨a¨n ka¨ytta¨ja¨n nimi ja osoitetiedot. [7]
JavaScript Object Notation (JSON) -merkinta¨tapa on johdannainen JavaScript-
kielesta¨ ja siten ECMAScript-standardista. Sen suunnittelutavoitteina on olla teksti-
muotoinen, pienikokoinen ja siirretta¨va¨. JSON-merkinta¨tavan avulla voi esitta¨a¨ pri-
mitiivityypeista¨ merkkijonot (string), numerot, totuusarvot (boolean) ja tyhja¨ (null)
seka¨ ja¨sennetyista¨ tyypeista¨ taulukko (array) ja objekti. JSON-tyyppisen tekstin
MIME-mediatyyppi on application/json ja tiedostopa¨a¨te on .json. [10]
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Listaus 3.1: XML-esimerkki
1 <?xml version="1.0" encoding="UTF -8" ?>
2 <user id="1">
3 <name>Teemu Teekkari </name>
4 <address>
5 <street>Esimerkkikatu 2</street>
6 <areacode>12345</areacode>
7 <city>Vantaa </city>
8 <country>Finland </country>
9 </address>
10 </user>
Listaus 3.2: JSON-esimerkki
1 {
2 "user": {
3 "id": 1,
4 "name": "Teemu Teekkari",
5 "address": {
6 "street": "Esimerkkikatu 2",
7 "areacode": 12345,
8 "city": "Helsinki",
9 "country": "Finland"
10 }
11 }
12 }
XML-esimerkkia¨ 3.1 vastaava tieto on kuvattu esimerkissa¨ 3.2 JSON-muodossa.
JSON on sellaisenaan ka¨ytetta¨vissa¨ JavaScript-tietorakenteena selaimissa ja sik-
si se on erityisen tehokas vaihtoehto rikkaan internetsovelluksen ka¨ytto¨o¨n. XML-
merkityn tiedon parsiminen on selaimissa raskaampaa, koska natiivin JavaScript-
tietorakenteen sijaan parsittua XML-tietoa ka¨sitella¨a¨n hierarkkisen DOM-puun kaut-
ta. JSON on myo¨s merkinta¨tavaltaan yksinkertaisempi kuin XML ja sen avulla voi-
daan esitta¨a¨ sama tieto pienemma¨lla¨ merkkien ma¨a¨ra¨lla¨. Tutkimusten mukaan JSON
on tehokkaampi kuin XML, ja sen ka¨sittely vaatii JavaScript-sovellusympa¨risto¨ssa¨
va¨hemma¨n resursseja. [34] [21]
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3.5 Selainsovelluksen vaatimukset palvelinpuolel-
le
Rikkaan internetsovelluksen vaatimukset sivupyynto¨ihin vastaavalle palvelinsovel-
lukselle ovat erityyppisia¨ kuin perinteisessa¨ internetsovelluksessa, jossa palvelinso-
vellus muodostaa valmiita HTML-sivuja sisa¨lta¨en kaiken sivuun liittyva¨n sisa¨llo¨n.
Myo¨s rikkaan internetsovelluksen tapauksessa sovelluspalvelimen pita¨a¨ osata muo-
dostaa va¨hinta¨a¨nkin html-sivun runko, josta selaimessa toimiva ka¨ytto¨liittyma¨ voi
ka¨ynnistya¨. Sivun muotoiluun liittyva¨t vaatimukset ovat kuitenkin usein palvelin-
puolella perinteista¨ web-sovellusta yksinkertaisemmat, koska suuri osa muotoilusta
voidaan tehda¨ selaimessa suoritettavassa ka¨ytto¨liittyma¨ssa¨.
Uutena vaatimuksena sovelluspalvelimen pita¨a¨ tarjota rajapinta, jonka avul-
la ka¨ytto¨liittyma¨sovellus saa pyyta¨ma¨nsa¨ tiedon halutussa muodossa. Rajapintaan
kohdistuu todenna¨ko¨isesti paljon enemma¨n HTTP-pyynto¨ja¨ kuin mita¨ perinteisen
web-sovelluksen palvelimelle, joten rajapinnan pita¨a¨ suoriutua nopeasti ja tehok-
kaasti suuresta ma¨a¨ra¨sta¨ yksinkertaisia pyynto¨ja¨.
Nykyaikaisista palvelinpuolen sovelluskehyksista¨ esimerkiksi Java-ympa¨risto¨ssa¨
toimiva Spring, Ruby-kieleen perustuva Ruby On Rails (tunnetaan myo¨s nimella¨
Rails) ja Groovy-kieleen perustuva Grails (aiemmin tunnettu nimella¨ Groovy on
Rails) tarjoavat tyo¨kalut nopeaan ja vaivattomaan REST-palveluiden toteuttami-
seen. Ta¨ha¨n tyo¨ho¨n liittyva¨ssa¨ sovelluskehitysprojektissa otetaan ka¨ytto¨o¨n Grails-
sovelluskehys, joka tarjoaa nykyaikaisen ympa¨risto¨n palvelinsovellukselle.
Grails on dynaaminen web-sovelluskehys joka toimii Java-ympa¨risto¨ssa¨. Se pe-
rustuu Groovy-ohjelmointikieleen, joka ka¨a¨nneta¨a¨n Javan tapaan tavukoodiksi Java-
virtuaalikoneella ajettavaksi. Siten Grails-sovellukset toimivat samoilla sovelluspal-
velimilla kuin muutkin Java-sovellukset. Grails pyrkii ka¨yta¨nto¨jen avulla va¨ha¨isem-
pa¨a¨n konfiguraatioon ja helpompaan ka¨ytto¨o¨nottoon. Yhteisen tavukoodin vuoksi
Groovy-sovelluskoodista voidaan kutsua Java-kielella¨ toteutettuja luokkia, ja Grails
hyo¨dynta¨a¨kin tunnettuja Java-sovelluskehyksia¨, kuten Spring ja Hibernate. [11]
3.6 Yhteenveto
Rikkaat internetsovellukset perustuvat asynkroniseen tiedonsiirtoon: tietoa voidaan
la¨hetta¨a¨ ja vastaanottaa ka¨ytta¨ja¨lle na¨kyma¨tto¨ma¨sti ilman sivunvaihtoja. Siten on
mahdollista ka¨sitella¨ sivun sisa¨lto¨a¨ pienina¨ osina ja antaa ka¨ytta¨ja¨lle nopeita vastei-
ta sivulle tehtyihin muutoksiin. Liita¨nna¨isiin perustuvat tekniikat ovat tuoneet en-
simma¨isena¨ korkean graafisuuden ja vuorovaikutuksen web-sovelluksiin, mutta ny-
kyisin vastaava on toteutettavissa HTML-tekniikoita hyo¨dynta¨en ilman ka¨ytta¨ja¨lta¨
vaadittavia liita¨nna¨isten asennuksia.
AJAX-tekniikat mahdollistavat asynkronisen HTTP-tiedonsiirron selainsovelluk-
sesta palvelimelle selainrajapintoja hyo¨dynta¨en. JavaScript-kielella¨ voidaan luoda
selaimessa suoritettavaa sovelluslogiikkaa, jonka ka¨ytetta¨vissa¨ ovat kaikki selainten
tarjoamat rajapinnat. DOM-rajapinta mahdollistaa HTML-dokumentin ka¨sittelyn
selainsovelluksessa ja sen avulla sivun muodostamisen vastuu voidaan siirta¨a¨ palveli-
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melta selainsovellukselle. HTML5-tekniikat tuovat useita uusia rajapintoja ka¨ytta¨ja¨n
laitteistoresurssien tehokkaampaan hyo¨dynta¨miseen.
Rikkaiden internetsovellusten palvelinpuolen sovelluksen vaatimukset muuttu-
vat, kun aiempaa suurempi osa sovelluslogiikasta voidaan suorittaa selaimessa. Pal-
velinsovelluksen pita¨a¨ tarjota selainsovellukselle rajapinta, jonka kautta selainsovel-
lus saa pyydettya¨ tarvitsemansa datan haluamassaan muodossa. REST on suosittu
malli selaimen ja palvelimen va¨liselle liikenteelle, joka tapahtuu tyypillisesti JSON-
muodossa.
Luku 4
JavaScript arkkitehtuuri ja
suunnittelumallit
Hyva¨ arkkitehtuuri selkeytta¨a¨ sovelluskehitysta¨ ja tekee sovelluksesta monin tavoin
laadukkaamman. Ta¨ssa¨ luvussa esiteta¨a¨n keinoja paremman rakenteen luomiseksi
JavaScript-sovellukseen.
Selaimessa toimivan ka¨ytto¨liittyma¨sovelluksen toteuttamiseen on tarjolla lukusia
suunnittelumalleja ja avoimen la¨hdekoodin JavaScript-kirjastoja, joiden avulla voi-
daan saavuttaa selkea¨ arkkitehtuuri ja va¨ltta¨a¨ tarpeetonta pyo¨ra¨n uudelleen keksi-
mista¨.
4.1 Tarve arkkitehtuurille
JavaScript antaa sovelluskehitta¨ja¨lle hyvin vapaat ka¨det. Ta¨ma¨n vapauden myo¨ta¨
kirjoittaa helposti sovelluskoodia, jonka kulku on vaikeasti hahmotettavaa ja jonka
toiminta saattaa olla arvaamatonta. JavaScript -sovelluksen kehitta¨misessa¨ auttaa
laadukkaat kirjastot kuten jQuery [52], mutta toisaalta kirjastojen ka¨yto¨n help-
pous voi johtaa harkitsemattomaan rakenteeseen. Tuloksena voi olla sovellus jossa
tehda¨a¨n paljon irrallisia asioita ilman selkea¨a¨ rakennetta.
Yksinkertaiset JavaScript-sovellukset ka¨sitteleva¨t tyypillisesti suoraan HTML-
sivun DOM-rakennetta ja sa¨ilytta¨va¨t sovelluksen datan pa¨a¨asiassa DOM-puussa
elementtien attribuutteina, lomaketietoina tai muuna sivun sisa¨lto¨na¨. Samaa DOM-
puun dataa saatetaan ka¨sitella¨ useasta eri toiminnosta ilman etta¨ mika¨a¨n sovelluk-
sen osa tuntisi datan tilaa jatkuvasti. Jos sovelluskoodia ei ole ryhmitelty selkeik-
si kokonaisuuksiksi, ei kehitta¨ja¨lle ole selva¨a¨ mita¨ koodia suoritettaan milloinkin.
Na¨ma¨ seikat voivat helposti johtaa siihen etta¨ toteutuksessa on paljon riippuvuuk-
sia eri toimintojen va¨lilla¨. Sovelluksen laajentuessa ta¨ma¨ la¨hestymistapa tekee koko-
naisuudesta sotkuisen ja vaikeasti hallittavan. Sovellusta laajennettaessa muutosten
vaikutukset ovat vaikeasti hahmotettavissa ja muutosten tekemisesta¨ tulee hidas-
ta ja vaikeaa. Tarvitaan selkea¨ arkkitehtuuri ja suunnittelumallit, jotta sovelluksen
rakenne sa¨ilyy selkea¨na¨, helposti ylla¨pidetta¨va¨na¨ ja laajennettavana. [37]
Ohjelmistoarkkitehtuuri toimii tavallaan ka¨a¨nta¨ja¨na¨ sovellukselle asetettujen vaa-
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timusten ja sovelluksen toteutuksen va¨lilla¨. Oikein valittu arkkitehtuuri on sovellus-
projektin onnistumisen kannalta kriittinen tekija¨ monin tavoin. Hyva¨ arkkitehtuuri
auttaa saavuttamaan korkean laadun kohtuullisin kustannuksin seka¨ auttaa varmis-
tamaan etta¨ sovellus ta¨ytta¨a¨ sille asetetut tavoitteet suorituskyvyn, luotettavuuden,
siirretta¨vyyden, skaalautuvuuden ja yhteensopivuuden osalta. [19]
Arkkitehtuurikuvaukset auttavat ymma¨rta¨ma¨a¨n monimutkaisiakin ja¨rjestelmia¨
yksinkertaistamalla asioita korkeamman tason tarkasteluun. Samalla arkkitehtuuri-
kuvaus tuo esille suunnitelman korkean tason rajoitukset. Asiat selkeiksi kokonai-
suuksiksi eriytta¨va¨ arkkitehtuuri mahdollistaa uudelleenka¨yto¨n usealla tasolla. Ark-
kitehtuuri tuo helpotusta myo¨s toteutusvaiheessa, kun arkkitehtuurikuvaus ma¨a¨rit-
telee korkean tason rakenteet ja sovelluksen osien va¨liset yhteydet ja rajapinnat.
Jatkokehitys helpottuu kun arkkitehtuurissa on huomioitu laajentamisen mahdolli-
suus ja yksitta¨isten osien korvaaminen paremmilla tulevaisuudessa. [19]
4.2 Suunnittelumallit
Suunnittelumallit ovat toimivaksi todistettuja la¨hestymistapoja ohjelmistokehityk-
sen haasteisiin. Koeteltujen suunnittelumallien ka¨yto¨lla¨ pystyta¨a¨n va¨henta¨ma¨a¨n
arkkitehtuurin suunnitteluun tarvittavaa tyo¨ta¨ ja siten pystyta¨a¨n keskittyma¨a¨n ko-
konaisratkaisun laatuun. Suunnittelumallien ka¨ytto¨ ohjaa tekema¨a¨n paremmin ja¨-
senneltya¨ koodia ja va¨henta¨a¨ siten refaktoroinnin tarvetta. [38]
Osmani [38] esittelee seuraavia JavaScript-suunnittelumalleja. Esimerkkeina¨ ka¨y-
teta¨a¨n laadukkaan ja suositun jQuery-kirjaston [52] toimintoja.
• Moduulimalli ja¨ljittelee luokkien ka¨sitetta¨ ja mahdollistaa julkisten ja yksi-
tyisten muuttujien yhdistelma¨t JavaScript-objekteissa. Muuttujia ei JavaScript-
kielessa¨ varsinaisesti pystyta¨ ma¨a¨ritta¨ma¨a¨n julkisiksi tai yksityisiksi, mutta
sulkeuman (eng closure) avulla voidaan suojata osa muuttujista globaalista
na¨kyvyydesta¨. Julkiset muuttujat ja metodit voidaan julkaista palauttamalla
julkinen rajapinta, jonka kautta voidaan kutsua vain julkiseksi tarkoitettuja
toimintoja.
• Prototyyppimalli perustuu JavaScriptin natiiviin tapaan toteuttaa perinta¨
luokkien sijaan prototyypin avulla. Prototyyppi toimii mallina, jonka perus-
teella objektin eri ilmentyma¨t luodaan. Sen sijaan etta¨ JavaScript-sovelluksessa
pyritta¨isiin ja¨ljittelema¨a¨n luokkiin perustuvien ohjelmointikielien toimintata-
poja, on tehokkaampaa hyo¨dynta¨a¨ prototyyppien vahvuuksia.
• Singleton-malli varmistaa etta¨ objektista voidaan luoda vain yksi ilmen-
tyma¨. Uutta objektin ilmentyma¨a¨ luotaessa pideta¨a¨n kirjaa luonneista ja tar-
kistetaan, onko vastaava jo olemassa. Jos objektista on jo ilmentyma¨, palau-
tetaan olemassa oleva ilmentyma¨ uuden luonnin sijaan.
• Tarkkailijamallissa (eng. observer pattern) kohdeobjekti ylla¨pita¨a¨ listaa sii-
hen liittyvista¨ tarkkailijaobjekteista ja ilmoittaa tarkkailijoille kun kohteen tila
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muuttuu. Tarkkailijamalli tunnetaan myo¨s julkaise/tilaa (eng. publish/subsc-
ribe) -nimella¨ ja se on JavaScript-kehityksessa¨ todella keskeinen suunnitte-
lumalli, silla¨ HTML-sivun DOM-elementtien tapahtumien hallinta perustuu
ta¨ha¨n malliin. Myo¨s jQuery-kirjaston tapahtumanka¨sittelyn jQuery.on (tilaa),
jQuery.trigger (julkaise) ja jQuery.off (lopeta tilaus) -funktiot perustuvat ta¨ha¨n
malliin.
• Va¨litta¨ja¨malli (eng. mediator pattern) va¨henta¨a¨ tarkkailijamallin osapuol-
ten va¨lisia¨ riippuvuuksia lisa¨a¨ma¨lla¨ niiden va¨lille yhteisen va¨litta¨ja¨n. Osapuo-
let eiva¨t koskaan kommunikoi suoraan keskena¨a¨n, vaan aina va¨litta¨ja¨n kautta.
Tarkkailija- ja va¨litta¨ja¨malleille yhteista¨ on julkaisun ja tilauksen perusperiaa-
te. Va¨litta¨ja¨mallissa kaikki tilaukset ja julkaisut suoritetaan yhden va¨litta¨ja¨n
kautta, kun tarkkailijamallissa osapuolet voivat tilata ja julkaista keskena¨a¨n.
• Komentomalli (eng. command pattern) tarjoaa ulkopuolisen objektin jonkin
toiminnon kutsumiseen, ja mahdollistaa siten toiminnon parametrisoinnin ja
kutsumisen eritytta¨misen toiminnon toteutuksesta.
• Julkisivumalli (eng. facade pattern) tarjoaa yksinkertaistetun julkisen ra-
japinnan joka piilottaa taustalla olevien toimintojen kompleksisuuden. Esi-
merkiksi jQuery-kirjaston funktiot jQuery.get, jQuery.post ja jQuery.getJSON
ovat yksinkertaistettuja versioita taustalla kaiken XHR-toiminnallisuuden to-
teuttavasta jQuery.ajax-funktiosta.
• Tehdasmallissa (eng. factory pattern) uusia objekteja ei luoda suoraan, vaan
ne pyydeta¨a¨n tehdastyyppiselta¨ objektilta. Tehdasobjekti tarjoaa yleisen ra-
japinnan, jonka kautta parametrien avulla voidaan pyyta¨a¨ useita erityyppisia¨
objekteja. Tehdasmalli toimii erityisesti tilanteissa joissa objektin luonti on
monimutkaista, tai luotavilla objekteilla on paljon yhteisia¨ piirteita¨.
• Mixin-malli va¨henta¨a¨ toimintojen toistamista laajentamalla prototyyppia¨
yhteisilla¨ toiminnoilla. Javascriptin saman objektin eri ilmentyma¨t jakavat yh-
teisen prototyypin, jota laajentamalla voidaan helposti lisa¨ta¨ toiminnallisuus
kaikkiin objektin ilmentymiin.
• Koristelijamalli (eng. decorator pattern) parantaa koodin uudelleenka¨ytto¨a¨
laajentamalla uutta toiminnallisuutta olemassa oleviin objekteihin. Alaluok-
kien sijaan objektiin voidaan lisa¨ta¨ useita uusia koristelijaobjekteja progres-
siivisesti. Na¨in yhdesta¨ objektista saadaan tehtya¨ useita variaatioita ilman
etta¨ alkupera¨inen objekti muuttuu. Esimerkki koristelijasta on jQuery.extend-
funktio, jonka avulla voidaan yhdista¨a¨ useita objekteja yhdeksi objektiksi.
• Koontimallissa (eng. composite pattern) objektikokonaisuus koostuu useista
objekteista, mutta kokonaisuutta ka¨sitella¨a¨n samalla tavalla kuin yksitta¨ista¨
objektia. Esimerkiksi koontimallin nimea¨ muuttamalla voidaan muuttaa ko-
konaisuuden kaikkien objektien nimet samalla tavalla kuin muutettaisi yk-
sitta¨isen objektin nimea¨. Suositun jQuery kirjaston keskeinen jQuery-objekti
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toimii koontimallin mukaisesti aina samalla tavalla, riippumatta siita¨ sisa¨lta¨a¨ko¨
se vain yhden vai useampia objekteja.
4.3 Malli, na¨kyma¨ ja ka¨sittelija¨
Kuva 4.1: MVC-mallin osapuolten yhteydet toisiinsa
Model-View-Controller (MVC) -suunnittelumalli erittelee mallin (eng. model),
na¨kyma¨n (eng. view) ja ka¨sittelija¨n (eng. controller) erillisiksi sovelluksen osiksi.
Malli kuvastaa sovelluksen dataa, na¨kyma¨ ka¨ytto¨liittyma¨a¨ ja ka¨sittelija¨ niita¨ toi-
mintoja jotka reagoivat ka¨ytta¨ja¨n syo¨tteisiin. Suosittu MVC-arkkitehtuuri on laa-
jasti ka¨yto¨ssa¨ palvelinpuolen web-sovelluksissa, joissa myo¨s na¨kyma¨ muodostetaan
pa¨a¨asiassa palvelinpuolella. Kuvassa 4.1 esiteta¨a¨n MVC-mallin komponentit suh-
teessa ka¨ytta¨ja¨a¨n, seka¨ osapuolten va¨lisen vuorovaikutuksen suunta. [37]
Suosituissa JavaScript-kirjastoissa ka¨yteta¨a¨n usein perinteisen MVC-mallin si-
jaan MVC-mallin johdannaisia, joita voidaan kutsua yleisnimityksella¨ MV*. Model-
View-Presenter (MVP) -suunnittelumalli korvaa MVC-mallin ka¨sittelija¨n esitta¨ja¨lla¨
(eng. presenter) ja Model-View-ViewModel (MVVM) -malli na¨kyma¨mallilla (eng.
viewmodel). Joissakin malleissa ka¨sittelija¨n paikalla on reititta¨ja¨ (eng. router), joka
hallitsee sovelluksen URL-osoitteiden ka¨sittelyyn liittyva¨t toiminnot ja vastaa siita¨
etta¨ sovelluksen URL-osoite ja tila vastaavat toisiaan. [37]
Ka¨ytto¨liittyma¨sovelluksen MV*-kirjasto auttaa sovelluksen rakenteen luomises-
sa, yksinkertaistaa synkronointia palvelinpuolen kanssa, eriytta¨a¨ DOM-puun sovel-
luksen datasta ja tarjoaa DOM-puun, mallin ja kokoelmien synkronoinnin.
Malli (eng. model) edustaa sovelluksen dataa. Malli voi olla esimerkiksi puhe-
linluettelosovelluksen henkilo¨ tai uutissovelluksen uutinen. Se ei ota kantaa ka¨yt-
to¨liittyma¨a¨n tai esitystapoihin, vaan ilmoittaa tarkkailijoille kun muutoksia tapah-
tuu, jotta tarkkailijat voivat reagoida omalta osaltaan datan muutoksiin. Tyypilli-
sesti MV*-kirjasto tarjoaa myo¨s kokoelman (eng. collection), jonka avulla voidaan
ryhmitella¨ mallin ilmentymia¨ suuremmiksi kokonaisuuksiksi. Palvelinpuolen kanssa
yhteiset tietomallit selkeytta¨va¨t ja yksinkertaistavat ka¨ytto¨liittyma¨n ja palvelinso-
velluksen va¨lista¨ viestinta¨a¨.
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Na¨kyma¨ (eng. view) on visuaalinen esitys sovelluksen mallin tilasta. Tyypillises-
ti na¨kyma¨ on sovelluksen ka¨ytto¨liittyma¨. Na¨kyma¨ tarkkailee mallin muutoksia ja
pa¨ivitta¨a¨ sovelluksen DOM-rakenteita muutosten tapahtuessa. Na¨kyma¨ voi ka¨ytta¨a¨
sivun muodostamisessa sivupohjia (eng. template), joihin dynaamiset tiedot voidaan
syo¨tta¨a¨ esimerkiksi JSON-muodossa. Sivupohjien ka¨sittelyyn on tarjolla useita eril-
lisia¨ JavaScript-kirjastoja.
Ka¨sittelija¨ (eng. controller) on va¨lika¨si mallin ja na¨kyma¨n va¨lilla¨. Ka¨sittelija¨ var-
mistaa etta¨ mallin ja na¨kyma¨n tilat vastaavat toisiaan: se tekee muutoksia na¨kyma¨a¨n
kun malli muuttuu ja malliin kun ka¨ytta¨ja¨ tekee muutoksia sovelluksen na¨kyma¨ssa¨.
Joissakin MVC-kirjastoissa ka¨sittelija¨n ja na¨kyma¨n raja ei ole na¨in selva¨, vaan
ka¨sittelija¨n toiminnallisuutta saatetaan sisa¨llytta¨a¨ na¨kyma¨a¨n.
Esitta¨ja¨ (eng. presenter) sisa¨lta¨a¨ na¨kyma¨a¨n liittyva¨n logiikan ja tekee na¨kyma¨sta¨
yksinkertaisemman kuin MVC-mallissa. Ero MVC-malliin on semanttinen.
Na¨kyma¨malli (eng. viewmodel) toimii tiedon muuntimena. Se muuntaa mallin in-
formaation na¨kyma¨lle sopivaan muotoon, ja va¨litta¨a¨ komentoja na¨kyma¨lta¨ mallille.
Na¨kyma¨mallin tekema¨ muutos voi olla esimerkiksi pa¨iva¨ma¨a¨ra¨n muunnos na¨kyma¨n
suomalaisesta formaatista mallin unix-aikaleimamuotoon.
4.4 Modulaarisuus ja vastuiden jako
Moduulien avulla voidaan rakentaa laajoja sovelluksia, jotka toimivat suunnitellulla
tavalla myo¨s silloin kun kokonaisuus koostuu erilaisista la¨hteista¨ pera¨isin olevasta
koodista. Harkitulla globaalin nimiavaruuden ka¨yto¨lla¨ sovellus toimii, vaikka kaik-
kien moduulien olemassaolo ei olisikaan odotettua. [17]
JavaScript-kielessa¨ ei ole valmiiksi selkea¨a¨ tapaa ohjelmallisesti tuoda (eng. im-
port) ohjelmakoodia riippuvuuksien perusteella. Perinteisesti kaikki HTML-sivulla
mahdollisesti jossain vaiheessa tarvittavat skriptitiedostot lisa¨ta¨a¨n sivuun script-
elementteina¨. Kaikki koodi ladataan heti sivun latauksen yhteydessa¨ riippumatta
siita¨ ka¨yteta¨a¨nko¨ osakokonaisuuksia lainkaan. Natiivi ratkaisu ta¨ha¨n puutteeseen
on tulossa seuraavien JavaScript-versioiden yhteydessa¨, mutta modulaarisuus on jo
nyt toteutettavissa kirjastojen avulla. [38]
Asynchronous Module Definition (AMD) -rajapinta ma¨a¨rittelee selainsovelluk-
sen moduuleja tavalla jolla seka¨ moduulit etta¨ niiden riippuvuudet voidaan ladata
asynkronisesti silloin kun niita¨ tarvitaan, jos niita¨ tarvitaan. Asynkronisuus mah-
dollistaa paremman suorituskyvyn ja ka¨ytto¨kokemuksen, kun aluksi voidaan la-
data vain ta¨rkeimma¨t osat nopeasti ja jatkaa muiden osien lataamista taustalla.
Moduulit nimeta¨a¨n merkkijonoilla ja niiden varsinaiset tiedostopolut ma¨a¨ritella¨a¨n
erikseen. Siten moduulin toteutus on helppo vaihtaa koskematta moduulikutsuihin
muualla sovelluksessa. Moduulit on suljettu erillisiksi nimiavaruuksiksi, eiva¨tka¨ ne
siten saastuta koko sovelluksen nimiavaruutta. AMD-mallin kaksi keskeista¨ toimin-
toa ovat moduulien ma¨a¨rittelyyn ka¨ytetta¨va¨ define ja riippuvuuksien lataamiseen
ka¨ytetta¨va¨ require. Tuki AMD-rajapinnalle lo¨ytyy esimerkiksi suositusta jQuery-
kirjastosta. AMD-rajapinta ei ma¨a¨rittele tai toteuta varsinaista moduulien lataus-
ta. Moduulien latauksen toteuttavia kirjastoja on useita, tunnetuimpina RequireJS
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ja curl. [45]
Selainympa¨risto¨o¨n suunnattu AMD on irtautunut CommonJS-projektista. Com-
monJS on palvelinpuolen JavaScript-sovelluksiin suunnattu tapa ma¨a¨ritella¨ moduu-
leja, eika¨ kaikkia sen toiminnallisuuksia ole mahdollista toteuttaa selainympa¨risto¨ssa¨.
Moduuleilla voi olla irtonainen tai tiivis yhteys toisiinsa. Irtonaisesti kytketyilla¨
(eng. loosely coupled) moduuleilla on hyvin va¨ha¨n tai ei lainkaan tietoa toisistaan.
Tiiviisti kytketyt (eng. tightly coupled) moduulit vastaavasti tuntevat toisensa ja
siten koodimuutokset yhteen moduuliin edellytta¨a¨ myo¨s muiden moduulien muok-
kausta. Sovelluksen ylla¨pidetta¨vyys parantuu kun moduulien va¨lilla¨ on mahdolli-
simman va¨ha¨n suoria riippuvuuksia, eli kun ne ovat irtonaisesti kytketty. [58]
Nicholas Zakas [58] esittelee vastuualueita osittavan (eng. separation of concerns)
moduulimallin, joka koostuu peruskirjastosta, sen pa¨a¨lle rakennetusta sovelluksen
ytimesta¨ ja ytimen laajennuksista, ytimeen liitetysta¨ moduuleille yhteisesta¨ ”hiek-
kalaatikosta”seka¨ lopulta useista moduuleista. Zakasin malli esiteta¨a¨n kuvassa 4.2.
Kuva 4.2: Nicholas Zakasin [58] esitta¨ma¨ JavaScript-sovelluksen moduulimalli
Peruskirjasto, kuten jQuery, tarjoaa selainten va¨lisen normalisoinnin ja yleisesti
ka¨ytetta¨via¨ tai monimutkaisuutta yksinkertaistavia toimintoja. Vain peruskirjasto
tieta¨a¨ mita¨ selainta ka¨yteta¨a¨n.
Ydinsovellus ja¨rjesta¨a¨ mallien va¨lisen viestinna¨n ja mallien elinkaaren hallinnan,
virheiden ka¨sittelyn ja laajennusten liitta¨misen. Se on ainoa sovelluksen osa, joka
on suoraan yhteydessa¨ peruskirjastoon. Vastaavasti hiekkalaatikko on ainoa ydin-
sovellukseen yhteydessa¨ oleva sovelluksen osa. On toivottavaa etta¨ ydinsovellus on
globaalin nimiavaruuden ainoa olio.
Hiekkalaatikko toimii moduulien na¨kyma¨na¨ muuhun sovellukseen ja mahdollis-
taa moduulien irtonaisen kytkenna¨n. Hiekkalaatikko on rajapinta moduulien ja ydin-
sovelluksen va¨lilla¨, eika¨ se toteuta sovelluksen varsinaista toiminnallisuutta. Kun
moduuli haluaa viestia¨ oman toiminta-alueensa ulkopuolelle, se pyyta¨a¨ luvan ja vies-
tii hiekkalaatikon kautta.
Moduulit ovat itsena¨isia¨ toiminnallisuuden osia, jotka sisa¨lta¨va¨t bisneslogiikkaa
ja osan ka¨ytto¨liittyma¨sta¨. Moduuli on yksi sovelluksen ka¨ytto¨liittyma¨n osa, joka
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rakentuu HTML-merkinna¨sta¨, CSS-tyylima¨a¨rittelyista¨ ja JavaScript-koodista.
4.5 Tapahtumien ohjaama arkkitehtuuri
JavaScript-selainsovelluksen tapahtumien ohjaama arkkitehtuuri (eng. event-driven
architecture, EDA) perustuu DOM-rajapinnan tapahtumien liipaisuun ja kuunte-
luun. Kun dokumentin elementtiin kohdistuu muutos, siita¨ luodaan tietyn tyyppi-
nen tapahtuma. Kyseiseen dokumentin elementtiin sidottu tapahtuman kuuntelija
saa tiedon seuraamastaan tapahtumasta ja ka¨ynnista¨a¨ tapahtuman ka¨sittelyn. Ta-
pahtumien ohjaama arkkitehtuuri mahdollistaa eritta¨in irtonaisen kytkenna¨n, kun
tapahtuman aiheuttava toiminto ei tieda¨ mitka¨ toiminnot reagoivat tapahtumaan
tai millaisia toimintoja tapahtuman johdosta suoritetaan.
Tapahtumien eteneminen DOM-puussa koostuu kolmesta eri vaiheesta, jotka esi-
teta¨a¨n kuvassa 4.3. Tapahtuman kiinniottaminen (eng. event capturing) on en-
simma¨inen vaihe, jota seuraavat kohteen saavuttaminen ja tapahtuman eteneminen
(eng. event bubbling). Kun johonkin DOM-puun elementtiin kohdistuu tapahtuman
aiheuttava toimenpide, DOM-puussa edeta¨a¨n juuresta kohti tapahtuman kohdetta
sen kiinniottamiseksi. Ta¨ssa¨ vaiheessa eteneminen on mahdollista keskeytta¨a¨ ennen
kuin se tavoittaa kohdetta. Kun tapahtuman kohde-elementti on tavoitettu, pala-
taan DOM-haaraa pitkin ilmoittaen kunkin elementin kohdalla tapahtuman etene-
misesta¨. Tiettyyn elementtiin kohdistuvaa tapahtumaa on siten mahdollista seurata
paitsi kohde-elementtiin sidotuilla tapahtuman kuuntelijoilla, myo¨s kaikilla niihin
elementteihin sidotuilla kuuntelijoilla, jotka sijaitsevat matkalla dom-puun juuresta
kohde-elementtiin. Ta¨ma¨ mahdollistaa tapahtumien ka¨sittelyn suurempina kokonai-
suuksina, jolloin voidaan esimerkiksi seurata kaikkien navigaation linkkien klikkauk-
Kuva 4.3: Tapahtuman eri vaiheet DOM-puussa [40]
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sia seuraamalla koko navigaation sisa¨lta¨va¨n ylemma¨n tason elementin tapahtumia.
Tapahtuman ka¨sittelija¨ tieta¨a¨ mika¨ on tapahtuman kohde-elementti, ja missa¨ ele-
mentissa¨ tapahtuman eteneminen parhaillaan tapahtuu. Tapahtuman ka¨sittelija¨n
on mahdollista keskeytta¨a¨ tapahtuman eteneminen, ja siten esta¨a¨ tapahtuman le-
via¨minen DOM-hierarkiassa korkeamman tason elementtien tietoisuuteen. [40] [2]
DOM-puun tapahtumille on ennalta ma¨a¨ra¨ttyja¨ tapahtumanimikkeita¨ hiiren liik-
keille, DOM-puun rakenteen muutoksille ja HTML-elementtien muutoksille. Niiden
avulla on mahdollista seurata esimerkiksi klikkauksia (click), lomaketietojen muu-
toksia (change), sivun vieritta¨mista¨ (scroll) tai sivun latautumisen valmistumista
(load). DOM-tapahtumamallissa ma¨a¨riteltyjen tapahtumien lisa¨ksi on mahdollis-
ta ka¨ytta¨a¨ sovelluksen omia tapahtumanimikkeita¨. Tapahtumien hallintaa yksin-
kertaistaa JavaScript-peruskirjastot, jotka tarjoavat toteuttajalle selainriippumat-
toman tavan ka¨sitella¨ tapahtumia. [40] [2]
4.6 Tietoturvan vaikutus arkkitehtuuriin
Yksi JavaScript-tietoturvan osa-alue on ka¨ytta¨ja¨n tietoturva ja ka¨ytta¨ja¨lle arvaa-
mattoman sovelluskoodin ajaminen ka¨ytta¨ja¨n selaimessa. Toisaalta JavaScript-so-
velluksen la¨hdekoodi ja data on ka¨ytta¨ja¨n na¨hta¨vissa¨ ja muokattavissa, joten so-
velluksen kannalta on erityisen ta¨rkea¨a¨ varmistaa salaisen tiedon ja bisneslogiikan
pysyminen salaisena.
Ka¨ytta¨ja¨n suojaamiseksi selainten ympa¨risto¨t rajaavat JavaScript-sovellukset
ikkunakohtaiseen hiekkalaatikkoon (eng. sandbox), jonka ulkopuolelle selainsovel-
luksella ei ole pa¨a¨sya¨. JavaScript-sovelluksen ei siis ole mahdollista saada suoraa
pa¨a¨sya¨ asiakaskoneen ka¨ytto¨ja¨rjestelma¨n resursseihin, kuten tiedostoja¨rjestelma¨a¨n
tai verkkoyhteyksiin. Ka¨ytto¨ja¨rjestelma¨n resurssien ka¨ytto¨ tapahtuu selaimen tar-
joamien rajoitettujen rajapintojen kautta. Selainrajapinnat tarjoavat esimerkiksi ra-
joitetut HTTP-yhteydet (XMLHttpRequest-rajapinta), sijaintitiedot (Geolocation-
rajapinta) ja tallennustilaa (WebStorage-rajapinta). Yksi ta¨rkeimmista¨ tietoturva-
periaatteista selainympa¨risto¨ssa¨ on saman alkupera¨n politiikka (eng. same-origin
policy), joka mahdollistaa vapaan vuorovaikutuksen saman sivuston eri sivujen so-
vellusten kesken, mutta esta¨a¨ pa¨a¨syn eri sivustojen resursseihin. [60]
Kun osa sovelluksen toimintalogiikasta vieda¨a¨n ka¨ytta¨ja¨n selaimeen, syntyy myo¨s
huoli siita¨ voidaanko selaimessa toimivaan sovellukseen ja sen ka¨ytta¨ja¨a¨n luottaa.
Toisin kuin palvelinpuolen sovelluksessa, jonka la¨hdekoodi on salaista ja ta¨ysin
palveluntarjoajan hallinnassa, selainsovelluksen tulkittava JavaScript-la¨hdekoodi on
ka¨ytta¨ja¨n na¨hta¨vissa¨ ja muokattavissa. Vihamielinen ka¨ytta¨ja¨ voi ohittaa sovelluk-
sen toimintoja, kuten syo¨tteiden tarkistuksia, tai laajentaa sovellusta omalla koodil-
laan. Esimerkiksi kauppasovelluksessa voitaisiin helposti muokata hintoja tai pois-
taa tilaukseen liittyvia¨ rajoituksia ja tarkastuksia, jos sovellus luottaisi ka¨ytta¨ja¨a¨n
kaiken toimintalogiikan osalta. Samoin kaikki data jota palvelin la¨hetta¨a¨ selainso-
vellukselle, on uteliaan ka¨ytta¨ja¨n saatavilla.
Selainsovelluksessa tehta¨va¨ syo¨tteiden validointi mahdollistaa viiveetto¨ma¨n rea-
goinnin virhetilanteisiin ja siten sujuvan ka¨ytto¨kokemuksen sovelluksen ka¨ytta¨ja¨lle.
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Tarkistuksia ei kuitenkaan voida tehda¨ ainoastaan selaimessa, vaan ka¨ytta¨ja¨n syo¨t-
teiden oikeellisuus tulisi aina varmistaa myo¨s palvelimella. [48]
Osaa bisneslogiikasta ja datan ka¨sittelysta¨ ei voida tehda¨ selaimessa siita¨ syysta¨,
etta¨ logiikka tai data sisa¨lta¨a¨ liikesalaisuuksia. Ta¨llo¨in tarvitaan taustaja¨rjestelmien
tukea ja osittain valmiiksi prosessoitua dataa ka¨ytto¨liittyma¨ssa¨ esitetta¨va¨ksi. Java-
Script-koodin minimointi tekee koodista vaikeasti luettavaa ja se poistaa myo¨s in-
formaatiota la¨hdekoodista. Minimoinnilla voidaan poistaa sovelluksen toimintaa se-
litta¨va¨t kommentit ja muuttaa muuttujien ja funktioiden nimet merkityksetto¨ma¨a¨n
muotoon. Na¨in voidaan va¨ltta¨a¨ salaisen termisto¨n vuotaminen ka¨ytta¨ja¨lle, mutta
sovelluslogiikka on edelleen osaavan ka¨ytta¨ja¨n selvitetta¨vissa¨ ja muokattavissa.
Esimerkiksi myyntija¨rjestelma¨ssa¨ salaista tietoa voi olla hinnan tarkka muodos-
tuminen eri komponenteista, kuten sisa¨a¨nostohinnasta, katteista ja alennuksista. Sil-
loin hintoja ei voida laskea ka¨ytta¨ja¨n valintojen perusteella selainsovelluksessa, vaan
lopullinen hinta pita¨a¨ kysya¨ taustaja¨rjestelma¨lta¨. Lisa¨ksi tilausta hyva¨ksytta¨essa¨ on
taustaja¨rjestelmissa¨ uudelleen varmistettava etta¨ myyda¨a¨n oikealla hinnalla, eika¨
voida luottaa ka¨ytto¨liittyma¨sovellukselta saatuun hintatietoon. Vastaavasti saata-
vuustiedon tarkat komponentit voivat olla salaisia, mutta ka¨ytta¨ja¨lle halutaan ker-
toa jotain suuntaa antavaa tietoa saatavuudesta. Useille verkkokaupoille on tyy-
pillista¨ etta¨ ei haluta myyda¨ sellaista tuotetta mita¨ ei ole ena¨a¨ saatavilla, mutta ei
myo¨ska¨a¨n haluta paljastaa tarkkoja tietoja saatavuuden lisa¨tiedoista kuten tarkasta
varaustilanteesta ja myyntima¨a¨rista¨.
4.7 Kirjastot ja sovelluskehykset
Laadukkaita JavaScript-kirjastoja on laajasti saatavilla ja valtaosa niista¨ on avoin-
ta la¨hdekoodia. MV*-arkkitehtuurin mahdollistavia hyvin tunnettuja kirjastoja ovat
Backbone.js, Knockout ja Spine. Laajemmin sovelluksen arkkitehtuuria ma¨a¨rittelevia¨
suosittuja MV*-sovelluskehyksia¨ ovat Ember.js ja AngularJS. Lisa¨ksi saatavilla on
useita muita vastaavia, ja tarjonta kasvaa jatkuvasti.
• Backbone.js on suosittu, tehokas ja kevyt kirjasto, joka tarjoaa REST-synk-
ronoinnin palvelinpuolelle, mallit, ka¨sittelija¨toiminnallisuuden sisa¨lta¨va¨t na¨-
kyma¨t, tapahtumien ohjaaman toiminnan, sivupohjat ja sivujen reitityksen.
Kirjaston on kehitta¨nyt Jeremy Ashkenas. Backbone toimii matalalla tasol-
la ja ja¨tta¨a¨ paljon tapauskohtaisesti toteutettavaksi. Lisa¨toiminnallisuutta on
saatavilla lukuisten laajennusten avulla. MarionetteJS, Chaplin ja Aura ovat
Backbone-kirjaston laajennuksia, jotka helpottavat laajojen JavaScript-sovel-
lusten toteuttamista ja tuovat tarkemmin ma¨a¨ra¨tyn arkkitehtuurin sovelluksel-
le. Backbone-kirjastoa on ka¨ytetty useissa suurissa projekteissa, kuten LinkedIn,
Hulu, Foursquare, Disqus ja Pandora. Backbonen ka¨ytto¨o¨n on paljon oppaita
ja sen taustalla on aktiivinen yhteiso¨.
• Knockout-kirjasto tarjoaa kaksisuuntaisen sitomisen ka¨ytto¨liittyma¨n ja tieto-
mallien va¨lilla¨ ja mahdollistaa siten monimutkaistenkin dynaamisten ka¨ytto¨-
liittymien sitomisen taustalla oleviin tietomalleihin suhteellisen vaivattomasti.
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Se sisa¨lta¨a¨ myo¨s riippuvuuksien seurannan ja siten ka¨ytto¨liittyma¨elementit
ja niita¨ vastaavat mallit saadaan pysyma¨a¨n aina toisiaan vastaavassa tilassa.
Knockout ei muuten ota kantaa sovelluksen arkkitehtuuriin, ja sita¨ voidaan
ka¨ytta¨a¨ lukuisten muiden sovelluskehysten tai olemassa olevien sovellusten
kanssa. Knockout perustuu MVVM-malliin.
• Spine on Alex MacCawn kehitta¨ma¨ eritta¨in kevyt kirjasto, joka tarjoaa yk-
sinkertaisen mallin, na¨kyma¨n, ka¨sittelija¨n ja reititta¨ja¨n. Spine ei sisa¨lla¨ riip-
puvuuksia muihin kirjastoihin ja se on joustavasti ka¨ytetta¨vissa¨ erilaisiin tar-
peisiin. Spinen tavoitteena on yksinkertaisuus ja sen tarkoituksena on ja¨tta¨a¨
paljon vapauksia ka¨ytta¨ja¨lle.
• Ember.js on Yehuda Katzin sovelluskehys, joka tarjoaa enemma¨n valmiita
toiminnallisuuksia ja ma¨a¨rittelee sovelluksen arkkitehtuurin tarkemmin kuin
esimerkiksi Backbone. Siina¨ missa¨ Backbone ja¨tta¨a¨ moduulien va¨liset yhteydet
ja sovelluksen tilan hallinnan ka¨ytta¨ja¨n toteutettavaksi, tekee Ember.js vastaa-
via toimintoja automaattisesti. Myo¨s Ember.js kirjastoa on ka¨ytetty suurissa
ja tunnetuissa sovelluksissa kuten Groupon.
• AngularJS ta¨hta¨a¨ tulevaisuuden selaintoiminnallisuuden, kuten Web Com-
ponents, tarjoamiseen jo nyt. Angular mahdollistaa HTML-syntaksin laajen-
tamisen sovelluksen tarpeiden mukaisesti. Kirjaston logiikka perustuu toimin-
taohjeisiin, jotka upotetaan HTML-merkinta¨a¨n laajennetuin elementein ja ny-
kyisten HTML-elementtien ng-alkuisin attribuutein. Kun selain on ladannut
HTML-sivun sivupohjaksi, Angular kirjoittaa sivun sisa¨llo¨n uudelleen JavaScript-
mallin mukaisesti. Angular on Googlen kehitta¨ma¨ kirjasto. Google ka¨ytta¨a¨ sita¨
omissa projekteissaan, kuten PlayStation 3 -pelikonsolin YouTube-sovelluksessa.
Useat MVC-kirjastot ka¨ytta¨va¨t DOM-puun muokkaamiseen sivupohjia (eng
template), mutta ka¨ytta¨va¨t tyypillisesti ta¨ha¨n toiminnallisuuteen erillista¨ kirjas-
toa. Suosittuja sivupohjan toteuttavia kirjastoja ovat Handlebars.js, Mustache.js,
Underscore.js ja Hogan.js. Ne tarjoavat mahdollisuuden ka¨a¨nta¨a¨ yksinkertaista lo-
giikkaa ja muuttujia sisa¨lta¨vista¨ sivupohjista annetun muuttuvan datan sisa¨lta¨via¨
HTML-esityksia¨. Listauksessa 4.1 esiteta¨a¨n yksinkertainen puhelinluettelosovelluk-
sen sivupohjan syntaksi Handlebars-kirjaston merkinta¨tavalla. Avainsanalla each
voidaan iteroida la¨pi contacts-listan henkilo¨mallit, jotka sisa¨lta¨va¨t henkilo¨n etuni-
men, sukunimen, puhelinnumeron ja sa¨hko¨postiosoitteen. Listaus 4.2 esitta¨a¨ ka¨a¨n-
netyn sivupohjan lopputuloksen kun contacts-lista sisa¨lta¨a¨ kaksi henkilo¨a¨.
MVC-kirjaston lisa¨ksi erillinen peruskirjasto on usein hyo¨dyllinen. Peruskirjasto
tarjoaa yhtena¨isen selainrajapintojen ka¨sittelyn niin etta¨ sovelluksen korkeampien
kerrosten ei tarvitse tieta¨a¨ ka¨ytettya¨ selainta tai tuntea selainten va¨lisia¨ eroja. Suo-
sittuja peruskirjaston toiminnot sisa¨lta¨via¨ kirjastoja ovat jQuery, Prototype, Moo-
Tools seka¨ Dojo ja YUI -kirjastojen ydinkirjastot. Peruskirjaston lisa¨ksi saatetaan
tarvita yleiska¨ytto¨iset ka¨ytto¨liittyma¨elementit tarjoava kirjasto, kuten jQuery UI,
Twitter Bootstrap, Dojo tai YUI-ka¨ytto¨liittyma¨kirjasto. Hyo¨dyllisia¨ yleiska¨ytto¨isia¨
tyo¨kaluja tarjoavat apukirjastot kuten Underscore.js.
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Listaus 4.1: Handlebars-sivupohjan syntaksi puhelinluettelosovelluksessa
1 <dl id="phoneBookListing">
2 {{# each contacts }}
3 <dt>{{this.firstName }} {{this.lastName }}</dt>
4 <dd>
5 {{this.phoneNumber }}<br />
6 {{this.emailAddress }}
7 </dd>
8 {{/ each}}
9 </dl>
Listaus 4.2: Listauksen 4.1 sivupohja ka¨a¨nnettyna¨ ja kahden henkilo¨n tiedoilla
ta¨ytettyna¨.
1 <dl id="phoneBookListing">
2 <dt>Sami Tiilikainen </dt>
3 <dd>
4 +123 456 789<br />
5 sami.tiilikainen@aalto.fi
6 </dd>
7 <dt>Jukka Manner </dt>
8 <dd>
9 +123 456 789<br />
10 jukka.manner@aalto.fi
11 </dd>
12 </dl>
• jQuery on eritta¨in suosittu JavaScript-kirjasto. Sen on alun perin kirjoitta-
nut John Resig ja se on julkaistu vuonna 2006. Kirjastolle ominaista on DOM-
elementtien ka¨sittely jQuery-objekteina seka¨ DOM-puun la¨pika¨ynti CSS-va-
litsimien tapaisesti Sizzle-syntaksilla. JQuery-toiminnot palauttavat yleensa¨
jQuery-objektin ja ovat siten ketjutettavissa. Kirjasto tarjoaa myo¨s kattavan
tapahtumien ka¨sittelyn. JQuery on laajennettavissa lukuisilla yksitta¨isia¨ toi-
mintoja tarjoavilla laajennuksilla (eng. plugin), seka¨ ka¨ytto¨liittyma¨komponentit
sisa¨lta¨va¨lla¨ jQuery UI -kirjastolla. [52]
• Prototype-kirjasto tarjoaa toimintoja DOM-elementtien valintaan id-tunnis-
teella tai CSS-syntaksilla, seka¨ yleiska¨ytto¨isen Ajax-objektin AJAX-kutsujen
selainriippumattomaan ka¨sittelyyn. Sen on luonut Sam Stephenson vuonna
2005. Prototype-kirjaston ongelmana on sen perusperiaate laajentaa DOM-
rajapinnan ominaisuuksia, jota nykyisin pideta¨a¨n yleisesti huonona ka¨yta¨nto¨na¨
selainyhteensopivuuden ja suorituskyvyn kannalta [46].
LUKU 4. JAVASCRIPT ARKKITEHTUURI JA SUUNNITTELUMALLIT 39
• Dojo Toolkit on laaja sovelluskehys web-sovellusten kehitta¨miseen. Se tar-
joaa peruskirjaston lisa¨ksi laajoja toiminnallisuuksia ja apuva¨lineita¨ MVC-
arkkitehtuuriin, lomakkeiden ka¨sittelyyn, ka¨ytto¨liittymiin, grafiikkaan, mobii-
lisovelluksiin ja sovelluskehitykseen liittyen. Dojo on useiden nimekka¨iden yri-
tysten tukema ja integroitavissa useisiin sovelluskehitysympa¨risto¨ihin.
• MooTools koostuu useista komponenteista, joita voi ottaa ka¨ytto¨o¨n tarpeen
mukaan. Se tarjoaa toiminnot esimerkiksi tyylien, DOM-elementtien, JavaScript-
objektien ja AJAX-kutsujen ka¨sittelyyn. MooTools tuo prototyyppeihin pe-
rustuvaan JavaScript-kieleen luokkapohjaisen olioiden luonnin class-oliota
ka¨ytta¨en. MooTools-kirjaston on julkaissut Valerio Proietti vuonna 2006.
• YUI on laaja, useista komponenteista koostuva kirjasto: ydinkomponentti
DOM-puun ka¨sittelyyn ja tapahtumien ka¨sittelyyn, aputyo¨kalut lukuisiin pe-
rustoimintoihin, ka¨ytto¨liittyma¨kontrollit, CSS-komponentit, kehitta¨ja¨tyo¨kalut
testaukseen seka¨ sovelluskokonaisuuden tiivista¨miseen ja dokumentointiin liit-
tyva¨t tyo¨kalut.
• Underscore on laadukas kokoelma erilaisia tehta¨via¨ suorittavia toimintoja. Se
tarjoaa JavaScript-kieleen selainriippumattomat versiot kokoelmien la¨pika¨yn-
tiin, suodatukseen, hakuun, ryhmittelyyn, yhdista¨miseen ja ja¨rjesta¨miseen;
monipuoliset tietorakenteet seka¨ toimintojen toiston rajaamiseen liittyvia¨ toi-
mintoja.
4.8 Yhteenveto
Onnistunut arkkitehtuuri auttaa saavuttamaan korkean laadun kohtuullisin kus-
tannuksin seka¨ auttaa varmistamaan etta¨ sovellus ta¨ytta¨a¨ sille asetetut tavoitteet
suorituskyvyn, luotettavuuden, siirretta¨vyyden, skaalautuvuuden ja yhteensopivuu-
den osalta. Selainsovelluksen kehityksessa¨ arkkitehtuuri on samalla tavalla ta¨rkea¨a¨
kuin perinteisen palvelinpuolen sovelluksen kehityksessa¨. Arkkitehtuuria ei kuiten-
kaan tarvitse kehitta¨a¨ ta¨ysin tyhja¨sta¨, vaan voidaan hyo¨dynta¨a¨ toimivaksi koeteltuja
suunnittelumalleja ja sovelluskirjastoja. Palvelinpuolen sovelluksissa laajasti yleisty-
nyt MVC-arkkitehtuuri on selkea¨ tapa eriytta¨a¨ malli, na¨kyma¨ ja ka¨sittelija¨ erillisiksi
kokonaisuuksiksi, myo¨s selainsovelluksissa.
Sovelluskomponenttien va¨listen riippuvuuksien va¨henta¨minen auttaa paranta-
maan sovelluksen vakautta ja ylla¨pidetta¨vyytta¨. Irtonaisesti kytketty modulaarinen
rakenne mahdollistaa riippuvuuksien poiston. JavaScript ei tarjoa luonnostaan tapaa
liitta¨a¨ ohjelmakoodia moduuleittain tarpeen mukaan, mutta ta¨ma¨ on mahdollista
saavuttaa kirjastojen avulla.
Kaikkea bisneslogiikkaa ei voida suorittaa selainsovelluksessa, koska la¨hdekoodi
ja muuttujien arvot ovat osaavan ka¨ytta¨ja¨n na¨hta¨vissa¨ ja muutettavissa. Ta¨sta¨
syysta¨ selainsovelluksen va¨litta¨miin syo¨tteisiin ei voida luottaa, vaan niiden oikeelli-
suus pita¨a¨ varmistaa palvelinpuolen sovelluksessa. Osa toiminnoista ta¨ytyy edelleen
suorittaa kokonaan palvelinpuolella, jos toimintojen logiikka on salaista tietoa.
Luku 5
Suorituskyky
Ta¨ssa¨ luvussa ka¨sitella¨a¨n rikkaan internetsovelluksen suorituskykyyn vaikuttavia
tekijo¨ita¨. Ka¨ytta¨ja¨n kokemaan suorituskykyyn vaikuttaa aiempaa enemma¨n sovel-
luksen ulkoasun ja ka¨ytto¨liittyma¨n sovelluslogiikan ka¨sittely ka¨ytta¨ja¨n selaimessa,
eika¨ suurimpana pullonkaulana va¨ltta¨ma¨tta¨ ole palvelinsovelluksen tehokkuus tai
verkkoliikenteen nopeus.
5.1 Sivun ja siihen liittyvien resurssien lataus
Ka¨ytta¨ja¨n aistimaan sivun latauksen nopeuteen vaikuttavat useat tekija¨t. Sivun ja
sen resurssien latauksen kokonaisaika koostuu kolmesta pa¨a¨tekija¨sta¨: palvelimelle
la¨hetetta¨va¨sta¨ palvelinpyynno¨sta¨, vastauksen prosessoinnista palvelimella seka¨ vas-
tauksen ja siihen liittyvien resurssien tiedonsiirrosta.
Verkkoliikenne ja palvelinpyynno¨t
Ka¨ytto¨liittyma¨lta¨a¨n yksinkertaisessa perinteisessa¨ web-sovelluksessa palvelinpuolen
suorituskyky on merkitta¨va¨ssa¨ roolissa ka¨ytta¨ja¨n kokeman suorituskyvyn muodos-
tumisessa. Ka¨ytta¨ja¨n vuorovaikutuksen viive koostuu suuressa osin sivun vaihtoon
liittyva¨sta¨ verkkoliikenteen viiveesta¨ ja palvelinprosessoinnin kestosta. Ta¨llo¨in pal-
velinpuolen suorituskyvyn parantaminen na¨kyy suoraan ka¨ytta¨ja¨lle nopeampana so-
velluksena.
Rikkaassa internetsovelluksessa ka¨ytta¨ja¨n kokema viive koostuu useammasta te-
kija¨sta¨ ja palvelinpuolen merkitys va¨henee, kun osa prosessoinnista siirtyy ka¨ytta¨ja¨n
selaimeen. Tavanomaisesti yli 80 % ajasta ka¨yteta¨a¨n selaimessa HTML-tiedoston
latauksen ja¨lkeen, jolloin verkkoliikenteen ja palvelinpuolen alle 20 % osuuden hie-
nosa¨a¨to¨ ei ole kaikista ta¨rkein osuus kokonaisuudessa. Ka¨ytto¨liittyma¨ssa¨ ka¨ytetysta¨
ajasta suuri osa kuluu sivuun liittyvien staattisten tiedostojen, kuten skriptitiedos-
tojen ja tyylima¨a¨rittelyjen hakemiseen. [50]
Riippumatta siita¨ onko kyseessa¨ rikas vai perinteinen internetsovellus, verkkoyh-
teyden nopeus on merkitta¨va¨ tekija¨ suorituskyvyssa¨. Erityisesti vuorovaikutteisis-
sa sovelluksissa verkon viive on ta¨rkea¨ tekija¨, mutta tyypillisesti web-sovellukselle
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oleellisinta on verkon la¨pimeno (eng. throughput). Va¨limuistien (eng. cache) hyo¨-
dynta¨minen auttaa poistamaan tarpeetonta toistoa tiedonsiirrosta. Muuttumatto-
mat tiedostot voidaan lukea ka¨ytta¨ja¨n va¨limuistista, jolloin va¨ltyta¨a¨n ta¨ysin tiedon-
siirrolta ka¨ytta¨ja¨n ja palvelimen va¨lilla¨. Va¨limuistin ka¨yto¨ssa¨ auttaa kun skriptit
ja tyylima¨a¨rittelyt irrotetaan html-sivusta omaan tiedostoonsa, jolloin jokaisen si-
vun yhteydessa¨ niita¨ ei tarvitse ladata sivun mukana, vaan ne voidaan lukea erik-
seen va¨limuistista. Selaimelle voidaan kertoa tiedoston vanhenemisajankohta HTTP-
protokollan Expires-otsikkotiedossa.
Sivun lataukseen liittyvien palvelinpyynto¨jen ma¨a¨ra¨a¨ voidaan va¨henta¨a¨ yhdista¨-
ma¨lla¨ skripti- ja tyylitiedostoja suuremmiksi kokonaisuuksiksi useiden pienempien
tiedostojen sijaan. Myo¨s sivuston grafiikoita voidaan yhdista¨a¨ sprite-kuviksi, jolloin
yhteen kuvatiedostoon sisa¨llyteta¨a¨n useita kuvia ja sita¨ ka¨yteta¨a¨n eri tarkoituk-
siin na¨ytta¨ma¨lla¨ vain tietty osa kuvasta. Esimerkiksi Google-haun ka¨ytto¨liittyma¨n
kaikki kuvat ovat yhdessa¨ suuressa sprite-kuvassa. Yksi suuri sprite ei graafisimpien
sovellusten tapauksessa va¨ltta¨ma¨tta¨ ole ja¨rkeva¨ tapa, koska se paisuisi valtavan suu-
reksi. Mahdollisimman pienien tiedostojen saavuttamiseksi on hyo¨dyllista¨ ryhmitella¨
samaan kuvaan saman sa¨vyiset grafiikat, jolloin kuvan va¨ripalettia voidaan rajata
mahdollisimman tehokkaasti ja siten saavuttaa pienempi tiedostokoko. Kuvassa 5.1
esiteta¨a¨n jQuery-kirjaston yhden va¨riteeman ikonit yhtena¨ Sprite-kuvana.
Tekstisisa¨llo¨t voidaan pakata, silla¨ useimmat selaimet osaavat automaattises-
ti purkaa palvelimen la¨hetta¨ma¨t GNU zip (gzip) -pakatut http-viestit. Selain, jo-
ka osaa purkaa Gzip-pakatun sisa¨llo¨n, la¨hetta¨a¨ HTTP-pyynno¨n otsikkotiedoissa
Accept-Encoding -tietona gzip. Tekstitiedostojen pakkauksella voidaan saavuttaa
tyypillisesti 70 % pienempia¨ tiedostoja. Tyypillisia¨ tiedostomuotoja joita kannat-
taa pakata ovat HTML, JavaScript, CSS, XML ja JSON. Kuvatiedostojen pakkaus
haaskaa tarpeettomasti suoritinresursseja, koska ne ovat jo valmiiksi pakattuja eika¨
gzip merkitta¨va¨sti vaikuta niiden tiedostokokoon.
Kuva 5.1: jQuery UI JavaScript-kirjaston ka¨ytta¨ma¨, kaikki ka¨ytto¨liittyma¨ikonit
sisa¨lta¨va¨ sprite-kuva.
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Listaus 5.1: Ote jQuery-kirjaston minimoidusta la¨hdekoodista
1 function cu(a){if(!cj[a]){var b=c.body ,d=f("<"+a+">").
appendTo(b),e=d.css("display");d.remove ();if(e==="none
"||e===""){ck||(ck=c.createElement("iframe"),ck.
frameBorder=ck.width=ck.height =0),b.appendChild(ck);if
(!cl||!ck.createElement)cl=(ck.contentWindow ||ck.
contentDocument).document ,cl.write((f.support.boxModel
?"<!doctype html >":"")+"<html ><body >"),cl.close();
JavaScript-tiedostojen kokoa voidaan kutistaa pakkauksen lisa¨ksi tiivista¨ma¨lla¨
(eng minify). JavaScript-koodista voidaan poistaa tarpeettomat osat, kuten kom-
mentit, sisennykset ja rivinvaihdot seka¨ muuttaa muuttujien nimet ja muu syntaksi
mahdollisimman yksinkertaiseen muotoon. Listauksessa 5.1 esiteta¨a¨n ote jQuery-
kirjaston minimoidusta la¨hdekoodista, joka on kokonaisuudessaan tiedostokooltaan
alle 40 % normaalista la¨hdekoodista. Html- ja CSS-dokumenttien tiedostokokoa voi-
daan rajoittaa pita¨ma¨lla¨ rakenne mahdollisimman yksinkertaisena ja karsimalla tar-
peettomat elementit ja ma¨a¨rittelyt pois.
Rikkaan internetsovelluksen verkkoliikennetta¨ voidaan va¨henta¨a¨ la¨hetta¨ma¨lla¨
AJAX-pyynno¨issa¨ ja vastauksissa vain sovelluksen kannalta oleellista tietoa. JSON
-tiedonsiirtomuoto on erityisen tiivista¨ ja sen avulla saavutetaan pienempia¨ tiedos-
toja XML-muotoon verrattuna. Hyo¨ty kasvaa entisesta¨a¨n kun verrataan pelka¨n da-
tan siirta¨mista¨ JSON-muodossa valmiiksi muodostetun HTML-sisa¨llo¨n siirta¨miseen.
Lisa¨ksi myo¨s AJAX-kutsuihin voidaan ka¨ytta¨a¨ va¨limuistia, jolloin muuttumatonta
tietoa ei tarvitse hakea palvelimelta uudelleen.
Jokainen eri domain-osoitteeseen tehty HTTP-pyynto¨ aiheuttaa DNS-kutsun,
ellei domain-nimea¨ ole valmiiksi selvitetty paikalliseen DNS-muistiin. DNS-kutsut
voivat kesta¨a¨ 20-100 millisekuntia, joten eri domain-osoitteisiin tehta¨vien kutsu-
jen ma¨a¨ra¨n kannattaa kiinnitta¨a¨ huomiota. Toisaalta HTTP/1.1-ma¨a¨rittelyn mu-
kaan selaimen ei tulisi ladata useampaa kuin kahta tiedostoa samalta palvelimelta
yhta¨aikaisesti, jolloin useampi rinnakkainen lataus voidaan mahdollistaa eri domain-
nimien ka¨yto¨lla¨. Uusimmat selaimet eiva¨t kuitenkaan tarkasti noudata ta¨ta¨ suosi-
tusta, vaan lataavat useampia tiedostoja rinnakkain. Vanhemmat selaimet noudat-
tavat ta¨ta¨ rajoitusta, mutta niiden osalta se voidaan osittain kierta¨a¨ ka¨ytta¨ma¨lla¨
vanhempaa HTTP/1.0 -protokollaa, jossa vastaavaa kahden rinnakkaisen latauksen
rajaa ei ole ma¨a¨ritelty. [57] [51]
Eri domain-osoitteisiin liittyy myo¨s jokaisella sivupyynno¨lla¨ la¨hetetta¨va¨t eva¨steet.
Eva¨steita¨ on tarpeetonta la¨hetta¨a¨ sivuun liitettyja¨ kuva- ja skriptitiedostoja ladat-
taessa. Erityisesti useita pienia¨ tiedostoja ladattaessa eva¨steet http-pyynno¨ssa¨ voivat
olla merkitta¨va¨n suuri osa tiedonsiirrossa. Tarpeettoman eva¨steiden la¨hetta¨misen
voi kierta¨a¨ ka¨ytta¨ma¨lla¨ eri domain-osoitteita tiedostoille jotka ka¨ytta¨va¨t eva¨steita¨
ja tiedostoille jotka eiva¨t ka¨yta¨ eva¨steita¨. [57] [51]
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Sivupyynno¨n ka¨sittely palvelimilla
Joskus sivun muodostaminen vaatii raskasta prosessointia sovelluspalvelimella ja
taustaja¨rjestelmissa¨, jolloin sivupyynno¨n ka¨sittely palvelimella muodostuu merkit-
ta¨va¨ksi tekija¨ksi kokonaisviiveessa¨. Ta¨ta¨ viivetta¨ voidaan parantaa tehostamalla pal-
velinpuolen prosesseja ja hankkimalla tehokkaampaa laitteistoa, mutta suoritusky-
kyparannuksia voidaan saada aikaiseksi myo¨s jaksottamalla sivun muodostusta vii-
saammin.
HTML-sivun toimitus palvelimelta ka¨ytta¨ja¨lle koostuu useista paketeista. Tyy-
pillisesti sivu muodostetaan palvelimella kokonaisuudessaan, ja vasta sitten la¨hete-
ta¨a¨n useana pakettina verkkoon. Raskasta sivua muodostaessa usein sivun head-
osio voidaan muodostaa ennen varsinaisen sisa¨llo¨n muodostamista, ja se kannat-
taa la¨hetta¨a¨ ka¨ytta¨ja¨lle jo ennen kuin loppu sivusta on muodostettu. Ta¨llo¨in selain
voi alkaa lataamaan sivun head-osiossa kutsuttavia tyylima¨a¨rittelyja¨ ja JavaScript-
tiedostoja samalla kun palvelin muodostaa sivun muuta sisa¨lto¨a¨. [16]
Sivun alkuosan la¨hetta¨minen muusta sivusta erilla¨a¨n on mahdollista vain HTTP
1.1 -protokollalla, jossa on mahdollista ka¨ytta¨a¨ Transfer-Encoding: chunked -ot-
sikkotietoja. Kuvassa 5.2 esiteta¨a¨n osissa la¨hetetta¨va¨ vastaus HTTP-pyynto¨o¨n. Ku-
vassa esiteta¨a¨n tilanne, jossa ka¨ytta¨ja¨ saa la¨hetta¨ma¨a¨nsa¨ GET-pyynto¨o¨n nopeasti
OK-vastauksen seka¨ HTML-dokumentin head-osion. Vasta taustaja¨rjestelmien pro-
sessoinnin ja¨lkeen palvelin la¨hetta¨a¨ vastauksen jatkona HTML-dokumentin body-
osion. Vanhempaa HTTP 1.0 -protokollaa ka¨ytetta¨essa¨ palvelimelta la¨hteva¨ssa¨ vas-
tauksessa ta¨ytyy olla ma¨a¨ritelty koko dokumentin koko Content-Length -otsikko-
tietona, joka ka¨yta¨nno¨ssa¨ esta¨a¨ vastauksen la¨hetta¨misen ennen kuin sivu on koko-
naisuudessaan muodostettu. [16]
Kuva 5.2: HTTP-vastauksen la¨hetta¨minen osissa Transfer-Encoding: chunked -
otsikkotietoja ka¨ytta¨en.
5.2 Sivun muodostus selaimessa
Sovelluksen esityslogiikan muuttuessa aiempaa monimutkaisemmaksi, kasvavat myo¨s
asiakaslaitteiston suorituskykyvaatimukset. Toisin kuin palvelinpuolella, ka¨ytta¨jien
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laitteistoissa on valtavan paljon erilaisia yhdistelmia¨ laitteistoa ja sovelluksia, jolloin
yhteneva¨n ka¨ytto¨kokemuksen tarjoaminen on haasteellista.
CSS-tyylima¨a¨rittelyjen ka¨sittely tapahtuu selaimessa. Ka¨sittelyn tehostamisek-
si sivulle kannattaa ladata vain sellaisia ma¨a¨rittelyja¨ jotka ovat kyseisella¨ sivulla
tarpeellisia. Ta¨sta¨ syysta¨ kaikkien sovelluksen tyylien tiivista¨minen yhteen suureen
tyylitiedostoon ei ole hyva¨ idea, jos sovelluksen eri sivut ka¨ytta¨va¨t eri osia tyy-
lima¨a¨rittelyista¨.
Selaimet lukevat valitsinsa¨a¨nto¨ja¨ oikealta vasemmalle, aloittaen sa¨a¨nno¨n viimei-
sesta¨ valitsimesta ja ka¨yma¨lla¨ la¨pi kaikki sa¨a¨nno¨n valitsimet kunnes lo¨ytyy osuma
tai sa¨a¨nno¨n voi hyla¨ta¨ sopimattomana. Siten erityisesti sa¨a¨nno¨n loppuosalla on suu-
ri merkitys. Mahdollisimman yksinkertainen ja uniikki valitsin on yleensa¨ tehokkain.
Jotta elementin valinta olisi yksinkertaista eika¨ sa¨a¨nno¨n muodostamisessa tarvittaisi
monitasoista tagien nimiin perustuvaa hierarkiaa, HTML-dokumentissa kannattaa
ka¨ytta¨a¨ elementteja¨ yksilo¨ivia¨ id- ja class-attribuutteja. Universaali *-valitsin on
raskain, ja myo¨s HTML-tagien nimiin perustuvat valitsimet ovat raskaita.
Sivun muodostuksen kannalta on oleellista missa¨ kohtaa sivun rakennetta tyy-
litiedostot liiteta¨a¨n sivuun. Selaimet pyrkiva¨t viiva¨sta¨ma¨a¨n sivun muodostamista
siihen asti etta¨ kaikki tyylitiedostot on ladattu. Tyylit tulisi liitta¨a¨ aina ennen
JavaScript-koodia sivun head-osioon. Ta¨lla¨ tavoin saavutetaan tyylitiedostojen mah-
dollisimman varhainen ja rinnakkainen ka¨sittely, joka mahdollistaa sivun progres-
siivisen piirta¨misen selaimessa samalla kun varsinainen sisa¨lto¨osuus latautuu. Sivun
loppuun upotetut tyylit voivat selaimesta riippuen joko esta¨a¨ sivun progressiivisen
muodostamisen, tai aiheuttaa sivun uudelleen piirtoja ja hidastaa siten sivun latau-
tumista. Vastaavasti sivun kuville tulisi ma¨a¨ritta¨a¨ koko jo sivun tyylima¨a¨rittelyissa¨
tai sisa¨llo¨n html-attribuutein, jotta kunkin kuvan vaatima tila voidaan pa¨a¨tella¨ jo
ennen varsinaisen kuvatiedoston latautumista. Myo¨ha¨isessa¨ vaiheessa tapahtuva ku-
vien latautuminen pakottaa selaimen piirta¨ma¨a¨n sivun uudelleen, jos kuva ei asetu
sille tyylein varattuun tilaan. [50]
Sivun ulkopuolisten JavaScript-tiedostojen sijainti sivussa on myo¨s eritta¨in kes-
keista¨ sivun muodostamisen kannalta. JavaScript-tiedostojen sopivalla kutsumisella
on viela¨ suurempi vaikutus kuin CSS-tiedostoilla, koska JavaScript-tiedostoa ka¨si-
telta¨essa¨ selain ei aloita lataamaan muita tiedostoja rinnakkaisesti. Selain ei piirra¨
progressiivisesti skriptien ja¨lkeista¨ sisa¨lto¨a¨ ennen kuin skriptitiedoston ka¨sittely on
valmistunut, koska selain ei voi etuka¨teen tieta¨a¨ lisa¨a¨va¨tko¨ skriptit dokumenttiin
uutta sisa¨lto¨a¨. Siten sivun alkuun liitetty skriptitiedosto voi merkitta¨va¨sti viiva¨s-
tytta¨a¨ koko sivun muodostamista. Vastaavasti aivan sivun loppuun sijoitettu skrip-
titiedosto ladataan vasta kun muu sisa¨lto¨ on ladattu ja piirretty selaimessa, jolloin
ka¨ytta¨ja¨n kokema kokonaisviive on huomattavasti lyhyempi. [50]
CSS 3 tarjoaa ka¨ytta¨ja¨n laitteiston suorituskyvyn arvioimiseen na¨yto¨n resoluu-
tion ja pikselitiheyden Media Query -ominaisuuksien avulla. Sen avulla voidaan
ka¨ytta¨a¨ kevyempa¨a¨ tyylitysta¨ mobiililaitteille. Yleisen suorituskyvyn mittarina pik-
selitiheys ja na¨yto¨n resoluutio on kuitenkin huono, koska silla¨ ei ole varsinaista yh-
teytta¨ laitteiston tehokkuuteen sivun esitta¨misessa¨: nykyaikainen mobiililaite voi olla
tehokas, ja toisaalta vanha tyo¨po¨yta¨tietokone voi olla tehoton. CSS-tyyleista¨ erityi-
sen raskaita ovat transform -animaatiot, border-radius -pyo¨ristykset ja box-shadow
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-varjot.
5.3 JavaScript suorituskyky
JavaScript-sovelluksen suorituskykyyn vaikuttaa asiakaslaitteiston suorituskyvyn li-
sa¨ksi selainten erilaiset tavat suorittaa JavaScript-koodia. Eri laitteistoilla ja eri se-
laimilla saadaan samalle sovellukselle hyvin erilaisia suorituskykytuloksia. Kaikis-
sa ympa¨risto¨issa¨ sovelluksen tehokkuutta parantaa JavaScript-koodin optimointi ja
harkittu selaimen tarjoamien rajapintojen ka¨ytto¨.
Selainten JavaScript-moottorit
Kun JavaScript-sovellukset laajenivat hienostuneiksi ja monimutkaisiksi tyo¨po¨yta¨so-
velluksen kilpailijoiksi, kohdistui koodia suorittaviin selaimien JavaScript-moottorei-
hin uudenlaisia suorituskykyvaatimuksia. JavaScript-koodin suoritusnopeudesta tuli
ratkaiseva tekija¨ selaimen ka¨ytto¨kokemuksessa. JavaScript-moottorien kehittyessa¨
huimaa vauhtia aiempaa suorituskykyisemma¨ksi, tulee JavaScript ohjelmointikielena¨
aiempaa houkuttelevammaksi ja kypsemma¨ksi. [29]
Koska dynaamisesti tyypitetyssa¨ JavaScript-kielessa¨ muuttujien tyyppi ja olioi-
den sisa¨lto¨ voi suorituksen aikana muuttua, se ei ole yhta¨ tehokkaasti tulkittavissa
tai ka¨a¨nnetta¨vissa¨ kuin staattisesti tyypitetyt ja luokkama¨a¨riteltyihin olioihin pe-
rustuvat kielet. [31]
JavaScript ei aina ole ainoa vaihtoehto toiminnallisuuden toteuttamiseksi selai-
nympa¨risto¨ssa¨, ja vaihtoehtoisia tapoja kannattaa punnita varsinkin raskaissa toi-
minnoissa. Animaatioita toteutettaessa kannattaakin huomioida mahdollisuus ani-
maatioiden tekemiseen selaimessa CSS-tyylima¨a¨rittelyilla¨ JavaScript-koodin sijaan.
Koska selaimen CSS-ka¨sittely on kirjoitettu C++ -kielella¨ ja ka¨a¨nnetty valmiiksi
ympa¨risto¨n natiiviksi ohjelmakoodiksi, on sen suoritus va¨ista¨ma¨tta¨ tehokkaampaa.
Siddharth Rao vertaili jQuery-kirjastolla ja CSS-tyylima¨a¨rittelyilla¨ tehtyjen animaa-
tioiden suorituseroja ka¨ytta¨en JavaScript-suoritusnopeudessa tehokkaana tunnettua
Google Chrome -selainta. JQuerylla¨ toteutettu JavaScript-animaatio ka¨ytti 2119
toimenpidetta¨ ja 6 Mt muistia kun selaimen CSS-ka¨sittelija¨ suoriutui vastaavasta
animoinnista 100 toimenpiteella¨ ja 1.5 Mt muistima¨a¨ra¨lla¨. [43]
Selainvalmistajien va¨linen kilpailu on keskittynyt vahvasti JavaScript-koodin suo-
rituksen nopeuttamiseen. Ta¨sta¨ seurannut nopea kehitys on tuonut suuria suo-
rituskykyparannuksia, erityisesti Just-In-Time (JIT) toimintaperiaatteen vuoksi.
JIT-ka¨a¨nta¨ja¨ (eng Just-In-Time Compiler, JITC) ka¨a¨nta¨a¨ ajonaikaisesti tulkittavan
JavaScript-koodin konekielelle, jolloin JavaScript-sovellus voidaan suorittaa tehok-
kaasti laitteiston natiivissa muodossa. Kaikki suurimmat selainvalmistajat ka¨ytta¨va¨t
JIT-ka¨a¨nta¨ja¨a¨ selainmoottoreissan: Firefoxissa Mozillan TraceMonkey, Chromessa
Googlen V8 ja Safarissa WebKit-moottorin SquirrelFish Extreme. Suurin osa mo-
biiliselaimista ka¨ytta¨a¨ WebKit-moottoria ja sen SquirrelFish Extreme ka¨a¨nta¨ja¨a¨.
[31]
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Suorituskykya¨ mittaavien benchmark-testien merkitys on korostunut, koska nii-
den tulokset ovat konkreettinen vertailukohta ja markkinoitava etu selainten va¨lilla¨.
On kuitenkin yleisesti tiedostettu, myo¨s suorituskykytestien kehitta¨jien keskuudes-
sa, etta¨ testeilla¨ on rajoituksensa eiva¨tka¨ ne ta¨ysin kuvasta selainten va¨lista¨ suori-
tuskykyeroa todellisten web-sovellusten ka¨yto¨ssa¨. [44]
JavaScript soveltuu yksinkertaisen web-sivuston ka¨ytto¨liittyma¨logiikan lisa¨ksi
myo¨s monimutkaisempiin sovelluskohteisiin. JavaScript-kielella¨ on toteutettu esi-
merkiksi selaimessa ta¨ysin ilman liita¨nna¨isia¨ toimiva PDF-lukija PDF.js, seka¨ MP3-
dekooderi JSMad. JavaScript-kielella¨ yhdessa¨ HTML5 Canvas -rajapinnan kanssa
on tehty myo¨s na¨ytta¨via¨ peleja¨ ja animaatioita.
JavaScript-moottorien kehittyessa¨ suorituskykyisiksi on JavaScript-kielelle lo¨yty-
nyt uusia sovelluskohteita web-selainten ulkopuolelta. Esimerkkina¨ ta¨sta¨ on Googlen
V8-moottoria hyo¨dynta¨va¨ Node.js palvelin, joka mahdollistaa palvelinsovelluksen
kirjoittamisen JavaScript-kielella¨. Node.js palvelin perustuu asynkroniseen palvelin-
pyynto¨jen ka¨sittelyyn, joka hyo¨dynta¨a¨ sa¨ikeistyksen sijaan tapahtumia (eng. event)
ja niiden ka¨ynnista¨mia¨ vastakutsutoimintoja (eng. callback). Selaimessa suoritetta-
van ka¨ytto¨liittyma¨logiikan lisa¨ksi JavaScript-kielella¨ on siis mahdollista tehda¨ myo¨s
palvelinpuolen sovelluksia ja siten kattaa yhdella¨ ohjelmointikielella¨ koko web-sovellus
taustaja¨rjestelmista¨ ka¨ytto¨liittyma¨a¨n. [53]
JavaScript-optimoinnin suositukset
Vaikka nykyaikaiset JIT-toimintaperiaatteeseen perustuvat JavaScript-moottorit tuo-
vat suorituskykyyn todella merkitta¨via¨ parannuksia, joissain tapauksissa optimointi
suositeltuja toimintatapoja noudattaen voi auttaa saavuttamaan viela¨ suurempia
suorituskykyparannuksia. JavaScript-moottorit eiva¨t siis edelleenka¨a¨n vastaa kai-
kesta koodin optimoinnista. Useimmissa tapauksissa saavutettu optimoinnin hyo¨ty
kasvaa entisesta¨a¨n JIT-ka¨a¨nta¨ja¨lla¨ verrattuna perinteiseen JavaScript-tulkkiin. [26]
Paikallisten muuttujien ka¨ytto¨ on suositeltavaa paitsi selkeyden, myo¨s suoritus-
kyvyn vuoksi. JavaScript-moottorit nopeuttavat paikallisten muuttujien hakua ver-
rattuna globaaleihin muuttujiin. Poikkeuksena ta¨ha¨n sa¨a¨nto¨o¨n on muuttumaton glo-
baalisti ka¨ytetta¨va¨ tieto. Tieto kannattaa asettaa yhteiseen globaaliin muuttujaan
kerran sen sijaan etta¨ samaa tietoa asetettaisi useassa paikassa eri muuttujiin, koska
muuttujan asettaminen on raskaampaa kuin muuttujan arvon hakeminen. Muut-
tujan uudelleen asettaminen voi kuitenkin olla tehokkaampaa jos olion muuttujan
arvoa haetaan toistuvasti, koska on tehokkaampaa hakea arvo paikallisesta muut-
tujasta sen sijaan etta¨ se haettaisi toistuvasti olioon viitaten. Vastaavasti paikalli-
nen muuttuja on tehokkaampi kuin with-lauseen ka¨ytto¨. Toistuvasti suoritettavan
logiikan tulokset on paitsi selkeyden, myo¨s suorituskyvyn kannalta aina ja¨rkeva¨a¨ si-
joittaa paikalliseen muuttujaan sen sijaan etta¨ samaan arvoon pa¨a¨tyva¨a¨ logiikkaa
suoritettaisi toistuvasti pera¨kka¨in. [26] [55]
JavaScript-kielen oliot on tehokkainta luoda JSON-notaatiota ka¨ytta¨en. Kun ob-
jektit luodaan olio-ohjelmoinnin tapaan new-avainsanaa ka¨ytta¨en, aiheutuu objek-
tin luonnista ylima¨a¨ra¨inen funktiokutsu JSON-notaatioon verrattuna. Funktiokut-
sut ovat JavaScript-kielessa¨ suhteellisen raskaita, koska aina funktiota kutsuttaessa
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sen parametreille pita¨a¨ varata muistia ja asettaa parametrin arvot, seka¨ etsia¨ it-
se funktio sen nimen perusteella. Myo¨s iteraatiossa kannattaa va¨ltta¨a¨ tarpeettomia
funktiokutsuja tapauksissa joissa ne ovat va¨ltetta¨vissa¨ eika¨ niista¨ erityisesti saada
mita¨a¨n hyo¨tya¨. [26] [55]
Eval-funktiolla on mahdollista suorittaa merkkijono JavaScript-koodina. Eval-
funktiolle syo¨tetta¨va¨ teksti pita¨a¨ parsia ja suorittaa erikseen, ja siten sovelluk-
sen suorituskyky ka¨rsii aina kun tullaan suorituksessa eval-funktion kohdalle. Sen
ka¨ytto¨a¨ tulisi va¨ltta¨a¨ aina kun mahdollista. [26] [55]
DOM-kutsut
DOM-puun elementteja¨ voidaan hakea, muokata ja luoda selaimen DOM-rajapinnan
tarjoamilla toiminnoilla, joiden toteutuksissa on eroja eri selainten va¨lilla¨. Tyypilli-
simma¨t toiminnot ovat elementtien haku id-attribuutilla (getElementById), tagin
nimella¨ (getElementsByTagName), elementeilla¨ ka¨ytetyn luokan nimella¨
(getElementsByClassName) tai css-valitsimella (querySelectorAll). Eri selainten
toteutusten erojen vuoksi on usein ja¨rkeva¨a¨ hyo¨dynta¨a¨ jotakin peruskirjastoa, kuten
jQuerya¨, DOM-kyselyiden yhtena¨ista¨miseksi.
DOM-rajapinnan kutsut ovat raskaampia kuin muu JavaScript-koodi. Ta¨sta¨
syysta¨ usein ka¨ytetyt DOM-puun elementit tai niiden tarvittavat arvot kannat-
taa sijoittaa JavaScript-muuttujaan sen sijaan etta¨ toistuvasti kysytta¨isi samaa asi-
aa DOM-rajapinnalta. Sama pa¨tee myo¨s perustoiminnoissa auttavia kirjastoja ku-
ten jQuerya¨ ka¨ytetta¨essa¨: JQuery-valitsimien avulla haetut jQuery-objektit kannat-
taa tallentaa muuttujaan, tai vastaavasti ketjuttaa operaatiot jQueryn tarjoamaa
ketjutusta hyo¨dynta¨en niin etta¨ varsinaiset DOM-pyynno¨t ja¨a¨va¨t mahdollisimman
va¨ha¨iseksi. [55]
Jotkin DOM-operaatiot ka¨ynnista¨va¨t sivun uudelleen piirta¨misen, joka kesta¨a¨ ai-
kansa ja hidastaa siten sivun ka¨ytto¨a¨. DOM-puuhun muutoksia tehta¨essa¨ ne kannat-
taa tehda¨ siten, etta¨ muutoksesta aiheutuvien uudelleenpiirtojen ma¨a¨ra¨ pysyy mah-
dollisimman va¨ha¨isena¨. Esimerkiksi sen sijaan etta¨ muokattavien elementtien tyy-
leista¨ erikseen muutettaisi useita piirteita¨ kunkin elementin kohdalla, on tehokkaam-
paa lisa¨ta¨ elementeille kaikki halutut tyylit sisa¨lta¨va¨ CSS-luokka. Siten usean uudel-
leenpiirron sijaan riitta¨a¨ yksi piirto kaikille muutoksille. Myo¨s jotkin lukuoperaatiot,
kuten elementtien mittojen kysyminen, saattavat aiheuttaa sivun na¨kyma¨tto¨mia¨ uu-
delleenpiirtoja selaimessa. Toistuvilta tarpeettomilta piirroilta va¨ltyta¨a¨n asettamal-
la mittasuhteet paikalliseen muuttujaan. [25] [55]
Uusia DOM-elementteja¨ luotaessa elementit yksi kerrallaan lisa¨tta¨essa¨ aiheute-
taan yhta¨ monta piirtoa kuin on lisa¨tta¨via¨ elementteja¨. Sen sijaan voitaisiin irrot-
taa korkeamman tason elementti DOM-puusta, tehda¨ siihen tarvittavat lisa¨ykset ja
sen ja¨lkeen lisa¨ta¨ kaikki yhtena¨ DocumentFragment-kokonaisuutena takaisin DOM-
puuhun. Ta¨ssa¨ tapauksessa aiheutuu vain kaksi uudelleenpiirtoa, yksi elementtia¨
poistettaessa ja yksi kokonaisuutta takaisin palauttaessa. [25] [55]
Uusia elementteja¨ DOM-puuhun lisa¨tta¨essa¨ ne kannattaa lisa¨ta¨ mahdollisimman
ta¨ydellisina¨. Sen sijaan etta¨ ensin asetettaisi elementti DOM-puuhun ja sen ja¨lkeen
asetettaisi sille sopivat ominaisuudet, on tehokkaampaa luoda elementti sellaisessa
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muodossa etta¨ silla¨ on jo valmiiksi kaikki tarvittavat ominaisuudet. [25] [55]
DOM-puun elementteja¨ muokatessa on tehokkaampaa muokata na¨kyma¨tto¨mia¨
elementteja¨, joille on asetettu tyyli display: none. Na¨kyma¨tto¨mia¨ elementteja¨ ei
piirreta¨ selaimessa, ja siten myo¨ska¨a¨n niihin tehdyt muutokset eiva¨t aiheuta uudel-
leenpiirtoja. Elementtien piilottamista kannattaa hyo¨dynta¨a¨ erityisesti silloin kun
muutoksia ei muulla tavoin ole mahdollista tehda¨ yhdella¨ piirrolla. Seka¨ elemen-
tin piilottamisesta etta¨ uudelleen esitta¨misesta¨ kummastakin aiheutuu sivun piirto
selaimessa. [55]
Muistin hallinta
Rikas internetsovellus voi koostua useiden sivujen sijaan vain yhdesta¨ sivulatauk-
sesta, jonka ja¨lkeen sovellus saattaa kommunikoida palvelimen kanssa ainoastaan
asynkronisesti AJAX-kutsuilla tai PUSH-tyyppisesti COMET-viestinna¨lla¨. Ta¨ssa¨
tapauksessa koko sovelluksen ka¨yto¨n ajan selaimessa suoritetaan samaa JavaScript-
sovellusta, jonka tilaa ei tyhjenneta¨ sivunvaihdoilla.
Muistin hallinta nousee erityisen merkitta¨va¨ksi yhden sivun sovelluksissa. So-
velluksen kehitta¨ja¨n tulee huolehtia sovelluksen tilasta toiseen siirrytta¨essa¨, etta¨
vanhentunut sisa¨lto¨ poistetaan ka¨yto¨sta¨ ja siten annetaan automaattisen roskien
kera¨yksen siivota muistinka¨ytto¨a¨. Esimerkiksi huolimaton tapahtumien hallinta saat-
taa ja¨tta¨a¨ tarpeettomia tapahtumien seuraajia koko sovelluksen elinkaaren ajan. Si-
ten sovellus muuttuu ka¨ytetta¨essa¨ jatkuvasti raskaammaksi. [54]
Kaikille JavaScript-objekteille ja DOM-elementeille tarvitaan poistoka¨sittely. Ob-
jektit ha¨viteta¨a¨n poistamalla kaikki viittaukset, eli asettamalla objektiin viittaavien
muuttujien arvoksi null. DOM-elementtia¨ poistaessa pita¨a¨ huomioida etta¨ kaikki
siihen liittyva¨t attribuutit, tapahtumien ka¨sittelija¨t ja sisa¨iset elementit poistetaan.
DOM-elementtien oikeaoppisessa poistossa auttavat lukuisten eri kirjastojen pois-
totoiminnallisuudet, kuten jQuery.remove(). [54]
5.4 Rikkaan internetsovelluksen vaikutus verkko-
liikenteeseen
Perinteisessa¨ web-sovelluksessa toistetaan tarpeettomasti saman datan siirtoa, kun
pienen muutoksen ja¨lkeen sivupyynno¨lla¨ pyydeta¨a¨n palvelimelta koko sivu uudel-
leen. Ta¨llo¨in suurin osa sivun sisa¨llo¨sta¨, kuten navigaatioon ja sivun asetteluun
liittyva¨t rakenteet, ovat ta¨ysin samat kuin edellisella¨ sivulla. Kun perinteisesta¨ web-
sovelluksesta siirryta¨a¨n lataamaan vain muuttunut sisa¨lto¨ asynkronisesti, voi en-
simma¨isen sivun latauksen ja¨lkeinen tiedonsiirto olla vain kymmenesosa aiemmasta.
[56]
Koska rikkaan internetsovelluksen ka¨ytto¨liittyma¨ tyypillisesti virkista¨a¨ tilatie-
toa palvelimelle, tapahtuu verkossa huomattavasti enemma¨n palvelinpyynto¨ja¨. TCP-
liikenteessa¨ ta¨ma¨ na¨kyy suurempana yhteyksien ma¨a¨ra¨na¨. HTTP-liikenne muuttuu
vastaavasti harvoin tapahtuvista suurista sivupyynno¨ista¨ useiksi pieniksi pyynno¨iksi.
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HTTP-pyynto¨ja¨ voi tulla todella tiuhaankin, esimerkiksi sanoja ja lauseita ta¨yden-
ta¨vissa¨ tekstikentissa¨ pyynto¨ la¨heteta¨a¨n jokaisesta ka¨ytta¨ja¨n kirjoittamasta na¨p-
pa¨inpainalluksesta. Ka¨ytta¨ja¨n syo¨tetta¨ ennustaa esimerkiksi Googlen haku, joka
virkista¨a¨ hakusanaehdotuksia jatkuvasti kun ka¨ytta¨ja¨ kirjoittaa kirjaimia haku-
kentta¨a¨n. Jotta ka¨ytta¨ja¨ saisi va¨litto¨ma¨lta¨ tuntuvan vasteen sovelluksen ka¨yto¨ssa¨,
vaaditaan verkolta pienta¨ viivetta¨ ja palvelimilta todella nopeaa pyynno¨n ka¨sittelya¨. [9]
5.5 Yhteenveto
Ta¨ssa¨ luvussa ka¨siteltiin sovelluksen suorituskyvyn eri osa-alueita, jotka voidaan ja-
kaa kolmeksi kokonaisuudeksi: sivun ja siihen liittyvien resurssien lataamiseen, sivun
esitta¨miseen selaimessa, seka¨ selaimessa suoritettavan JavaScript-sovelluslogiikan
suorittamiseen. Ta¨ssa¨ luvussa esiteltyja¨ optimointitekniikoita hyo¨dynneta¨a¨n ka¨y-
ta¨nno¨ssa¨ seuraavan luvun mittauksissa.
Sivun ja siihen liittyvien resurssien aiheuttaman tiedonsiirron ma¨a¨ra¨a¨ voidaan
optimoida tiivista¨ma¨lla¨ sisa¨lto¨ja¨. Tekstitiedostoja voidaan pakata gzip-tiedostoiksi ja
tekstisisa¨lto¨ja¨ voidaan tiivista¨a¨ poistamalla tekstista¨ tarpeettomia tyhjia¨ merkkeja¨ ja
kommentteja. Tiivista¨misen hyo¨dyt tulevat parhaiten esiin JavaScript-sovelluskoodin
kohdalla, kun la¨hdekoodin muuttujien nimet ja koodin syntaksi voidaan ka¨a¨nta¨a¨
koneellisesti mahdollisimman tiiviiseen muotoon sovelluslogiikan muuttumatta. Si-
vuun liittyvien HTTP-pyynto¨jen ma¨a¨ra¨a¨ voidaan rajoittaa yhdista¨ma¨lla¨ kuvatie-
dostoja sprite-kuviksi ja yhdista¨ma¨lla¨ JavaScript- ja CSS-tiedostoja suuremmiksi
kokonaisuuksiksi.
Sivun muodostusta selaimessa voidaan nopeuttaa liitta¨ma¨lla¨ sivuun vain sellai-
sia resursseja, joita todella ka¨yteta¨a¨n sivun yhteydessa¨. Sivun muodostumista voi-
daan nopeuttaa sijoittamalla tyyli- ja JavaScript-tiedostot sopivaan kohtaan sivulla,
tyylit sivun alkuun ja JavaScript sivun loppuun. Na¨in voidaan mahdollistaa osittai-
sen sivun esitta¨minen jo sisa¨llo¨n latautuessa, seka¨ va¨ltyta¨a¨n tarpeettomilta sivun
uudelleenpiirroilta.
JavaScript-sovelluskoodin suorituskykyyn vaikuttaa ka¨ytetyn selaimen ja lait-
teiston tehokkuuden lisa¨ksi tehokkaaksi todistettujen ohjelmointitapojen noudat-
taminen ja selainrajapintojen tehokas hyo¨dynta¨minen. Selainrajapintojen harkitulla
ka¨yto¨lla¨ voidaan vaikuttaa esimerkiksi selaimen suorittamien sivun piirtojen ma¨a¨ra¨a¨n.
Luku 6
Mittaukset
Ta¨ssa¨ luvussa esitella¨a¨n tyo¨kalut suorituskyvyn mittaamiseen ja mitataan suoritus-
kykya¨ kahdessa erillisessa¨ tapauksessa. Luvussa 6.2 optimoidaan julkisen Aalto.fi-
sivuston resurssien ka¨ytto¨a¨ ja tehda¨a¨n mittauksia eri optimointimenetelmien yhtey-
dessa¨. Luvussa 6.3 verrataan web-sovelluksen synkronisen ja asynkronisen version
va¨lisia¨ eroja suljetussa ympa¨risto¨ssa¨.
6.1 Tyo¨kalut suorituskyvyn mittaamiseen ja pa-
rantamiseen
Selainten kehitta¨ja¨tyo¨kalut auttavat monissa web-sovelluksen suorituskykyyn liit-
tyvissa¨ selvityksissa¨. Suosituimpien selainten uusimmissa versioissa on mukana ke-
hitta¨jien tyo¨kaluja (eng. Developer Tools) sisa¨a¨nrakennettuna. Lisa¨ksi selaimiin on
saatavilla laajennuksina suorituskykyselvityksissa¨ auttavia liita¨nna¨isia¨ kuten Fire-
bug, Yahoo YSlow ja Google PageSpeed Insights. Suorituskykyselvityksia¨ on mah-
dollista tehda¨ ilman asennuksia erilaisten verkkopalveluiden avulla, jolloin voidaan
samalla hyo¨dynta¨a¨ sivupyynto¨ja¨ useista maantieteellisista¨ sijainneista. Yksi sivus-
ton suorituskykya¨ analysoiva ja parannusehdotuksia tarjoava palvelu on Pingdom
Tools.
Verkkoliikenteen seurantaa on tyypillisesti tehty pakettitasolla Wiresharkin kal-
taisilla tyo¨kaluilla, mutta web-kehitta¨ja¨n selvitystyo¨ssa¨ vastaavan tiedon saa huo-
mattavasti selkea¨mmin ja tehokkaammin kehitta¨ja¨tyo¨kalujen Verkko-osiosta. Esi-
merkiksi Google Chromen kehitta¨ja¨tyo¨kalujen Verkko-va¨lilehdelta¨ on na¨hta¨vissa¨
mita¨ tiedostoja sivun lataukseen liittyy, missa¨ ja¨rjestyksessa¨ tiedostot ladataan, kau-
anko lataus kesta¨a¨ ja mita¨ tiedostoja ladataan rinnakkain. Lisa¨ksi tiedostokohtaisesti
voidaan tarkastella ajanottoa, palvelinpyynno¨n ja vastauksen HTTP-otsikkotietoja,
ka¨ytettyja¨ eva¨steita¨ seka¨ voidaan tarkastella vastauksena saatua sisa¨lto¨a¨. Otsikko-
tietojen avulla voidaan selvitta¨a¨ esimerkiksi oliko sisa¨lto¨ gzip-pakattu tai tuliko se
va¨limuistista. Esimerkki Google Chromen kehitta¨ja¨tyo¨kalujen verkko-osiosta sivun
aalto.fi sisa¨llo¨lla¨ esiteta¨a¨n kuvassa 6.1.
Kehitta¨ja¨tyo¨kaluilla on mahdollista tehda¨ myo¨s verkon ka¨yto¨n ja sivun suori-
tuskyvyn auditointeja, joiden avulla saadaan selkeita¨ ehdotuksia ta¨rkeimmista¨ kehi-
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Kuva 6.1: Google Chrome kehitta¨ja¨tyo¨kalut: Verkko-osio Aalto.fi -sivustolla.
tyskohteista. Auditointeja voi tehda¨ paitsi sisa¨a¨nrakennetuilla kehitta¨ja¨tyo¨kaluilla,
myo¨s erillisilla¨ laajennuksilla kuten YSlow ja PageSpeed Insights. Auditoinnit esit-
ta¨va¨t sivukohtaisesti miten sivuston suorituskykya¨ voitaisi parantaa, seka¨ verkkolii-
kenteen etta¨ sivunmuodostuksen osalta. Kuvat 6.2 ja 6.3 esitta¨va¨t Google Chromen
kehitta¨ja¨tyo¨kalun ja PageSpeed Insights -laajennuksen ehdotuksia miten aalto.fi -
sivun latautumisnopeutta voitaisi parantaa.
Kehitta¨ja¨tyo¨kalujen parannusehdotuksien toteuttamiseen on vastaavasti useita
tyo¨kaluja. JavaScript- ja CSS-tiedostojen tiivista¨miseen on tarjolla lukuisten mui-
den ohella Yahoo YUI Compressor, Dojo Shrinksafe seka¨ Douglas Crockfordin JS-
Min. Kuvien pakkauksen optimointia tekee Yahoon Smush.it, mika¨li ei halua tehda¨
optimointia itse kuvanka¨sittelyohjelmalla. Kuvista voi tehda¨ sprite-koosteita lukui-
silla web-palveluilla, mutta koska na¨iden palveluiden kyky hahmottaa kuvasisa¨lto¨ja¨
on rajallinen, pa¨a¨sta¨a¨n parhaaseen lopputulokseen usein tekema¨lla¨ sprite-kuvat itse
kuvanka¨sittelyohjelmalla.
Verkkoliikenteen lisa¨ksi sovelluksen suoritukseen vaikuttaa merkitta¨va¨sti Java-
Script-koodin ja CSS-tyylima¨a¨rittelyiden suorittaminen seka¨ sivun piirta¨minen se-
laimessa. Kehitta¨ja¨tyo¨kalujen profiloinnilla voidaan kera¨ta¨ tilastotietoa haluttuna
ajankohtana, esimerkiksi sivua ladattaessa tai tiettya¨ toimintoa suoritettaessa. Ja-
vaScript suoritinprofiloinnilla saadaan selville kuinka paljon eri funktiot vaativat ai-
kaa suorittimella, ja voidaan siten selvitta¨a¨ sovelluksen hitaimpia toimintoja. CSS-
profiloinnin tuloksena saadaan eri CSS-valitsimiin ka¨ytetty aika ja sivun elementtien
osumien ma¨a¨ra¨. Siten voidaan selvitta¨a¨ mitka¨ valitsimet ovat raskaimpia ja mita¨ ei
ka¨yteta¨ sivulla lainkaan. Kehitta¨ja¨tyo¨kalujen aikajana (eng. Timeline) antaa graa-
fisen esityksen kaikista sivun tapahtumista aikajanalla. Aikajanan avulla voidaan
tarkkailla tiedostojen latauksen, JavaScript-koodin suorittamisen seka¨ sivun muo-
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Kuva 6.2: Google Chrome -selaimen kehitta¨ja¨tyo¨kalut: Audit-osion ehdotukset Aal-
to.fi -sivustolla 6.11.2012.
Kuva 6.3: Google PageSpeed Insights -auditointi Aalto.fi -sivustolla 6.11.2012.
dostamisen vaatimaa aikaa ja muistinka¨ytto¨a¨ sivun eri vaiheissa. Sen avulla voi-
daan myo¨s selvitta¨a¨ milloin selain piirta¨a¨ sivun uudelleen esimerkiksi sivuun teh-
tyjen muutosten seurauksena. Kuvassa 6.4 esiteta¨a¨n aikajana tietylla¨ ajanhetkella¨
Gmail-palvelua avatessa.
Ta¨ssa¨ tyo¨ssa¨ keskityta¨a¨n web-sovelluksen ka¨ytto¨o¨n tietokoneella, mutta myo¨s
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Kuva 6.4: Google Chrome -selaimen kehitta¨ja¨tyo¨kalut: Aikajana Gmail-palvelun
ka¨yto¨sta¨ 7.11.2012.
osassa mobiililaitteista kehitta¨ja¨tyo¨kalujen ka¨ytto¨ on mahdollista. Mika¨li tarvitaan
tietoa web-sovelluksen ka¨yto¨sta¨ puhelimella, selaimet kuten Google Chrome, Opera
ja iOS-laitteiden Safari tarjoavat mahdollisuuden kehitta¨ja¨tyo¨kalujen eta¨ka¨ytto¨o¨n.
Puhelin liiteta¨a¨n tietokoneeseen USB-kaapelilla, jonka ja¨lkeen kehitta¨ja¨tyo¨kaluja
voidaan ka¨ytta¨a¨ tietokoneella eta¨na¨ samalla kun puhelinta ka¨yteta¨a¨n web-sovelluksen
ka¨ytto¨o¨n. Mika¨li ka¨yto¨ssa¨ oleva selain ei tue kehitta¨ja¨tyo¨kalujen eta¨ka¨ytto¨a¨, on saa-
tavilla JavaScript-kirjastoja joiden avulla voidaan la¨hetta¨a¨ tietoja mobiiliselaimesta
palvelimelle tutkittavaksi.
6.2 Resurssien optimointi
Esimerkkitapauksena suorituskykyparannuksille ka¨ytettiin Aalto-yliopiston suomen-
kielista¨ etusivua osoitteessa http://www.aalto.fi/fi/. Sivusta ka¨ytettiin versiota
joka oli julkisesti toiminnassa 15.11.2012. Sivusta ja siihen liittyvista¨ resursseista
otettiin kopio, josta poistettiin viittaukset ulkopuolisiin Googlen ja Facebookin pal-
veluihin. Kopiosivun palvelinympa¨risto¨na¨ ka¨ytettiin Espoossa konesalissa sijaitsevaa
Linux-palvelinta Apache-palvelinohjelmistolla. Asiakasyhteydet otettiin Vantaalta
yksityisasiakkaille suunnatulla kaapelimodeemiyhteydella¨, jonka nopeudeksi ilmoi-
tetaan 40 Mbit/s. Asiakaslaitteistona ka¨ytettiin tavanomaista muutaman vuoden
ika¨ista¨ Windows 7 -tyo¨po¨yta¨tietokonetta, joka oli varustettu 4 Gt keskusmuistilla
ja Intel Core 2 Duo -kaksiydinprosessorilla. Selaimena ka¨ytettiin Google Chrome
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-selaimen versiota 23.
Aalto-yliopiston etusivulla JavaScript-koodia on sijoitettu seka¨ sivun head-osioon
ennen tyyleja¨, etta¨ eri kohtiin sivun sisa¨llo¨ssa¨. Alkupera¨isella¨ sivulla head-osion
tyylitiedostot ja JavaScript-tiedostot ladataan palvelimelta tehokkaasti rinnakkain,
mutta sivun sisa¨llo¨n kuvien lataus viiva¨styy, koska heti sivun alussa ka¨sitella¨a¨n
JavaScript-koodia. Kuvat ladataan koodin suorituksen ja¨lkeen rinnakkain, jonka
ja¨lkeen DOM-sisa¨llo¨n lataus on valmis. Ta¨ma¨n liipaisemana suoritetaan JavaScript-
koodia, joka on ma¨a¨ra¨tty suoritettavaksi kun dokumentti on valmis. Sivun lataus on
kokonaisuudessaan valmis keskima¨a¨rin ajassa 740 ms. Sivun lataamiseen liittyi 42
HTTP-pyynto¨a¨ ja 451,81 kt tiedonsiirtoa. DOM oli valmis keskima¨a¨rin ajassa 432
ms. Lisa¨ksi sivuston navigaatiota ka¨ytetta¨essa¨ ladataan 6 kpl taustakuvia, ja siten
sivun ka¨yto¨n aikana syntyy yhteensa¨ 48 HTTP-pyynto¨a¨.
Aluksi kaikki skriptit siirrettiin aivan sivun loppuun ja vertailtiin sivun resurssien
latausta alkupera¨isen ja muutetun sivun va¨lilla¨. Koska kyseessa¨ on hyvin yksinker-
tainen sivu, ei kokonaisajassa ollut suurta eroa. Ka¨yta¨nno¨ssa¨ ka¨ytta¨ja¨ kokee kum-
mankin sivun latautuvan va¨litto¨ma¨sti. Muokatulla sivulla saatiin kokonaislatausa-
jaksi keskima¨a¨rin 556ms ja DOM oli valmis keskima¨a¨rin ajassa 378 ms. Sovelluksen
JavaScript-koodiin lisa¨ttiin hidas laskentatoimenpide, jonka avulla voitiin havaita
etta¨ alkupera¨inen sivu na¨kyy tyhja¨na¨ laskentatoimenpiteen loppuun asti, kunnes
kokonaan valmis sivu ilmestyy na¨kyviin. Kun koodi siirrettiin sivun loppuun, ilmes-
tyi sivun tyylitelty runko va¨litto¨ma¨sti, ja ainoastaan sisa¨llo¨n kuvat piirtyiva¨t sivulle
vasta laskentatoimenpiteen ja¨lkeen. Kaikki sivun tekstit olivat ka¨ytta¨ja¨n luettavis-
sa koko laskutoimenpiteen ajan, ja myo¨s kuvatiedostot ladattiin palvelimelta ennen
skriptin suoritusta.
Aalto.fi-sivuston etusivua ja siihen liittyvia¨ tekstimuotoisia resursseja ei paka-
ta palvelimella. Kopiosivusto pakattiin Apachen mod deflate -laajennuksella ja
na¨in etusivun html-tiedosto kutistui 23,53 kilotavusta 6,42 kilotavun kokoiseksi, pie-
nenta¨en tiedostokokoa 73 %. Sivuston tyylit sisa¨lta¨va¨n aalto-web.css -tiedoston
muutos oli 72,67 kilotavusta 11,59 kilotavuun (84 % pienempi) ja minimoitu
jquery-1.4.2.min.js JavaScript-tiedosto kutistui 70,73 kilotavusta 24,32 kilota-
vuun (66 % pienempi). Kun kaikki sivuun liittyva¨t tekstitiedostot gzip-pakattiin
palvelimella, putosi sivun lataukseen liittyva¨ tiedonsiirto 286,61 kilotavuun, joka on
163,19 kilotavua (57 % pienempi) va¨hemma¨n kuin alkupera¨inen sivukokonaisuus.
Sivu latautui keskima¨a¨rin ajassa 494 ms ja DOM oli valmis ajassa 385 ms. Apache-
palvelimen gzip-pakkaus asetettiin pa¨a¨lle lisa¨a¨ma¨lla¨ seuraava ma¨a¨ritys palvelimen
konfiguraatioon:
AddOutputFilterByType DEFLATE text/html text/css text/javascript
Staattiset tiedostot on mahdollista pakata ennen palvelimelle siirtoa, mika¨li pal-
velinohjelmisto ei tue pakkausta tai jos halutaan keventa¨a¨ palvelimen kuormitus-
ta. Etusivun HTML-tiedosto pakattiin 7-zip -ohjelmalla gzip-muodossa ja deflate-
algoritmilla, ka¨ytta¨en seka¨ normaalia pakkausta etta¨ mahdollisimman tehokasta
Ultra-pakkausta. Tiedostokoot olivat vastaavasti 6,32 kt ja 6,25 kt, eli na¨in saavu-
tettiin hieman korkeampi pakkaustaso kuin Apachen mod deflate laajennuksella.
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Tiedostot todettiin Google Chrome -selaimessa toimivaksi, vastaavasti kuin Apac-
hen pakkaamat tiedostot. Mika¨li tiedostot pakataan itse, tulee huomioida etta¨ pa-
katut tiedostot nimeta¨a¨n kuten alkupera¨iset tiedostot, ilman .gz -pa¨a¨tetta¨. Lisa¨ksi
palvelimen pita¨a¨ la¨hetta¨a¨ HTTP-otsikko ”Content-encoding: gzip”, jotta selain
ymma¨rta¨a¨ sisa¨llo¨n gzip-pakatuksi.
Seuraavaksi sivun pienista¨ ja yleiska¨ytto¨isista¨ kuvatiedostoista luotiin sprite-
kuva. Yhdista¨ma¨lla¨ sivun harmaat ikonit yhdeksi kuvaksi, saadaan HTTP-pyynto¨jen
ma¨a¨ra¨a¨ va¨hennettya¨ 8 kpl. Kun navigaation taustakuvat korvataan Sprite-kuvalla,
saadaan HTTP-pyynto¨jen ma¨a¨ra¨a¨ va¨hennettya¨ 6 kpl. Jos taustakuvat korvataan
CSS-liukuva¨reilla¨, pystyta¨a¨n va¨ltta¨ma¨a¨n kaikki 7 HTTP-pyynto¨a¨. CSS-liukuva¨reja¨
ka¨ytta¨essa¨ tulee huomioida, etta¨ vanhat selaimet eiva¨t osaa esitta¨a¨ niita¨. Vanhojen
selaimien tukemiseksi voidaan ma¨a¨ritella¨ tausta ensin kuvana ja vasta sen ja¨lkeen
korkeammalla prioriteetilla CSS-liukuva¨rina¨. Vanhat selaimet ohittavat tyylisa¨a¨nno¨t
joita ne eiva¨t osaa esitta¨a¨, ja na¨ytta¨va¨t taustat kuvina. Na¨in kaikki selaimet saadaan
tuettua ja uusimmat selaimet na¨ytta¨va¨t sivun mahdollisimman tehokkaasti. Kuva-
muutoksilla ja nykyaikaisella selaimella HTTP-pyynto¨jen ma¨a¨ra¨ saatiin laskettua 33
pyynto¨o¨n.
Sivun suurin JavaScript-tiedosto, jQuery-kirjasto, on valmiiksi minimoidussa
muodossa kooltaan 70,48 kt. Ta¨ysi versio jQuery-kirjastosta olisi kooltaan 160 kt, jo-
ten sa¨a¨sto¨ on merkitta¨va¨ 89,52 kt (56 %). Muut sivuun liitetyt JavaScript-tiedostot
minimoimalla sa¨a¨steta¨a¨n yhteensa¨ 10,3 kt. CSS- ja HTML-tiedostojen minimointi
ei ole yhta¨ tehokasta, koska niiden sisa¨lto¨o¨n ei voida vaikuttaa muuten kuin tyh-
jien merkkien ja kommenttien poistolla. Sivun tyylitiedoston minimoimalla voidaan
sa¨a¨sta¨a¨ 13,8 kt (17 %). Sivun ainoan HTML-tiedoston minimoinnilla voidaan sa¨a¨sta¨a¨
3,6 kt (15 %).
Kaikki edella¨ esitetyt mittaukset on tehty ilman selaimen va¨limuistia. Resurssien
tallennus selaimen va¨limuistiin auttaa poistamaan tarpeettomia HTTP-pyynto¨ja¨,
jos ka¨ytta¨ja¨ vierailee sivulla useasti tai avaa sivustolta useita samoja resursseja
ka¨ytta¨via¨ sivuja. Ensimma¨ista¨ kertaa sivulla vieraileva ei hyo¨dy va¨limuistista, mut-
ta toisen kerran sivua ladattaessa hyo¨ty on huomattavan suuri. Selaimen va¨limuistia
voidaan ohjata palvelimelta HTTP-otsikolla Cache-Control. Sen avulla voidaan
antaa resursseille korkein sallittu va¨limuistitusaika, jonka ja¨lkeen selain lataa van-
hentuneet resurssit uudelleen palvelimelta. Kaikille kuville seka¨ CSS- ja JavaScript-
tiedostoille asetettiin maksimi-ika¨ 10 vuorokautta. Apache-palvelimella max-age voi-
daan ma¨a¨ra¨ta¨ lisa¨a¨ma¨lla¨ listauksen 6.1 mukainen ma¨a¨ritys palvelimen konfiguraa-
tioon. Ma¨a¨ritys asettaa maksimi-ia¨n niille tiedostoille, joiden tiedostopa¨a¨te sisa¨ltyyn
annettuun listaan.
Listaus 6.1: Cache-control-otsikkotiedon lisa¨ys Apache-palvelimen konfiguraa-
tioon.
1 <filesMatch "\.(jpg|jpeg|png|gif|js|css|swf)$">
2 Header set Cache -Control "max -age =864000 , public"
3 </filesMatch>
Kun dynaaminen etusivu ja sen staattiset resurssit ovat saatavilla selaimen va¨li-
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Taulukko 6.1: Eri optimointimenetelmien vaikutukset suorituskykyyn Aalto-
yliopiston etusivulla. Ajat ovat viiden sivulatauksen keskiarvoja.
HTTP Tiedonsiirto Resurssit DOM Sivu valmis
(kpl) (kt) (ms) (ms) (ms)
Alkupera¨inen sivu 42 451,81 733 432 740
HTML sijoittelu 42 451,81 554 378 556
Pakkaus (gzip) 42 286,61 492 385 494
Sprite-kuvat 33 450,06 666 466 688
Minimointi (JS+CSS) 42 424,11 669 390 675
Kaikki yhdessa¨ 33 281,16 445 392 456
Selaimen va¨limuisti 1 0,16 124 212 213
muistista, tarvitaan palvelimelle vain yksi HTTP-pyynto¨, jolla haetaan dynaamista
sisa¨lto¨a¨ sisa¨lta¨va¨ HTML-tiedosto. Kuvan 6.5 mukaisesti ka¨ytta¨ja¨n selain ilmoit-
taa kuinka vanha versio sivusta silla¨ on ka¨ytetta¨vissa¨, ja jos sivu on muuttumaton,
voi palvelin palauttaa ainoastaan HTTP-otsikon 304 Not Modified. Koko sivun la-
taukseen tarvitaan vain yksi HTTP-pyynto¨ ja 159 tavun tiedonsiirto. Sivun resurssit
saadaan ladattua keskima¨a¨rin ajassa 124 ms ja DOM on valmis vasta resurssien la-
tauksen ja¨lkeen ajassa 212 ms. Sivun muodostus on valmis ajassa 213 ms, joka on 71
% nopeampi kuin alkupera¨isella¨ sivulla. Mika¨li sivu sisa¨lta¨isi dynaamista sisa¨lto¨a¨,
jonka va¨limuistiin tallentaminen esteta¨a¨n, ei va¨limuistilla saavutettaisi yhta¨ suur-
ta hyo¨tya¨. Va¨limuistin vaikutusta suurilla dynaamisilla sisa¨llo¨illa¨ mitataan luvussa
6.3.
Kuva 6.5: Selaimen va¨limuistiin tallennetun muuttumattoman tiedoston kysely pal-
velimelta.
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Eri menetelma¨t ja niita¨ vastaava suorituskyky on listattu taulukossa 6.1. Skrip-
tien ja CSS-tiedostojen sijoittelu HTML-tiedostossa oikein vaikuttaa ka¨ytto¨koke-
mukseen erityisesti raskaammilla sivuilla, mutta ei na¨y lukuina suurena parannuk-
sena kun kyseessa¨ on kevyt sivu. Gzip-pakkaus auttaa merkitta¨va¨sti tiedonsiir-
ron va¨henta¨misessa¨ ja mika¨li ka¨yto¨ssa¨ oleva www-palvelin tukee pakkausta, on sen
ka¨ytto¨o¨notto vaivatonta. Sprite-kuvat ovat kehitta¨ja¨lle tyo¨la¨a¨mpi muutos, koska se
edellytta¨a¨ kuvatiedostojen ja tyylisa¨a¨nto¨jen uudistamista. Erityisesti graafisissa so-
velluksissa joissa on ka¨yto¨ssa¨ paljon pienia¨ graafisia elementteja¨, kuten ikoneja ja
painikkeita, voivat sprite-kuvat auttaa va¨henta¨ma¨a¨n HTTP-pyynto¨jen ma¨a¨ra¨a¨ mer-
kitta¨va¨sti. CSS-tyylitiedostojen minimointi tuo hyvin rajallisen hyo¨dyn, koska valit-
simia ja ma¨a¨rittelyita¨ ei voida nimeta¨ uudelleen. Sen sijaan JavaScript-tiedostoissa
hyo¨ty on merkitta¨va¨, kun koodin muuttujat voidaan nimeta¨ mahdollisimman tiiviis-
ti. Ta¨ssa¨ tapauksessa JavaScript-minimointi ei tuonut suurta suorituskykyparannus-
ta, koska ka¨yto¨ssa¨ oli valmiiksi minimoitu versio jQuery-kirjastosta ja sivun mini-
moitavissa oleva JavaScript-koodi oli hyvin yksinkertaista. Kun kaikki menetelma¨t
otetaan yhdessa¨ ka¨ytto¨o¨n, saavutetaan selva¨ parannus kaikissa mitatuissa arvois-
sa jopa ta¨ma¨n tapauksen yksinkertaisella sivulla. Hyo¨ty on suurempi, kun samat
optimoinnit toteutetaan sivulla, jolla on enemma¨n grafiikkaa ja esityslogiikkaa.
Selaimen DOM-kyselyiden raskautta testattiin pyyta¨ma¨lla¨ DOM-rajapinnalta
yksi HTML-sivun elementti id-tunnisteella main-right. Kyselylle tehtiin kolme eri
tapausta, joista ensimma¨isessa¨ elementti haetaan toistuvasti DOM-metodilla muut-
tujaan getElementById(’main-right’), toisessa vastaavasti ka¨ytta¨en
jQuery(’#main-right’) -hakua. Viimeisessa¨ testissa¨ haetaan DOM-elementti muut-
tujaan vain kerran ja sijoitetaan se toistuvasti muuttujasta toiseen muuttujaan.
Toimintoja suoritettiin viiden miljoonan kerran toistona. Testi toistettiin kymme-
nen kertaa ja tuloksista laskettiin keskiarvo. Aikatiedot saatiin Google Chromen
console.time() -toiminnolla. Kuva 6.6 esitta¨a¨ mittauksen tulokset. Tuloksista
voidaan selva¨sti havaita etta¨ toistuvissa DOM-toimenpiteissa¨ on hyo¨dyllista¨ ka¨ytta¨a¨
peruskirjaston sijaan suoraa DOM-kutsua ja toistuvan DOM-rajapinnan ka¨yto¨n si-
jaan on ja¨rkeva¨a¨ tallentaa DOM-kyselyn tulos paikalliseen muuttujaan.
Kuva 6.6: Eri tavat hakea DOM-puun tieto (5 000 000 toistoa).
Ta¨ma¨n luvun mittauksien perusteella suurin vaikutus sivun latausnopeuteen oli
ka¨ytta¨ja¨n selaimen va¨limuistilla, jonka avulla alkupera¨inen sivu latautui alle puo-
lessa siita¨ ajasta, joka saavutettiin kaikki muut optimointikeinot yhdista¨ma¨lla¨. Se-
laimen va¨limuisti ei kuitenkaan vaikuta latausnopeuteen ensimma¨ista¨ kertaa sivulla
vieraillessa. Sivun sisa¨llo¨n optimointikeinoista latausnopeutta tehokkaimmin paran-
si gzip-pakkaus. Pakkaus oli myo¨s selva¨sti tehokkain keino sivuun liittyva¨n tiedon-
siirron va¨henta¨miseksi. Sprite-kuvien hyo¨dynta¨misella¨ saavutettiin alhaisin HTTP-
pyynto¨jen ma¨a¨ra¨, mutta vaikutus sivun latausnopeuteen oli va¨ha¨isin. Kaikki mitatut
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optimointikeinot paransivat sivun suorituskykya¨ ja parhaaseen tulokseen pa¨a¨stiin
ka¨ytta¨ma¨lla¨ kaikkia optimointikeinoja yhdessa¨. Mittauksien perusteella sovelluksen
suorituskyvyn kannalta on ta¨rkea¨a¨ ka¨ytta¨a¨ DOM-rajapintaa harkiten, ja toistuvien
DOM-pyynto¨jen sijaan tieto kannattaa ehdottomasti tallentaa paikalliseen muut-
tujaan. Lisa¨ksi raskaissa operaatioissa kannattaa harkita suoraa selainrajapintojen
ka¨ytto¨a¨ peruskirjaston tarjoamien toimintojen sijaan.
6.3 Asynkronisen ja synkronisen va¨linen ero
Ta¨ha¨n tyo¨ho¨n liittyva¨ssa¨ projektissa uudistetaan web-sovellus hyo¨dynta¨ma¨a¨n aiem-
paa laajemmin asynkronista tiedonsiirtoa, selaimessa suoritettavaa ka¨ytto¨liittyma¨-
logiikkaa ja REST-rajapintaa. Tyo¨n yhteydessa¨ oli mahdollista tutkia vanhan ja
uuden sovelluksen eroja uuden sovelluksen varhaisessa kehitysvaiheessa.
Uusi sovellus hyo¨dynta¨a¨ palvelinpuolella Groovy-ohjelmointikielta¨ ja Grails-so-
velluskehitysympa¨risto¨a¨, kun vanha sovellus perustuu JavaEE- ja JSP-tekniikoihin.
Sovellusympa¨risto¨jen erojen vuoksi uuden sovelluksen taustalla tapahtui ka¨ytto¨liit-
tyma¨tekniikan lisa¨ksi paljon muitakin suorituskykyyn vaikuttavia muutoksia. Uu-
dessa ja vanhassa sovelluksessa ka¨ytettiin samaa tietokantaa ja identtista¨ palvelin-
sovelluksen EJB-tason toteutusta. Kumpaakin sovellusta ajettiin Oracle WebLogic
-palvelimella samalla fyysisella¨ palvelinlaitteistolla. Palvelinlaitteistona toimi Win-
dows 7 -tyo¨po¨yta¨tietokone 8 Gt keskusmuistilla, Intel Core i5 -suorittimella ja SSD-
massamuistilla. Ympa¨risto¨n asettamien rajoitteiden vuoksi selainta ka¨ytettiin sa-
malla laitteella kuin palvelinsovellusta, joten sivuja ja niiden resursseja palvelimel-
ta ladattaessa ei ka¨ytetty la¨hiverkkoa eika¨ internet-yhteytta¨. Selaimena ka¨ytettiin
Google Chromen versiota 23. Uuden sovelluksen varhaisen kehitysvaiheen vuoksi
sita¨ ei ollut mahdollista ajaa todellista ka¨ytto¨tapausta vastaavassa ympa¨risto¨ssa¨
internet-yhteytta¨ ka¨ytta¨en. Ta¨sta¨ syysta¨ verkkoliikenne on testeissa¨ nopeampaa
kuin todellisessa ka¨ytto¨tapauksessa.
Ympa¨risto¨jen ja sivun rakenteiden va¨lisia¨ eroja pyrittiin selvitta¨ma¨a¨n mittaamal-
la sisa¨llo¨lta¨a¨n toisiaan vastaavan aloitussivun avaamisnopeutta uudessa ja vanhassa
Taulukko 6.2: Aloitussivun latausnopeus vanhalla ja uudella sovelluksella. Ajat ovat
viiden latauskerran keskiarvoja.
Palvelin- HTML- HTTP- Tiedonsiirto Sivu
ka¨sittely tiedonsiirto pyynno¨t yht. valmis
(ms) (ms) (kpl) (kt) (ms)
Vanha sovellus 71 9 73 505 434
Uusi sovellus 52 1 23 273 274
Vanha + va¨limuisti 71 9 1 4,19 257
Uusi + va¨limuisti 52 1 1 2,34 209
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sovelluksessa. Tulokset esiteta¨a¨n taulukossa 6.2. Aloitussivu sisa¨lta¨a¨ yksinkertaisen
hakulomakkeen, jonka ta¨ytta¨ma¨lla¨ saadaan hakukriteereita¨ vastaava hakutuloslis-
taus. Kun vanhaa sovellusta ka¨ytetta¨essa¨ selaimesta on estetty va¨limuisti, sivu la-
tautuu keskima¨a¨rin ajassa 434 ms. Lataukseen liittyy 73 HTTP-pyynto¨a¨ ja 505 kt
tiedonsiirtoa. Palvelin ka¨sittelee sivupyynto¨a¨ 71 ms ja kun HTML-sivu on muodos-
tettu palvelimella, sen tiedonsiirto vie 9 ms ajan. HTML-sivu on gzip-pakattu ja sen
koko pakattuna on 4,19 kt (pakkaamaton 21,17 kt). Kun aloitussivua ka¨yteta¨a¨n se-
laimen va¨limuistia hyo¨dynta¨en, palvelimelta ladataan vain HTML-sivu ja uusi sivu
muodostetaan selaimessa ajassa 257 ms.
Uudella aloitussivulla lataukseen liittyy 23 HTTP-pyynto¨a¨ ja 273 kt tiedon-
siirtoa. Sivun lataus kesta¨a¨ kokonaisuudessaan 274 ms. Palvelin ka¨sittelee HTML-
sivun pyynto¨a¨ keskima¨a¨rin 52 ms ja tiedonsiirto tapahtuu alle 1 ms ajassa. Pa-
katun HTML-sivun koko on 2,34 kt (pakkaamaton 7,8 kt). Selaimen va¨limuistia
hyo¨dynta¨en sivu latautuu ajassa 209 ms. Koska vanhan sovelluksen sivu on HTML-
merkinta¨tavan ja kuvien ma¨a¨ra¨n osalta raskaampi, on huonompi suorituskyky odo-
tettavissa silloin kun kaikki resurssit ladataan. Selaimen va¨limuistia hyo¨dynnetta¨essa¨
uuden ja vanhan sovelluksen suorituskyky on hyvin samankaltainen ja ympa¨risto¨t
ovat siten vertailukelpoisia.
Vanhassa ympa¨risto¨ssa¨ lomake la¨heteta¨a¨n palvelimelle HTTP GET -sivupyynto¨na¨
ja palvelimelta saadaan vastauksena lomakkeen ja hakutulokset sisa¨lta¨va¨ valmis tu-
lossivu. Palvelin muodostaa HTML-tulossivua 1,77 s ajan ja sen tiedonsiirto kesta¨a¨
0,54 s. Valmis HTML-tulossivu sisa¨lta¨a¨ 637 hakutulosta ja se on kooltaan gzip-
pakattuna 34,74 kt. Sivun pakkaamaton sisa¨lto¨ on kooltaan huomattavasti suu-
rempi, 928,05 kt. Tulossivun muodostuminen mitattiin kahdessa tapauksessa. Kun
ka¨ytta¨ja¨n selaimessa ei ole va¨limuisti ka¨ytetta¨vissa¨, tulossivu on valmis 3,67 sekun-
nissa. Normaalisti ka¨ytta¨jilla¨ on va¨limuisti ka¨ytetta¨vissa¨ ja sivun resurssit valmiik-
si va¨limuistissa hakutulossivua ladattaessa. Va¨limuistia hyo¨dynnetta¨essa¨ latausaika
on 2,71 sekuntia ja palvelimelta ladattavaa sisa¨lto¨a¨ on vain HTML-sivun 34,74 kt
kokoinen sisa¨lto¨.
Uudessa ympa¨risto¨ssa¨ lomakkeen la¨hetys toteutetaan AJAX-kutsuna REST-ra-
japinnalle. Rajapinta palauttaa tulokset tiiviissa¨ JSON-muodossa ja aloitussivun
selainsovellus muodostaa tuloksista HTML-esityksen, joka lisa¨ta¨a¨n sivun pohjalle
vastaavaan kohtaan kuin vanhan sovelluksen vastaussivussa. Ka¨ytta¨ja¨ pysyy koko
ajan samalla sivulla, jonka sisa¨lto¨ muuttuu hakutoimintoja ka¨ytetta¨essa¨. Vastaavat
637 hakutulosta ovat JSON-muodossa gzip-pakattuna kooltaan 25,98 kt ja pakkaa-
mattomana 245 Kt. Valmiiksi muotoiltuun sivuun verrattaessa koko on pakattuna 25
% pienempi ja pakkaamattomana 74 % pienempi. Hakutuloksia pyydetta¨essa¨ ainoa
ladattava resurssi on dynaaminen JSON-tiedosto, jonka va¨limuistiin tallentamista
ei sallita. Va¨limuistin ka¨ytto¨ ei siten vaikuta pyynno¨n raskauteen ta¨ssa¨ tapaukses-
sa, kun hakutuloslistan muodostamiseen ei liity kuvia tai muita sivun ulkopuolisia
resursseja. JSON-tiedoston pyynto¨ ja vastauksen muodostaminen palvelimella kesti
1001 ms ja kokeen ympa¨risto¨ssa¨ vastauksena la¨hetetta¨va¨n tiedoston verkkoliiken-
teen osuus oli alle 1 ms. Tulosten esitta¨miseksi tarvittavat sivun muutokset kestiva¨t
keskima¨a¨rin 70 ms ja kokonaisaika hakutulosten na¨ytta¨miseksi AJAX-tekniikalla on
siten keskima¨a¨rin 1071 ms. Hakutuloksiin liittyvien mittausten tulokset esiteta¨a¨n
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Taulukko 6.3: Hakutulosten latausnopeus vanhalla ja uudella sovelluksella. Ajat ovat
viiden latauskerran keskiarvoja ja ka¨yto¨ssa¨ on gzip-pakkaus.
Palvelin- HTML- HTTP- Tiedonsiirto Sivu
ka¨sittely tiedonsiirto pyynno¨t yht. valmis
(ms) (ms) (kpl) (kt) (ms)
Vanha sovellus 1 768 536 76 541 3 674
Vanha+va¨limuisti 1 886 558 1 35 2 710
Uusi sovellus 1 001 1 1 26 1071
Taulukko 6.4: Hakutulosten latausnopeus vanhan sovelluksen tuotantoympa¨risto¨ssa¨
VPN-yhteydella¨. Ajat ovat viiden latauskerran keskiarvoja.
Palvelin- HTML- HTTP- Tiedonsiirto Sivu
ka¨sittely tiedonsiirto pyynno¨t yht. valmis
(ms) (ms) (kpl) (kt) (ms)
Pakattu (gzip) 2 184 388 79 556 4 634
Pakattu + va¨limuisti 2 106 554 1 36 3 114
Pakkaamaton 2 054 2 986 79 2 590 6 902
Pakkaamaton + va¨limuisti 2 182 1 592 1 942 4 100
taulukossa 6.3.
Uuden ympa¨risto¨n testeissa¨ huomattiin gzip-pakkauksen ta¨rkeys. Pakkaus on
eritta¨in hyo¨dyllista¨ paitsi staattisilla JavaScript- ja CSS-tiedostoilla, myo¨s dynaami-
sesti muodostettavilla HTML- ja JSON-tiedostoilla. Pakkaamaton JSON-tuloslista
oli moninkertaisesti suurempi kuin kaikki hakutulokset sisa¨lta¨va¨ ja valmiiksi HTML-
muotoiltu sivu gzip-pakattuna. Jotta gzip-pakkauksen vaikutusta voitaisiin parem-
min arvioida todellisessa ka¨ytto¨tapauksessa, vanhan sovelluksen tuotantoka¨yto¨ssa¨
olevaa versiota kokeiltiin gzip-pakkauksella ja ilman. Sivu on sama hakutulossi-
vu kuin aiemmissa vanhan ympa¨risto¨n mittauksissa, silla¨ erolla etta¨ sivu koos-
tui nyt 623 hakutuloksesta aiemman 637 hakutuloksen sijaan. Testi suoritettiin
todellisessa toimintaympa¨risto¨ssa¨ ottamalla yhteys palvelimeen kotiverkosta VPN-
yhteydella¨. Mittaustulokset esiteta¨a¨n taulukossa 6.4. Pakatun ja pakkaamattoman
version erot ilman va¨limuistin ka¨ytto¨a¨ kuvaavat sita¨ eroa, joka saavutetaan pakat-
taessa kaikki sivuun liittyva¨t tekstisisa¨llo¨t. Va¨limuistia ka¨ytetta¨essa¨ saadaan selvi-
tettya¨ va¨limuistin tuoma suorituskykyparannus kun sivu koostuu suuresta ma¨a¨ra¨sta¨
dynaamista sisa¨lto¨a¨, jota ei voida tallentaa va¨limuistiin. Va¨limuistia ka¨ytetta¨essa¨
palvelimelta ladataan vain dynaaminen HTML-sivu, ja mittauksissa voidaan siten
keskittya¨ pelka¨n HTML-tiedoston pakkauksen vaikutukseen. Kaikissa tapauksissa
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suuri osa kokonaisajasta kuluu sivua palvelimella muodostaessa, jonka kesto on kai-
kissa tapauksissa samaa suuruusluokkaa: noin 2 sekuntia. Kun kaikki resurssit lada-
taan palvelimelta ilman va¨limuistia, pakattu sivu latautuu 33 % nopeammin kuin
pakkaamaton. Selaimen va¨limuistia hyo¨dynnetta¨essa¨ pakattu sivu on 24 % nopeam-
pi. Pakkaamattomalla sivulla va¨limuistin avulla saadaan 41 % nopeampi latausaika,
kun edellisen luvun mittauksissa staattisella HTML-sivulla pa¨a¨stiin 71 % nopeus-
parannukseen. Pakatulla sisa¨llo¨lla¨ selaimen va¨limuisti nopeuttaa sivun latausta 33
%.
Ensimma¨isissa¨ testeissa¨ huomattiin myo¨s JSON-tulosten sisa¨llo¨n optimoinnin
ta¨rkeys, kun ka¨sitella¨a¨n suurta tulosjoukkoa. Ensimma¨isen rajapintatoteutuksen
la¨hetta¨ma¨ tulosdata oli kooltaan yli megatavun, koska datassa toistettiin suuria
ma¨a¨ria¨ tietoa jota ka¨ytto¨liittyma¨sovellus ei koskaan ka¨ytta¨nyt. Jos uuden sovelluk-
sen testit olisi suoritettu tuotantoympa¨risto¨ssa¨ todelliselta asiakaskoneelta interne-
tin va¨lityksella¨, olisi verkkoliikenteen rooli merkitta¨va¨mpi. Ta¨llo¨in AJAX-tekniikan
edut korostuisivat, kun verkkoliikennetta¨ on va¨hemma¨n. Testit suoritettiin yhden
ka¨ytta¨ja¨n ympa¨risto¨ssa¨, todellisessa tuotantoja¨rjestelma¨ssa¨ ka¨ytta¨jien ma¨a¨ra¨ olisi
huomattavasti suurempi. Ta¨llo¨in palvelin ruuhkautuu ja palvelinvastauksen muodos-
tus hidastuu. Suurillakin ka¨ytta¨ja¨ma¨a¨rilla¨ ka¨ytta¨ja¨n laitteistoon kohdistuva kuor-
mitus on sama kuin testitilanteessa, joten myo¨s suurilla ka¨ytta¨ja¨ma¨a¨rilla¨ palve-
limen tyo¨ma¨a¨ra¨a¨ va¨henta¨va¨t AJAX-tekniikat antavat suotuisan vaikutuksen suo-
rituskykyyn. Huomion arvoista on myo¨s se, etta¨ sivun ka¨ytto¨liittyma¨ on uudes-
sa ympa¨risto¨ssa¨ ka¨ytta¨ja¨n ka¨ytetta¨vissa¨ samalla kun hakutuloksia haetaan AJAX-
pyynto¨na¨.
Aloitussivun testeilla¨ voitiin todeta, etta¨ uuden ja vanhan sovelluksen ympa¨-
risto¨issa¨ sivun latausnopeudet ovat samankaltaisia kun selaimessa ka¨yteta¨a¨n va¨li-
muistia. Aloitussivun lataus oli uudessa ympa¨risto¨ssa¨ noin 19 % nopeampi. Hakutu-
lossivun lataus oli vanhassa ympa¨risto¨ssa¨ huomattavasti raskaampaa kuin HTML-
perusrakenteiltaan samanlaisen aloitussivun lataus. Siten ympa¨risto¨n ja sivuraken-
teen va¨liset erot uuden ja vanhan sovellusympa¨risto¨n va¨lilla¨ ovat riitta¨va¨n pie-
nia¨, jotta ympa¨risto¨ja¨ voidaan pita¨a¨ vertailukelpoisina. Varsinainen synkronisen ja
asynkronisen lataustavan va¨linen vertailu tehtiin ladattaessa aloitussivun hakueh-
tojen mukaisia hakutuloksia. Kun kummassakin ympa¨risto¨ssa¨ ka¨yto¨ssa¨ on selai-
men va¨limuisti, ladattavaksi ja¨a¨ ainoastaan vanhan sovelluksen tapauksessa tulok-
set sisa¨lta¨va¨ HTML-sivu ja uuden sovelluksen kohdalla tulokset sisa¨lta¨va¨ JSON-
tiedosto. Vanhan hakutulossivun lataukseen liittyy valmiin sivun muodostaminen
palvelimella, sen siirta¨minen selaimeen ja koko sivun piirta¨minen selaimessa. Uuden
sovelluksen hakutulosten lataamiseen liittyy JSON-tulostiedoston mudostaminen,
sen siirta¨minen selaimeen, sivun HTML-muotoilun muodostaminen selaimessa ja lo-
pulta muutoksien piirta¨minen selaimessa. Kaikki na¨ma¨ vaiheet huomioitiin mittauk-
sissa ja hakutulosten valmistuminen asynkronisesti ladattuna on 60 % nopeampaa
kuin synkronisesti ladattuna.
Luku 7
Yhteenveto
Ta¨ssa¨ tyo¨ssa¨ esiteltiin rikkaiden internetsovellusten rakentamiseen ka¨ytetta¨va¨t tek-
niikat perustekniikoista uusimpiin HTML5-tekniikoihin. Sovelluksen ja ka¨ytta¨ja¨n
va¨linen vuorovaikutus paranee uusimpien tekniikoiden avulla, kun ka¨ytto¨liittyma¨n
vaste saadaan nopeaksi ja ka¨ytto¨liittyma¨n visuaalinen esitys voidaan tehda¨ jousta-
vasti tyo¨po¨yta¨sovelluksen kaltaiseksi. Uusimpien tekniikoiden avulla on mahdollista
siirta¨a¨ sovelluksen esityslogiikka palvelimelta ka¨ytta¨ja¨n selaimeen, ja siten on mah-
dollista hajauttaa sovelluksen prosessointia ka¨ytta¨jien laitteistoille. Salainen bisnes-
logiikka ja ka¨ytta¨ja¨n syo¨tteiden lopullinen varmentaminen pita¨a¨ tietoturvan vuok-
si suorittaa edelleen palvelimella, koska JavaScript-sovelluksen la¨hdekoodi, data ja
tietoliikenne ovat osaavan ka¨ytta¨ja¨n na¨hta¨vissa¨ ja ka¨sitelta¨vissa¨.
Selaimessa suoritettavan JavaScript-sovelluksen koodin hahmottaminen ja yl-
la¨pidetta¨vyys muuttuu haasteelliseksi, kun sovelluslogiikka kasvaa monimutkaisek-
si kokonaisuudeksi. Jotta sovellusta on vaivatonta laajentaa ja ylla¨pita¨a¨, tarvitaan
selkea¨a¨ arkkitehtuuria. Suunnittelumallit auttavat hyo¨dynta¨ma¨a¨n JavaScript-kielen
hyvia¨ puolia ja kierta¨ma¨a¨n sen rajoitteita. Laadukkaat kirjastot ja sovelluskehykset
tarjoavat sovelluksen arkkitehtuurille hyva¨n perustan.
Suorituskykya¨ voidaan parantaa optimoimalla sivuun liitetta¨via¨ resursseja niin,
etta¨ resurssien kokoa ja lukuma¨a¨ra¨ saadaan pienennettya¨ ja ka¨yto¨ssa¨ on vain oleelli-
set resurssit. Resurssien kokoa voidaan tiivista¨a¨ pakkaamalla ja minimoimalla teksti-
sisa¨lto¨ja¨, seka¨ valitsemalla kuville sopiva tiedostomuoto ja pakkaustaso. Resurssien
lukuma¨a¨ra¨a¨ ja niiden lataamiseen tarvittavien HTTP-pyynto¨jen ma¨a¨ra¨a¨ voidaan
va¨henta¨a¨ yhdista¨ma¨lla¨ tekstisisa¨lto¨ja¨ ja kuvia suuremmiksi kokonaisuuksiksi. Se-
laimen va¨limuistin tehokas hyo¨dynta¨minen mahdollistaa resurssien hakemisen pai-
kallisesta muistista palvelimen sijaan, ja siten saadaan merkitta¨va¨sti va¨hennettya¨
seka¨ pyynto¨jen ma¨a¨ra¨a¨, etta¨ resurssien vaatimaa tiedonsiirtoa. HTML-sivun muo-
dostamisen tehokkuudessa oleellista on missa¨ kohdassa tyyli- ja JavaScript-resurssit
liiteta¨a¨n sivuun.
Harkitsematon selainrajapintojen ka¨ytto¨ voi johtaa huonoon suorituskykyyn.
Ongelmat korostuvat entisesta¨a¨n kun rajapintoja ka¨yteta¨a¨n JavaScript-kirjastoja
hyo¨dynta¨en, ymma¨rta¨ma¨tta¨ mita¨ kirjaston toiminnot ka¨yta¨nno¨ssa¨ tekeva¨t. Tyo¨ssa¨
esiteltyja¨ suositeltavia ohjelmointitapoja hyo¨dynta¨en voidaan va¨lttya¨ vakavimmilta
suorituskykyongelmilta.
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Tyo¨n mittauksilla vahvistettiin optimointikeinojen tehokkuus ka¨yta¨nno¨ssa¨. Kaik-
ki optimointikeinot osoittautuivat sivun suorituskykya¨ parantaviksi. Tehokkaimmik-
si keinoiksi osoittautuivat selaimen va¨limuistin tehokas hyo¨dynta¨minen ja kaikkien
tekstisisa¨lto¨jen gzip-pakkaus. Va¨limuistilla saavutettiin staattisella aalto.fi-sivulla
71 % ja dynaamisella hakutulossivulla 41 % nopeampi latausaika. Tekstisisa¨lto¨jen
pakkauksella saavutettiin ilman va¨limuistia kummassakin testitapauksessa 33 % no-
peampi latausaika. Hakutulosten pakkaamisella saavutettiin todella suuria paran-
nuksia tiedostokokoon, kun JSON-tulokset kutistuivat 89 % ja HTML-tulokset 96
%. Hakutuloksien esitta¨mista¨ mitattiin seka¨ synkronisella etta¨ asynkronisella lataus-
tavalla. Hakutulokset valmistuivat asynkronisesti JSON-tiedostona ladattuna 60 %
nopeammin kuin synkronisesti hakutulossivuna lataamalla, vaikka synkronisen la-
tauksen yhteydessa¨ hyo¨dynnettiin sivuun liittyvien resurssien latauksessa selaimen
va¨limuistia.
Ta¨ma¨n tyo¨n avulla tullaan kehitta¨ma¨a¨n olemassa olevasta web-sovelluksesta
uusi, aiempaa rikkaampi versio. Uuden sovelluksen myo¨ta¨ tullaan siirtyma¨a¨n sivun-
vaihtoon perustuvasta ka¨ytto¨tavasta hyo¨dynta¨ma¨a¨n aiempaa laajemmin asynkro-
nisia JavaScript-tekniikoita. Sivun muodostamisen vastuuta siirreta¨a¨n palvelimel-
ta ka¨ytta¨ja¨n selaimelle ja palvelinsovelluksen rooli painottuu REST-rajapintaan
ja salaiseen bisneslogiikkaan. Ka¨ytta¨ja¨n selaimessa toimiva ka¨ytto¨liittyma¨sovellus
tulee hyo¨dynta¨ma¨a¨n MVC-arkkitehtuuria ja Backbone.js-kirjastoa. Sovellus tulee
sisa¨lta¨ma¨a¨n kymmenia¨ tuhansia riveja¨ JavaScript-koodia ja sen avulla tehda¨a¨n ras-
kaita bisnestoimintoja. Selainsovelluksen arkkitehtuuri ja suorituskyky ovat entista¨
ta¨rkea¨mma¨ssa¨ roolissa ja nyt ne on mahdollista tehda¨ alusta alkaen nykyaikaisia
tekniikoita hyo¨dynta¨en.
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