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 1 
Povzetek 
Glavna tema te magistrske naloge je razvoj kvadrokopterja, ki sam določa svoj 
položaj in orientacijo v prostoru in s tem omogoča avtonomno letenje in izvajanje 
različnih nalog. V nalogi je najprej opisana zgradba kvadrokopterja in vsi elementi, 
ki jih kvadrokopter običajno vključuje. Utemeljen je izbor in predstavljene so 
lastnosti gradnikov, ki smo jih uporabili za sestavo kvadrokopterja, testiranega v 
okviru te magistrske naloge. Podan je pregled nad celotnim senzorskim delom 
kvadrokopterja. Na podlagi uporabljenih senzorjev je opisan način določanja 
položaja in orientacije kvadrokopterja. Prikazan je koncept izbire strojne in 
programske opreme, vključno z arhitekturo vodenja kvadrokopterja. Predstavljen je 
postopek kalibracije kamere in s tem določanje notranjih parametrov kamere. Velik 
del naloge se ukvarja z razvojem razpoznavanja umetnih značk v prostoru in 
določanjem položaja kamere glede na znane planarne točke. Pri tem so opisani vsi 
algoritmi, ki se običajno uporabljajo za uspešno razpoznavanje vzorcev prek 
računalniškega vida. Vrednosti vseh načinov določanja položaja in orientacije so na 
koncu združene z uporabo Kalmanovega filtra: predstavljena sta verjetnostna teorija 
in algoritem uporabljenega filtra. Podani so rezultati lokalizacije s pomočjo 
Kalmanovega filtra in uporaba določenih pristopov za izboljšanje lokalizacije. Na 
koncu naloge sta predstavljena stabilizacija in vodenje kvadrokopterja na podlagi 
razpoznanih umetnih značk. 
 
  Ključne besede: kvadrokopter, računalniški vid, ArUco, lokalizacija, 
vodenje, Kalmanov filter, Pixhawk, PX4 
 
 
 
 
 
 
2 Povzetek 
 
 
  
Abstract 
The main topic of this master thesis is development of a quadcopter which can 
estimate its position and orientation, thus allowing autonomous flying and 
performance of different tasks. Structure of the quadcopter is defined and all the 
elements, which are usually part of its structure, are described. Selection and features 
of the elements which were used for building our test quadcopter are described in the 
context of this thesis. There is an overview of all included sensors. Based on the 
sensors used, methods how to estimate the position and orientation of the quadcopter 
are presented. The selection concept of hardware and software integration including 
the architecture of quadcopter control is presented. The calibration procedure of the 
camera and the way of defining intrinsic parameters of the camera are presented. A 
large part of this thesis deals with the development of a computer vision application 
which was used for marker recognition and subsequently for pose estimation based 
on this information. In this context, all the algorithms which are usually used in 
computer vision applications are described. Sensor data and pose estimation from 
computer vision are eventually fused by means of the Kalman filtering – as a part of 
this, probability theory and algorithm of used filters are presented. There is a 
presentation of the results of localisation using the Kalman filter and a description of 
the procedures used for improving localisation. At the end of this thesis the method, 
how stabilisation and control of the quadcopter based on pose estimation from 
markers was developed, is presented. 
 
  Key words: quadcopter, computer vision, ArUco, localisation, control, 
Kalman filter, Pixhawk, PX4 
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 5 
1  Uvod 
Brezpilotni letalniki (angl. Unmanned Aerial Vehicle, UAV) so plovila, ki jih 
vodi nadzorni računalnik ali pa jih daljinsko vodi pilot na Zemlji. Uporaba 
brezpilotnih zračnih plovil je v današnjem svetu vse bolj običajna in pogosta. 
Ponujajo nam možnosti razvoja aplikacij v veliko različnih panogah, kot npr. v 
vojski, pri iskalnih ali reševalnih akcijah, skeniranju okolja za 3D-rekonstrukcijo itd. 
Pri teh nalogah je potrebno poskrbeti za gradnjo zemljevida okolja, določanje 
položaja v prostoru in na koncu za vodenje plovila po prostoru, navedene operacije 
pa si sledijo zapovrstjo druga za drugo [1]. Odvisnost, pri kateri mora vodenje 
plovila upravljati človek, onemogoča potencialne prednosti, ki bi bile lahko 
izkoriščene ob avtomatiziranem letenju. Ena od primarnih zahtev za avtomatizirano 
letenje in navigacijo zračnega plovila je poznavanje lokacije plovila v prostoru in 
njegovega trenutnega dinamičnega stanja. Večina sistemov uporablja pri lokalizaciji 
mobilne enote sistem globalnega pozicioniranja (npr. GPS). Ta način ugotavljanja 
lokacije ni uporaben v več različnih primerih. Ni sposoben podati točne, odzivne in 
zanesljive informacije o položaju v kateremkoli trenutku in kjerkoli v prostoru. 
Zaradi te pomanjkljivosti se vlaga v raziskovanje novih metod lokalizacije 
brezpilotnih letalnikov [2]. V našem primeru se določa položaj v globalnem 
koordinatnem sistemu na podlagi razpoznave umetnih značk prek kamere in 
računanja transformacije točk v prostoru. 
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 7 
2  Opis kvadrokopterja in njegovih gradnikov 
 V tem poglavju so najprej predstavljene različne konfiguracije letalnikov, ter 
njihova primerjava. Nato je opisana zgradba in delovanje kvadrokopterja. Na koncu 
poglavja so opisani senzorji, ki jih običajno letalniki vsebujejo. Po opisu senzorjev je 
predstavljena še teorija določanja položaja in orientacija plovil z uporabo inercialne 
merilne enote 
2.1  Letalniki na splošno 
Mikro zračno vozilo (angl. Micro Aerial Vehicle, MAV) je definirano kot 
podrazred brezpilotnih letalnikov z omejeno velikostjo in nosilnostjo. Najbolj pogosto 
se uporablja plovilo s fiksnimi krili ali pa z vertikalnimi rotorji. Plovila s fiksiranimi 
krili imajo dolgo zgodovino in so zato bolje raziskana. Kljub temu so sodobni trendi 
bolj usmerjeni v raziskovanje plovil z rotorji. Prednost teh je v tem, da so zmožni 
lebdeti na isti točki in vzleteti ter pristati vertikalno. Dodatna prednost je tudi možnost 
izvajanja hitrih agresivnih manevrov v vseh smereh. Kot smo že omenili, majhna 
velikost, nizki stroški izdelave in dober nadzor vodenja omogočajo potencialne rešitve v 
številnih aplikacijah. Majhna velikost vozila pa lahko pomeni tudi težje izzive. Manjša 
vozila so tako veliko bolj ranljiva na učinke okolja. Prav tako so v teh sistemih 
uporabljeni manjši senzorji, ki vključujejo veliko več šuma. 
 
Plovilo z rotorji ali helikopter je leteče vozilo, ki uporablja vrteče se rotorje, ki 
potiskajo zrak proti tlom in s tem ustvarjajo potisno silo, ki se upira gravitacijski sili in 
drži helikopter v zraku. Konvencionalni helikopterji imajo dva rotorja, ki sta lahko 
razporejena v isti ravnini, vendar se vrtita v različnih smereh, da se uravnovesijo navori, 
ki vplivajo na telo helikopterja. Druga možnost razporeditve motorjev je taka, da glavni 
motor zagotavlja potisk, drugi manjši motor, ki je usmerjen bočno, pa uravnava navor, 
ki ga ustvarja glavni motor. 
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Te konfiguracije vsekakor zahtevajo kompleksno mehansko sestavo za 
zagotavljanje nadzora nad dinamiko in smerjo letenja, kar tudi poveča stroške izgradnje 
takih sistemov. Kljub temu imajo helikopterji prednost v primerjavi z multirotorji. 
Prednost je v stabilnosti. Multirotorji so v primerjavi s helikopterji zelo nestabilni. 
Nujno potrebujejo elektronsko stabilizacijo, saj jih brez te praktično noben človek ni 
zmožen upravljati pri letenju. Dejstvo, da multirotorji potrebujejo popolno elektronsko 
stabilizacijo, ki pri helikopterjih ni obvezna, vodi v napačno razumevanje, da so 
multirotorji stabilnejši. Njihova nestabilnost izvira iz preproste mehanske zgradbe. Da 
ostane multirotor stabilen pri letenju, je potrebno individualno spreminjati potisk 
vsakega propelerja posebej. Zaradi takega manevriranja ima multirotor omejen 
reakcijski čas, ker traja kar nekaj trenutkov, preden se hitrost propelerjev s preseženo 
silo vztrajnosti spremeni [3, 4]. 
2.2  Opis in zgradba kvadrokopterja 
Kvadrokopter spada v družino multirotorjev in ima štiri rotorje, ki so usmerjeni 
vertikalno in razporejeni v isti ravnini v vogalih kvadratnega telesa s težiščem na 
sredini. Dva rotorja po eni diagonali sta desnosučna, druga dva sta levosučna [4]. Smer 
vrtenja rotorjev je razvidna z naslednje slike: 
 
Slika 2.1:  Smer vrtenja rotorjev [32]. 
Vodenje kvadrokopterja je izvedeno s spreminjanjem kotnih hitrosti rotorjev. S 
spreminjanjem kotnih hitrosti se spreminjajo tudi navori, ki prek propelerjev, vpetih na 
rotorje, ustvarjajo potisno silo proti tlom. Navadno je kvadrokopter načrtovan kot 
majhen brezpilotni letalnik, se pa v zadnjih letih testira tudi večje izvedbe, za namen 
transporta ljudi ali materiala. Razvoj kvadrokopterjev se je v zadnjem obdobju precej 
povečal, predvsem zaradi pocenitve modernih mikroprocesorjev (ki so nujno potrebni 
za stabilizacijo letenja), zaradi česar so postali dostopni za komercialno rabo. 
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Vodenje kvadrokopterja je v osnovi težak in zanimiv regulacijski problem. S 
šestimi prostostnimi stopnjami – tremi translacijskimi in tremi rotacijskimi in pa štirimi 
neodvisnimi vhodi (kotne hitrosti rotorjev) je že v osnovi nevodljiv, saj ima več izhodov 
kot vhodov v sistem. Rezultat tega je dinamika, ki je zelo nelinearna, zlasti ko se temu 
pridružijo še zapleteni aerodinamični efekti. Poleg tega imajo kvadrokopterji v 
primerjavi z zemeljskimi vozili zelo malo trenja, ki zaustavlja njihovo gibanje. Zaradi 
tega morajo vključevati lastno dušenje, da lahko zagotovijo kar najstabilnejše letenje. 
Če povzamemo vse te dejavnike, dobimo zelo zanimiv regulacijski problem [4]. 
 
Da dosežemo stanje vodenja šestih prostostnih stopenj, morajo biti rotacijski in 
translacijski premiki povezani. Vodenje prostostnih stopenj je izvedeno s spreminjanjem 
kotnih hitrosti različnih motorjev. Glede na kotne hitrosti vsakega propelerja je mogoče 
izvesti štiri osnovne premike kvadrokopterja. Gibanje se deli na premike naprej/nazaj, 
bočne premike levo/desno, vertikalne premike in na rotiranje okoli Eulerjevih kotov. 
 
Osnovna gibanja, ki se lahko izvajajo tudi z ročnim vodenjem kvadrokopterja, so 
naslednja: 
 
 Vertikalno gibanje: ta ukaz se izvaja s hkratnim povečevanjem ali 
zmanjševanjem vseh kotnih hitrosti propelerjev. 
 Kot sukanja: ta ukaz spreminja kotne hitrosti propelerjev po diagonali. Dva 
rotorja, ki se vrtita v smeri urinih kazalcev, povečata lastno kotno hitrost, 
medtem ko druga dva, ki se vrtita v nasprotni smeri, lastno kotno hitrost 
zmanjšata. Pri tem se ustvari navor okrog osi v smeri kota sukanja. Iz tega 
vidimo, kaj bi se zgodilo v primeru, če bi se vsi rotorji vrteli v isti smeri. Imeli 
bi konstanten navor v smeri kota sukanja, kar bi povzročilo neprekinjeno vrtenje 
kvadrokopterja in posledično nestabilno vodenje. Torej, ko je hitrost vseh štirih 
rotorjev enaka, se navori motorjev med sabo izničijo, zato se kvadrokopter ne 
vrti v smeri kota sukanja. 
 Naklon naprej/nazaj: pri tem ukazu je potrebno za premik naprej zmanjšati 
kotno hitrost sprednjega para propelerjev in povečati hitrost zadnjega. 
 Naklon levo/desno: ta ukaz je podoben ukazu za naklon naprej/nazaj, samo da 
spreminjamo kotno hitrost propelerjev drugega para motorjev. [5] 
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2.3  Krmilnik letenja 
Naprave, ki skrbijo za nadzor različnih letečih ali zemeljskih robotov (angl. Flight 
Controller, FC) so namenski mikrokrmilniki in predstavljajo možgane kvadrokopterja. 
Te naprave so sestavljene iz tiskane plošče z integriranimi senzorji, ki omogočajo 
detekcijo spremembe orientacije in položaja našega kvadrokopterja. Poleg tega 
sprejemajo ukaze uporabnika in jih interpretirajo v ukaze nizko- nivojskega vodenja, s 
katerimi kontrolirajo aktuatorje, ki skrbijo za stabilizacijo kvadrokopterja in vzdržujejo 
njegovo letenje. 
 
Vsi krmilniki, ki so namenjeni letalnikom, vsebujejo značilne senzorje, kot sta 
žiroskop in pospeškometer. Nekateri krmilniki vsebujejo tudi bolj napredne senzorje, 
kot sta na primer barometer (senzor zračnega tlaka) in magnetometer (kompas oz. 
senzor Zemljinega magnetnega polja). 
 
Krmilniki letenja FC običajno omogočajo tudi priklop dodatnih senzorjev prek 
serijskih vhodov. Ti dodatni senzorji so uporabljeni za določanje položaja robota v 
globalnem koordinatnem sistemu. V to skupino spadajo senzorji GPS, lidar, radar, 
Pitotova cev itd. 
2.4  Opis senzorjev 
Tu so opisani senzorji, ki se tipično uporabljajo v letalnikih. Predstavljen je 
koncept vsakega senzorja, ter njegovo delovanje. 
2.4.1  Žiroskop 
Žiroskop je naprava za merjenje orientacije in kotne hitrosti. V splošni obliki 
predstavlja vrteč se disk, ki je vpet v dve ali tri rotacijske podpore, ki so pritrjene 
ortogonalno druga na drugo in omogočajo rotacijo diska okoli vseh osi. Pri tem je os 
rotacije prosta, tako da se orientacijo določi glede na njeno vrtilno količino. Ker 
žiroskop omogoča izračunavanje orientacije in kotne hitrosti, se uporablja tudi v 
sodobni tehnologiji.  
 
V zadnjem času so postali široko dostopni žiroskopi iz skupine mikro 
elektromehanskih sistemov (MEMS). Najbolj pogosti so žiroskopi, ki delujejo po 
principu vibrirajoče strukture, na podlagi katere se prek Coriolisove sile določi 
sprememba zasuka. Pri zaznavi spremembe zasuka ne potrebujemo fiksne referenčne 
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točke. Vibrirajočo strukturo običajno predstavlja vibrirajoči oz. resonančni obroč. Pri 
obračanju senzorja se na obroču pojavi Coriolisova sila. Ta sila povzroči, da se nekatere 
točke na obroču začnejo premikati navzven, kar upogne obroč v eni smeri. Prav tako se 
na drugi strani točke premikajo navznoter, kar povzroči upogib obroča v drugi smeri. 
Skupen efekt teh upogibov je premikanje vibriranja po obroču do kota, ki je 
proporcionalen kotni hitrosti. V realni implementaciji žiroskopa je za ohranjanje 
referenčnega resonančnega položaja obroča odgovorno regulacijsko elektronsko vezje, 
ki obratuje v zaprtozančni konfiguraciji. Te vrste senzorji so običajno integrirani tako, 
da enoten del vključuje žiroskop za več osi hkrati [6]. 
2.4.2  Pospeškometer 
Pospeškometri so naprave, ki merijo translatorni pospešek. Uporabljajo se za 
zaznavanje vibracij v sistemih ali v aplikacijah za določanje orientacije in položaja. 
Pospeškometri so običajno v obliki elektromehanske naprave, ki zaznava statične in 
dinamične sile, ki se pojavljajo zaradi različnih pospeškov. Statične sile vključujejo 
gravitacijski pospešek, dinamične pa vključujejo vibracije in pospeške pri gibanju. 
Hkrati lahko merimo pospeške v eni, dveh ali treh oseh. Triosni senzorji pospeška 
zaznavajo translatorni pospešek v treh ortogonalnih smereh.  
 
Pogosto se uporabljajo pospeškometri, ki so v notranjosti zgrajeni iz kapacitivnih 
plošč. Nekatere so fiksno pritrjene na ohišje senzorja, druge pa so pritrjene na majhne 
vzmeti, ki se premikajo sorazmerno s silo, ki jo povzroča pospešek senzorja v določeni 
smeri. Z medsebojnimi premiki teh plošč se s spremembo razdalje med njimi spreminja 
tudi kapacitivnost med ploščami. Na podlagi sprememb kapacitivnosti se lahko določi 
pospešek. Druge vrste senzorjev pospeška so npr. centrirane okoli piezoelektričnih 
materialov. Te majhne kristalne strukture sproščajo električni naboj pod mehansko 
obremenitvijo (pospeškom), pri tem pa sprememba naboja predstavlja pospešek [6]. 
2.4.3  Magnetometer 
Magnetometer je naprava, ki meri magnetno polje. Sestavljen je iz senzorja, ki 
zaznava in meri gostoto magnetnega pretoka 𝐵 (enota Tesla). Ker je gostota 
magnetnega pretoka v zraku premo sorazmerna jakosti magnetnega polja, je z 
magnetometrom mogoče zaznavati fluktuacije v Zemljinem magnetnem polju. 
Magnetometri se torej veliko uporabljajo na področju merjenja magnetnega polja 
Zemlje. 
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MEMS-senzor magnetnega polja spada v razred naprav majhnih elektro-
mehanskih sistemov za detekcijo magnetnega polja. Pri sistemih določanja položaja in 
orientacije pridejo v poštev vektorski magnetometri. Te vrste senzorji merijo magnetno 
polje v specifični smeri na treh različnih ortogonalnih oseh. Najbolj pogost princip 
delovanja se nanaša na detekcijo vpliva Lorenzove sile na nosilce električnega toka 
skozi prevodnik, ki se pojavi, ko je prisotno magnetno polje. Naboj se v prevodniku 
prerazporedi tako, da se pojavi razlika v potencialu. Ta pojav se imenuje Hallov efekt. 
Senzor, ki deluje po principu Hallovega efekta, proizvede napetost, ki je proporcionalna 
jakosti in smeri magnetnega polja vzdolž osi smeri senzorja. Magnetometer je zaprt v 
majhen elektronski čip in je pogosto integriran z dodatnim senzorjem. Ta dodatni senzor 
je običajno pospeškometer, ki pomaga popravljati surove meritve magnetnega polja z 
pomočjo informacije o gravitacijskem pospešku [7]. 
2.4.4  Barometer 
Barometer je naprava, ki se uporablja za merjenje atmosferskega tlaka. Aplikacije 
za merjenje tlaka se uporabljajo predvsem v meteorologiji za določanje vremena na 
podlagi spremembe zračnega tlaka. V tem primeru mora biti barometer fiksiran na istem 
mestu. Če pa barometer ni fiksiran in se premika, se lahko uporabi za merjenje 
spremembe višine, saj se zračni tlak z višino spreminja. Senzor opravlja meritve 
zračnega tlaka z zaznavo teže molekul zraka. Ker je na višji nadmorski višini manj 
zračnih molekul nad neko površino v primerjavi z isto površino na nižji nadmorski 
višini, je zračni tlak okolice približno linearno odvisen od nadmorske višine. Barometer 
se kalibrira tako, da vrača podatke o višini, zato ga imenujemo tudi barometrični 
višinomer. Seveda pa je prikazana višina močno odvisna od gostote in temperature 
zraka. Poleg tega moramo upoštevati, da se gostota zraka spreminja z višino, pri čemer 
je odvisnost zračnega tlaka od višine nelinearna [8]. 
2.4.5  Inercialna merilna enota 
Inercialna merilna enota (angl. Inertial Measurement Unit, IMU) je elektronska 
naprava, ki meri in sporoča vrednosti seštevka sil, ki vplivajo na objekt, in kotno hitrost 
rotacije. Naprednejše izvedbe vsebujejo tudi informacijo o magnetnem polju okolice ter 
vrednosti zračnega tlaka. Za merjenje vseh teh spremenljivk in včasih tudi kakšne 
dodatne se uporablja kombinacija senzorjev pospeška, žiroskopa, magnetometra in 
barometra, ki skupaj tvorijo inercialno merilno enoto. Z združitvijo triosnega 
pospeškometra in triosnega žiroskopa imamo že omogočeno merjenje šestih prostostnih 
stopenj, ki opisujejo položaj in orientacijo objekta. Z dodatnimi senzorji lahko rezultat 
meritve še dodatno izboljšamo. Enote IMU se na široko uporablja v napravah, ki 
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potrebujejo informacijo o točnem položaju naprave. Te naprave predstavljajo na primer 
robotske roke, vodene izstrelke in orodja, ki se uporabljajo pri študiju gibanja telesa.   
 
Enote IMU se tipično uporablja tudi pri vodenju letečih vozil, kot so vesoljske 
ladje, sateliti, letala, helikopterji in multirotorji. Enota IMU je pogosto vključena v 
inercialni navigacijski sistem, ki uporablja surove meritve pri računanju kotnih hitrosti 
ter translatornega pospeška in iz tega translatorne hitrosti in relativnega položaja glede 
na globalni referenčni koordinatni sistem.  
2.5  Določanje položaja in orientacije prek enote IMU 
Predstavitev določanja položaja in orientacije letalnika prek meritev, ki jih vrača 
enota IMU. 
2.5.1  Določanje položaja 
Ker senzorji, ki jih vsebuje enota IMU, niso sposobni neposredno meriti položaj 
(samo kotno hitrost in translatorni pospešek), predstavlja točno določanje položaja 
kvadrokopterja samo z uporabo enote IMU velik izziv. Senzorji pospeška so 
najpogosteje uporabljeni senzorji za določanje položaja na avtonomnih zračnih plovilih 
v sklopu inercialnega navigacijskega sistema. Omogočajo sledenje spremembam 
položaja plovila brez potrebe po zunanjem referenčnem sistemu. Izziv pri tem pristopu 
določanja spremembe položaja je odstopanje izmerjene vrednosti pospeška od prave 
vrednosti. Odstopanje se pojavi zaradi premika (angl. offset) izmerjenega signala ali pa 
zaradi neupoštevanja nelinearnosti senzorja. Napaka meritve, ki je odvisna od izvedbe 
senzorja pospeška in od zunanjih vplivov (temperatura, območje delovanja, ipd.), se 
odraža kot dodaten navidezen pospešek sistema. Še en dodaten dejavnik, ki predstavlja 
napako meritve, so pospeški, ki nastanejo kot posledica vibracij oz. šuma v meritvi. Če 
želimo določiti translatorni pospešek, moramo iz meritve najprej izločiti gravitacijski 
pospešek. Izračunati je potrebno razliko med translatornim pospeškom v lokalnem 
koordinatnem sistemu senzorja in Zemljinem gravitacijskem vektorjem. Še večji 
problem nastane pri določanju položaja v prostoru, saj moramo meritev dvakrat 
integrirati, če želimo iz pospeška izračunati položaj. Napaka se pojavi tudi zaradi 
nenatančne mehanske poravnave senzorjev [2, 10].  
 
Meritve so pridobljene pri visokih vzorčnih frekvencah, tako, da imamo v sistemu 
čim manj zakasnitev. Ocene položaja so torej točne v kratkih časovnih intervalih, po 
določenem času pa se pojavi lezenje zaradi integriranja meritev in s tem tudi napak. 
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Lezenje je stanje, pri katerem se razlika med ocenjenim in dejanskim položajem 
nenehno povečuje. Še posebej zahtevne so aplikacije, pri katerih se gibanje dogaja v 
večjem časovnem intervalu, in sicer zaradi akumuliranja napake. Pri integriranju 
konstantne napake pri pospešku se spremeni v linearno naraščajočo napako pri hitrosti. 
Pri dvojnem integriranju se tovrstna napaka odrazi v napaki pri položaju, ki narašča kot 
polinom druge stopnje. Za zagotavljanje boljšega rezultata ocenitve položaja se 
inercialne senzorje združi običajno še z dodatnimi senzorji, prav tako se obnašanje 
senzorjev žiroskopa in pospeškometra pogosto predstavi s fizikalnim modelom, ki 
vključuje vse znane napake v določenem merilnem območju senzorja. 
2.6  Določanje orientacije 
Orientacijo avtonomnega plovila je najbolje računati z uporabo kvaternionov, saj 
se pri tem načinu izognemo numeričnim problemom (deljenje z 0), ki se lahko pojavijo 
z uporabo Eulerjevih kotov. Pri računanju z Eulerjevimi koti se uporablja preprosta 
algebra, s katero se določi nagib pospeškometra oziroma kot prevračanja in kot valjanja 
iz dveh meritev pospeškometra. Ker so meritve pospeškometra neobčutljive na rotacijo 
okrog vektorja gravitacijskega polja, se pojavijo numerični problemi pri računanju 
rotacije, ko je rotacijska os poravnana z osjo vektorja gravitacijskega polja. 
 
Eulerjevi koti se uporabljajo predvsem pri opisu rotacije med referenčnim 
globalnim koordinatnim sistemom in koordinatnim sistemom plovila. Globalni 
referenčni koordinatni sistem je običajno postavljen tako, da je Z-os sistema poravnana 
s smerjo vektorja gravitacijskega pospeška in obrnjena v nasprotno smer. V idealnih 
pogojih, ko na sistem ne delujejo dinamične sile in pospeškometer zaznava le 
gravitacijski pospešek oziroma statične sile, se lahko nagnjenost plovila določi le iz 
meritve pospeškometra. Za popolni opis orientacije zato potrebujemo še meritev 
dodatnega smernega vektorja, za katerega se najpogosteje uporabi senzor magnetnega 
polja. V realnih razmerah (letenje v zraku je dinamičen proces) senzorji pospeška 
zaznavajo tudi dinamične pospeške, zato meritve pospeška na podlagi senzorjev MEMS 
ni mogoče uporabiti neposredno za določanje orientacije. Zato za ocenjevanje 
orientacije uporabimo še senzor kotne hitrosti – žiroskop, ki ni občutljiv na translatorne 
pospeške, a je zaradi narave delovanja podvržen lezenju izhodnega signala. Pri tipični 
implementaciji je potrebno kotno hitrost, ki jo vrača žiroskop, integrirati za izračun 
orientacije plovila. Izmerjene podatke vseh naštetih senzorjev združimo s pomočjo 
Kalmanovega filtra za določitev popolnega položaja in orientacije. Integracija žiroskopa 
s pospeškometrom omogoča bolj točno in robustno razpoznavanje gibanja v 3D-
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prostoru. Shema ocenjevanja položaja in orientacije je predstavljena na naslednji sliki 
[2, 10].  
 
Slika 2.2:  Določanje položaja in orientacije iz merjenja kotne hitrosti ter translatornega pospeška. 

 17 
3  Opis strojne opreme 
 To poglavje vsebuje predstavitev gradnikov in opis izgradnje kvadrokopterja, 
ki je bil nato uporabljen za izvedbo celotne naloge. 
3.1  Zgradba kvadrokopterja 
Za hrbtenico kvadrokopterja je bilo uporabljeno ogrodje DJI Flame Wheel 
F450. To ogrodje je sestavljeno iz štirih plastičnih rok, ki so med seboj povezane z 
dvema karbonskima ploščama. Uporabljena konfiguracija  ima naziv »X- 
konfiguracija«, kot je razvidno s slike 3.1. Vsekakor bi bila boljša izbira ogrodje, ki 
je v celoti karbonsko. Karbon je lažji, bolj tog in bolj trpežen v primerjavi s plastiko, 
zaradi česar manj niha pri spreminjanju dinamike med letenjem. Vendar je karbon v 
primerjavi s plastično maso veliko dražji, karbonska vlakna pa tudi ovirajo 
elektromagnetno valovanje, kar lahko povzroča težave pri komunikaciji s 
krmilnikom in bazno postajo. 
 
Slika 3.1:  Sestavljen testni kvadrokopter. 
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Na vsaki od rok je na koncu pritrjen brezkrtačni motor. Brezkrtačni motor 
(angl. brushless motor) je električni motor, ki ne potrebuje drsnih obročev za prenos 
električne energije na rotor motorja. Brezkrtačni motorji so lahko na enosmerni ali 
izmenični tok. Njihove prednosti so daljša življenjska doba, manjša obraba, večji 
izkoristek, visoka hitrost vrtenja, odsotnost isker, visoka moč in zanesljivost. Slabosti 
pa so višja cena zaradi krmilne elektronike in večja kompleksnost. Motorji, ki so bili 
uporabljeni, imajo fiksirane tuljave, rotor motorja pa vsebuje magnet, ki se vrti na 
podlagi vrtilnega magnetnega polja. V primerjavi s krtačnimi motorji imajo več 
navora (glede na težo) in manj elektromagnetne interference. Eden pomembnih 
parametrov, ki jih je potrebno upoštevati, je ocena KV. Ta nam pove, kako hitro se 
lahko motor vrti glede na določeno napetost, ko motor ni obremenjen. V našem 
primeru smo uporabili LiPo-baterijo s tremi zaporedno vezanimi celicam, kar je dalo 
11,1 V napetosti. Motorji imajo torej vrednost 940 KV, kar pomeni, da brez 
obremenitve dosežejo hitrosti do 10434 RPM (obratov na minuto).  
 
Brezkrtačni motor na enosmerni tok je v bistvu brezkrtačni motor na izmenični 
tok z usmernikom, senzorjem in vgrajeno kontrolno elektroniko. Naprave, ki krmilijo 
hitrost brezkrtačnih motorjev se imenujejo sistemi elektronske regulacije hitrosti 
(angl. electronic speed control, ESC). Te naprave sledijo referenčnemu signalu, ki 
določa hitrost vrtenja motorjev, s spreminjanjem delovnega cikla preklopne 
frekvence FET-tranzistorjev. Modul generira določen tok, s katerim ustvarja trifazno 
izmenično napetost, ki se izrazi na motorju kot vrtilno magnetno polje. S tem 
poganja rotor prek vgrajenega permanentnega magneta. 
3.2  Projekt Pixhawk PX4  
Pixhawk PX4 je neodvisen projekt, ki razvija in združuje odprtokodno 
programsko opremo z odprto strojno opremo. Predstavlja zbirko visoko zmogljivih 
avtopilotnih modulov, primernih za helikopterje, multirotorje, čolne, avte in druge 
robotske platforme, ki imajo možnosti gibanja. Njegov namen je usmerjen predvsem 
v raziskovanje zmožnosti robotov, v akademske raziskovalne namene, za amatersko 
hobi uporabo in tudi za industrijsko rabo. Razvoj projekta izhaja iz ustanov 
Computer Vision and Geometry Lab of ETH Zurich [33] (Swiss Federal Institute of 
Technology) in Autonomous Systems Lab [34].  
 
Pri izvedbi te naloge smo uporabili nadzorno enoto po imenu Pixhawk 2.1. 
Izgled enote je razviden iz slike 3.2. Ta modul omogoča vodenje vozil v načinu 
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ročnega vodenja, polavtomatskega vodenja ali pa v načinu popolnega avtomatskega 
letenja. Modul vsebuje enoto, namenjeno za vodenje mikro zračnih vozil. Ta enota 
združuje avtopilot in inercialno merilno enoto (angl. Flight Management Unit, FMU) 
ter omogoča vodenje vozila z uporabo enotne integrirane plošče. Tej enoti je 
priključena dodatna vhodno-izhodna tridesetpinska platforma prek razširitvenega 
vodila. 
 
Slika 3.2: Nadzorna enota Pixhawk 2.1 [35]. 
Modul vključuje hiter in zmogljiv procesor, ki deluje skupaj z dodatnim 
varnostnim rezervnim procesorjem in razširljivim spominom. Primarni procesor 
predstavlja 32-bitni ARM Cortex štirijedrni procesor, ki niha z frekvenco 168 MHz 
in ima 2 MB bliskovnega pomnilnika. Rezervni procesor vključuje prav tako 32-bitni 
procesor, ki omogoča obnovitev in ima svoje napajanje. Poleg procesorja ima modul 
bralno-pisalni pomnilnik z 256 KB spomina. 
 
Procesor poganja operacijski sistem NuttX, ki je prilagojen za delovanje v 
realnem času. NuttX omogoča visoko učinkovitost, fleksibilnost in zanesljivost pri 
krmiljenju avtonomnih vozil. Zasnovan je na programskem okolju Unix/Linux, ki z 
integracijo večnitnih procesov in funkcionalnosti avtopilota, kot je na primer 
določanje poti gibanja vozila oziroma misij in dinamike letenja, omogoča dobre 
razvojne možnosti. 
 
Pixhawk 2.1 zajema tri enote IMU, ki so zaščitene proti vibracijam. Pixhawk 
vključuje kar 29 različnih senzorjev MEMS. Ti se podvajajo in zato omogočajo 
boljšo redundanco: 
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 LSM303D (pospeškometer in magnetometer), 
 L3GD20 (žiroskop),  
 MPU9250 in ICM 20948 (pospeškometer in žiroskop), 
 MS5611-barometer. 
 
Modul Pixhawk ima štirinajst servoizhodov, ki delujejo po principu 
pulznoširinske modulacije. Na te izhode se lahko priklopi servomotorje, prav tako se 
lahko priklopi elektronske regulatorje hitrosti, ki uravnavajo kotno hitrost motorjev. 
Osem od teh izhodov je glavnih, ki jih lahko ročno krmilimo, šest je nadomestnih. 
 
Poleg servoizhodov ima še široke možnosti povezovanja z dodatnimi 
zunanjimi napravami. Ima možnost priklopa po protokolu asinhrone serijske 
komunikacije UART, sinhronega serijskega vodila SPI, sinhrone digitalne 
komunikacije I2C, po protokolu CAN in tudi po protokolu USB. Prek enega UART-
vodila je priklopljen FTDI – USB-konektor, na katerega je povezan nadzorni 
računalnik, ki je odgovoren za visoko nivojsko vodenje kvadrokopterja. Prek I2C-
vodila je priklopljen še dodaten zunanji magnetometer za povečanje redundance. Ker 
je magnetometer zelo občutljiv na elektromagnetne motnje in ker je Zemljino 
magnetno polje šibko, ga je dobro namestiti čim dlje od drugih elektronskih naprav, 
ki oddajajo lastno elektromagnetno polje. 
 
Na voljo sta tudi vhoda, ki sprejemata signal daljinskega upravljalnika, to je 
lahko PPM-signal ali signal Spektrum DMS. PPM-signal predstavlja vsoto PWM-
signalov posameznih kanalov, ki jih prejme radijski sprejemnik od radijskega 
daljinskega upravljalnika. Za pretvorbo PWM-signala v PPM-signal je potreben 
namenski pretvornik. Pixhawk vsebuje tudi vhodni analogno-digitalni pretvornik, ki 
deluje na dveh napetostnih nivojih – 3,3 V in 6,6 V. Modul ima vhod za varnostno 
stikalo, s katerim lahko prekinemo delovanje motorjev, če gre kaj narobe. Ima tudi 
vhod za priklop piezoelektričnega avdioindikatorja, ki poleg LED-indikatorja 
sporoča trenutni status načina letenja. Vsebuje režo za dodajanje mikro SD-kartice, 
ki jo lahko uporabimo za beleženje podatkov različnih stanj med letenjem 
kvadrokopterja. 
 
Sistem Pixhawk je opremljen z enoto za napajanje modula. Ima poseben 
priključek, prek katerega se napajalna enota priključi. Ta enota vsebuje idealni diodni 
krmilnik z redundantnim močnostnim vhodom in senzorja, prek katerih enota meri 
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napetost in tok. S pomočjo te meritve napetosti in toka baterije lahko preverjamo , 
koliko energije je še shranjene v bateriji in sprožimo varnostni pristanek pri nizki 
vrednosti napetosti. Napajalna enota tudi preverja, koliko energije se porabi pri 
določenih manevrih, ali pa omogoča programski opremi bolj točno kompenzacijo 
interference na magnetometru od drugih komponent. Zagotavlja stabilno napajanje 
modula s 5,37 V in 2,25 A, ki zmanjšuje možnost okvare modula. Vsi izhodi za 
zunanje naprave so zaščiteni pred prevelikimi tokovi, vsi vhodi so zaščiteni pred 
elektrostatično razelektritvijo. Z dodatno povezavo je mogoče tudi napajanje 
izhodov. Napajalna enota določa, katero velikost baterije izberemo, saj pretvarja 
vhodno napetost baterije iz določenega vhodnega napetostnega območja v izhodno 
konstantno napetost [11, 12]. 
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4  Opis programske opreme 
V tem poglavju je opredeljena programska oprema, ki se izvaja na krmilniku 
letenja in programska oprema, ki se izvaja na nadzornem računalniku. Opisana je 
tudi komunikacija med sistemoma in arhitektura vodenja kvadrokopterja. 
4.1  Avtopilot PX4 
Avtopilot PX4 je platforma neodvisne avtopilotske programske opreme, ki 
upravlja leteča ali vozeča se vozila. Naložimo jo na strojno opremo v vozilu. Strojna 
oprema Pixhawk je optimirana za uporabo programske navigacijske opreme PX4, 
omogoča lažji prehod na ta sistem in zmanjšuje vhodne ovire za nove uporabnike. 
Avtopilot PX4 vsebuje dva glavna sloja. Prvi del je sestavljen iz sistema za oceno 
dinamike letenja in za krmiljenje letenja. Drugi del sestavlja tipični robotski sloj, ki 
omogoča podporo različnim avtonomnim robotom z zagotavljanjem notranje/zunanje 
komunikacije in integracije strojne opreme.  
 
Vsi različni tipi vozil (čolni, zemeljska vozila, podmornice, helikopterji, letala, 
multirotorji), ki jih lahko upravlja avtopilot PX4, si delijo isto programsko bazo. 
Celotna zasnova sistema je reaktivna, kar pomeni, da so vse funkcionalnosti 
razdeljene v zamenljive komponente, komunikacija pa je zgrajena na podlagi 
asinhronskega izmenjevanja sporočil. Izvorna koda je razdeljena v več modulov. 
Moduli komunicirajo med sabo s sistemom uORB, ki objavlja in sprejema sporočila. 
Ker je sistem reaktiven, se posodobi takoj, ko prispejo novi podatki. Vse operacije in 
komunikacija lahko zaradi tega delujejo vzporedno. Vsaka komponenta sistema 
lahko prejme podatke od kjerkoli v sistemu na varen način. Sloj, ki skrbi za 
krmiljenje funkcij letenja, je zbirka vodenja, navigacije in regulacijskih algoritmov 
za avtonomna plovila. Vključuje vodenje plovil s fiksnimi krili, multirotorje in 
plovila za vertikalni vzlet in pristanek, pa tudi sistem za oceno položaja in 
orientacije. 
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Naslednja slika kaže pregled blokov, ki predstavljajo sloj vodenja letenja. 
Vsebuje povezave od senzorjev, signala iz daljinskega upravljalnika ali avtonomnega 
vodenja s pomočjo nadzornega računalnika, do upravljanja motorjev. 
 
 
Slika 4.1:  Arhitektura nizkonivojskega vodenja. 
Ocenjevalnik položaja sprejme na vhodu enega ali več senzorjev, jih združi in 
izračuna stanje vozila. V našem primeru izračuna položaj in orientacijo 
kvadrokopterja na podlagi IMU-meritev. 
 
Regulator je komponenta, ki vzame referenčno točko in meritev ali ocenjeno 
stanje vozila za vhod. Njegov cilj je nastaviti vrednost procesne spremenljivke tako, 
da je čim bolj enaka referenčni točki. Izhod regulatorja je torej regulirna akcija, ki 
vodi izhod procesa proti referenčni točki. Pri tem se določi velikost sile, ki premakne 
kvadrokopter na želeni položaj. Na koncu imamo še mehanizem, ki združi 
informacijo o vodenju in jo prevede v individualne ukaze za posamične motorje. Pri 
tem nadzira in zagotavlja, da se ne prekorači določenih omejitev sistema.  
 
Srednji robotski sloj je sestavljen primarno iz gonilnikov za vgrajene senzorje, 
komunikacijo z nadzornim računalnikom in komunikacijo med različnimi moduli 
PX4. Poleg tega ta sloj vsebuje simulacijski vmesnik, ki omogoča uporabo 
programske opreme PX4 na običajnih operacijskih sistemih in vodenje modeliranega 
vozila v simulacijskem okolju. PX4 vsebuje različne načine letenja. Ti načini 
definirajo, kako se avtopilot odziva na ukaze s strani daljinskega upravljalnika, ali 
kako vodi gibanje vozila v popolnoma avtomatskem načinu. Ti načini zagotavljajo 
različne vrste oziroma ravni asistence avtopilota pri letenju v ročnem načinu, 
omogočajo pa tudi možnosti manevrov, kot so vzletanje, pristanek, vzdrževanje 
višine ali položaja itd. 
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Uporabnik lahko preklaplja med načini letenja s stikali na daljinskem 
upravljalniku, lahko pa tudi programsko. Način, ki izvaja nadzor letenja 
kvadrokopterja prek računalnika, se imenuje »OFFBOARD«. V tem načinu 
kvadrokopter izvaja ukaze za spreminjanje položaja oziroma hitrosti prek 
komunikacijskega protokola MAVLink [12]. 
4.2  Bazna postaja  
Bazna postaja QGroundControl je programska aplikacija, ki se izvaja na 
nadzornem računalniku in komunicira s plovilom prek serijskega vhoda. Izpisuje 
podatke o delovanju plovila in njegov položaj v realnem času, tako da nam lahko 
služi kot virtualna pilotska kabina s pregledom nad vsemi instrumenti, kot jih imamo 
v pravem letalu. Bazna postaja se lahko uporablja tudi za krmiljenje plovila pri 
letenju, z nalaganjem novih misij in spreminjanjem parametrov. Zmožna je prenašati 
v živo video s kamere plovila in ga prikazovati.  
 
Pri izvedbi našega projekta se je bazna postaja uporabila predvsem za primarne 
funkcije. Prek nje smo naložili programsko opremo PX4 na strojno opremo modula 
Pixhawk. Nato smo nastavili tip uporabljenega plovila in s tem vse potrebne 
parametre. S to aplikacijo smo kalibrirali senzorje pospeška, žiroskop in 
magnetometer. Na koncu smo izvedli še kalibracijo kanalov daljinskega 
upravljalnika in določili namen posameznega kanala. Prav tako smo izvedli 
kalibracijo elektronskih regulatorjev hitrosti motorjev, pri čemer sta se nastavili 
maksimalna in minimalna vrednost sorazmerja med vhodnim PWM-signalom in 
izhodno trifazno močjo, ki poganja motorje [13]. 
4.3  Upravljanje kvadrokopterja z nadzornim računalnikom 
Tu je zajeta predstavitev opisa orodja robotskega operacijskega sistema ROS in 
predstavitev uporabe tega orodja. 
4.3.1  Robotski operacijski sistem ROS 
Robotski operacijski sistem ROS (angl. Robot Operating System) je fleksibilno 
okolje za pisanje programskih aplikacij za robote. Predstavlja zbirko orodij, knjižnic 
in navodil, katerih cilj je poenostaviti načrtovanje in izdelavo kompleksnih in 
robustnih robotskih aplikacij na različnih robotskih platformah. Koncept ROS je 
sestavljen iz treh nivojev: nivoja datotečnega sistema, nivoja računskih procesov in 
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nivoja skupnosti. Nivo datotečnega sistema pokriva v glavnem sredstva, ki jih 
srečamo na disku:  
 
 Paketi (angl. Packages): paketi so glavna organizacijska enota 
programske kode v ROS- sistemih. Paket lahko vključuje procese, ki jih 
lahko zaženemo, knjižnice, podatkovni set, konfiguracijske datoteke, ali 
karkoli, kar je smiselno organizirati skupaj.  
 Paketni manifesti (angl. Package manifests): manifesti (package.xml) 
zagotavljajo metapodatke o paketu, vključno z nazivom paketa, verzijo, 
opisom, licenčnimi informacijami itd. 
 Repozitoriji (angl. Repositories): zbirka paketov, ki si delijo skupne 
lastnosti. 
 Tipi sporočil (angl. Message types): opis sporočil oziroma 
podatkovnih struktur za sporočilo v okolju ROS. 
 Tipi storitev (angl. Service types): opis storitev, ki definirajo zahtevke 
in odzive podatkovnih struktur za storitve v okolju ROS. 
 
Nivo računskih procesov je omrežje enakovrednih procesov (angl. peer-to-
peer) v okolju ROS, ki vzajemno obdelujejo podatke. Osnovni koncepti tega nivoja 
so vozlišča, strežniki parametrov, sporočila, storitve, teme in vreče, ki vsi vračajo 
podatki na različne načine: 
 
 Vozlišče (angl. Node): vozlišča so procesi, ki izvajajo računanje. ROS 
je izdelan modularno in strukturirano, ker vodenje robotov običajno 
sestavlja veliko vozlišč. Na primer, eno vozlišče nadzira laserski senzor 
in meritve razdalje, drugo vozlišče izvaja lokalizacijo, tretje krmili 
robota, četrto izvaja načrtovanje poti itd. ROS-vozlišče je napisano z 
uporabo ROS-knjižnice za programska jezika C++ ali Python.  
 Master: ROS-master omogoča imenovanje in registracijo storitev in 
vozlišč v ROS-sistemu. Sproti sledi vozliščem, ki objavljajo in se 
naročujejo na teme in storitve. Vloga masterja je aktiviranje 
individualnih ROS-vozlišč, da locirajo drug drugega. Ko so vozlišča 
locirana, lahko komunicirajo med sabo po načinu omrežja 
enakovrednih procesov.  
 Strežnik parametrov (angl. Parameter server): strežnik parametrov 
omogoča, da so podatki shranjeni s ključem na centralni lokaciji. 
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 Sporočilo (angl. Messages): vozlišča komunicirajo med sabo s 
prenašanjem sporočil. Sporočilo je podatkovna struktura, ki združuje 
polja s tekstom. Podprti so standardni tipi spremenljivk (int, float, 
boolean itd.), prav tako so podprte matrike standardnih tipov. 
 Tema (angl. Topic): sporočila so usmerjena skozi transportni sistem po 
modelu objavi/naroči. Vozlišče pošlje sporočilo z objavljanjem teme. 
Tema je ime, ki se uporablja za identificiranje vsebine sporočila. 
Vozlišče, ki želi prejeti določene podatke, se mora naročiti na primerno 
temo. Mogoče je, da isto temo objavi ali se nanjo naroči več različnih 
vozlišč. Prav tako lahko vozlišče objavi ali se naroči na več različnih 
tem hkrati. Poleg tega se vozlišča, ki objavljajo teme in se nanje 
naročajo, ne vidijo med sabo. 
 Storitve (angl. Services): model objavi/naroči je zelo fleksibilen 
komunikacijski primerek, vendar mnogo številčni enosmerni transport 
običajno ni primeren za interakcijo zahteva/odgovor, ki se pogosto 
uporablja v distribuiranih sistemih. Model, ki deluje po principu 
zahteva/odgovor, je izveden s konceptom storitev, definiranih s parom 
sporočilnih struktur (ena za zahtevo, druga za odgovor). Določeno 
vozlišče ponudi storitev pod določenim imenom, stranka pa uporabi 
storitev s pošiljanjem sporočila z zahtevo in čaka na odgovor. 
 Vreče (angl. Bags): Vreče so oblika za shranjevanje in predvajanje 
shranjenih podatkov ROS-sporočil. To je pomemben mehanizem za 
shranjevanje podatkov, kot so izmerjene vrednosti senzorjev, ki jih je 
težko zbrati, vendar so pomembni pri razvoju in testiranju algoritmov.  
 
Slika 4.2:  Komunikacija med ROS-vozlišči. 
ROS-master shranjuje registracijske informacije tem in storitev za ROS- 
vozlišča. Ko vozlišča komunicirajo z masterjem, lahko prejmejo informacijo o 
drugih registriranih vozliščih in ustvarijo primerne medsebojne povezave. Master 
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prav tako posodobi stanje vozlišč, ko se registracijske informacije spremenijo . To 
omogoča vozliščem dinamično ustvarjanje povezav, ko se ustvarijo nova vozlišča. 
 
Vozlišča se neposredno povežejo z drugimi vozlišči. Vozlišča, ki se naročijo na 
temo, pošljejo tudi zahtevek vozlišču, ki je temo objavilo, in vzpostavijo 
komunikacijo prek dogovorjenega protokola. Najbolj pogost protokol, uporabljen v 
ROS-sistemih, je TCPROS, ki uporablja standardne TCP-/IP-vtičnice [14]. 
4.3.2  Izvedba oddaljenega nadzora 
Knjižnica ROS kot namenska robotska knjižnica se lahko uporablja tudi v 
kombinaciji s programsko opremo PX4, ko ta deluje v načinu »OFFBOARD«. Pri 
tem smo uporabili paket MAVROS. Ta paket vsebuje komunikacijske gonilnike, ki 
omogočajo komunikacijo med računalniki, na katerih obratuje ROS, in različnimi 
avtopiloti po komunikacijskem protokolu MAVlink. Protokol MAVLink (Micro Air 
Vehicle Link) je namenjen za komunikacijo z brezpilotnimi letalniki. Paket 
MAVROS vsebuje vozlišče, ki lahko komunicira s PX4, ki obratuje na strojni 
opremi, ali pa na simulacijski programski opremi Gazebo. Vozlišče MAVROS 
objavlja različne teme in storitve, na katere se lahko naročimo z novimi vozlišči. 
Prek te funkcionalnosti, ki jo omogočata ROS in vozlišče MAVROS, lahko 
sprejemamo podatke z informacijo o meritvah senzorjev in stanju avtopilota. 
Obenem pa lahko tudi pošiljamo ukaze za vodenje kvadrokopterja z objavljanjem 
tem, ki vsebujejo sporočila o želeni dinamiki gibanja [12]. 
4.4  Arhitektura opreme na kvadrokopterju 
Zunanje upravljanje kvadrokopterja se izvaja na nadzornem mikroračunalniku, 
ki je montiran na kvadrokopter. Mikroračunalnik je povezan s Pixhawk prek USB- 
UART-adapterja. Tu lahko izbiramo med več možnimi tipi mikroračunalnikov. Za 
namen tega projekta smo izbrali Raspberry Pi 3, ki ni med najbolj hitrimi 
mikroračunalniki, je pa cenovno ugoden in omogoča priklop kamere in s tem 
uporabo računalniškega vida. Na Raspberry smo naložili operacijski sistem Ubuntu 
Mate 16.04. Za izvedbo projekta smo morali naložiti še ROS, paket MAVROS, 
knjižnico OpenCV in prevajalnik za programski jezik Python 2.7. Arhitektura 
vodenja kvadrokopterja je prikazana na sliki 4.1. 
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Slika 4.3:  Arhitektura vodenja kvadrokopterja.
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5  Kalibracija kamere 
Kamere obstajajo na svetu že več kot 100 let. Proti koncu 20. stoletja so se na 
tržišču pojavile poceni kamere, ki imajo namesto leče samo majhno odprtino (angl. 
pinhole camera). Te so postale del našega vsakdana, saj jih najdemo v večini 
elektronskih naprav. Kamero z majhno odprtino lahko opišemo kot škatlo, ki ne 
prepušča svetlobe, z majhno luknjo na eni stranici. Svetloba iz okolice prehaja skozi 
odprtino in projicira na glavo obrnjeno sliko na nasprotno stran škatle. Na žalost 
zaradi nizke cene in preproste zgradbe kamera ni brez slabosti – popačenja slike. K 
sreči je popačenje mogoče opisati z nekaj konstantami in popraviti s kalibracijskim 
postopkom. 
5.1  Opis parametrov kamere 
Kalibracija kamere je proces pridobivanja notranjih parametrov, zunanjih 
parametrov kamere in parametrov popačenja. Notranji parametri kamere opisujejo 
notranjo karakteristiko, le ta pa vsebuje goriščno razdaljo, izkrivljenost slike (angl. 
skew), popačenje in center slike. S slike 5.1 je center slike označen z parametroma (𝑐𝑥, 𝑐𝑦). Zunanji parametri kamere opisujejo položaj in orientacijo kamere v 
prostoru. Pri tem na sliki 5.1 𝑃 predstavlja globalni koordinatni sistem, medtem ko ℱ󠆾𝑐  predstavlja koordinatni sistem kamere. Koordinatni sistem slikovne ravnine s 
središčem v sredini slike je predstavljen s parametroma (𝑥, 𝑦), slikovni elementi pa 
so predstavljeni s spremenljivkama (𝑢, 𝑣). Poznavanje notranjih parametrov je 
ključen korak za uporabljanje računalniškega vida v 3D-prostoru, saj nam omogoča, 
da ocenimo strukturo prizora v Evklidskem prostoru. Poleg tega odstrani popačenje 
leče, ki zmanjšuje točnost. Pridobljene parametre uporabimo za korekcijo 
popačenosti leče, za merjenje velikosti predmetov v prostorskih enotah ali za 
določitev lokacije kamere v prostoru. Te naloge se uporabljajo v aplikacijah 
strojnega vida pri detekciji in meritvi različnih predmetov. Uporabljajo se tudi v 
robotiki, v navigacijskih sistemih in pri 3D-rekonstrukciji okolja [15, 16]. 
32 5  Kalibracija kamere 
 
 
Slika 5.1:  Model kamere z majhno odprtino [36].  
Algoritem, ki smo ga uporabili pri kalibraciji kamere, uporablja model kamere, 
predstavljen po Jean-Yves Bougetu. Ta model vsebuje model kamere z odprtino in 
model popačenja leče. Kot smo že omenili, model kamere z odprtino ne upošteva 
popačenja leče, saj idealna kamera z odprtino ne vsebuje leče. Za točen opis realne 
kamere se uporablja algoritem kalibracije za celoten model kamere, ki vsebuje 
faktorje radialnega in tangencialnega popačenja leče. Radialne faktorje upoštevamo z 
naslednjima dvema enačbama: 
 𝑥𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛 = 𝑥 + (1 + 𝑘1𝑟2 + 𝑘2𝑟4 + 𝑘3𝑟6)  (5.1) 
 𝑦𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛 = 𝑦 + (1 + 𝑘1𝑟2 + 𝑘2𝑟4 + 𝑘3𝑟6)  (5.2) 
kjer so 𝑘1, 𝑘2, 𝑘3 koeficienti radialnega popačenja, 𝑟 pa je radialni faktor. Za vsak 
piksel na koordinatah (x, y) v vhodni sliki popravimo njegov položaj na izhodni sliki 
na koordinate (𝑥𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛, 𝑦𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛). Obstajata dva različna tipa radialnega 
popačenja, ki sta prikazan na sliki 5.2. Prvi tip je v obliki »blazinice«, drugi tip pa se 
izrazi v obliki »soda«. 
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Slika 5.2:  Popačenje slike, na levi sliki je popačenje v obliki »soda«, na desni pa je popačenje v obliki 
»blazinice« [37]. 
Tangencialno popačenje se pojavi, kadar leča kamere ni točno vzporedna z 
ravnino slike. Koordinate piksla popravimo z naslednjima dvema enačbama:       
 𝑥𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛 = 𝑥 + [2𝑝1𝑥𝑦 +  𝑝2(𝑟2 + 2𝑥2)]  (5.3) 
 𝑦𝑝𝑜𝑝𝑟𝑎𝑣𝑙𝑗𝑒𝑛 = 𝑦 + [ 𝑝1(𝑟2 + 2𝑦2) + 2𝑝2𝑥𝑦]  (5.4) 
kjer sta 𝑝1 , 𝑝2 koeficienta tangencialnega popačenja, 𝑟 pa predstavlja radialni faktor. 
 
Slika 5.3:  Tangencialno popačenje slike [15]. 
Z odpravljanjem obeh tipov popačenja pridobimo pet parametrov, ki so 
predstavljeni z naslednjim vektorjem popačenja: 
 𝐾𝑜𝑒𝑓𝑖𝑐𝑖𝑒𝑛𝑡𝑖𝑝𝑜𝑝𝑎č𝑒𝑛𝑗𝑎 = [𝑘1 𝑘2 𝑝1 𝑝2 𝑘3]  (5.5) 
Sedaj moramo dodati parametrom popačenja slike še notranje in zunanje parametre 
kamere. Notranji parametri so del kamere. Vsebujejo informacijo goriščnih razdalj 
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(f𝑥, 𝑓𝑦) in optičnih centrov (c𝑥, 𝑐𝑦). Lahko jim rečemo tudi matrika kamere, saj jih 
zapišemo v obliki matrike 3 ×  3. Odvisni so samo od kamere in ko so enkrat 
izračunani, nam jih ni treba več računati in lahko jih shranimo za nadaljnjo uporabo. 
Matrika kamere je razvidna iz naslednje enačbe: 
 𝑀𝑎𝑡𝑟𝑖𝑘𝑎 𝑘𝑎𝑚𝑒𝑟𝑒 =  [𝑓𝑥 0 𝑐𝑥0 𝑓𝑦 𝑐𝑦0 0 1 ]  (5.6) 
Za pretvorbo enot iz prostora v ravnino slike uporabimo naslednjo formulo: 
  [𝑥𝑦1]  =  [𝑓𝑥 0 𝑐𝑥0 𝑓𝑦 𝑐𝑦0 0 1 ] [XY𝑍]  (5.7) 
Neznani parametri sta goriščni razdalji (f𝑥, 𝑓𝑦) ter optična centra kamere (c𝑥, 𝑐𝑦), ki 
sta izražena v koordinatah pikslov. Če se uporabi za obe stranici ista goriščna 
razdalja 𝑓 z danim razmerjem 𝑎 (običajno je enako 1), potem je 𝑓 = 𝑓𝑥𝑎 in v zgornji 
formuli dobimo samo eno goriščno razdaljo 𝑓. Parametri popačenja ostanejo enaki 
pri spreminjanju resolucije kamere, notranji parametri pa morajo biti skalirani v 
razmerju trenutne resolucije s tisto, ki je bila uporabljena pri kalibraciji kamere. 
Notranji parametri predstavljajo projektivno transformacijo iz 3D-koordinatnega 
sistema kamere v 2D-koordinate slike. Zunanji parametri kamere so sestavljeni iz 
rotacijske matrike in translacijskega vektorja. Zunanji parametri kamere predstavljajo 
togo transformacijo iz 3D-prostorskega koordinatnega sistema v 3D-koordinatni 
sistem kamere. Ti parametri torej določajo položaj centra kamere in usmeritev 
kamere v prostorskem koordinatnem sistemu. Z naslednje slike je razvidna povezava 
med globalnimi koordinatami, koordinatami kamere, ter koordinatami pikslov. 
 
Slika 5.4:  Zunanji in notranji parametri kamere. 
5.2  Postopek kalibracije kamere 
Proces določanja vektorja popačenja in matrike kamere je torej naša 
kalibracija. Računanje parametrov izvedemo z uporabo nekaj geometričnih formul. 
Te formule se spreminjajo z uporabo različnih kalibracijskih vzorcev. Za kalibracijo 
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naše kamere in računanje kalibracijskih parametrov smo uporabili funkcije iz 
knjižnice OpenCV. Pri tem smo za kalibracijski vzorec uporabili šahovnico v 
velikosti 5x7 polj. Za izvedbo kalibracije smo z našo kamero izdelali več slik 
šahovnice iz različnih položajev. Posneli smo veliko slik, saj je kalibracija bolj 
natančna, če uporabiš več slik z več različnih položajev. Prav tako na rezultate manj 
vpliva šum, ki ga vsebujejo vhodne slike. V algoritmu kalibracije smo naprej 
inicializirali objektne točke, ki predstavljajo vzorec polj 5x7. Nato smo s funkcijo 
cv2.findChessboardCorners() (iz knjižnice OpenCV) poiskali na vseh slikah vogale 
šahovnice. Na naslednji sliki je razviden kalibracijski vzorec, s prepoznanimi vogali.  
 
Slika 5.5:  Detekcija vogalov na šahovnici. 
Ko smo našli vse vogale šahovnice vzorca 5x7, smo shranili objektne točke in 
najdene vogale šahovnice v posebna vektorja. Na koncu smo uporabili funkcijo 
cv2.calibrateCamera(), ki vzame kot parametra vektorja objektnih točk in vogalov 
šahovnice vseh slik, na katerih so bili vogali pravilno razpoznani [16]. 
 
 S to funkcijo smo dobili potrebne parametre, kot sta matrika kamere in vektor 
s koeficienti popačenosti leče predstavljena z naslednjima enačbama: 
 𝑀𝑎𝑡𝑟𝑖𝑘𝑎 𝑘𝑎𝑚𝑒𝑟𝑒 =  [508.69 0 317.480 508.99 234.990 0 1 ]  (5.8) 
 𝐾𝑜𝑒𝑓.  𝑝𝑜𝑝𝑎č𝑒𝑛𝑗𝑎 =  [   
 2.22 ∗ 10−1 −5.89 ∗ 10−1 −2.76 ∗ 10−3 5.74 ∗ 10−4  6.07 ∗ 10−1 ]   
   (5.9) 
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Določanje položaja ima velik pomen pri aplikacijah računalniškega vida 
(navigacija robota, navidezna resničnost, itd.). Proces določanja položaja temelji na 
iskanju povezav med točkami v realnem 3D-okolju in projekcijami teh točk na 2D-
sliki. Iskanje relevantnih točk je kompleksen problem, zato se običajno pri iskanju 
točk uporabi značke z znano geometrijo, kar olajša problem. 
Eden najbolj priljubljenih pristopov je uporaba binarnih umetnih značk. Glavna 
prednost teh značk je ta, da posamezna značka zagotavlja dovolj informacije za 
določitev položaja kamere. Položaj se preračuna iz štirih vogalov značke. Poleg tega 
se lahko na značke prek notranjega binarnega kodiranja izvede tudi identifikacijo. 
Določanje položaja je s tem še učinkovitejše, saj omogoča možnost zaznavanja 
napak in izvajanje popravkov na napakah. 
6.1  Značke ArUco  
Značka ArUco je sintetična kvadratna značka, sestavljena iz zunanje črne 
obrobe in notranje binarne matrike, ki določa ID značke. Velikost značke opredeljuje 
velikost notranje matrike. V našem primeru smo uporabili značke velikosti 4 × 4, kar 
predstavlja 16-bitni kodni zapis ID značke. 
6.2  Sivinska slika 
V fotografiji in računalniškem vidu je sivinska slika slika, pri kateri je vsak 
piksel predstavljen z eno samo vrednostjo. Ta nam pove količino vpadle svetlobe 
oziroma informacijo o svetlosti točkovnega polja. Slikovno polje je običajno 
predstavljeno z barvnim modelom RGB, ki vsebuje vrednosti, ki predstavljajo 
vsebnosti rdeče, zelene in modre barve v enem slikovnem polju. Spreminjanje slik v 
sivinsko sliko je postopek, ki združi vse tri vrednosti enega slikovnega polja v eno 
samo vrednost, ki predstavlja le še sivinske nivoje. Slike tega tipa so znane tudi kot 
črno-bele ali monokromatične slike in so sestavljene samo iz odtenkov sive barve, s 
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spreminjanjem svetlosti od črne z najmanjšo intenziteto do bele z največjo intenziteto 
[17]. 
 
Sivinske slike so običajno predstavljene z osmimi biti na vzorčeno slikovno 
polje, kar pomeni da imamo 256 različnih sivinskih nivojev. S tem je računanje pri 
obdelavi slike olajšano, saj je vsako slikovno polje individualno predstavljeno s 
celim bajtom. 
 
Slika 6.1:  Originalna slika pretvorjena v sivinsko sliko. 
6.3  Filtriranje in glajenje slike 
Tako kot signali z eno dimenzijo so lahko tudi slike filtrirane z različnimi 
nizko- ali visokoprepustnimi filtri (angl. low-pass/high-pass filters). Nizkoprepustni 
filter pomaga pri odstranjevanju šuma v slikah oziroma pri glajenju slike, medtem ko 
visokoprepustni filter pomaga pri iskanju robov na sliki. 
Če želimo imeti robustno tehniko filtriranja slike, mora ta uspešno zmanjšati 
količino šuma in ohraniti robove na sliki. Glajenje slik je doseženo s konvolucijo 
slike z oknom nizkoprepustnega filtra. Uporabno je za odstranjevanje šuma. V bistvu 
s slike odstrani vsebino z visoko frekvenco (šum, robovi), zato so po filtriranju slike 
robovi zamegljeni. Z uporabo te vrste filtriranja uspešno odstranimo impulzni šum, 
imenovan tudi »poper in sol«. Konvencionalne metode filtriranja šuma so: filtriranje 
s povprečjem, z mediano in Gaussovo filtriranje. 
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Filtriranje z oknom izvedemo na naslednji opisani način. Na vsak piksel 
centriramo okno velikosti 𝐴 × 𝐴. Vse piksle, ki padejo znotraj tega okna, 
pomnožimo z določeno vrednostjo polja v oknu, seštejemo in na koncu delimo s 
številom elementov okna. Z drugimi besedami, izračunamo povprečje vrednosti 
pikslov znotraj okna. S to operacijo, ki zajame vse piksle na sliki, dobimo izhodno 
filtrirano sliko. Z metodo Gaussovega filtriranja uporabimo filter z elementi, ki 
opisujejo normalno porazdelitev (Gaussov filter). Gaussov filter se obnaša enako kot 
nizkoprepustni filter. 
Pri procesiranju slik lahko šum modeliramo najpogosteje kot naključni šum, 
predstavljen z normalno Gaussovo porazdelitvijo. Gaussov šum predstavlja statistični 
šum, ki ima funkcijo gostote verjetnosti enako normalni porazdelitvi, ki je znana tudi 
kot Gaussova porazdelitev. Z drugimi besedami, vrednosti, ki jih šum prevzame, so 
porazdeljene po Gaussovi porazdelitvi [18]. 
 
Slika 6.2:  Konvolucijsko okno Gaussovega filtra. 
V osnovi je Gaussova funkcija zvezna funkcija in se razteza v neskončnost. 
Njen integral od −∞ do ∞ ima vrednost 1. Pri digitalni obdelavi se funkcijo 
diskretizira in na novo normira diskretne koeficiente, tako da je njihova vsota spet 
enaka 1. 
Pri filtriranju slike je potrebno določiti širino in višino okna, s katerim 
izračunamo konvolucijo. Polega tega moramo določiti standardno deviacijo v obeh 
dimenzijah [19]. 
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Gaussovo filtriranje je najbolj učinkovito pri odstranjevanju šuma, ki je 
podoben Gaussovemu šumu. Nezaželen rezultat filtriranja se lahko pojavi z 
glajenjem ostrih robov in podrobnosti, če so zaznane kot visoke frekvence na sliki 
[20]. 
 
Slika 6.3:  Slika glajena z Gaussovim filtrom. 
6.4  Upragovljanje slike 
Upragovljanje je najpreprostejša metoda segmentacije slike. Upragovljanje se 
uporabi pri spreminjanju sivinske slike v binarno sliko. Ena izmed možnosti 
upragovljanja, ki jo lahko uporabimo, je zamenjava vsakega piksla slike s črnim 
pikslom, kjer je svetlost piksla pod neko določeno fiksno konstanto, oziroma z belim 
pikslom v primeru, ko je svetlost piksla večja od te konstante. 
6.5  Detekcija robnih točk 
Rob na sliki se pojavi na mestih, kjer so ostre spremembe svetlosti (vrednosti) 
oziroma intenzitete slike. Robne točke niso zgolj točke ali premice , ampak so v 
splošnem točke na krivuljah, ki morajo biti zaključene. Pri iskanju robov torej 
iščemo robne točke neke zaključene krivulje. Z najdenimi robnimi točkami najdemo 
meje objekta na sliki.  
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6.5.1  Detektor robov Canny 
Detektor robov Canny je pogosto uporabljen v računalniškem vidu pri iskanju 
in lociranju ostrih sprememb svetlosti, oziroma iskanju meja objekta na sliki. 
Detektor robov Canny označi piksel kot rob, če je velikost gradienta piksla večja od 
velikosti gradienta sosednjih pikslov v smeri maksimalne spremembe intenzitete 
svetlosti.  
 
Detektor robov Canny je tehnika za izločanje uporabne strukturne informacije 
iz različnih vizualnih objektov, poleg tega pa v veliki meri zmanjša količino 
podatkov, ki jih je potrebno procesirati. Ta rešitev detekcije robov se lahko uporabi 
in izvede na širokem spektru problemov. Glavni kriterij pri iskanju robov je ta, da 
detektor določi robne točke z optimizacijskim procesom – iskanjem maksimuma 
velikosti gradienta na sliki, ki je bila prej glajena z Gaussovim filtrom. 
Nato se izračuna velikost gradienta in smer gradienta za vsak piksel. Če je 
velikost gradienta piksla večja kot pri sosednjih pikslih v isti smeri, se piksel označi 
kot rob. Če ta kriterij ni izpolnjen, se piksel označi kot ozadje. Rob na sliki je lahko 
usmerjen v več različnih smeri, zato Cannyjev algoritem uporablja štiri različne filtre 
za detekcijo horizontalnih, vertikalnih in diagonalnih robov na glajeni sliki. Za 
detekcijo robov se lahko uporabi različne operatorje (npr. Robertsov, Prewittov, 
Sobelov), ki vrnejo vrednost prvega odvoda v horizontalni smeri 𝐺𝑥 in v vertikalni 
smeri 𝐺𝑦. Najprej opravimo konvolucijo slike s prvim Sobelovim operatorjem, ki 
išče robove v horizontalni smeri. Nato konvolucijo opravimo še z drugim 
operatorjem, ki išče robove v vertikalni smeri. Na naslednji sliki sta prikazani 
konvolucijski okni Sobelovega operatorja.  
 
Slika 6.4:  Konvolucijsko okno Sobelovega operatorja za konvolucijo v vertikalni smeri (levo) in za 
konvolucijo v horizontalni smeri (desno). 
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Z računanjem konvolucije s pomočjo teh oken dobimo komponenti 𝐺𝑥, 𝐺𝑦 vektorja 
gradienta intenzitete na položaju vsakega piksla. Iz tega izračunamo velikost 
gradienta, kar da kandidate za robne točke: 
 𝐺 = √𝐺𝑥2 + 𝐺𝑦2  (6.1) 
Smer gradienta, ki jo izračunamo po naslednji enačbi uporabimo za povezovanje 
robnih točk skupaj: 
 𝜃 = atan (𝐺𝑥, 𝐺𝑦)  (6.2) 
 
Slika 6.5:  Detektor robov Canny. 
Glajenje slike odstrani šum in s tem tudi v veliki meri izloči napačne robne 
točke. Glajenje slike torej izboljša detekcijo robov. Na žalost pa glajenje poleg 
odstranjevanja šuma zamegli tudi prave robove, s tem pa postane meja roba 
debelejša. Izgubimo točen položaj roba, kar pomeni, da glajenje poslabša 
lokalizacijo. Za dobre rezultate glajenja moramo izbrati kompromis med 
izboljšanjem detekcije robov in izboljšanjem lokalizacije [22]. 
6.6  Segmentacija slike in iskanje zaključenih krivulj 
Segmentacija slike je proces, pri katerem sliko razgradimo v smiselne dele, ki 
sestavljajo sliko. Regija na sliki je skupek povezanih pikslov. Poleg tega, da so 
povezani, si ti piksli delijo skupne lastnosti, zato spadajo skupaj. Lastnosti, ki si jih 
delijo, se imenujejo deskriptorji. Regija je definirana s piksli, ki se nahajajo v tej 
regiji. Zato iščemo povezane skupke pikslov in jih označimo. 
 
Konture so lahko razložene kot krivulje, ki združujejo vse zvezne točke enake 
barve ali enake intenzitete. Konture so uporabno orodje za analizo oblik in detekcijo 
objektov ter njihovo razpoznavo. Konture so meje neke oblike lika z enako 
intenziteto, s katerimi shranimo (𝑢, 𝑣) koordinate mejnih točk lika. Če je lik pravilne 
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oblike, ni potrebno shraniti vseh mejnih točk, temveč lahko shranimo le točke, ki so 
na vogalu lika in določajo obliko lika. 
 
V našem primeru, ko iščemo značke kvadratne oblike, shranimo le like s 
štirimi vogali in s tem štiri vogalne točke. S tem postopkom odstranimo vse 
redundantne točke in tako prihranimo spomin [23]. 
6.7  Izvedba transformacije značke 
Po izvedbi vseh prejšnjih korakov dobimo štiri vogalne točke, ki opisujejo lik 
pravokotne oblike. Zelo je pomembno, da pri tem koraku ohranjamo konsistentno 
urejanje zaporedja točk pravokotnika, saj s tem ugotavljamo, kako je značka 
obrnjena v prostoru. V našem primeru so točke zbrane v zaporedje: levo zgoraj, 
desno zgoraj, desno spodaj, levo spodaj. Iz danih točk izračunamo širino nove slike, 
ki je enaka večji razdalji med razliko prve dimenzije 𝑢 koordinat spodnjih oziroma 
zgornjih točk. Nato izračunamo še višino nove slike, ki je enaka večji razdalji med 
razliko druge dimenzije 𝑣 koordinat levih oziroma desnih točk.  
 
S tem ko dobimo dimenzije nove slike, sestavimo vektor točk, ki predstavljajo 
tlorisni pogled na sliko. Točke nove slike so razporejene v enakem zaporedju kot 
točke prvotne slike. Da lahko vzorec opazujemo iz tlorisnega pogleda, moramo 
izvesti geometrično transformacijo slike.  
6.7.1  Geometrične transformacije 
Uporabnost geometričnih transformacij slik je velika. Lahko jih uporabimo za 
geometrične popravke slik, na primer popravek velikosti, položaja, orientacije, 
ukrivljenosti ipd. Lahko jih uporabimo tudi za »šivanje« slik oziroma sestavljanje 
panoramske slike. 
 
Transformacije so lahko razvrščene glede na uporabljeno dimenzijo, pa tudi 
glede na lastnosti, ki jih ohranjajo. Osnovni tipi transformacij so:  
 
 translacijska,  
 evklidska (ohranja evklidske razdalje), 
 podobnostna (ohranja kote med stranicami), 
 afina (ohranja vzporednost stranic), 
 projektivna (ohranja ravne stranice). 
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Vse geometrične transformacije in ohranjanje njihovih lastnosti so prikazane 
na naslednji sliki. 
 
Slika 6.6:  Geometrične transformacije in ohranjanje lastnosti [24]. 
6.7.2  Projektivna transformacija 
Projektivna transformacija, znana tudi kot homografija, operira s homogenimi 
koordinatami: 
 𝒙′ = 𝜆𝑽𝒙  (6.3) 
kjer je vsaka točka v 2D-prostoru predstavljena s homogenim vektorjem 𝒙, 𝑽 pa 
predstavlja v 2D-prostoru homogeno matriko velikosti 3 × 3. Homogena matrika 𝑽 v 
enačbi je lahko tudi spremenjena z množenjem s skalarno konstanto  𝜆, pri čemer se 
projektivna transformacija ne spremeni. Posledično lahko rečemo, da je 𝑽 homogena 
matrika, saj je v homogeni predstavitvi točke pomembno samo razmerje elementov 
matrike. Med devetimi elementi matrike 𝑽 je osem medsebojno neodvisnih razmerij, 
kar pomeni, da ima projektivna transformacija osem prostostnih stopenj. Izraz 𝑽𝒙 
predstavlja linearno preslikavo homogenih koordinat. Tako pridobljena koordinata 𝒙′ 
mora biti normirana, da se ohrani homogenost koordinate 𝒙. Perspektivne 
transformacije po izvedeni transformaciji ohranjajo ravne črte in omogočajo 8 
prostostnih stopenj. V naslednji enačbi je predstavljena še razčlenitev enačbe (6.3): 
 [𝑥′𝑦′1] =  𝜆 [v11 v12 v13v21 v22 v23𝑣31 v32 v33] [xy1]  (6.4) 
Projektivna transformacija projicira vsak lik v projektivno ekvivalenten lik, pri 
čemer ostajajo mejne projektivne lastnosti invariantne. Če na sliki izvajamo 
transformacijo, ki sliko pomanjša, jo moramo obvezno podvzorčiti, da odstranimo 
visoke frekvence (Gaussov filter). S tem preprečimo zrcaljenje visokih frekvenc v 
nizke frekvence [24]. 
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Na naslednji sliki je prikazana projektivna transformacija iz ravnine 𝛱 v 
ravnino 𝛱′. 
 
Slika 6.7:  Projektivna transformacija slike [24]. 
Projekcija prek premice, ki gre skozi skupno točko (center projekcije), definira  
preslikavo iz ene ravnine v drugo. Iz tega je razvidno, da se pri preslikavi iz točke v 
točko ohranjajo črte, pri tem pa se črta iz ene ravnine preslika v črto v drugi ravnini.  
6.8  Identifikacija značke ArUco  
Značka ArUco, kot smo že omenili, predstavlja štiri različna binarna števila. V 
našem primeru imamo torej štiri števila dolžine  16-bitov. Po detekciji značke in 
izvedbi projektivne transformacije značke dobimo sliko z neposrednim pogledom na 
značko. Sliko razdelimo na 16 polj, oziroma na matriko 4 × 4. Pri vsakem polju 
vzamemo binarno vrednost piksla, ki predstavlja večino pikslov v tem polju. To 
binarno vrednost dodelimo polju in tako dobimo zaporedje binarnih vrednosti, ki jih 
nato primerjamo s shranjeno bazo binarnih zaporedij, ki predstavlja zbirko 
uporabljenih značk.  
 
Po uspešni identifikaciji je tako zaključena tudi detekcija značke. Zaradi 
različnih unikatnih vzorcev je mogoče razpoznavanje več značk hkrati, kar omogoča 
bolj robustno lokalizacijo na podlagi razpoznavanja značk in določanja homografije. 
Vsaka razpoznana in identificirana značka, prek katere računamo položaj kamere, 
služi kot nov senzor za lokalizacijo. 
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6.9  Določanje položaja kamere 
Določanje položaja kamere izvira iz problema reševanja kalibracije kamere. Pri 
tem določimo položaj in orientacijo kalibrirane kamere glede na prizor znanega 
objekta. Položaj kamere je sestavljen iz šestih prostostnih stopenj, ki vključujejo 
rotacijo (koti valjanja, prevračanja in sukanja) in translacijo glede na globalni 
koordinatni sistem. 
 
Določanje položaja kamere lahko izvedemo z metodo PnP (Perspective-n-
Point). Pri tej metodi določimo položaj kamere iz množice 3D-točk (𝑐1 , 𝑐2, 𝑐3 , 𝑐4) v 
3D-prostoru 𝑝𝑖 in pripadajočih 2D-projekcij 𝑢𝑖 s slikovnimi elementi (𝑢0 , 𝑣0) 
kamere na sliki naslednji sliki. Določanje položaja se izvede z določanjem rotacijske 
matrike 𝑹 in translacijskega vektorja 𝒕 [25]. 
 
 
Slika 6.8:  Določanje položaja kamere iz točk v prostoru [38]. 
Perspektivni model transformacije točk v prostoru v točke na sliki je enak 
naslednji enačbi: 
 𝒖𝒊 = 𝑲[𝑹⦙𝒕]𝒑𝒊 (6.5)  
pri čemer je 𝒑𝒊 vektor točk v prostoru, 𝒖𝒊 pa vektor pripadajočih točk na sliki. 𝑲 
predstavlja matriko kamere, ki vsebuje goriščni razdalji in centra slike. Pri tem je 
predpostavljeno, da je faktor popačenja enak 0. Matrika 𝑹 predstavlja rotacijsko 
matriko, vektor t pa translacijski vektor kamere, ki ju želimo izračunati.  
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7  Lokalizacija 
Z metodo PnP smo izračunali točke v 3D-prostoru iz pripadajočih točk na sliki 
oziroma iz vogalnih točk značk ArUco. Pri tem velja, da vsaka značka oziroma prek 
nje izračunani položaj služi kot senzor položaja oziroma orientacije kamere. Prav 
tako lahko položaj v kratkih časovnih obdobjih določamo z oceno translatornega 
pospeška in kotne hitrosti prek IMU-senzorjev. Vse meritve, ki jih imamo na voljo, 
moramo filtrirati, nato jih združimo skupaj in s tem določimo končni položaj 
kvadrokopterja. Upoštevati je treba, da ima pri uspešnem določanju položaja veliko 
vlogo tudi točen model procesa, ki ga obravnavamo. V realnem svetu idealne meritve 
ne obstajajo. Nikoli ne moremo povsem z gotovostjo ugotoviti, s kakšno hitrostjo se 
gibljemo, saj imajo senzorji različne negotovosti zaradi območja delovanja, 
občutljivosti senzorja, resolucije, fizikalnih omejitev itd. Meritve senzorjev so 
podvržene šumu in različnim motnjam iz okolice. Prav tako so napakam podvrženi 
aktuatorji, tako da ni možno natančno določiti kotne hitrosti posameznega motorja 
pri danem vzbujanju. Gradnja robustnih sistemov mora uspešno upravljati z 
različnimi negotovostmi v realnem svetu. Pri tem si pomagamo z uporabo 
verjetnostne teorije [27]. 
7.1  Verjetnostna teorija 
V našem primeru bomo uporabljali zvezno naključno spremenljivko 𝐴. Pri 
opisu verjetnosti 𝑃(𝐴) uporabljamo predvsem funkcijo gostote porazdelitve 
verjetnosti 𝑝(𝑎). Verjetnost, da ta zavzame vrednost nekje znotraj intervala [𝑚, 𝑛], 
je: 
 𝑃(𝑚 < 𝐴 < 𝑛) = ∫ 𝑝(𝑎)𝑑𝑎𝑛𝑚  (7.1) 
Integral gostote porazdelitve verjetnosti po celotni zalogi je enak 1. 
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7.1.1  Normalna porazdelitev 
Normalna porazdelitev je zvezna verjetnostna porazdelitev, ki jo lahko v celoti 
opišemo le z dvema parametroma – srednjo vrednostjo in varianco. Normalna 
porazdelitev je predstavljena z Gaussovo krivuljo (7.2), ki ponazarja funkcijo gostote 
verjetnosti. Pri tem 𝜇 predstavlja srednjo vrednost, 𝜎2 pa varianco. Gaussova 
funkcija je unimodalna – funkcija pada proti 0 na obeh straneh od srednje vrednosti. 
Gostota porazdelitve verjetnosti je podana z enačbo: 
 𝑝(𝑎) =  12𝜋𝜎2 𝑒−(𝑎−𝜇)22𝜎2  (7.2) 
Matematično upanje srednje vrednosti izračunamo z naslednjo enačbo:  
 𝐸[𝐴] =  𝜇 = ∫ 𝑎𝑝(𝑎)𝑑𝑎∞−∞  (7.3) 
Varianca je matematično upanje kvadratov odstopanja od srednje vrednosti in jo 
računamo z enačbo:  
 𝐸[(𝑎 − 𝜇)2] = 𝜎2 = ∫ (𝑎 − 𝜇)2𝑝(𝑎)𝑑𝑎∞−∞  (7.4) 
Verjetnost izračunamo iz gostote verjetnostne porazdelitve z integriranjem območja 
pod krivuljo. Prednost Gaussove funkcije je, da lahko celotno verjetnostno 
porazdelitev opišemo le z dvema številoma, kar pri operiranju s funkcijami zahteva 
malo računske moči. Torej v primeru, če množimo skupaj dve Gaussovi funkciji, 
dobimo novo Gaussovo funkcijo, ki jo spet lahko opišemo samo z srednjo vrednostjo 
in varianco. 
7.1.2  Bayesovo pravilo 
V mobilni robotiki se veliko uporablja tudi Bayesovo pravilo: 𝑝(𝑎|𝑏) = 𝑝(𝑏|𝑎)𝑝(𝑎)𝑝(𝑏)  
  (7.5)  
kjer 𝑝(𝑎|𝑏) predstavlja pogojno verjetnost, torej verjetnost da 𝐴 zavzame vrednost 𝑎, 
če vemo, da je 𝐵 zavzel vrednost 𝑏. Verjetnost 𝑝(𝑎) predstavlja informacijo o 𝐴 pred 
opravljeno meritvijo 𝐵, zato jo imenujemo napovedana ocena (a priori). Verjetnost 𝑝(𝑎|𝑏) imenujemo trenutna ocena (a posteriori) in sporoča informacijo o stanju A po 
opravljeni meritvi. Verjetnost 𝑝(𝑏|𝑎) nam sporoča, kako stanje 𝐴 vpliva na stanje 
meritve 𝐵, in predstavlja model senzorja. Verjetnost 𝑝(𝑏) pove verjetnost opravljene 
meritve 𝐵, torej zaupanje v opravljeno meritev. Za trenutno oceno stanja moramo 
poznati le statistični model senzorja ter predhodno (napovedano) oceno verjetnosti 
stanja 𝑝(𝑎) [27]. 
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7.2  Opis algoritma Kalmanovega filtra 
Dejansko porazdelitev verjetnosti pri Kalmanovem filtru aproksimiramo z 
Gaussovo funkcijo (7.2). Ker je Gaussova funkcija unimodalna, tudi pri 
Kalmanovem filtru predpostavimo, da so porazdelitve verjetnosti spremenljivk 
unimodalne. Kalmanov filter izrablja glavno lastnost Gaussovih funkcij, da pri 
množenju dveh Gaussovih funkcij dobimo novo Gaussovo funkcijo. 
 
Srednja vrednost µ predstavlja najverjetnejši položaj, varianca σ2 pa 
predstavlja oceno verjetnosti položaja. V tem primeru je položaj stanje sistema, kjer 
srednja vrednost predstavlja oceno stanja. Spremenljivke stanja so lahko 
spremenljivke, ki jih opazujemo in neposredno merimo s senzorji. Lahko so tudi 
spremenljivke, ki jih ne moremo neposredno opazovati, ampak jih določimo prek 
opazovanih spremenljivk.  
 
Kalmanov filter izvedemo v dveh zaporednih korakih – s predikcijo in 
korekcijo. Pri predikciji uporabimo znano stanje sistema in zaupanje v to stanje ter 
določimo vrednost stanja in zaupanja v naslednjem trenutku. Iz začetnega zaupanja 
torej določimo novo zaupanje, ki ima večjo negotovost kot začetno zaupanje. V 
korekcijskem koraku uporabimo meritev tako, da iz prejšnjega zaupanja določimo 
novo zaupanje, ki ima manjšo negotovost kot prejšnje zaupanje. Kalmanov filter je 
realiziran z uporabo linearne algebre tako, da je v primeru več spremenljivk podan v 
matričnem zapisu.  
7.2.1  Predikcija 
Najprej definiramo vektor 𝝃 dolžine 𝑛, v katerega shranimo spremenljivke 
stanja: 
 𝝃 =
[  
    
   
𝑥?̇??̈?𝑦?̇??̈?𝑧?̇??̈?𝛩]  
    
   
  (7.6) 
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V našem primeru imamo deset spremenljivk stanja. Spremenljivke predstavljajo 
oceno položaja (𝑥, 𝑦, 𝑧), hitrosti (𝑥,̇ 𝑦,̇ ?̇?) in pospeška (?̈?, ?̈?, ?̈?) kvadrokopterja na 
oseh X, Y in Z, ter njegov zasuk 𝛩 okoli Z-osi v globalnem koordinatnem sistemu. V 
sistemih, kjer imamo več spremenljivk stanja, verjetnost stanja definiramo s 
kovariančno matriko 𝑷. Dimenzija matrike 𝑷 je definirana s številom spremenljivk 
stanja sistema. 
 𝑷 = [𝑝1,1 ⋯ 𝑝𝑛,1⋮ ⋱ ⋮𝑝1,𝑛 ⋯ 𝑝𝑛,𝑛] (7.7) 
Naslednji korak pri izdelavi Kalmanovega filtra je reševanje problema, kako 
napovedati naslednji korak stanja 𝝃𝑘+1−  iz trenutnega stanja 𝝃𝑘: 
 𝝃𝑘+1− = 𝑭𝝃𝑘 (7.8) 
 Pri tem moramo sestaviti sistemsko matriko 𝑭, ki vsebuje enačbe, ki 
predstavljajo fizikalni model našega sistema. V našem primeru uporabimo 
Newtonove enačbe za opis gibanja. Velikost sistemske matrike 𝑭 je odvisna od tega, 
koliko spremenljivk stanja uporabimo. Sistemsko matriko 𝑭 množimo s trenutnim 
stanjem 𝝃𝑘 za napoved naslednjega stanja 𝝃𝑘+1− . Matrika 𝑭 je prikazana v naslednji 
enačbi: 
 𝑭 =
[  
   
   
   1 𝛥𝑡 𝛥𝑡
22 0 0 0 0 0 0 00 1 𝛥𝑡 0 0 0 0 0 0 00 0 1 0 0 0 0 0 0 00 0 0 1 𝛥𝑡 𝛥𝑡22 0 0 0 00 0 0 0 1 𝛥𝑡 0 0 0 00 0 0 0 0 1 0 0 0 00 0 0 0 0 0 1 𝛥𝑡 𝛥𝑡22 00 0 0 0 0 0 0 1 𝛥𝑡 00 0 0 0 0 0 0 0 1 00 0 0 0 0 0 0 0 0 1]  
   
   
   
 (7.9) 
Kadar imamo omejeno število senzorjev, ne moremo meriti vseh spremenljivk 
v okolju. Na primer, če nimamo senzorja za merjenje hitrosti vetra, ne moremo 
meriti hitrosti in smeri vetra, prav tako ju ne moremo modelirati. Vse spremenljivke, 
ki jih ni mogoče izmeriti ali modelirati, Kalmanov filter obravnava kot procesni šum. 
Zapišemo jih s kovariančno matriko 𝑸. Procesni šum je vedno prisoten v vsakem 
sistemu, le v različnem obsegu. Kalmanov filter nam omogoči način modeliranja 
šuma. Filter uporablja matriko procesnega šuma 𝑸 med predikcijo, ker se pri 
predikciji določa novo stanje na podlagi modela. Uporabimo jo v enačbi: 
 𝑷𝑘+1− = 𝑭𝑷𝑘𝑭𝑻 + 𝑸 (7.10) 
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kjer jo prištejemo znani kovariančni matriki verjetnosti stanja sistema – matriki 𝑷𝑘, 
za izračun nove verjetnosti stanja sistema 𝑷𝑘+1− . Vsak člen matrike 𝑸 določa, koliko 
negotovosti dodamo sistemu glede na procesni šum. Pri tem se v vsakem primeru 
poveča negotovost ocene stanja sistema [28]. 
7.2.2  Korekcija 
Kalmanov filter izračuna korekcijo v prostoru meritve. Filtru je potrebno 
povedati, kako delujejo senzorji, ki jih uporabljamo, pri tem 𝒛 predstavlja meritev 
senzorjev, 𝑯 pa je funkcija meritve. Število senzorjev v našem primeru je dinamično 
in odvisno od števila prepoznanih značk. Vzemimo primer meritve, ko imamo v 
vidnem polju kamere na voljo eno značko: 
 𝒛 = [𝑧?̇? 𝑧?̇? 𝑧?̇? 𝑧𝛩 𝑧𝑥 𝑧𝑦 𝑧𝑧] (7.11) 
kjer prvi trije elementi (𝑧?̇?, 𝑧?̇? , 𝑧?̇?) vektorja meritve 𝒛 predstavljajo ocenjene 
translatorne hitrosti kvadrokopterja v vseh treh smereh, ki jih vrača enota za 
določanje položaja avtopilota, poleg tega pa beremo še zasuk 𝑧𝛩  okrog Z-osi. Tem 
elementom dodamo meritev položaja (𝑧𝑥,𝑧𝑦 , 𝑧𝑧), ki ga izračunamo prek 
računalniškega vida iz razpoznane značke. Matriko 𝑯 pomnožimo s predikcijo stanja 𝒙𝑘−, da ga prestavimo v prostor meritve. Pri tem izračunamo residual 𝒚𝑘 − razliko 
med predikcijo stanja in trenutno meritvijo senzorja 𝒛𝑘: 
 𝒚𝑘 = 𝒛𝑘 − 𝑯𝝃𝑘− (7.12) 
V naslednjem koraku moramo modelirati šum, ki ga vsebujejo naši senzorji. 
Tega predstavimo s kovariančno matriko 𝑹. Ta matrika je velikosti 𝑚 × 𝑚, kjer 𝑚 
predstavlja število uporabljenih senzorjev. V praksi postane določanje matrike 𝑹 kar 
zahteven problem, saj imamo v sistemu lahko veliko različnih senzorjev, korelacije 
med njimi pa pogosto niso znane. Poleg tega šuma običajno ne moremo opisati s 
popolno Gaussovo funkcijo.  
 
Kovariančno matriko 𝑷𝑘− moramo prestaviti v prostor meritve s pomočjo 
matrike 𝑯. Ko smo v prostoru meritve, matriki 𝑷𝑘− lahko dodamo šum meritve 𝑹. S 
tem pridobimo novo matriko 𝑺𝑘, ki predstavlja negotovost: 
 𝑺𝑘 = 𝑯𝑷𝑘−𝑯𝑇 + 𝑹 (7.13) 
Matriko 𝑺𝑘 nato vstavimo v Kalmanovo ojačenje. S Kalmanovim ojačenjem 
podajamo razmerje med zaupanjem v predikcijo in zaupanjem v meritev: 
 𝑲𝑘 = 𝑷𝑘−𝑯𝑻𝑺𝑘−1 (7.14) 
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 Če bolj zaupamo našim meritvam kot predikciji stanja, je končna ocena stanja bolj 
podobna meritvi, kot predikciji stanja.  
 
Novo stanje sistema 𝝃𝑘 nato izračunamo tako, da stari vrednosti stanja 𝝃𝑘−, 
izračunanega v predikciji, prištejemo skalirano vrednost »residuala« 𝒚𝑘 s 
Kalmanovim ojačenjem 𝑲𝑘: 
 𝝃𝑘 = 𝝃𝑘− − 𝑲𝑘𝒚𝑘 (7.15) 
Na koncu izvedemo še korekcijo verjetnosti ocene stanja 𝑷𝑘, s tem da 
popravimo negotovost stanja glede na to, koliko verjamemo v našo meritev: 
 𝑷𝑘 = (𝑰 − 𝑲𝑘𝑯) 𝑷𝑘− (7.16) 
kjer je 𝑰 identična matrika. 
 
Kadar filter ne uspe določati točne ocene zaradi hitrih sprememb položaja, 
filter nima druge možnosti kot dati večjo težo meritvam, namesto predikciji stanja. 
Če imamo meritve z veliko šuma, bo izhod filtra tudi vseboval veliko šuma. Ta 
omejitev linearnega Kalmanovega filtra zahteva razvoj nelinearnih verzij filtra. Iz 
tega sklepamo, da je mogoče uporabljati rešitev prilagajanja matrike, ki predstavlja 
procesni šum samo v primeru majhnih nelinearnosti v sistemu.  
7.3  Nelinearni Kalmanov filter 
Razširjeni Kalmanov filter je filter, ki omogoča reševanje nelinearnih 
problemov. Je eden izmed najbolj uporabljanih filtrov. Problem nelinearnosti se 
rešuje z analitičnim odvajanjem Jacobijevih determinant, vendar je iskanje 
Jacobijeve determinante velikokrat zelo zahtevna naloga. Glede na to, da je razširjeni 
Kalmanov filter aproksimacija, lahko filter divergira ob visoki nelinearnosti sistema. 
Zaradi navedenih razlogov so se začeli uporabljati drugi načini za aproksimacijo 
Gaussove funkcije, preslikane preko nelinearne funkcije. 
 
Eden izmed načinov reševanja zelo nelinearnih problemov je metoda Monte 
Carlo. Pri tej metodi ni pomembno, kako nelinearna je funkcija, saj dokler vzorčimo 
dovolj točk, dobimo točno opisano okolico delovne točke. Problem nastane pri 
povečanem številu dimenzij, saj število vzorčenih točk narašča na potenco z vsako 
dimenzijo, kar vodi v računsko zelo zahtevno metodo. 
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preko nelinearne funkcije, pri čemer se točke projicirajo v novo stanje glede na 
funkcijo modela sistema 𝑓. Nove točke označimo z 𝛄𝒊: 
 𝜸𝒊 = 𝑓(𝝌𝒊)  (7.17) 
Novo srednjo vrednost 𝝃𝑘− in kovariančno matriko verjetnosti ocene stanja 𝑷𝑘− 
izračunamo z nepristransko transformacijo transformiranih sigma točk: 
 𝝃𝑘− = ∑ 𝑤𝑖𝑚𝛄𝑖2𝑛𝑖=0  (7.18) 
 𝑷𝑘− = ∑ 𝑤𝑖𝑘2𝑛𝑖=0 (𝛄𝑖 − 𝝃𝑘−)(𝛄𝑖 − 𝝃𝑘−)𝑇 + 𝑸 (7.19) 
kjer 𝑤𝑖𝑚in 𝑤𝑖𝑘 predstavljata pripadajoče uteži, 𝑸 predstavlja matriko procesnega 
šuma, 𝝃𝑘− pa predstavlja trenutno oceno stanja. Ker Kalmanov filter opravlja korak 
korekcije v prostoru meritve, je potrebno pretvoriti sigma točke apriorija v prostor 
meritve 𝜴𝒊 z uporabo funkcije meritve ℎ (pri navadnem Kalmanovem filtru ta 
predstavlja matriko 𝑯): 
 𝜴𝒊 =  ℎ(𝛄𝑖) (7.20) 
Pri tem izračunamo srednjo vrednost 𝝁𝑧𝑘 in kovariančno matriko 𝑷𝒛𝑘  teh točk 
podobno kot pri predikcijskem koraku z uporabo nepristranske transformacije: 
 𝝁𝑧𝑘 = ∑ 𝑤𝑖𝑚2𝑛𝑖=0 𝜴𝒊 (7.21) 
 𝑷𝒛𝑘 = ∑ 𝑤𝑖𝑘2𝑛𝑖=0 (𝜴𝒊 − 𝝁𝑧𝑘)(𝜴𝒊 − 𝝁𝑧𝑘)𝑇 + 𝑹 (7.22) 
kjer je 𝑹 kovariančna matrika meritev. 
Nadaljnji korak je računanje Kalmanovega ojačenja. Najprej izračunamo 
»residual«:  
 𝒚𝒌 = 𝒛𝒌 − 𝝁𝑧𝑘 (7.23) 
kjer 𝒚𝒌 predstavlja residual v danem trenutku, 𝒛𝒌 predstavlja trenutno meritev, 𝝁𝑧𝑘 
pa predstavlja srednjo vrednost. Nato izračunamo križno kovarianco med stanjem in 
meritvijo:  
 𝑷𝑥𝑧𝑘 = ∑ 𝑤𝑖𝑘2𝑛𝑖=0 (𝛄𝑖 − 𝝃𝑘−)(𝜴𝒌 − 𝝁𝑧𝑘)𝑇 (7.24) 
Iz tega sledi enačba za Kalmanovo ojačenje:  
 𝑲𝒌 = 𝑷𝑥𝑧𝑘𝑷𝒛𝑘−𝟏  (7.25) 
Nazadnje izračunamo novo oceno stanja 𝝃𝒌 in novo kovariančno matriko 
verjetnosti ocene stanja 𝑷𝒌, ki skupaj ponazarjata rešitev korekcijskega koraka: 
 𝝃𝒌 = 𝝃𝑘− + 𝑲𝒌𝒚𝒌 (7.26) 
 𝑷𝒌 = 𝑷−𝒌 − 𝑲𝒌𝑷𝒛𝒌𝑲𝒌𝑻 (7.27) 
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7.4  Nastavljanje Kalmanovega filtra 
Začetni del načrtovanja Kalmanovega filtra je fiksna izbira spremenljivk stanja 𝝃 in njihove pripadajoče kovariančne matrike 𝑷, ki predstavlja verjetnost ocene 
stanja. Prav tako moramo določiti sistemsko matriko 𝑭 za izvedbo pretvorbe iz 
prostora stanja v prostor meritve in matriko 𝑯, ki je potrebna za pretvorbo iz prostora 
meritve v prostor stanja. Nato nastavimo začetne vrednosti stanja in negotovost 
začetne ocene stanja. 
 
V našem primeru začetno vrednost položaja nastavimo na nič, prav tako 
nastavimo na nič začetno hitrost in pospešek. Glede na te vrednosti predvidevamo, 
da se na začetku ne premikamo in smo na izhodiščni točki našega globalnega 
koordinatnega sistema. Ker pa v realnosti tega ne vemo zagotovo, nastavimo začetne 
vrednosti kovariančne matrike 𝑷 na visoko vrednost, torej imamo veliko negotovosti 
v naši začetni predpostavki o dinamiki in položaju kvadrokopterja.  
 
Glavni del načrtovanja Kalmanovega filtra je nastavljanje matrike 𝑸, ki opisuje 
procesni šum in matrike 𝑹, ki predstavlja šum meritve. Potrebno jih je prilagajati 
tako, da filter deluje optimalno.  
7.4.1  Določanje matrike Q 
Vrednosti matrike procesnega šuma 𝑸 niso naključne, pač pa opisujejo 
variance in kovariance procesnega šuma. 𝑸 je torej kovariančna matrika 
spremenljivk stanja in opisuje lastnosti procesnega šuma vsake spremenljivke stanja. 
V praksi se za iskanje vrednosti matrike procesnega šuma običajno uporablja 
numerično metodo po C. F. van Loanu [29].  
𝑸 =
[  
   
   
   𝑞𝑥
2 𝑞?̇?𝑥 𝑞?̈?𝑥 0 0 0 0 0 0 0𝑞𝑥?̇? 𝑞?̇?2 𝑞?̈??̇? 0 0 0 0 0 0 0𝑞𝑥?̈? 𝑞?̇??̈? 𝑞?̈?2 0 0 0 0 0 0 00 0 0 𝑞𝑦2 𝑞?̇?𝑦 𝑞?̈?𝑦 0 0 0 00 0 0 𝑞𝑦?̇? 𝑞?̇?2 𝑞?̈??̇? 0 0 0 00 0 0 𝑞𝑦?̈? 𝑞𝑦′𝑦′′ 𝑞?̈?2 0 0 0 00 0 0 0 0 0 𝑞𝑧2 𝑞?̇?𝑧 𝑞?̈?𝑧 00 0 0 0 0 0 𝑞𝑧?̇? 𝑞?̇?2 𝑞?̈??̇? 00 0 0 0 0 0 𝑞𝑧?̈? 𝑞?̇??̈? 𝑞?̈?2 00 0 0 0 0 0 0 0 0 𝑞𝛩2]  
   
   
   
 (7.28) 
V primeru majhnih nelinearnosti smo že omenili, da lahko prilagajamo matriko 𝑸 tako, da filter dobro ocenjuje stanje kljub nelinearnosti sistema. S tem, ko 
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spreminjamo vrednosti matrike 𝑸, dobimo adaptivni filter. Filter se prilagodi vedno, 
ko zazna veliko odstopanje ocene stanja od meritve. V našem primeru se odstopanje 
ocene stanja filtra pojavi pri sunkovitih manevrih. Torej potrebujemo zaznavanje 
hitrih sprememb položaja oziroma premika. Če gremo čez enačbe Kalmanovega 
filtra, opazimo, da pri računanju »residuala« računamo razliko med meritvijo in 
napovedanim stanjem. Tu torej dobimo veliko razliko med predikcijo in meritvijo v 
primeru hitre spremembe, saj ji filter ne uspe slediti zaradi nelinearnosti sistema. 
Vendar se velika vrednost »residuala« pojavi tudi pri meritvah z veliko šuma, torej 
moramo ločiti dejanske spremembe položaja od napačnih vrednosti meritev zaradi 
šuma.  
 
Reševanja tega problema smo se lotili tako, da smo spreminjali procesni šum 
glede na to, ali se je manever zgodil ali ne. Če se je »residual« povečal, smo povečali 
tudi procesni šum. Zato je filter raje izbral meritev kot predikcijo stanja. Če se je 
»residual« zmanjšal, smo procesni šum postavili na prvotno vrednost.  
 
Metoda zveznega spreminjanja, ki smo jo uporabili, izhaja iz vira [31]. Ta 
metoda normira kvadrat »residuala« s pomočjo sistemske negotovosti z naslednjo 
enačbo: 
 𝜺𝒌 = 𝒚𝒌𝑻𝑺𝒌−𝟏𝒚𝒌 (7.29) 
Kvadriranje »residuala« zagotovi, da je signal vedno večji od 0. Normiranje 
kvadrata residuala s sistemsko negotovostjo skalira signal tako, da lahko razločimo, 
kdaj se »residual« spremeni relativno glede na šum meritve.  
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Slika 7.2:  Izhod filtra z manjšim procesnim šumom na prvi sliki in pripadajoč normiran »residual« na 
drugi sliki. 
Na levi sliki 7.2 vidimo spreminjanje položaja kvadrokopterja glede na X-os 
globalnega koordinatnega sistema. Pri tem smo izvedli sunkovite hitre premike med 
različnimi položaji. Kot vidimo, izhod filtra pri zelo hitrih spremembah ne uspe 
opisovati spremembe meritve položaja in zaostaja za spremembo, saj taka dinamika 
gibanja ni upoštevana v modelu sistema, oziroma ker bolj zaupamo modelu sistema 
kot meritvi. Na desni sliki 7.2 pa vidimo normiran »residual«, ki se poveča ob 
izvedenem manevru, saj je ocena stanja precej različna od meritve.  
 
Če procesni šum zelo povečamo in s tem bolj zaupamo meritvi, izhod filtra 
dobro opisuje spremembe meritve. Filter pri tem ni optimalen, saj ocena stanja 
vsebuje preveč šuma. Torej izhod filtra zaznava manevre, vendar nastane problem, 
ko imamo v meritvi preveč šuma. Rezultati visokega procesnega šuma so vidni na 
sliki 7.3. 
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Slika 7.3:  Izhod filtra z večjim procesnim šumom. 
Sestaviti moramo adaptivni filter, pri čemer bo naš prvi ukrep prilagajanje 
matrike procesnega šuma 𝑸. Vrednosti elementov matrike procesnega šuma 
povečamo ob povečanju normiranega »residuala«. Med izvajanjem manevra izhod 
filter dobro ocenjuje spremembe meritve. Po opravljenem manevru vrednosti matrike 
procesnega šuma zmanjšamo in spet bolj zaupamo modelu procesa.  
 
Slika 7.4:  Adaptivni filter s spreminjanjem matrike procesnega šuma ob izvedenem manevru. 
Na sliki 7.4 vidimo, da filter deluje precej optimalno, saj je njegova ocena 
stanja zglajena, ko se položaj kvadrokopterja ne spreminja. Ob vsaki hitri spremembi 
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položaja filter zazna spremembo, prilagodi vrednosti matrike procesnega šuma ter 
dobro ocenjuje premike kvadrokopterja brez prevelikega odstopanja.  
 
Če pa imamo primer, pri katerem se šum meritve zelo poveča, pa vidimo, da 
filter še ne deluje optimalno. V primeru večjega šuma meritve filter ne uspe 
enakomerno zgladiti ocene stanja, ker preveč zaupamo meritvi. To  je razvidno iz 
naslednje slike. 
 
Slika 7.5:  Izhod filtra pri povečanju šuma meritve. 
Naša naslednja naloga pri sestavi adaptivnega filtra je spreminjanje matrike 𝑹, 
tako da prilagodimo vrednosti matrike, ki opisujejo šum meritve glede na 
spreminjanje karakteristike senzorjev (v našem primeru računanje položaja iz značk). 
7.5  Nastavljanje matrike šuma meritve 𝑹 
Pri testiranju smo opazili, da se šum meritve pri računanju položaja iz značke 
spreminja s pravokotno oddaljenostjo od značke. Pri tem je spreminjanje variance 
položaja v dimenziji, ki je pravokotna na značko, veliko manjše kot v drugih dveh 
dimenzijah. Na sliki 7.6 je prikazana meritev položaja na X- in Z-osi. Pri tem je Z-os 
pravokotna na značko. Kamero smo postopoma premikali vzdolž Z-osi za 10 cm na 
korak, pri tem pa je položaj na osi X ostal enak. S slike je razvidno, da se šum 
meritve položaja na osi X povečuje z pravokotnim oddaljevanjem od značke. 
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Slika 7.6:  Meritev položaja v X- in Z-smeri s pravokotnim oddaljevanjem od značke. 
Če izdelamo histogram meritve razdalje X na različnih položajih na Z-osi, 
vidimo, da so meritve precej podobne Gaussovi porazdelitvi. Pri tem opazimo, da se 
razpršenost meritve okoli položaja X = 0 povečuje z večanjem razdalje Z. 
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Slika 7.7:  Razpršenost meritve položaja vzdolž osi X pri različni razdalji Z. 
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Slika 7.8:  Spreminjanje variance meritve položaja vzdolž osi X v odvisnosti od razdalje Z. 
Varianca meritve razdalje na osi X pri položaju X = 0 v odvisnosti od 
spreminjanja razdalje Z je predstavljena na sliki 7.8. Pri tem smo spreminjanje 
variance meritve položaja vzdolž osi X aproksimirali z eksponentno funkcijo. 
 
Zaradi spreminjanja variance smo izvedli prilagajanje parametrov matrike 
šuma meritve 𝑹 sorazmerno z aproksimirano eksponentno funkcijo. Varianca 
parametrov položaja se zdaj povečuje eksponentno s pravokotno oddaljenostjo od 
značke. Filter upošteva večji šum meritve pri večji oddaljenosti od značke. Na sliki 
7.9 je prikazan zadnji odziv filtra, pri čemer spreminjamo procesni šum med 
izvajanjem manevrov, šum meritve pa prilagajamo po pravkar opisanem postopku. 
 
Slika 7.9:  Adaptivni nepristranski Kalmanov filter. 
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8  Stabilizacija in vodenje kvadrokopterja 
Po opravljeni lokalizaciji na podlagi položaja razpoznane značke ArUco in 
ocenjene translatorne hitrosti iz krmilne enote smo pridobili informacijo o položaju 
in orientaciji kvadrokopterja v prostoru. Center koordinatnega sistema 
kvadrokopterja smo si izbrali v isti točki, kot je center koordinatnega sistema 
kamere, saj je bila kamera nameščena na sredini spodnjega dela kvadrokopterja. 
Izhodišče globalnega koordinatnega sistema je bilo določeno v centru referenčne 
značke, vse ostale značke pa razporejene v isti ravnini kot referenčna značka z 
znanimi translacijami in rotacijami glede na referenčno značko. Za vodenje 
kvadrokopterja smo načrtali diskretni PID-regulator. Regulator je skrbel za 
stabilizacijo kvadrokopterja na referenčni točki in hkrati za vodenje premikov 
kvadrokopterja po linearnih segmentih. 
8.1  Pošiljanje ukazov 
Za vodenje kvadrokopterja je bilo potrebno najprej pripraviti skripto, ki je 
komunicirala s kvadrokopterjem in mu pošiljala ukaze. Kot smo že omenili v 
razdelku 4.3.2, smo za komunikacijo uporabili paket MAVROS, pri katerem smo 
zagnali vozlišče MAVROS. To je objavljalo teme z različnimi sporočili krmilnika 
Pixhawk (stanje krmilnika, napetost baterije, vrednosti senzorjev, ocenjena 
translatorna hitrost). Hkrati se je vozlišče MAVROS naročalo na teme, ki smo jih 
želeli poslati krmilniku. Kvadrokopter smo upravljali z objavljanjem teme s 
sporočilom ROS »setpoint_attitude/cmd_vel«, ki spada v skupino 
»geometry_msgs/TwistStamped«. Objavljanje teme je bilo izvedeno v svoji niti za 
hitrejše in nemoteno delovanje. To sporočilo vsebuje ukaze o translatornih hitrostih, 
ki jih krmilnik interpretira v translatorne premike glede na koordinatni sistem ENU 
(angl. East, North, Up) – (vzhod, sever, gor). To je koordinatni sistem, katerega 
središče je fiksirano v centru plovila. Koordinatna os Y je poravnana vzporedno s 
površino Zemlje in obrnjena proti severu. Os X je tudi vzporedna s površino Zemlje 
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in kaže v smeri konstantne zemljepisne širine proti vzhodu. Os Z je usmerjena 
ortogonalno glede na površino Zemlje in kaže stran od Zemlje. Zato smo na začetku 
postavili referenčno značko tako, da so osi našega globalnega koordinatnega sistema 
poravnane s koordinatnim sistemom ENU [40]. 
 
Slika 8.1:  Koordinatni sistem ENU [40]. 
8.2  Povratnozančna regulacija 
Pri načrtovanju regulacije smo določili referenčne vrednosti položajev X, Y, Z 
in orientacijo kota sukanja 𝛩. Te vrednosti smo primerjali z ocenjenimi izhodnimi 
vrednostmi Kalmanovega filtra. Razlika vrednosti je bila vhod v diskretni PID- 
regulator. Regulator je razlike vrednosti preračunaval v ustrezne translatorne hitrosti 
in prek vozlišča pošiljal krmilniku Pixhawk. Shema pravkar opisanega vodenja je 
predstavljena na sliki 8.2.  
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Slika 8.2:  Shema povratnozančnega vodenja procesa. 
8.2.1  Diskretni PID-regulator 
Za izvedbo visokonivojskega vodenja smo uporabili proporcionalno-integrirno-
diferencirni diskretni (PID) regulator. Pri tem regulatorju proporcionalni člen določa 
razliko med referenčno in trenutno vrednostjo. Integrirni člen to razliko v vsakem 
koraku sešteva in tako se znebimo pogreška v ustaljenem stanju, ko je referenčna 
vrednost konstantna. Diferencirni člen računa razliko med trenutno napako in tisto v 
prejšnjem koraku. Z diferencirnim členom pohitrimo delovanje regulatorja, saj 
poveča regulirni signal ob hitrih spremembah položaja kvadrokopterja [41]. 
 
Regulacijski zakon regulatorja se glasi 
 𝒖(𝑘) = 𝐾𝑃𝒆(𝑘) + 𝐾𝐼  ∑ 𝒆𝑖𝑘𝑖=0 + 𝐾𝐷(𝒆(𝑘) − 𝒆(𝑘 − 1)) (8.1) 
kjer je 𝒖 regulirna veličina, 𝐾𝑃, 𝐾𝐼 , 𝐾𝐷  so parametri regulatorja, 𝒆 pa predstavlja razliko med željeno in referenčno vrednostjo. 
V enačbi (8.1) je predstavljen prej opisan diskretni PID-regulator. Pri tej vrsti 
regulatorja je potrebno zaščititi delovanje pred integralskim pobegom, s tem da 
omejimo integrirni člen na določeno maksimalno vrednost. Uporaba integrirnega 
člena v našem primeru je sicer minimalna, saj ta člen upočasni delovanje regulatorja. 
Hitrost delovanja regulatorja pa je v našem primeru zelo pomembna, ker imamo 
opravka s časovno kritičnim procesom. 
 
Kot smo že omenili, vektor 𝒆 predstavlja razliko med želeno in trenutno 
vrednostjo spremenljivk položajev X, Y, Z in kota sukanja 𝛩. S tem dobimo PID- 
regulator štirih različnih medsebojno odvisnih spremenljivk. Zato smo bili pri 
načrtovanju regulatorja previdni, da ni regulacija ene izmed spremenljivk prevladala 
nad regulacijo drugih in celotno regulacijo s tem poslabšala. Načrtovanje parametrov 
regulatorja smo izvedli s poskušanjem, saj v sklopu te naloge nismo pripravili 
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matematičnega modela, na katerem bi lahko opravljali simulacijo in s tem optimirali 
regulator na podlagi določenih kriterijskih funkcij.  
8.2.2  Skrajšanje časa vzorčenja  
Pred uspešnim vodenjem kvadrokopterja smo morali izvesti še nekaj ukrepov 
za hitrejši zajem slike in skrajšanje časa programskega cikla in s tem časa vzorčenja 
diskretnega regulatorja. Ukrepi so bili nujno potrebni, saj je za dobro vodenje letenja 
kvadrokopterja kratek čas vzorčenja zelo pomemben dejavnik – pri predolgem časa 
vzorčenja vodenje postane nestabilno. Dolge čase vzorčenja se sicer lahko reši s 
časovno kompenzacijo zakasnitve, vendar regulacija v tem primeru ni optimalna. 
Prav tako je precej neodporna proti motnjam iz okolja. 
 
Prvi ukrep je bil pohitritev zajema videa. Pri tem smo prešli s funkcije 
cv2.VideoCapture iz knjižnice OpenCV, ki zajema vsako sliko posebej, k zajemu 
prenosa videa prek modula »picamera«. Ta modul vsebuje zelo uporaben objekt 
»rawCapture«, ki nam omogoča neposreden dostop do video-prenosa kamere, pri 
čemer se izognemo časovno zahtevni kompresiji videa in pretvorbi v nek drug 
format. Video je potrebno na koncu pretvoriti v format OpenCV. Za hitrejše 
delovanje programa smo ustvarili novo nit, ki je skrbela za zajem videa s kamere. 
Poleg tega smo zmanjšali resolucijo iz originalne 3280 × 2464 na 320 × 240. S tem 
ukrepom smo sicer zmanjšali natančnost določanja položaja na podlagi 
računalniškega vida, zmanjšal se je tudi vidni kot kamere, vendar je bil položaj še 
vedno zadovoljiv. Čas zajema videa se je konkretno zmanjšal na približno 15 ms 
zakasnitve, kar je razvidno iz slike 8.3. 
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Slika 8.3:  Zakasnitev zajema slike. 
Naslednji korak je bil uporaba namenske knjižnice ArUco za razpoznavanje 
značk in določanje položaja kamere. Knjižnica ArUco je napisana v programskem 
jeziku C++ in je optimirana, torej zelo hitra pri obdelavi podatkov. Za pohitritev 
našega programa smo zamenjali del, ki skrbi za razpoznavo in identifikacijo značke s 
funkcijo iz knjižnice ArUco. Prav tako smo zamenjali del, ki določa 3D-položaj 
kamere glede na razpoznano značko na sliki [42]. 
 
S tem ukrepom smo pohitrili delovanje programa do te mere, da smo lahko 
nastavili čas vzorčenja na 60 ms. Pri tem je bil programski cikel ves čas krajši od 60 
ms vse do primera, ko smo imeli v vidnem polju štiri značke hkrati. Do treh različnih 
značk v prostoru smo poskrbeli za stabilno vodenje kvadrokopterja z določanjem 
njegovega položaja. 
8.3  Stabilizacija kvadrokopterja 
 PID-regulator je bil uporabljen za izvajanje stabilizacije kvadrokopterja na 
določeni referenčni točki v prostoru z določeno orientacijo v smeri kota sukanja. 
Parametri regulatorja so bili določeni s poskušanjem. Najprej smo nastavili 
parametre za regulacijo višine (os Z) in orientacijo kota sukanja. Ko je ta del deloval 
zadovoljivo, smo dodali še regulacijo na oseh X in Y. Nato je bilo potrebno 
parametre še nekoliko popraviti: če je bil namreč regulator ene od spremenljivk 
preveč agresiven, je to poslabšalo regulacijo ostalih spremenljivk.  
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Referenčno točko v prostoru smo določili tako, da je bila velikost vidnega polja 
kamere pri vodenju stabilizacije primerna in da značka ni izpadla iz vidnega polja. 
Vrednosti referenčne točke so: 
- 𝑋 =  20 cm, 
- 𝑌 =  − 20 cm, 
- 𝑍 =  60 cm, 
- Θ = 300°. 
Rezultati stabilizacije so predstavljeni na naslednjih slikah. Na vsaki sliki je 
prikazan določen položaj prek značke, izhod Kalmanovega filtra ter referenčna 
vrednost, ki ji sledi regulator.  
 
Slika 8.4:  Regulacija položaja vzdolž osi X in regulirna veličina PID-regulatorja. 
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Slika 8.5:  Regulacija položaja vzdolž osi Y in regulirna veličina PID-regulatorja. 
Iz slik 8.4 in 8.5 vidimo, da regulacija deluje v območju ± 15 cm. Rezultat smo 
poskušali izboljšati, vendar nas je omejevalo več ovir. Prva ovira je velikost 
kvadrokopterja. Z večjo velikostjo so posledično tudi večji premiki, večja pa sta tudi 
masa in vztrajnost, ki upočasnita hitrost spreminjanja gibov. V opisu načina 
upravljanja kvadrokopterja smo omenili, da kvadrokopter prejema ukaze za 
translatorne hitrosti, ki jih avtopilot interpretira v gibe znotraj koordinatnega sistema 
ENU. To zahteva natančno informacijo o smereh neba. Problem vodenja na oseh X 
in Y je nastal v primeru, ko meritev magnetometra in s tem informacija o smeri 
severa ni bila točna. Tretjo oviro smo omenili že na začetku tega podpoglavja 
(agresivna regulacija ene izmed spremenljivk). Ta se je pojavila zaradi regulacije 
medsebojno zelo odvisnih spremenljivk, ki smo jih regulirali s štirimi PID-
regulatorji.  
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Slika 8.6:  Regulacija položaja vzdolž osi Z in regulirna veličina PID-regulatorja.
 
Slika 8.7:  Regulacija kota sukanja in regulirna veličina PID-regulatorja. 
Na sliki 8.6 vidimo stanje regulacije višine kvadrokopterja oziroma položaja v 
osi Z. Uspeli smo doseči stabilno višino s pogreškom regulacije znotraj območja ± 
10 cm. Na sliki 8.7 je razvidna regulacija kota sukanja s pogreškom regulacije 
znotraj območja ± 5°. 
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V nadaljevanju smo izvedli poskus spreminjanja vrednosti vseh spremenljivk z 
linearnim in skočnim premikom. Sprememba referenc se je zgodila na vseh 
spremenljivkah hkrati za razliko 10 cm pri položaju ter za razliko 40° pri kotu 
sukanja. Rezultati so prikazani na naslednjih slikah. 
 
Slika 8.8:  Regulacija položaja vzdolž osi X pri spreminjanju razdalje in regulirna veličina PID-
regulatorja. 
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Slika 8.9:  Regulacija položaja vzdolž osi Y pri spreminjanju razdalje in regulirna veličina PID-
regulatorja. 
 
Slika 8.10:  Regulacija položaja vzdolž osi Z pri spreminjanju razdalje in regulirna veličina PID-
regulatorja. 
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Slika 8.11:  Regulacija kota sukanja pri spreminjanju položaja ter orientacije razdalje in regulirna 
veličina PID-regulatorja. 
Na koncu testiranja smo izvedli še preverjanje robustnosti regulacije pri 
vsiljeni motnji. Prvo motnjo predstavlja potisk kvadrokopterja proti tlom v 
vzorčenem trenutku 9800. Drugo motnjo predstavlja potisk stran od tal vzorčenem 
trenutku 9950. Rezultat regulacije položaja na osi Z je prikazan na naslednji sliki. 
 
Slika 8.12:  Regulacija položaja vzdolž osi Z pri vsiljeni motnji. 
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Na sliki opazimo, da regulator v nekaj nihajih izniči učinek motnje in se zopet 
ustali na referenčni vrednosti položaja. 
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9  Zaključek 
V tej magistrski nalogi smo najprej preučili in izbrali sestavne dele 
kvadrokopterja. Pri tem smo se osredotočili na združljivost strojne in programske 
opreme primerne za izgradnjo kvadrokopterja, ki omogoča izvedbo visoko-
nivojskega vodenja prek nadzornega računalnika. Vzporedno z izgradnjo 
kvadrokopterja smo se ukvarjali z razvojem metod za uspešno razpoznavo ArUco 
značk in določanjem položaja kamere prek računalniškega vida. Ko je bil 
kvadrokopter pripravljen na uporabo, smo združili oceno translatorne hitrosti 
(merjene preko inercialne merilne enote) in izračunan položaj prek računalniškega 
vida za uspešno lokalizacijo kvadrokopterja v zaprtem prostoru. Po izvedeni 
lokalizaciji smo pripravili skripto, ki je skrbela za komunikacijo met krmilnikom 
letenja in nadzornim računalnikom. Na koncu raziskovalne naloge smo se ukvarjali z 
načrtovanjem regulatorja PID, ki je poskrbel za visoko nivojsko vodenje 
kvadrokopterja. Z regulatorjem smo izvedli stabilizacijo kvadrokopterja na 
referenčni točki in vodenje iz ene referenčne točke v drugo s skočno spremembo in 
po linearnem segmentu. Na koncu smo še preverili robustnost regulacije z vsiljeno 
motnjo. Končen izdelek torej omogoča samodejno določanje položaja kvadrokopterja 
v prostoru in samodejno gibanje s predhodnim načrtovanjem poti po prostoru.
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