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Odprtokodna spletna aplikacija za izračun t-testa 
Hiter tehnološki napredek je omogočil preskok od enostavnih spletnih strani h kompleksnim 
spletnim aplikacijam, ki vse bolj nadomeščajo računalniške programe. V primerjavi 
z računalniškimi programi namreč spletnih aplikacij ni treba nameščati, kar jih dela dostopne 
in enostavne za uporabo. V tem okviru so se razvili številni pristopi in orodja, ki poenostavijo 
in pohitrijo proces izdelovanja spletnih aplikacij. Enostavnost spletnih aplikacij izkoriščajo 
tudi raziskovalci, ki izvajajo hitre izračune t-testa. T-test je nadvse pogosto uporabljen 
statističen test, ki preveri, ali so razlike med vzorčnimi statistikami statistično značilne ali pa 
so le posledica naključne izbire enot v vzorec. V diplomskem delu pregledamo obstoječe 
spletne aplikacije za izračun t-testa in opišemo tehnološka ozadja izdelovanja sodobnih 
spletnih aplikacij. Na tej osnovi smo izdelali odprtokodno spletno aplikacijo za izračun t-testa. 
Kakovost izdelane aplikacije smo empirično preverili tudi z ustreznim uporabniškim 
testiranjem. Aplikacija je dostopna prek URL-naslova www.t-test.si. 
Ključne besede: spletna aplikacija, t-test, uporabniška izkušnja, enostranske aplikacije, spletne 
tehnologije. 
 
Open source web application for t-test calculation 
Rapid technological developments have enabled the transformation of simple websites into 
complex web applications which are replacing classical computer programs. Compared with 
classic computer programs, web applications do not need to be installed, which make them 
more accessible and easier to use. New approaches toward web development have been utilised 
to manage increasing complexity. Researchers are already exploiting accessible web 
application for preforming quick t-test calculations. T-test is frequently used statistical test 
which determines whether sample statistics are significantly different. This thesis explores 
existing online t-test calculators and describes modern web development techniques. These 
techniques will also be pragmatically used in building an open source web application for t-
test calculation. The quality of the final application will be empirically tested with usability 
tests. The application is accessible at www.t-test.si. 
Keywords: web application, t-test, user experience, single-page applications, web 
technologies. 
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Seznam kratic 
 
Kratica Angleško Slovensko 
HTML HyperText Markup Language Jezik za označevanje nadbesedila 
URI Uniform Resource Identifier Enolični identifikator vira 
URL Uniform Resource Locator Enolični krajevnik vira 
HTTP HyperText Transfer Protocol Protokol za prenos nadbesedila 
AJAX Asynchronous JavaScript and XML Asinhroni Javascript in XML 
XML Extensible Markup Language Razširljivi označevalni jezik 
CSS Cascading Style Sheets Kaskadne stilske podloge 
PWA Progressive Web Application Progresivna spletna aplikacija 
UX User Experience Uporabniška izkušnja 
SPA Single Page Application Enostranska aplikacija 
SSR Server Side Rendering Upodabljanje na strežniku 
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1 Uvod 
Danes si brez računalnikov skoraj ne moremo več predstavljati življenja. Omogočajo nam 
učinkovito hranjenje, urejanje, deljenje in pridobivanje podatkov, informacij ter znanja. 
Uspešno rešujejo kompleksne računske probleme, nas zabavajo in povezujejo. Njihova 
nepogrešljivost je postala še izrazitejša, ko je luč sveta ugledala tehnologija, zmožna 
povezovanja računalnikov v svetovno omrežje – internet. Internet je omogočil komunikacijo 
med računalniki po celem svetu in ponudil dostop do znanja tudi neprivilegiranim 
posameznikom. Globalizacija interneta in vedno bolj zmogljivi računalniki so povzročili 
skokovit družbeni, tehnološki in znanstveni napredek. 
Tehnološki razvoj je olajšal delo strokovnjakom na številnih področjih, ki računalnike 
uporabljajo kot orodje za reševanje problemov. Teh je veliko tudi na področju statistike, kjer 
se raziskovalec že pri manjši kvantitativni raziskavi sooča z izzivi urejanja in analize podatkov. 
Brez računalniške podpore bi bilo to zelo zamudno opravilo. V ta namen so se razvili številni 
specializirani statistični programski paketi, ki nudijo celovito podporo raziskovalnemu 
procesu. Glavne pomanjkljivosti takih računalniških programov so cenovna nedostopnost, 
potreba po inštalaciji, zahtevnost uporabe in morebitna nezdružljivost s strojno opremo.  
Pomanjkljivosti večjih programskih paketov uspešno odpravijo moderne spletne aplikacije, ki 
uporabnikom omogočajo dostopno, hitro in zanesljivo rešitev njihovega problema. Za uporabo 
spletnih aplikacij ni potrebna inštalacija programa, uporabniku ni treba skrbeti za to, ali bo 
aplikacija delovala na njegovem računalniku. Če je bila aplikacija skrbno načrtovana, 
uporabnik ne potrebuje posebnega predznanja za njeno uporabo. Uporabniki lahko do spletnih 
aplikacij dostopajo prek telefonov, tablic, pametnih televizij itd. – edini pogoj je ta, da ima 
naprava dostop do spleta. To pa predstavlja izziv spletnim razvijalcem, saj morajo poskrbeti, 
da spletna aplikacija ponuja dobro uporabniško izkušnjo ne glede na to, s katere naprave jo 
uporabnik obišče. Spletne aplikacije v primerjavi z večjimi programskimi paketi navadno 
rešujejo bolj specifične probleme, saj jih želijo rešiti hitreje in učinkoviteje. Navedeno velja 
tudi za enega najpogostejših problemov v statistični analizi podatkov – Studentov t-test. 
Studentov t-test preveri, ali so razlike med dobljenimi vzorčnimi statistikami statistično 
značilne ali pa so le posledica naključne izbire enot v vzorec (Ferligoj, Lozar in Žiberna, 2013). 
Raziskovalec, ki želi prikazati, da je njegova raziskava pokazala statistične razlike med dvema 
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skupinama vzorčnih enot, zato pogosto uporabi Studentov t-test. V tem okviru je glavni cilj 
diplomskega dela izdelati spletno aplikacijo za izračun Studentovega t-testa.  
Izdelava Studentovega t-testa je testno povezana z modernim razvojem spletnih aplikacij. 
Dejavniki, kot so vedno večja računska moč potrošniških računalnikov, njihova cenovna 
dostopnost in razvoj spletnih tehnologij, so v dveh desetletjih preproste spletne strani 
spremenili v kompleksne spletne aplikacije. Za uspešno obvladovanje kompleksnosti so nastali 
številni novi pristopi k spletnemu razvoju in orodja, ki razvoj olajšajo. Eden izmed takih 
pristopov je tudi razvoj odprtokodnih aplikacij, ki omogoči, da aplikacijo izdeluje več 
razvijalcev hkrati, kar znatno pohitri razvoj in omogoči sodelovanje razvijalcev s celotnega 
sveta. V pričujočem delu bodo ti pristopi podrobneje opisani, na primeru razvoja spletne 
aplikacije t-test pa bo predstavljena tudi njihova praktična uporaba. 
Najprej si bomo ogledali zgodovino razvoja spletnih aplikacij, opisali razliko med spletnimi 
stranmi in aplikacijami ter definirali štiri temeljne korake pri izdelavi modernih spletnih 
aplikacij. Nato bomo pregledali obstoječe programske rešitve za izračun Studentovega t-testa 
ter jih na podlagi kriterijev dobre uporabniške izkušnje kritično ovrednotili. V nadaljevanju 
bomo predstavili najnovejše pristope k spletnemu razvoju ter pokazali njihovo praktično 
uporabo na primeru razvoja spletne aplikacije t-test. Nazadnje bomo opravili tudi empirično 
testiranje uporabnosti aplikacije t-test in pokazali, da spletne aplikacije, razvite z modernimi 
pristopi, učinkovito rešujejo specifične probleme.  
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2 RAZVOJ SPLETNIH APLIKACIJ 
2.1 Zgodovina razvoja spletnih aplikacij 
Da bi sploh lahko začeli govoriti o razvoju spletnih aplikacij, moramo najprej pogledati 
v razvoj tehnologije, ki omogoča obstoj spletnih aplikacij. To je internet. Internet je začel 
nastajati v prostorih Evropske organizacije za nuklearne raziskave (CERN), njegov idejni oče 
pa je Tim Berners Lee, ki je leta 1990 razvil tri temeljne tehnologije, ki še danes poganjajo 
svetovni splet:  
1. HTML – jezik za označevanje nadbesedila (angl. HyperText Markup Language), ki 
semantično opredeli vsebino na spletni strani; 
2. URI – enolični kazalnik vira (angl. Uniform Resource Identifier), ki unikatno določa 
posamezni spletni vir. Pogosto se ga označuje tudi kot URL 
(angl. Uniform Resource Locator); 
3. HTTP – protokol za prenos nadbesedila (angl. HyperText Transfer Protocol), ki omogoča 
paketni prenos podatkov med računalniki, povezanimi s spletom. 
Poleg tega je Tim postavil tudi prvi strežnik, razvil prvi brskalnik ter leta 1990 objavil 
prvo  stran (Lee, 1990). Kmalu po tem se je splet začel širiti; najprej v akademskem svetu, nato 
pa še v širši javnosti. Akademiki so pisali programe, ki so omogočali različnim računalnikom 
ter operacijskim sistemom dostop do spleta. V Ameriki so začeli delovati prvi strežniki in do 
leta 1993 jih je delovalo že 500 (CERN, 2019). 
Leto 1994 opisujejo kot »leto svetovnega spleta«, saj so takrat organizirali prvo mednarodno 
konferenco svetovnega spleta. Udeležilo se je je 380 uporabnikov in razvijalcev, ki so ponesli 
novico o novi revolucionarni tehnologiji po svetu. Novice o novi tehnologiji so preplavile 
medije in do konca leta 1994 je splet poganjalo že 10.000 strežnikov, ki so prenašali podatke 
do kar 10 milijonov uporabnikov. Prek spleta se je vsako sekundo preneslo toliko informacij, 
kot jih vsebujejo vsa dela Williama Shakespeara (CERN, 2019). 
V začetkih svojega razmaha se je svetovni splet uporabljal večinoma za pošiljanje e-pošte, 
prenos datotek in oddaljen dostop do računalnikov. Razvoj spletnih strani je bil še precej 
omejen, saj avtorji niso imeli možnosti določiti videza svojih strani. Iz tega razloga je 
Håkon Wium Lie leta 1994 objavil predlog novega spletnega jezika CSS – kaskadne stilske 
podloge (angl. Cascading Style Sheets) –, ki naj bi omogočal avtorjem urejanje videza spletne 
strani, kot so barve, velikosti pisav, odmiki in podobno (W3C, 2016).  
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Spletu pa je še vedno manjkala ena izmed ključnih tehnologij, ki omogoča uporabniku 
interakcijo s spletno stranjo, prikaz obvestil in informacij glede na uporabniške interakcije in 
se odzove na različne dogodke, ki jih sproži uporabnik. Spletna stran z njo postane bolj 
dinamična, lahko bi rekli, da oživi. Ta tehnologija se imenuje JavaScript, razvili pa so jo 
leta 1995 v sklopu takrat popularnega brskalnika Netscape (Peyrott, 2017). Rojstvo JavaScripta 
je omogočilo, da je spletna stran ponudila uporabniku takojšnji odgovor na njegovo interakcijo, 
ne da bi bilo za to treba ponovno naložiti celotno spletno stran. Najbolj vsakdanje naloge, ki 
jih v brskalniku opravlja JavaScript, so na primer preverjanje vnesenih podatkov v obrazcih, 
prikaz obvestil na že naloženi spletni strani, komunikacija s strežnikom v ozadju, animacija 
elementov na spletni strani, povečevanje slik ipd.  
Splet je tako imel tri ključne sestavine za razvoj dinamičnih, interaktivnih spletnih strani: 
HTML, CSS in JavaScript. Manjkala pa je še ena tehnologija, ki ne igra tako pomembne vloge 
pri klasičnih spletnih straneh, vendar je ključna za razvoj spletnih aplikacij. To je tehnologija 
Ajax – asinhroni JavaScript in XML (angl. asynchronous JavaScript and XML) –, ki je 
podaljšek tehnologije JavaScript in omogoča asinhrono komunikacijo med strežnikom in 
brskalnikom, razvita pa je bila leta 2005. S tehnologijo Ajax je lahko uporabnik pridobil 
dodatne podatke iz strežnika, ne da bi bilo za to treba ponovno naložiti celotno spletno stran. 
To je znatno reduciralo promet med strežniki in uporabniki, saj za manjše vsebinske 
spremembe ni bilo treba ponovno pošiljati celotne spletne strani prek spleta.  
2.1.1 Prve spletne aplikacije 
Na prehodu v 21. stoletje so imeli spletni razvijalci na voljo vsa orodja, ki omogočajo razvoj 
naprednejših spletnih strani oz. spletnih aplikacij. Klasična spletna stran je sestavljena iz več 
podstrani, med katerimi lahko brskamo – vsakič, ko odpremo novo podstran, se pošlje zahtevek 
na strežnik, ki nam odgovori z informacijami o tej podstrani ter vseh morebitnih virih, 
s katerimi je podstran povezana. Slabost takega pristopa je ravno v tem, da se pri vsaki menjavi 
strani čaka na odgovor strežnika, ki mora ponovno poslati celotno spletno stran z ustreznimi 
informacijami. Spletne aplikacije ta problem rešujejo tako, da se ob prvem nalaganju 
v brskalnik uporabnika naloži aplikacijska lupina (angl. application shell), ki služi kot ogrodje 
za vsebino. Ob naknadnih spremembah strani aplikacija od strežnika zahteva samo tisti del 
informacij, ki jih dejansko potrebuje, in ne tudi ogrodja spletne strani, saj je bilo to že naloženo 
in shranjeno ob prvem nalaganju. 
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Začetek moderne dobe spletnih aplikacij lahko pripišemo izidu aplikacije za elektronsko pošto 
Gmail, ki je izšla leta 2004. Google je s tem izdelkom povzdignil splet na višji nivo in postavil 
nove mejnike za razvoj dinamičnih spletnih strani. Zgodil se je tudi preskok v terminologiji, 
zato so Gmail označili kot prvo spletno aplikacijo; bila je podobnejša klasičnim računalniškim 
programom kot pa spletni strani (McCracken, 2014).  
Slika 2.1 – Spletna aplikacija Gmail leta 2004 
 
 
Vir: McCracken, 2014 
 
Na Sliki 2.1 vidimo spletno aplikacijo Gmail, kot je bila videti leta 2014. Vsebuje veliko 
elementov, značilnih za spletne aplikacije. Google je z implementacijo prej omenjenih 
tehnologij omogočil uporabnikom boljšo izkušnjo, saj je stran delovala hitreje in je bila 
odzivnejša od takrat popularnih alternativnih spletnih strani za branje e-pošte, kot sta 
Yahoo Mail in Hotmail. Slednji sta bili razviti v devetdesetih letih in še nista bili zasnovani kot 
spletni aplikaciji, zato je vsaka uporabniška interakcija zahtevala, da se celotna spletna stran 
ponovno naloži, kar pa je onemogočalo odzivnost in zmanjševalo hitrost aplikacije 
(McCracken, 2014).  
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Poleg aplikacij za elektronsko pošto pa se je v začetku 21. stoletja razširila tudi uporaba 
družabnih omrežij. Leta 2003 tako nastane poslovno družbeno omrežje LinkedIn, istega leta 
pa se na spletu pojavi tudi zelo popularno družbeno omrežje MySpace. Leto pozneje 
Mark Zuckerberg lansira danes najpopularnejše družbeno omrežje Facebook, ki ga vidimo 
prikazanega na Sliki 2.2. 
Slika 2.2 – Spletna aplikacija Facebook leta 2005 
 
 
Vir: Rony, 2019 
 
2.1.2 Moderne spletne aplikacije 
Razlika med spletno aplikacijo in spletno stranjo je v tem, da spletna aplikacija več dela opravi 
v brskalniku uporabnika, kar prepreči vnovično izmenjavo podatkov med uporabnikom in 
strežnikom in tako znatno pohitri uporabo aplikacije. Ta prenos dela na stran uporabnika pa 
zahteva tudi večjo računsko moč računalnika končnega uporabnika. Eden izmed razlogov, da 
se spletne aplikacije niso pojavile v začetkih interneta, je, da računalniki, namenjeni končnim 
uporabnikom, niso bili dovolj zmogljivi. Zato so na zahtevo uporabnika večino računskih 
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operacij opravili strežniki, nato pa rezultate vrnili uporabniku. Že leta 1965 pa je 
Gordon Moore napovedal, da se bo število tranzistorjev na tiskanem vezju vsaki dve leti 
podvojilo, cena pa prepolovila (Gordon, 1965). Tehnološki napredek ni samo sledil temu 
zakonu, ampak ga je prehitel – danes se število tranzistorjev na tiskanem vezju v povprečju 
podvoji vsakih 18 mesecev (Editors of Encyclopaedia Britannica, 2019). 
Večja računska moč potrošniških računalnikov je spletnim razvijalcem omogočila razvoj 
kompleksnejših in naprednejših spletnih aplikacij. To jasno prikazuje graf na Sliki 2.3, 
na katerem vidimo, kako se je količina prenesenih podatkov, ki vsebujejo JavaScript, večala 
od leta 2010 do leta 2020. V zadnjem desetletju se je prenesena količina JavaScript podatkov 
povečala za kar 410 %, saj je leta 2010 srednja vrednost znašala 88 kb, danes pa ta znaša kar 
450 kb (HTTP archive, 2020).  
Slika 2.3 – Količina prenešenih JavaScript podatkov od leta 2010 do 2020 
 
Vir: HTTP archive, 2020 
 
Splet se je z računalnikov preselil tudi na druge naprave in spletne aplikacije so se morale temu 
prilagoditi. Pojavil se je nov trend t. i. odzivnih spletnih aplikacij 
(angl. responsive web application), ki naj bi se odzivale na spremembo velikosti zaslona 
naprave. S pametnimi telefoni pa smo dobili tudi mobilna omrežja, ki pa, kot vemo, niso tako 
stabilna kot fiksna domača omrežja, zato so morali spletni razvijalci najti načine, kako 
omogočiti delovanje spletnih aplikacij tudi v nestabilnih omrežjih. Razvile so se 
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t. i. progresivne spletne aplikacije (angl. PWA – progressive web app), ki poskrbijo, da se 
celotna aplikacija shrani v uporabnikov brskalnik in tako deluje tudi brez povezave. 
Z večanjem kompleksnosti spletnih aplikacij in strani pa se je razvijala tudi panoga spletnega 
razvoja, saj se je morala prilagoditi vedno večji zahtevnosti uporabnikov in zmogljivosti 
tehnologije. Pojavili so se številni novi pristopi k spletnemu razvoju in nova, zmogljivejša 
orodja, ki razvijalcem in oblikovalcem omogočajo učinkovito načrtovanje, oblikovanje in 
izdelavo zahtevnih spletnih aplikacij.  
2.2 Načrtovanje in oblikovanje spletnih aplikacij 
Z razmahom interneta in hitrim tehnološkim napredkom se je pojavila potreba po hitrem in 
zanesljivem razvoju spletnih aplikacij. Razvoj moderne spletne aplikacije navadno poteka 
v štirih fazah: načrtovanje, oblikovanje, programiranje in testiranje.  
V prvi fazi je treba ugotoviti, komu je aplikacija namenjena, kakšen problem rešuje ter kako 
izdelati tak uporabniški vmesnik, ki bo kar najučinkoviteje rešil ta problem. Treba je preučiti, 
na kakšne načine bodo uporabniki uporabljali aplikacijo in kako jim to uporabo narediti čim 
prijetnejšo. Odgovore na ta vprašanja ponuja področje uporabniške izkušnje 
(angl. user experience), ki ga eden izmed pionirjev na tem področju, Don Norman, definira 
tako: »Uporabniška izkušnja so vsi vidiki uporabniške interakcije s podjetjem, njihovimi 
storitvami in produkti. Osnovni kriterij dobre uporabniške izkušnje je zadovoljiti potrebe 
uporabnikov. Temu sledita enostavnost in eleganca, ki ustvarita produkte, ki jih uporabniki 
z veseljem uporabljajo in si jih lastijo. Prava uporabniška izkušnja ponuja veliko več kot to, 
kar uporabniki pravijo, da potrebujejo« (Norman & Nielsen, Nielsen Norman Group, 2013). 
Za odkrivanje potreb uporabnikov in testiranje uporabniških vmesnikov aplikacije se 
uporabljajo različni tipi raziskav, tako kvalitativni kot kvantitativni. Med kvantitativne sodijo 
klasične ankete, A-/B-testiranja različnih uporabniških vmesnikov in analiza klikov, 
med kvalitativne pa fokusne skupine, s katerimi se po navadi testira prototip uporabniškega 
vmesnika, intervjuji, vodene uporabnostne študije v laboratoriju ali na daljavo, mnenje 
uporabnikov in terenske študije.  
Vse v fazi raziskovanja zbrane in analizirane informacije se nato upošteva pri osnovnem načrtu 
uporabniškega vmesnika aplikacije, ki se v žargonu imenuje žični okvir (angl. wireframe). 
Žični okvirji so idejne skice uporabniškega vmesnika aplikacije in definirajo pozicijo gumbov, 
opredelijo, kako bo v spletni aplikaciji razporejena vsebina, v kakšnem sosledju se bo 
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uporabnik lahko pomikal med stranmi aplikacije, kje bo postavljena navigacija, kaj bo 
uporabnik videl takoj na začetku, kako bodo elementi postavljeni na mobilnih napravah in kako 
se bo uporabnika čim prej pripeljalo do njegovega želenega cilja. Zelo pomembno je, da se že 
v tej fazi predvidi čim več različnih možnosti uporabe aplikacij in upošteva vse izsledke 
začetnih raziskav. 
Postavitvi žičnih okvirjev sledi oblikovanje aplikacije, ki osnovne skice vizualno obogati in jih 
naredi privlačne. Oblikovanje spletnih aplikacij je postalo zelo zahtevno, saj mora oblikovalec 
poznati veliko zakonitosti, ki vladajo modernemu, diverzificiranemu spletu, da lahko naredi 
uporabniški vmesnik čim privlačnejši na vseh različnih napravah in brskalnikih. Oblikovanje 
pa mora prav tako slediti izsledkom začetnih raziskav o tem, kako uporabniki doživljajo 
uporabo aplikacije, saj lahko oblikovalec z izbiro barv, pisav, poudarjanjem elementov in 
izbiro slik močno vpliva na uporabniško izkušnjo. 
2.3 Programiranje spletnih aplikacij 
Ko se pripravi ustrezen načrt za spletno aplikacijo ter se zaključi oblikovanje uporabniškega 
vmesnika, se aplikacijo lahko začne kodirati. Programiranje spletne aplikacije je proces pisanja 
kode, ki jo razumejo spletni brskalniki in jo lahko izvedejo tako, da omogočijo uporabniku 
nemoteno uporabo aplikacije. Za nemoteno uporabo pa je poleg brskalnika odgovoren tudi 
programer, ki mora poskrbeti za to, da spletna aplikacija nemoteno deluje na različnih napravah 
in v različnih okoljih.  
Podobno kot pri programiranju klasičnih spletnih strani tudi pri programiranju aplikacij 
uporabljamo osnovne spletne programske jezike HTML, CSS in JavaScript. Z jezikom HTML 
razvrstimo elemente na strani in jih semantično označimo z značkami, ki so del jezika HTML. 
Brskalnik te značke zazna in jih ustrezno prikaže uporabniku. Najpogostejše značke so »p«, ki 
označuje paragraf oz. tekstovni odstavek; »div«, ki označuje bločni element in ga ločuje 
od drugih; ter »a«, ki označuje povezavo na notranjo ali zunanjo spletno stran. Z jezikom 
HTML tako postavimo vsebinsko arhitekturo spletne strani, kot je bila predvidena z žičnimi 
okvirji. 
Komplement jeziku HTML je jezik CSS, ki vizualno opremi spletno stran. Z jezikom CSS tako 
definiramo stilska pravila, ki določajo velikosti in pozicije elementov na strani, barve 
elementov in pisav, različico tipografije ipd. Zaradi velikega števila različnih naprav in 
brskalnikov, ki danes dostopajo do spleta, ter zaradi potrebe po hitrem razvoju spletnih strani 
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so se pojavile številne CSS knjižnice. Te vsebujejo vnaprej oblikovane elemente ter postavitve 
elementov, ki jih lahko uporabimo pri razvoju lastne spletne strani. Trenutno najpopularnejše 
CSS knjižnice so Bootstrap, Bulma in Tailwind.  
Izvorna koda 2.1 – Prikaz osnovnih HTML značk in CSS stilskih pravil 
 
Srce modernih spletnih aplikacij je skriptni jezik JavaScript. Intenzivnost njegove uporabe 
ločuje klasično spletno stran od dinamične spletne aplikacije. JavaScript naredi spletno stran 
interaktivno in dinamično, tako da se odziva na uporabniške interakcije ter omogoča, da se 
stanje spletne aplikacije spremeni, ne da bi se ta ponovno naložila. JavaScript kodo prejme 
uporabnik ob prvem obisku spletne aplikacije, nato pa se izvaja neposredno v brskalniku 
uporabnika in tako omogoči minimalno nadaljnjo komunikacijo s strežnikom.  
Osnovne funkcionalnosti JavaScripta so: branje, urejanje, dodajanje in brisanje vsebine 
na spletni strani, medtem ko uporabnik z njo upravlja; odzivanje na različne dogodke 
v brskalniku, kot so na primer klik, pomikanje po strani, pritisk gumba na tipkovnici, 
sprememba velikosti brskalnika ipd.; komunikacija s strežnikom v ozadju, ne da bi uporabnik 
to sploh opazil; pridobitev in prikaz podatkov iz zunanjih spletnih virov; dinamično 
spreminjanje stilov spletne strani; predvajanje in prikaz predstavnostnih datotek, kot sta video 
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in glasba. V modernih spletnih aplikacijah pa JavaScript omogoča veliko več, tudi 
funkcionalnosti, ki so bile prej rezervirane le za strežnik, o njih pa bomo več izvedeli 
v poglavju 4. 
 
 
Izvorna koda 2.2 – Del JavaScript jQuery programa, ki uporabniku pokaže obvestilo, ko 
pritisne na gumb 
 
Podobno kot pri jeziku CSS nam tudi delo z JavaScriptom olajšajo različne knjižnice, ki 
pohitrijo razvoj spletne strani, tako da zmanjšajo količino kode in jo naredijo preglednejšo. Ena 
prvih popularnejših knjižnic je bila jQuery, ki razvijalcem ponudi nabor funkcionalnosti, zaradi 
katerih lahko hitro berejo, urejajo in spreminjajo vsebino na strani. Poleg tega pa olajša razvoj, 
ker odpravi nekatere nekonsistentnosti med brskalniki. Za potrebe razvoja modernih spletnih 
aplikacij so se pojavile številne nove knjižnice, ki predstavljajo nove pristope k razvoju. Ena 
prvih je bila knjižnica AngularJS, ki jo je razvilo podjetje Google za razvoj lastnih kompleksnih 
spletnih aplikacij, kot so Gmail, Google Analytics in Google Adwords. Z naraščajočo 
kompleksnostjo so se morali soočiti tudi pri podjetju Facebook, kjer so razvili 
JavaScript knjižnico React, ki zdaj poganja največje družbeno omrežje na svetu. Podjetji pa sta 
omogočili prost dostop do teh dveh knjižnic in s tem omogočili vsakemu spletnemu razvijalcu, 
da izkoristi njune prednosti. Dve novejši knjižnici, ki pridobivata na popularnosti, sta Vue.js 
in Svelte, ki sta razviti s podobnimi principi kot React in Angluar JS, le da omogočata še 
preprostejši in hitrejši razvoj. 
Programiranje spletnih aplikacij je danes kompleksen proces prav zaradi raznolikosti spletnega 
okolja, številnih tehnologij, izmed katerih je treba izbrati najprimernejšo, ter zaradi 
vsakodnevnih sprememb v spletnem ekosistemu. Programer je tako postavljen pred izziv 
izbrati tehnologije, ki bodo omogočile hiter razvoj spletne aplikacije, obenem pa bodo dovolj 
vsestranske, da bodo brezhibno delovale na vseh napravah in brskalnikih, ki danes lahko 
dostopajo do spleta. Izbiro tehnologij in kakovost razvoja pa lahko ocenimo s testiranjem 
spletne aplikacije in analizo rezultatov. 
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2.4 Testiranje spletnih aplikacij 
V tako raznolikem ekosistemu, kot je svetovni splet, je testiranje spletnih aplikacij nujno. 
Testiranje pokaže, kako učinkovit je naš uporabniški vmesnik, ali se uporabniki v aplikaciji 
znajdejo ter ali aplikacija zanesljivo deluje v različnih okoljih, brskalnikih in napravah (Moran, 
2019). Testiranje aplikacij lahko v osnovi razdelimo na uporabniško in avtomatsko testiranje.  
Uporabniško testiranje aplikacij spremlja uporabnika pri interakciji z aplikacijo in ocenjuje 
njegovo zadovoljstvo z uporabo. Nekaj metod testiranja smo že omenili pri poglavju 
načrtovanja spletnih aplikacij, saj se ta testiranja lahko opravijo že na prototipih. Končno 
aplikacijo pa, preden gre v uporabo končnim uporabnikom, testirajo strokovnjaki 
za zagotavljanje kakovosti, ki ugotavljajo, ali aplikacija pravilno deluje v različnih pogojih. 
Avtomatsko testiranje aplikacij se izvaja na programskem nivoju in se izvede računalniško 
ob vsaki spremembi izvorne kode programa spletne aplikacije. Za ta namen se napišejo 
programski testi, ki navadno testirajo določen del spletne aplikacije. Test lahko na primer 
preveri, ali se navigacija na telefonu odpre, ko uporabnik pritisne na gumb. Prednost takih 
testov je, da se izvedejo vsakič, ko se spremeni izvorna koda spletne aplikacije, s čimer 
preprečijo, da bi sprememba povzročila neželene posledice. 
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3 Pregled obstoječih aplikacij za izračun t-testa 
Namen diplomskega dela ni zgolj predstaviti razvoj spletnih aplikacij in modernih pristopov 
k temu, temveč tudi izdelati in pokazati primer spletne aplikacije, razvite s takimi pristopi. 
Predstavili bomo izdelavo odprtokodne spletne aplikacije za izračun t-testa.  
3.1 Studentov t-test 
T-test je statistični test, ki spada v družino inferenčne statistike, veje statistike, ki se ukvarja 
s sklepanjem iz vzorca na populacijo. Razvil ga je William Sealy Gosset in ga objavil 
pod psevdonimom Student (Ferligoj, Lozar in Žiberna, 2013). S Studentovim t-testom 
preverimo, ali so razlike med dobljenimi vzorčnimi statistikami statistično značilne ali so le 
posledica naključne izbire enot v vzorec. Primerjamo lahko bodisi razlike v deležih bodisi 
aritmetično sredino med dvema vzorcema ali pa med enim vzorcem in hipotetično vrednostjo 
(Ferligoj, Lozar, & Žiberna, 2013). 
Izračun t-testa potrebujemo vsakič, ko želimo preveriti, ali se vzorčni statistiki statistično 
značilno razlikujeta. Formula za izračun t-testa je kompleksna, saj je treba upoštevati velikost 
vzorca in njegov standardni odklon. T-test nam vrne vrednost t, iz katere moramo izračunati še 
vrednost p, ki je natančna stopnja značilnosti. Pove nam, kakšna je verjetnost, da je, pri dani 
ničelni hipotezi, t-vrednost v območju zavračanja hipoteze. Če je p-vrednost dovolj majhna 
(npr. manjša od 0,01), lahko podvomimo o pravilnosti ničelne hipoteze in jo zavrnemo. Ničelna 
hipoteza navadno pravi, da sta statistiki, ki jih primerjamo, enaki – če ničelno hipotezo lahko 
z dovolj nizko stopnjo značilnosti zavrnemo, lahko zaključimo, da sta primerjani vrednosti 
statistično značilno različni (Ferligoj, Lozar, & Žiberna, 2013).  
Izračun t-testa ni tako kompleksen problem, če ga primerjamo z ostalimi statističnimi izračuni, 
kot so denimo linearna regresija, multivariatna analiza in faktorska analiza. Ne glede na to pa 
je t-test zelo pogosto uporabljen izračun, ki raziskovalcu vzame kar nekaj časa. Prav zaradi 
tega si raziskovalci danes že pri enostavnih statističnih izračunih pogosto pomagajo 
z računalnikom.  
3.2 Programski paketi za statistične analize 
Na trgu obstajajo različni računalniški programski paketi za statistično obdelavo in analizo 
podatkov. Primeri takih programov so SPSS, STATA in R. To so obširni programski paketi, ki 
omogočajo napredno analizo podatkov, med drugim tudi izračun t-testa. Slabost teh programov 
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je v tem, da je za njihovo uporabo potrebno določeno predznanje in so za tako preprost izračun, 
kot je t-test, prezahtevni za uporabo. Uporabnik bi se moral najprej naučiti uporabljati program, 
preden bi lahko izračunal t-test.  
Omenjeni programski paketi pa v primerjavi s spletnimi aplikacijami tudi niso tako dostopni, 
saj so plačljivi ter uporabniku ne omogočajo dela prek spleta. Uporabnik mora najprej preveriti, 
ali njegov računalnik podpira program, ga prenesti, naložiti na računalnik in šele nato lahko 
začne z njegovo uporabo. 
3.3 Spletne aplikacije za izračun t-testa 
Spletne aplikacije so brez dvoma uporabnejše kot kompleksni statistični programi, ko 
raziskovalec želi opraviti samo hiter t-test, zato ni presenetljivo, da take rešitve že obstajajo. 
Spletne aplikacije so lažje in hitreje dostopne, saj jih uporabnik lahko obišče iz katerekoli 
naprave, ki lahko dostopa do spleta, ter lahko takoj začne z njihovo uporabo. Tako lahko 
raziskovalec, ki želi opraviti hiter izračun, to naredi kar prek svojega pametnega telefona ali 
tablice. Uporabnik ne potrebuje predhodnega znanja za uspešno uporabo vmesnika, saj so mu 
elementi in njihove funkcionalnosti poznani iz podobnih spletnih aplikacij.  
Prednosti spletne aplikacije pred računalniškimi programi pa ne nastanejo samodejno 
s prenosom aplikacije na splet. Če je uporabniška izkušnja v spletni aplikaciji slaba, aplikacija 
ne bo izkoristila prednosti, ki jih ponuja splet. Poglejmo, kakšno uporabniško izkušnjo 
ponujajo obstoječe spletne aplikacije za izračun t-testa, in preverimo, ali obstaja prostor 
za izboljšave. 
3.4 Evalvacija obstoječih spletnih aplikacij za izračun t-testa 
V tem podpoglavju bomo kritično ovrednotili tri obstoječe spletne aplikacije za izračun t-testa. 
Z evalvacijo obstoječih aplikacij želimo pridobiti informacije o tem, kako dobra je njihova 
uporabniška izkušnja in kako bi se jo dalo izboljšati. Evalvacija ni podrobno analitično 
testiranje, temveč je le prikaz možnih pomanjkljivosti obstoječih rešitev. Izsledki nam bodo 
koristili pri izdelavi aplikacije t-test. 
V ilustrativne namene bomo kritično ocenili tri najpopularnejša spletna računala za izračun 
t-testa – to so prvi trije zadetki, ki nam jih ob iskalnem nizu »t-test calculator« vrne iskalnik 
Google:  
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1. GraphPad QuickCalcs t-test calculator (https://www.graphpad.com/quickcalcs/ttest1); 
2. UsableStats t-test calculator (http://www.usablestats.com/calcs/2samplet); 
3. Social Science Statistics t-test calculator (https://socscistatistics.com/tests/studentttest). 
Teoretično bomo argumentirali uporabnost teh rešitev glede na tri hevristične kriterije, ki jih 
je poleg sedmih drugih definiral Jakob Nielsen (Nielsen, 1994): 
– Preprečevanje napak – boljši od dobrih sporočil o napakah je pazljivo oblikovan uporabniški 
vmesnik, ki prepreči, da bi se napake sploh zgodile. Aplikacija se mora bodisi izogibati takih 
stanj, ki lahko povzročijo napake, bodisi preveriti, ali napake obstajajo, in opozoriti 
uporabnika, preden zaključi svojo namero. 
– Prepoznava namesto priklica – zmanjšamo uporabnikov kognitivni napor, tako da elemente, 
akcije in možnosti naredimo jasno vidne in pregledne. Navodila za uporabo aplikacije 
morajo biti dostopna na vsakem koraku. 
– Videz in minimalističen dizajn – okna ne smejo vsebovati več informacij, kot jih je 
v določenem trenutku potrebnih. Vsaka dodatna enota informacije tekmuje s preostalimi in 
tako zmanjšuje njihovo relativno vidnost. 
3.4.1 Preprečevanje napak 
Preverimo, kako dobro uporabniški vmesniki vseh treh spletnih aplikacij preprečujejo 
uporabniku, da bi storil napako. Opredelimo lahko dva tipa napak (Norman, The Design of 
Everyday Things, 2013): 
– spodrsljaj, ki se zgodi, ko uporabnik želi narediti določeno akcijo, vendar konča 
z izvajanjem neke druge, navadno podobne akcije. Spodrsljaji se zgodijo, ko uporabniki 
uporabljajo aplikacijo intuitivno; 
– zmota, ki se pojavi, ko ima uporabnik cilj, ki ni primeren za trenuten problem ali nalogo. 
Zmote so zavestne napake in se pogosto zgodijo, ko uporabnik nima vseh informacij ali pa 
ima napačne informacije o svojem cilju in razvije napačen mentalni model uporabniškega 
vmesnika. 
Poglejmo možnosti za spodrsljaje in zmote v uporabniškem vmesniku prvega računala. 
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Slika 3.1 – Zaslonski posnetek uporabniškega vmesnika prve aplikacije za izračun t-testa 
 
 
Spomnimo, spodrsljaj je napaka, ki se uporabniku pripeti, ko aplikacijo uporablja intuitivno. 
V uporabniškem vmesniku na Sliki 3.1 je kar nekaj možnosti za intuitivne napake, ki se 
zgodijo, ko uporabnik ni pozoren. Prva taka se lahko pojavi, ko uporabnik že vnese del 
podatkov, potem pa želi zamenjati tip izračuna. Pod vsemi možnostmi izračuna sicer piše, da 
bo uporabnik izgubil podatke, vendar ta pri hitri in intuitivni uporabi morda tega ne opazi. 
Drugi način, kako lahko uporabnik izgubi vse vnesene podatke, je ta, da po nesreči pritisne 
gumb »Clear the form« namesto gumba »Calculate now«. Gumba sta oblikovno enaka in 
uporabnik jih zlahka zamenja.  
Poglejmo še možne spodrsljaje pri uporabniškem vmesniku druge aplikacije. 
Slika 3.2 – Zaslonski posnetek uporabniškega vmesnika druge aplikacije za izračun t-testa 
 
Tudi v tem uporabniškem vmesniku lahko uporabnik izgubi vnesene podatke, če pritisne 
katerokoli od prikazanih povezav. Aplikacija uporabnika pred preusmeritvijo o izgubi 
podatkov ne obvesti in tega ne poskusi preprečiti. Spodrsljaj, ki se uporabniku lahko pripeti, je 
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tudi to, da po nesreči v polje vnese neželeno vrednost, kar bi moral uporabniški vmesnik zaznati 
in uporabnika ustrezno opozoriti ali pa mu sploh preprečiti vnos napačne vrednosti. Aplikacija 
dovoljuje, da uporabnik vnese tudi črkovne znake v polja, kjer so pričakovane vrednosti samo 
številke. Ob poskusu izračuna t-testa z napačnimi vrednostmi nas aplikacija opozori le, da so 
bili podatki vneseni napačno, ne označi pa, kateri podatki so to bili. 
3.4.2 Prepoznava namesto priklica 
Prepoznava in priklic sta še dva hevristična kriterija, po katerih lahko ocenimo uporabnost 
spletne aplikacije. Prepoznava v kontekstu uporabniških vmesnikov pomeni zmožnost 
prepoznave elementov ali informacij, ki so nam domače; priklic pa predstavlja iskanje in 
pridobitev povezanih informacij iz spomina (Budiu, 2014). V vsakdanjem življenju navadno 
uporabljamo kombinacijo prepoznave in priklica za pridobitev ustreznih informacij iz spomina. 
Uporabniški vmesniki bi morali stremeti k spodbujanju prepoznave namesto priklica, saj tako 
uporabniku močno olajšajo uporabo in jo naredijo bolj intuitivno (Budiu, 2014). To lahko 
naredijo z ustreznim oblikovanjem, tako da so elementi uporabniku takoj prepoznavni in jasno 
sporočajo svoj namen in funkcijo. Preverimo uporabnost tretje aplikacije po tem kriteriju. 
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Slika 3.3 – Zaslonski posnetek uporabniškega vmesnika tretje aplikacije 
 
Na zaslonskem posnetku na Sliki 3.3 vidimo uporabniški vmesnik tretje aplikacije. Vidimo dve 
veliki prazni polji, katerih namen ni jasno predstavljen. Uporabnik intuitivno ne ve, kaj in 
v kakšni obliki mora vnesti v ta polja. Da bi lahko uspešno rešil svoj problem, mora natančno 
prebrati navodila za uporabo tega vmesnika in se po potrebi nanje vrniti ob morebitnih težavah. 
Uporabnik morebiti hitro prepozna možnosti izbire stopnje značilnosti in eno- oziroma 
dvostranskega testa na dnu vmesnika, vendar mu aplikacija ne omogoča podrobnejšega opisa 
teh možnosti. Ko ni možno v celoti zagotoviti prepoznave, mora aplikacija uporabniku 
omogočiti, da pridobi dodatne informacije in da jih lahko prikliče iz spomina ali pa se jih 
na novo nauči. 
3.4.3 Videz in minimalističen dizajn 
Videz vpliva na samo uporabnost produkta, tako da ga naredi privlačnejšega. Raziskave so 
pokazale, da so vizualno privlačnejše spletne strani ocenjene kot bolj uporabne, kot dejansko 
so, ker njihova privlačnost v uporabnikih vzbudi pozitivna čustva (Campos, Graham in Jorge, 
2011). Poleg dobrega videza je pomemben tudi minimalističen dizajn, kar pomeni, da so 
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uporabniku v danem trenutku na voljo samo tiste informacije, ki jih potrebuje. Ker smo kot 
eno izmed ključnih prednosti spletnih aplikacij pred računalniškimi programi opredelili tudi 
dostop prek različnih naprav, preverimo uporabnost prve in druge aplikacije po tem kriteriju 
na pametnem telefonu. 
Slika 3.4 – Zaslonska posnetka s pametnega telefona prve in druge spletne aplikacije 
 
 
Če je uporabnik prek pametnega telefona obiskal eno izmed spletnih aplikacij na Sliki 3.4 
z namenom, da opravi hiter izračun t-testa, mu to vsekakor preprečujeta slabo prilagojena 
uporabniška vmesnika. Vidimo, da nobeden od teh vmesnikov ni prilagojen mobilnim 
napravam, saj so podatki slabo vidni, uporabnik ima na voljo preveč informacij in te niso 
urejene. Uporabnik mora umetno povečati zaslon, da se lahko osredotoči na tiste informacije 
in elemente, ki jih potrebuje za izračun. Zaradi preobilnosti informacij aplikaciji ne odražata 
kakovostnega in minimalističnega dizajna, saj v uporabniku vzbudita negativna čustva, kot so 
zmedenost, frustracija in informacijska preobremenjenost. 
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4 Nove paradigme razvoja spletnih aplikacij 
V drugem poglavju smo predstavili zgodovino razvoja spletnih aplikacij in v tretjem pokazali 
nekaj primerov spletnih aplikacij za izračun t-testa. Namen tega poglavja pa je predstaviti nove 
pristope k razvoju spletnih aplikacij, ki jih bomo tudi praktično uporabili pri izdelavi spletne 
aplikacije za izračun t-testa. 
Dejavniki, kot so naraščajoča zmogljivost računalnikov in brskalnikov, množični dostop 
do interneta, širokopasovne internetne povezave in vedno večja vrednost informacij, so vzrok 
za nastanek kompleksnejših, zmogljivejših spletnih aplikacij. Zaradi vedno večje zmogljivosti 
potrošniških računalnikov imajo razvijalci priložnost končnim uporabnikom ponuditi spletne 
aplikacije, ki rešujejo vedno kompleksnejše probleme. Tehnološkemu napredku so sledili tudi 
brskalniki, ki vsakodnevno večajo nabor funkcionalnosti, s katerimi lahko razvijalci 
uporabnikom še izboljšajo njihovo izkušnjo pri uporabi spletne aplikacije.  
Spletni ekosistem je v razmahu. Število funkcionalnosti, ki jih brskalniki omogočajo, se 
iz dneva v dan povečuje. Vsak dan se pojavi kakšno novo orodje ali knjižnica, ki olajša razvoj 
spletnih aplikacij. Globalizacija interneta je omogočila, da pri razvoju aplikacije sodelujejo 
razvijalci s celotnega sveta. Odprt dostop do izvorne kode spletnih knjižnic in orodij pa je 
omogočil, da se znanje pretaka izredno hitro, kar še dodatno spodbuja razvoj svetovnega spleta.  
V tem poglavju bomo opisali nekaj novih tehnologij in pristopov, ki so se uveljavili pri razvoju 
kompleksnejših spletnih aplikacij. Da bi omogočili in uspešno obvladovali naraščajočo 
kompleksnost spletnih aplikacij, so se morali klasični pristopi k spletnemu razvoju prilagoditi. 
Morali so se spremeniti tudi ustaljeni miselni modeli o tem, kako spletne strani komunicirajo 
s strežnikom. Začnimo z opisom t. i. enostranskih aplikacij. 
4.1 Enostranske aplikacije 
Enostranske aplikacije (angl. Single-page application – SPA) so spletne aplikacije, ki 
dinamično spreminjajo vsebino strani, pridobljeno s strežnika v ozadju, s čimer omogočijo 
uporabo aplikacije brez potrebe po osveževanju celotne spletne strani (Flangan, 2020). 
Enostranske aplikacije so še vedno spletne strani, le da uporabljajo naprednejše tehnologije in 
drugačne pristope, z namenom omogočiti uporabniku izkušnjo, ki bolj spominja na integrirano 
mobilno aplikacijo ali računalniški program kot pa na spletno stran. Tak pristop k razvoju 
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spletne strani omogoča uporabniku dobro izkušnjo, saj so interakcije s stranjo hitre in tekoče, 
uporabniku pa ni treba predolgo čakati, da bi se stran ponovno naložila.  
Razvoj enostranskih aplikacij je kar zahteven, saj mora razvijalec prevzeti odgovornost 
za funkcionalnosti, ki bi jih sicer opravil brskalnik sam. V ta namen so se razvila številna 
ogrodja, ki spletnim razvijalcem omogočajo hiter in varen razvoj enostranskih spletnih 
aplikacij. 
4.1.1 Ogrodja za razvoj enostranskih aplikacij 
Programsko ogrodje (angl. Software framework) je abstrakcija pogosto uporabljenih 
funkcionalnosti, ki jih lahko razvijalec v svojem programu uporabi ali pa jih spreminja 
s pisanjem dodatne programske kode. Ogrodje omogoča standardiziran razvoj in namestitev 
programskih rešitev ter sestavlja univerzalno programsko okolje, ki ponuja določene 
funkcionalnosti, da omogoči razvoj spletnih aplikacij, računalniških programov in programskih 
rešitev (Johnson, 1992). Programska ogrodja olajšajo in pohitrijo razvoj programskih rešitev, 
tako da razvijalcu ponudijo nabor vnaprej izdelanih funkcionalnosti, ki zanesljivo in 
preizkušeno delujejo tudi v produkcijskem okolju. Razvijalec lahko tako hitro začne izdelovati 
programske rešitve, ne da bi moral vedno znova izdelovati in preizkušati pogosto uporabljene 
funkcionalnosti. 
S hitrim razvojem spleta so se pojavila tudi številna ogrodja za razvoj spletnih strani in 
aplikacij. Leta 2019 je kar 72 % spletnih razvijalcev trdilo, da uporabljajo vsaj eno programsko 
ogrodje pri razvoju spletnih strani ali aplikacij (Spavak in drugi, 2019). Tri najpopularnejša 
ogrodja za spletni razvoj, ki jih uporablja tudi več kot 320.000 najbolj obiskanih spletnih strani 
(Djirdeh, 2020), pa so AngularJS, Vue.js in React. Prvi je pionir na področju modernih ogrodij 
za spletni razvoj in so ga razvili v podjetju Google, drugi je plod razvijalcev s celotnega sveta 
in se ga večinoma uporablja za hitre prototipe in manj obsežne spletne aplikacije, zadnji pa je 
bil razvit v podjetju Facebook in poganja največje družbeno omrežje na svetu. Aplikacija t-test 
je bila prav tako razvita s pomočjo ogrodja React.  
Uporaba ogrodja, kot je React, razvijalcu omogoči enostaven in pregleden razvoj kompleksnih 
uporabniških vmesnikov, saj mu ponudi ogrodje za razvoj enostranske aplikacije. To ogrodje 
vsebuje funkcije za dinamično posodabljanje vsebine na spletni strani, skrbi za strukturo 
programske kode, spremlja stanje aplikacije ter olajša spremembo strani v enostranski spletni 
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aplikaciji. To so tudi osnovni gradniki enostranskih spletnih aplikacij, zato bi jih veljalo 
podrobneje opisati. 
4.1.2 Sprememba strani v enostranski spletni aplikaciji 
Naslov se na prvi pogled morda zdi protisloven, vendar je tudi v enostranski spletni aplikaciji 
pomembno, kako razvijalec implementira rešitev za navigacijo med stranmi. Stran je del 
spletne aplikacije ali večjega spletnega portala in je dostopna prek unikatnega naslova URL, ki 
prikaže določeno vsebino. Ključno je, da ima vsaka stran znotraj spletne aplikacije unikatni 
naslov URL. Pri klasičnih spletnih straneh za menjavo naslova URL skrbi brskalnik, 
pri enostranskih spletnih aplikacijah pa mora za to poskrbeti razvijalec, saj za aplikacije velja, 
da dinamično osvežujejo vsebino strani, ne da bi bilo za to treba ponovno naložiti celotno 
spletno stran. Zaradi tega brskalnik ne ve, da se je stran zamenjala, in tako ne izvede rutinskih 
opravil ob navigaciji, kot so menjava naslova URL, zapisovanje nove strani v zgodovino ipd. 
Rutinska opravila ob navigaciji pa je treba opraviti, če želimo uporabniku ponuditi dobro 
izkušnjo med uporabo aplikacije. Tudi ob dinamični menjavi strani mora uporabnik imeti 
možnost, da se vrne na prejšnjo stran s klikom na puščico nazaj v brskalniku. Prav tako se mu 
mora na novi strani posodobiti URL-naslov, če bo želel ponovno obiskati to stran. Opravljanje 
teh opravil je z uporabo ogrodja, kot je React, in komplementarne knjižnice react-router 
izredno olajšano. To jasno vidimo na spodnjem izseku izvorne kode, ki skrbi za to, da se 
ob obisku naslova URL »/kontakt« prikaže stran Kontakt, ob obisku URL-naslova »/« pa se 
prikaže domača stran. 
 
Izvorna koda 4.1 – Prikaz uporabe ogrodja React in react-router za podporo navigacije 
v enostranskih spletnih aplikacijah 
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4.1.3 Arhitektura model – pogled – kontroler 
Arhitektura model – pogled – kontroler (angl. model-view-controller) je programski 
arhitekturni vzorec, ki se uporablja pri izdelavi računalniških programov. Arhitektura se je 
uporabljala v razvoju namiznih aplikacij, v zadnjem času pa je postala popularna tudi 
pri razvoju spletnih aplikacij. Do neke mere jo uporabljajo vsa popularna ogrodja za spletni 
razvoj. Namen take arhitekture je razdelitev spletne aplikacije v tri segmente, ki so medsebojno 
povezani: model, pogled in kontroler. To povezanost prikazuje Slika 4.1. 
Slika 4.1 – Arhitektura model – pogled – kontroler 
 
Vir: Petrovič, 2014 
 
Taka arhitektura omogoči ločevanje podatkov od njihove predstavitve, kar pa je ključna 
karakteristika enostranskih spletnih aplikacij. Podatki so shranjeni v modelu in z njimi lahko 
upravlja samo kontroler, ki jih ob spremembi avtomatsko osveži v pogledu. Pogled je navadno 
kar HTML-datoteka, ki jo vidi končni uporabnik. 
Pred uveljavitvijo te arhitekture v spletnem razvoju so bili podatki večinoma kar del logičnega 
dela programa, kar je oteževalo sledenje spremembam podatkov in njihovo osveževanje 
v pogledu. Ta arhitektura pa omogoča nov način predstavitve podatkov v pogledu, ki se 
imenuje dvosmerno povezovanje podatkov (angl. two-way data binding). Prednost takega 
načina je, da se pogled avtomatsko osveži, ko se podatki v modelu spremenijo. To znatno olajša 
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razvoj aplikacij, saj ni več treba ročno spreminjati elementov v pogledu in skrbeti za to, da so 
uporabniku v vsakem koraku prikazani pravilni podatki. 
4.1.4 Sledenje stanju aplikacije 
V kompleksni aplikaciji, v kateri se stanja lahko spreminjajo na ogromno različnih načinov, je 
nujno slediti tem spremembam in vedeti, kaj jih je povzročilo. Če tega ne opravljamo 
odgovorno, lahko aplikacija hitro konča v neželenem stanju, ki navadno pomeni nedelovanje. 
Če se v takem stanju znajde uporabnik, je škoda še toliko večja. 
Ta problem dobro rešujejo knjižnice, kot sta na primer Vuex in Redux, ki sta komplementa 
omenjenima ogrodjema za spletni razvoj Vue.js in React. Oba poskrbita za to, da se stanje 
aplikacije centralizira, ter dovoljujeta njegovo spreminjanje le z vnaprej določenimi akcijami 
ali mutacijami. Centralizacija stanja pomeni, da vsak delček spletne aplikacije pridobiva stanje 
aplikacije iz istega mesta. To zniža nivo kompleksnosti programa in ga naredi 
predvidljivejšega. Vnaprej določene akcije in mutacije pa omogočajo sledenje spremembam 
stanj in reverzibilnost. 
4.2 Komponentna gradnja 
Komponentna ali modularna gradnja je ključna pri razvoju večjih računalniških programov in 
sistemov. Bistvo komponentne gradnje je v delitvi odgovornosti za delovanje posameznih 
funkcionalnosti, ki jih celoten program omogoča. Vsaka komponenta je tako odgovorna le 
za naloge, ki jih opravlja sama. Če razvijalcu uspe strogo ločiti odgovornost na posamezne 
komponente, je upravljanje s takim sistemom lažje, saj lahko ob morebitnih težavah takoj 
lociramo komponento, ki je za to odgovorna, in težavo odpravimo. 
Modularna gradnja se je na spletu pojavila, ko se je ta začel razvijati in ko so se začele pojavljati 
kompleksnejše spletne aplikacije. Takrat je nastala potreba po delitvi JavaScript programov 
v ločene module, ki jih lahko po potrebi vključimo v dele spletne aplikacije. Največje družbeno 
omrežje Facebook uporablja več kot 30.000 samostojnih komponent (Abramov, 2017). 
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Izvorna koda 4.2 – Primer komponentne gradnje, ki vključuje dve komponenti: gumb in 
vnosno polje 
Ker brskalniki dolgo niso nudili podpore za modularno gradnjo, so za to nastala različna orodja, 
kot so na primer Webpack, Babel in Rollup, ki vse komponente združijo v eno JavaScript 
datoteko, ki jo brskalniki lahko preberejo. Ob združevanju pa po navadi tudi optimizirajo kodo, 
jo stisnejo in dodajo podporo za različne brskalnike. To razvijalcu omogoča komponentno 
gradnjo v lokalnem okolju, obenem pa poskrbi, da brskalnik končnemu uporabniku servira 
optimizirano JavaScript kodo. 
Danes večina novejših brskalnikov že podpira uporabo komponentne gradnje, tako da je 
uporaba dodatnih orodij za združevanje komponent nepotrebna. To bo tudi zelo olajšalo proces 
spletnega razvoja, saj se novim spletnim razvijalcem ne bo več treba učiti uporabe teh orodij, 
temveč bodo lahko takoj začeli z modularnim razvojem. 
4.3 Odprtokodne spletne aplikacije 
Hiter razvoj spleta pa podpira še ena lastnost modernih spletnih aplikacij – odprtokodnost. 
Odprtokodna spletna aplikacija je aplikacija, katere izvorna koda je dostopna vsem, razvijalci 
jo lahko urejajo, popravljajo in delijo. Navadno mora te spremembe pregledati in potrditi avtor 
aplikacije. Odprtokodne aplikacije so navadno razvite z javno kolaboracijo razvijalcev 
z različnih koncev sveta, kar znatno pospeši izdelavo, zniža stroške in združi znanje velikega 
števila ljudi.  
Avtor se lahko odloči za odprtokodni pristop, če želi zmanjšati stroške razvoja aplikacije in 
meni, da bi pri razvoju lahko pomagali drugi razvijalci. Razvijalci so motivirani za pomoč 
pri razvoju, saj se jih navadno omeni kot soustvarjalce projekta.  
Ko avtor naredi aplikacijo odprtokodno, se odpove denarju, ki bi ga morebiti zaslužil s prodajo 
zaprtokodne aplikacije. Avtorji odprtokodnih aplikacij zato iščejo druge načine zaslužka, ki so 
navadno v obliki pokroviteljstev, prostovoljnih donacij ali skupine podpornikov. Popularne 
odprtokodne projekte podprejo tudi večja podjetja, kot so Facebook, Google in Apple.  
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Javna kolaboracija pri izdelovanju odprtokodnih aplikacij ne bi bila možna brez orodij, ki to 
omogočajo. Najpomembnejše orodje je program za sledenje verzijam aplikacije. Primer takega 
programa je Git. Orodje Git zabeleži vsako spremembo v izvorni kodi in njenega avtorja ter 
omogoča združevanje sprememb različnih avtorjev. Komplement orodju Git je spletni portal 
Github, ki vse te spremembe prikazuje in razvijalcem omogoča diskusijo ter sledenje napakam. 
 
35 
5 Arhitektura spletne aplikacije t-test 
V prejšnjih poglavjih smo opisali nove pristope k razvoju modernih spletnih aplikacij, v tem 
pa bomo pokazali še njihovo praktično uporabo. Pragmatičnost teh pristopov bomo pokazali 
z razvojem spletne aplikacije za izračun t-testa. Najprej bomo definirali uporabniške zahteve 
aplikacije, kjer se bomo oprli na izsledke pregleda obstoječih aplikacij iz poglavja 3, nato bomo 
zapisali tehnične zahteve aplikacije in na koncu pokazali še programsko rešitev. Končna verzija 
spletne aplikacije je dostopna na naslovu www.t-test.si.  
5.1 Uporabniške zahteve 
Aplikacijo izdelujemo za končne uporabnike, zato moramo pred izdelavo natančno preučiti 
njihove potrebe in zahteve. Glavni namen aplikacije je omogočiti uporabnikom hiter in 
intuitiven izračun Studentovega t-testa. V poglavju 3 smo analizirali obstoječe rešitve in 
identificirali določene probleme, ki se jim moramo v novi aplikaciji izogniti.  
Uporabnikom želimo omogočiti intuitiven izračun t-testa ne glede na njihov okoliš, napravo in 
hitrost internetne povezave. Na hitrost izračuna prav tako ne bi smele vplivati razlike v znanju 
statistike ter računalniški pismenosti. Aplikacija mora omogočiti intuitiven izračun t-testa tako 
izkušenemu raziskovalcu kot statističnemu diletantu. Uporabnikom, ki do aplikacije dostopajo 
prek mobilnih naprav, moramo omogočiti dobro uporabniško izkušnjo, da lahko kljub 
manjšemu zaslonu hitro opravijo izračun. Uporabniki morajo imeti možnost najti aplikacijo 
prek spletnih iskalnikov. Kot je bilo opisano v tretjem poglavju, mora uporabniški vmesnik 
preprečiti zmote in spodrsljaje uporabnika. Aplikacija se mora hitro naložiti ter delovati 
odzivno. Videz mora biti privlačen in minimalističen, kar bo pomagalo pri dobri uporabniški 
izkušnji.  
Cilj je torej izdelati tak uporabniški vmesnik, ki bo največjemu številu uporabnikov omogočil 
jasen, hiter in intuitiven izračun t-testa. Ker predvidevamo, da uporabniki, ki potrebujejo 
računalo t-testa, potrebujejo tudi računala drugih statističnih operacij, bi aplikacijo izdelali 
na način, ki omogoča hitro dodajanje novih računal v obstoječo aplikacijo. 
Glede na uporabniške zahteve aplikacije lahko zapišemo tudi tehnične, ki nam bodo pomagale 
pri izbiri tehnologij, načrtovanju in samem razvoju aplikacije. 
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5.2 Tehnične zahteve 
Vsako uporabniško zahtevo moramo tehnično rešiti, zato bomo v tem podpoglavju postavili 
nekaj tehničnih zahtev, ki jih moramo upoštevati pri razvoju aplikacije. Na podlagi teh zahtev 
bomo lahko izbrali primerne tehnologije, naredili načrt ter uspešno razvili končno rešitev – 
spletno aplikacijo za izračun t-testa.  
Iz ključne uporabniške zahteve – omogočiti hiter izračun t-testa – lahko izpeljemo prvo 
tehnično zahtevo, ki smo jo omenjali že v četrtem poglavju. To je enostranska spletna 
aplikacija. Enostranska spletna aplikacija bo omogočala hitro navigacijo po strani 
brez nepotrebnega nalaganja celotne strani. Poleg tega bo tak pristop omogočil odzivno 
aplikacijo, saj se bo večina funkcionalnosti odvijala na strani odjemalca, tj. v brskalniku 
uporabnika. To si lahko privoščimo, saj ne predvidevamo časovno zahtevnih računskih 
operacij, ki bi morebiti potrebovale večjo računsko moč.  
Ker že sam izračun t-testa vsebuje več korakov in ker nameravamo omogočiti dodajanje 
računal za druge enostavne statistične izračune, moramo tehnično poskrbeti za sledenje stanju 
aplikacije ter centralizaciji stanja. Aplikacija mora na vsaki točki vedeti, v katerem koraku 
t-test izračuna se uporabnik nahaja, katere podatke je že vnesel ter kakšen je rezultat. Stanje bi 
morali izolirati na posamezno računalo, saj bo, ko bo računal več, sledenje veliko lažje. 
Ker bi radi omogočili dodajanje novih računal, moramo aplikacijo zgraditi na način, da bo 
podpirala delovanje in prikaz več računal. Dodajanje računal bi omogočili tudi drugim 
razvijalcem, kar pomeni, da moramo upoštevati nekatera pravila odprtokodnosti. 
Najpomembnejša so pregledna in jasna struktura aplikacije, dokumentacija, opis delovanja 
aplikacije, lahka povezljivost novih računal z obstoječo aplikacijo ipd.  
Zagotoviti moramo tudi lep in minimalističen videz aplikacije ter konsistentnost njenega 
videza na vseh straneh. Izziv bo postaviti smernice in pravila za oblikovanje elementov drugim 
razvijalcem, ki bodo morebiti prispevali nova računala. V ta namen bi morali postaviti sistem 
s pravili oblikovanja, ki bi ga morali drugi razvijalci upoštevati. 
Tehnično mora biti zagotovljena možnost dodajanja novih funkcionalnosti v aplikacijo, 
obenem pa se mora ohranjati hitro in nemoteno delovanje aplikacije. To se lahko zagotovi 
s komponentno gradnjo, optimizacijo nalaganja aplikacije ali izolacijo posameznih 
komponent.  
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5.3 Izbira tehnologij 
Pri današnji poplavi spletnih orodij in tehnologij se lahko razvijalec hitro znajde v težavah 
pri izbiri primernih orodij za razvoj aplikacije. Proces odločanja močno olajšajo dobro 
definirane uporabniške in tehnične zahteve, saj lahko razvijalec tako predvidi, s kakšnimi 
ovirami se bo morebiti srečal, in ve, katero tehnologijo naj izbere, da bo ovira čim lažje 
premostljiva.  
Prvi korak pri izdelavi kompleksnejših enostranskih aplikacij je izbira ogrodja za razvoj. 
Za aplikacijo t-test smo izbrali ogrodje React, ki smo ga omenili že v četrtem poglavju. React 
omogoča komponentno gradnjo in dvosmerno povezovanje podatkov, kar nam bo močno 
olajšalo in pohitrilo razvoj. React je trenutno najpopularnejše ogrodje za razvoj spletnih 
aplikacij in v primerjavi s konkurenčnimi ogrodji, kot sta Vue in AngularJS, omogoča gradnjo 
kompleksnejših aplikacij, saj mora razvijalec upoštevati kar nekaj predpisanih pravil in 
principov, po katerih deluje React. To sicer podaljša razvojni proces, a zagotovi skalabilnost 
in učinkovito delovanje aplikacije. 
Za sledenje stanja bomo uporabili ogrodje Redux, ki je navadno kar komplement ogrodju 
React, lahko pa se ga uporablja tudi samostojno. Redux nam bo omogočil sledenje stanju 
vsakemu računalu ter jedru aplikacije. Zagotavljal bo centralizacijo stanja in reverzibilnost. 
Potrebovali bomo tudi neko rešitev, ki skrbi za menjavo strani znotraj enostranske aplikacije. 
Lahko bi med tehnologije dodali še react-router, ki dobro deluje v kombinaciji z React in Redux 
ogrodjem, ampak je konfiguracija tega orodja časovno kar zahtevna. V ta namen izberemo 
ogrodje Next.js, ki združi vse omenjene tehnologije, prihrani čas konfiguracije, obenem pa 
omogoči hiter prenos aplikacije na produkcijski strežnik ter izredno pohitri delovanje 
z upodabljanjem na strežniku (angl. Server Side Rendering – SSR). 
Ena izmed tehničnih zahtev je bila tudi zagotavljanje konsistentnosti stilov. To bomo zagotovili 
z uporabo stilskih komponent Material UI. Knjižnica Material UI ponuja vnaprej pripravljene 
komponente, ki jih lahko poljubno prilagodimo. Knjižnica omogoča tudi, da definiramo 
globalne stile, kot so barve, pisave, velikosti naslovov, odmiki, ki jih apliciramo na vsako 
komponento znotraj aplikacije. To bo olajšalo in pohitrilo razvoj, obenem pa zagotovilo stilsko 
konsistentnost, tudi ko bodo računala dodajali drugi razvijalci. 
Za statistične izračune bomo uporabili JavaScript knjižnico Jstat. Jstat je odprtokodna 
knjižnica, ki omogoča statistične izračune s programskim jezikom JavaScript. 
 
38 
5.4 Struktura map in datotek 
V tem podpoglavju bo predstavljena datotečna struktura aplikacije. Pogled v datotečno 
strukturo nam ponuja jasen pregled nad tem, kaj vse aplikacija vsebuje in katere 
funkcionalnosti omogoča. Struktura map in datotek je predstavljena na Sliki 5.1. 
Slika 5.1 – Struktura map in datotek v aplikaciji t-test 
  
Prva mapa je mapa »assets«, ki vsebuje podmapi »fonts« in »images«. Slednji bosta vsebovali 
datoteke, potrebne za prikaz poljubnih pisav in slik znotraj aplikacije.  
Mapa »calculators« bo vsebovala vse datoteke, ki se nanašajo na delovanje računal. Iz slike 5.1 
vidimo, da mapa že vsebuje podmapo »t-test«, ki vsebuje datoteke, vezane na delovanje 
računala za t-test izračun. Poleg podmap posameznih računal sta v mapi »calculators« še 
datoteka »Root.js«, ki poskrbi za to, da se uporabniku prikaže pravilno računalo, in datoteka 
»settings.js«, ki vsebuje globalne nastavitve računal. 
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Mapa »components« vsebuje vse samostojne komponente, ki jih lahko vključimo v aplikacijo. 
Primeri takih komponent so glava strani, stranska navigacija, gumb s povezavo ipd. V mapi 
»layouts« se nahajajo datoteke, ki določajo osnovno postavitev elementov na strani. Aplikacija 
t-test načeloma vsebuje dve različni postavitvi, eno za domačo stran in eno za notranji del 
aplikacije.  
Mapa »pages« vsebuje vse strani enostranske aplikacije. Vsaka spletna aplikacija ima različne 
naslove URL, ki uporabniku prikažejo različno vsebino. Povezovanje URL-naslova z dotično 
vsebino nam močno olajša ogrodje Next.js, ki URL-naslove poveže z imeni datotek. Vsaka 
datoteka znotraj mape »pages« tako predstavlja svoj URL-naslov. Datoteka index.js 
predstavlja URL-naslov domače strani. Tako se ob zahtevi po domači strani zažene datoteka 
»index.js«, ob zahtevi po drugem koraku računala t-test pa se izvede datoteka »[step].js« 
v podmapi »calculators/[name]«.  
Mapa »public« vsebuje vse datoteke, ki so javno dostopne in se ne uporabljajo med razvojnim 
procesom, pač pa se le kopirajo na produkcijski strežnik. Mapa »store« vsebuje datoteke, ki 
skrbijo za sledenje stanja aplikacije, v mapi »support« so datoteke, ki jih lahko uporabimo 
za podporo pri najrazličnejših opravilih znotraj aplikacije, mapa »theme« pa vsebuje datoteke, 
v katerih so določeni globalni stili aplikacije. 
5.5 Stilske komponente 
Kot je bilo že omenjeno pri izbiri tehnologij, bomo za stilske komponente uporabili knjižnico 
Material UI. Knjižnica ponuja vrsto vnaprej pripravljenih komponent, ki jih lahko prilagodimo 
glede na lastne potrebe, in sledi oblikovnemu sistemu Material Design, ki so ga razvili 
v podjetju Google. Spodaj je primer preproste komponente, ki aplicira tipografske stile na tekst, 
ki ga prejme. 
 
Izvorna koda 5.1 – Prikaz Material UI stilske komponente za oblikovanje tipografije 
 
Prednost uporabe takih komponent je v tem, da lahko definiramo stile enkrat in jih večkrat 
uporabimo znotraj aplikacije. Prednost uporabe vnaprej uporabljenih stilskih komponent pa 
postane izrazitejša, ko v uporabniški vmesnik vključujemo kompleksnejše elemente. Spodaj je 
primer uporabe stilske komponente, ki prikaže številsko vnosno polje z ustreznim naslovom. 
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Izvorna koda 5.2 – Material UI stilska komponenta, ki prikaže številsko vnosno polje 
 
Vnaprej pripravljene komponente, kot je komponenta na izvorni kodi 5.2, nam tudi močno 
pohitrijo proces dela, saj nam jih ni treba znova programirati, pač pa jih samo vključimo 
v ustrezne dele programa. Komponente so tudi že testirane na različnih napravah in velikostih 
zaslona, tako da nam tega ni treba ponovno storiti.  
5.6 Delovanje t-test računala 
V nadaljevanju bo predstavljen tehnični opis delovanja t-test računala. Postopek izračuna 
t-testa sestavljajo uvodna stran s teoretskimi predpostavkami, izbira uvodnih nastavitev, vnos 
vhodnih podatkov in na koncu stran z rezultati in interpretacijami.  
5.6.1 Uvodna stran 
Uvodna stran t-test računala se naloži, ko uporabnik zahteva URL-naslov »/kalkulatorji/t-test« 
ali pa klikne na ustrezen gumb znotraj aplikacije. Ker je naša aplikacija enostranska in tako ne 
pozna koncepta unikatne strani za vsak naslov URL, ji moramo najprej povedati, katero 
računalo naj prikaže, če uporabnik obišče določeni URL-naslov. Vsakič, ko uporabnik obišče 
naslov po ključu »/kalkulatorji/[ime_kalkulatorja]«, aplikacija poišče, ali računalo z imenom, 
podanim v parametru »[ime_kalkulatorja]«, obstaja. Če obstaja, aplikacija naloži njegovo 
izhodiščno komponento, v nasprotnem primeru pa se uporabniku prikaže stran z obvestilom, 
da ne obstaja. Postopek nalaganja je prikazan v izvorni kodi 5.3. 
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Izvorna koda 5.3 – Dinamično nalaganje uvodne strani računala 
 
Način nalaganja, kot je prikazan zgoraj, omogoča hitro dodajanje novih računal na seznam. 
Na zgornji seznam bi lahko na primer dodali računalo z imenom »izracun-velikosti-vzorca« in 
že bi bil dostopen prek URL-naslova »/kalkulatorji/izracun-velikosti-vzorca«. 
Ko aplikacija zazna, da uporabnik želi t-test računalo, naloži uvodno stran, ki je prikazana 
na Sliki 5.2. Na uvodni strani ima uporabnik možnost prebrati teoretska izhodišča za izračun 
t-testa in gumb, ki ga pelje na prvi korak izračuna.  
Slika 5.2 – Zaslonski posnetek uvodne strani t-test računala 
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5.6.2 Začetne nastavitve 
V drugem koraku izračuna t-testa ima uporabnik možnost izbrati začetne nastavitve za izračun. 
Izbor možnosti je prikazan na Sliki 5.3. 
Slika 5.3 – Zaslonski posnetek drugega koraka t-test izračuna – začetne nastavitve  
 
Uporabnik lahko izbira med primerjavo enega vzorca in hipotetične vrednosti ali pa 
med primerjavo vzorčnih statistik iz dveh vzorcev. Z računalom lahko primerja razliko 
povprečij ali deležev. Če primerja dva vzorca, lahko naredi izračun tudi po Welchevem t-testu, 
ki predpostavlja, da populacijski varianci nista enaki. 
Ko uporabnik izbere eno od možnosti, se ta pošlje tudi v centralizirano sledenje stanju 
aplikacije. Stanje aplikacije tako na vsaki točki odraža izbor uporabnika. To nam bo prišlo prav 
v naslednjem koraku izračuna, kjer moramo glede na uporabnikov izbor začetnih nastavitev 
prikazati vnosna polja za vhodne podatke.  
5.6.3 Vhodni podatki 
V tretjem koraku izračuna mora uporabnik vnesti vhodne podatke, potrebne za izračun t-testa. 
Ta korak vsebuje vnosna polja, kamor uporabnik vpiše številke, potrebne za izračun. Ker se 
vhodni podatki razlikujejo glede na to, katere nastavitve je uporabnik izbral v prejšnjem 
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koraku, se ta pogled lahko spreminja. Na Sliki 5.4 so prikazana vnosna polja za podatke, 
potrebne za izračun t-testa dveh vzorčnih aritmetičnih sredin. 
Slika 5.4 – Zaslonski posnetek tretjega koraka izračuna t-testa – vnos vhodnih podatkov 
 
V tem koraku je najpomembnejše preverjanje vnosnih podatkov. Aplikacija mora preveriti, ali 
je uporabnik v vnosna polja vpisal ustrezne podatke. V našem primeru lahko pri velikosti 
vzorca vpiše le naravno število, pri aritmetični sredini lahko vpiše izključno realno število, 
pri varianci pa le pozitivno realno število. Pravila za preverjanje vnosnega polja za velikost 
vzorca so prikazana na izvorni kodi 5.4. 
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Izvorna koda 5.4 – Pravila za preverjanje vnosnega polja velikosti vzorca 
 
Vidimo, da smo v pravila podali naslov polja; zastavico, ki nakazuje trenutno stanje polja; 
unikatni identifikator polja ter pravila za validacijo. Pravila za validacijo razberemo iz vrstice 
»rules: required|integer|min:0,num«. Vidimo, da pravila zahtevajo celo število, ki je večje 
od 0 – torej naravno število. Če polje ni pravilno izpolnjeno, se uporabniku prikaže napaka 
s sporočilom: »Vnesite pozitivno celo število.«. 
5.6.4 Rezultati in interpretacija 
Po uspešnem vnosu podatkov aplikacija naredi izračun t-testa. Testno statistiko t-aplikacija 
izračuna z eno izmed naslednjih štirih enačb (Ferligoj, Lozar in Žiberna, 2013): 
1. Za izračun statistike t, pri razliki deležev dveh neodvnisnih vzorcev, aplikacija uporabi 
enačbo 
𝑡 =
𝑝1−𝑝2
√
𝑝1(1 − 𝑝1)
𝑛1
+
𝑝2(1 − 𝑝2)
𝑛2
 , 
kjer sta 𝑝1 in 𝑝2 deleža prvega in drugega vzorca, 𝑛1 in 𝑛2 pa velikosti prvega in 
drugega vzorca. 
2. Pri razliki aritmetičnih sredin dveh neodvisnih vzorcev se statistika izračuna z enačbo 
𝑡 =  
𝑋1̅̅ ̅ − 𝑋2̅̅ ̅
√
𝑠1
𝑛1
+  
𝑠2
𝑛2
 , 
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kjer sta 𝑋1̅̅ ̅ in 𝑋2̅̅ ̅ aritmetični sredini prvega in drugega vzorca, 𝑠1 in 𝑠2 varianci prvega 
in drugega vzorca ter 𝑛1 in 𝑛2 velikosti prvega in drugega vzorca.  
3. Za primerjanje vzorčnega povprečja s hipotetičnim se testna statistika izračuna 
z enačbo 
?̅? − 𝜇𝐻
𝑠
√𝑛
 , 
kjer je ?̅? vzorčno povprečje, 𝜇𝐻 hipotetično povprečje, 𝑠 vzorčna varianca in 𝑛 velikost 
vzorca. 
4. Za primerjavo vzročnega deleža s hipotetičnim, se statistika t izračuna z enačbo 
𝑝 −  𝜋𝐻
√𝜋𝐻 (1 − 𝜋𝐻)
𝑛
 , 
kjer sta 𝑝 in 𝜋𝐻 vzročni oz. hipotetični delež, 𝑛 pa velikost vzorca. 
Iz vrednosti t pa moramo izračunati še natančno stopnjo značilnosti p, ki jo lahko uporabimo 
za interpretacijo. Formula za izračun natančne stopnje značilnosti je kompleksna, zato si bomo 
pomagali z rešitvijo, ki nam jo ponuja že omenjena JavaScript knjižnica za statistične 
izračune Jstat. Uporabili bomo knjižnično metodo »ttest«, ki vrne natančno stopnjo 
značilnosti p (Norris, 2020). 
Ko aplikacija naredi potrebne izračune, te prikaže uporabniku in izpiše interpretacijo. 
Uporabnik ima na tem mestu tudi možnost spreminjanja stopnje značilnosti in izbire 
enostranskega ali dvostranskega testa, kar je vidno na sliki 5.5 zgoraj. Ob menjavi omenjenih 
parametrov se uporabniku dinamično spreminjata tudi interpretacija ter zapis domnev. Vsi 
vnosni podatki so prikazani na tabeli, vidni na levi strani Slike 5.5. Tako uporabnik dobi 
pregled nad tem, katere podatke je vnesel in kakšne rezultate vrnejo ob izračunu t-testa. 
Uporabnik se s klikom na gumb nazaj lahko hitro vrne na prejšnji korak, popravi podatke in 
ponovi izračun. 
 
46 
Slika 5.5 – Zaslonski posnetek zadnjega koraka t-test izračuna – rezultati in interpretacija 
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6 Testiranje uporabnosti 
Predstavili smo nove pristope k razvoju modernih aplikacij, povedali, zakaj so pomembni in 
kako vplivajo na boljšo uporabniško izkušnjo, ter pokazali njihovo praktično uporabo. Vse to 
pa bi bilo zaman, če na koncu ne bi mogli pokazati, da uporabljeni pristopi izboljšajo izkušnjo 
pravih uporabnikov aplikacije. V ta namen bomo opravili teste uporabnosti.  
6.1 Uporabnost 
Uporabnost je lastnost, ki določa težavnost uporabe uporabniškega vmesnika. Uporaben je 
uporabniški vmesnik, ki je enostaven za uporabo, obenem pa učinkovito reši naš problem. 
Jakob Nielsen definira uporabnost s petimi komponentami (Nielsen, 2012): 
1. Učljivost – ali uporabniki znajo uporabljati vmesnik, ko se z njim prvič srečajo? 
2. Učinkovitost – ko se uporabniki naučijo uporabe vmesnika, kako hitro lahko opravijo 
naloge? 
3. Zapomnljivost – ko se po določenem času uporabnik vrne v aplikacijo, kako hitro lahko 
ponovno učinkovito uporablja vmesnik? 
4. Napake – koliko napak napravi uporabnik, kako hude so te napake in ali se uporabnik lahko 
hitro vrne k uporabi po napaki? 
5. Zadovoljstvo – ali je uporaba aplikacije prijetna za uporabo? 
Uporabnost uporabniškega vmesnika lahko preverimo na različne načine. V aplikacijo lahko 
integriramo orodja, ki zbirajo podatke o tem, kako dolgo se uporabniki zadržujejo na določenih 
straneh, koliko napak naredijo pri tem, kako hitro se jim določena stran naloži ipd. Primer 
takega orodja je Google Analytics. Zbrani podatki nam lahko pokažejo, katere strani so 
problematične in v katerih delih aplikacije imajo uporabniki največ težav. Uporabnost lahko 
testiramo tudi z različnimi raziskovalnimi metodami, kot so fokusne skupine in anketiranje.  
S takimi raziskavami dobimo uporabne podatke, ki nam lahko pomagajo izboljšati uporabniški 
vmesnik, ne dobimo pa vpogleda v uporabnikov miselni proces ob uporabi same aplikacije. 
Zato bomo za testiranje uporabnosti aplikacije t-test uporabili metodo individualnega 
uporabniškega testiranja.  
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6.2 Individualno uporabniško testiranje 
Individualno uporabniško testiranje je raziskovalna metoda, ki je podobna kvalitativnemu 
intervjuju, le da je pri testiranju uporabniških vmesnikov subjektom predstavljena naloga, ki jo 
morajo z uporabo vmesnika opraviti. Raziskovalec jim postavi začetna vprašanja, ki so 
namenjena prepoznavi testirančevih lastnosti, nato jim predstavi nalogo, ki jo morajo z uporabo 
vmesnika opraviti, pri tem pa jih budno spremlja in opazuje. Pomembno je, da jim pri tem ne 
pomaga in namiguje, saj bi to pokvarilo testne podatke. Na koncu jih lahko še povpraša 
po njihovi izkušnji in o tem, kakšna se jim je zdela uporaba.  
Pri načrtovanju testiranja je pomembno, da zberemo dovolj testirancev in da so reprezentativni. 
Na prvi pogled se mogoče zdi proces uporabniškega testiranja drag in zamuden, vendar sta 
Jakob Nielsen in Thomas Landauer pokazala, da že s petimi testiranci odkrijemo 85 % težav 
v uporabnosti uporabniškega vmesnika (Landauer & Nielsen, 1993). Pomembno pa je, da 
izberemo take testirance, ki kar najbolje predstavljajo ciljne uporabnike aplikacije. 
Pomembno je tudi, da raziskovalec testirancem postavi realne naloge – take, s katerimi bi se 
srečali tudi v vsakdanjem življenju – ter da se naloge opravljajo tudi v podobnem okolju. Če 
raziskovalec predvideva, da bo večina uporabljala aplikacijo prek mobilnega telefona, je dobro, 
da tudi testiranci opravijo nalogo prek mobilnih telefonov.  
6.3 Uporabniško testiranje aplikacije t-test 
V splošnem nas torej zanima, ali je spletna aplikacija t-test uporabna za končne uporabnike. 
Osredotočili se bomo na kriterije uporabnosti, ki smo jih omenjali že pri pregledu obstoječih 
spletnih t-test računal, nekaj pa smo jih navedli tudi pri uporabniških zahtevah v petem 
poglavju. Glavni kriteriji, po katerih bomo preverili uporabnost aplikacije t-test, torej so: 
– učinkovitost delovanja: kako hitro lahko uporabnik opravi nalogo ne glede na napravo, 
s katero dostopa do aplikacije; 
– napake: koliko in katere napake se pojavijo ob uporabi vmesnika; 
– zadovoljstvo: ali se uporabniku zdi aplikacija prijetna za uporabo. 
Izbor testirancev bomo naredili tako, da bodo ti predstavljali čim večji delež predvidene ciljne 
skupine uporabnikov aplikacije. Že pri opisovanju uporabniških zahtev v petem poglavju smo 
navedli, da mora biti uporabniški vmesnik učinkovit ne glede na predhodno računalniško ali 
statistično znanje uporabnikov. Zato bi za potrebe testiranja izbrali tri subjekte: 
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1. računalniško manj pismeno osebo, ki ni poznavalec statistike; 
2. računalniško pismeno osebo, ki ni poznavalec statistike; 
3. računalniško pismeno osebo, ki se ukvarja s statističnimi analizami. 
Računalniško in statistično znanje bomo pred začetkom testiranja ocenili, tako da bomo 
testirancu zastavili dve vprašanji, pri katerih bo moral podati samooceno o znanju.  
Ko bomo identificirali testirančevo znanje statistike in uporabe računalnika, mu bomo 
na kratko opisali statistično metodo t-test, povedali, kdaj se jo uporablja, in predstavili 
en praktičen primer uporabe. Te informacije bodo pomagale postaviti testiranca v vsakdanje 
okoliščine, v katerih bi se morebiti znašel, če bi delal statistične analize in bi moral uporabiti 
našo aplikacijo.  
Po uvodni predstavitvi bomo testirancu predstavili nalogo, ki jo bo moral z uporabo vmesnika 
aplikacije t-test rešiti. Naloga se glasi (Ferligoj, Lozar in Žiberna, 2013): 
»V anketi SJM 2002/1 (n = 1115) je bilo povprečno število članov v slovenskih gospodinjstvih 
3,27 in varianca 2,032. Ali lahko ob 10-odstotni stopnji značilnosti trdimo, da je povprečno 
število članov gospodinjstva v Sloveniji statistično značilno različno od 3?« 
Z nalogo bomo simulirali realen problem in preverili, kako učinkovito ta problem rešuje 
aplikacija t-test. Merili bomo čas reševanja in spremljali testiranca pri uporabi ter zabeležili 
vsakršne napake, ki bi jih morebiti napravil med uporabo vmesnika. Na koncu bomo testiranca 
povprašali še po njegovem zadovoljstvu z uporabo aplikacije z vprašanjem: 
– Na lestvici od 1 do 10 – kako prijetna se vam je zdela uporaba aplikacije t-test? 
6.4 Rezultati testiranja 
V tabeli 6.1 so prikazani izsledki testiranja uporabnosti aplikacije treh testirancev. 
V prvem stolpcu je zapisan tip naprave, s katero je testiranec uporabljal aplikacijo t-test. 
V naslednjih dveh stolpcih je prikazana testirančeva samoocena stopnje računalniškega 
oziroma statističnega znanja na lestvici od 1 do 10. V četrtem stolpcu so prikazani časi, ki jih 
je testiranec porabil za posamezni korak izračuna. Vsebina posameznih korakov je natančneje 
predstavljena v poglavju 5.6, časovno pa jih lahko opredelimo takole: 
1. korak: čas od vstopa na začetno stran aplikacije do prvega koraka t-test izračuna; 
2. korak: čas od začetka drugega koraka t-test izračuna – začetne nastavitve – do začetka 
tretjega koraka – vnos podatkov; 
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3. korak: čas od začetka tretjega do začetka četrtega koraka – interpretacija; 
4. korak: čas od začetka četrtega koraka do uspešnega odgovora na vprašanje naloge. 
V predzadnjem stolpcu vidimo, ali je testiranec uspešno opravil nalogo, v zadnjem pa je 
zapisana njegova ocena prijetnosti uporabe aplikacije na lestvici od 1 do 10. 
Tabela 6.1 – Izsledki testiranja uporabnosti aplikacije t-test na treh testirancih 
 Naprava 
Računalniška 
pismenost 
Statistično 
znanje 
Čas, porabljen za korak 
Opravil 
nalogo 
Prijetnost 
uporabe 
1 2 3 4 
Testiranec 
1 
Mobilni 
telefon 
3 1 0:18 0:45 1:32 1:20 Da 9 
Testiranec 
2 
Namizni 
računalnik 
6 8 0:16 0:33 0:52 0:33 Da 10 
Testiranec 
3 
Tablica 7 3 0:12 0:22 1:15 0:58 Da 10 
Vsi testiranci so uspešno opravili nalogo in niso imeli večjih težav pri uporabi uporabniškega 
vmesnika. Pri nobenem od testirancev se ni pojavila napaka, zaradi katere ne bi mogel 
nadaljevati izračuna.  
Prvi testiranec je imel manjše težave pri vnosu podatkov, saj je za decimalno mesto želel vpisati 
piko namesto vejice. Uporabniški vmesnik mu tega ni dovolil, saj se v slovenskem jeziku 
za decimalno ločilo uporablja vejico, pika pa je namenjena ločevanju tisočic. Prvi in tretji 
testiranec sta porabila občutno preveč časa pri iskanju interpretacije rezultatov. Na podlagi 
pogovora z njima smo prišli do zaključka, da morajo biti interpretacije jasneje in bolj jedrnato 
napisane ter poudarjene. Drugi testiranec, ki je svoje statistično znanje ocenil z 8, pa je 
interpretacijo podal kar na podlagi izračunane statistike p, zato je do končnega odgovora prišel 
veliko hitreje. 
Čas reševanja naloge prvega testiranca je bil 3 minute in 55 sekund, drugega 2 minuti in 
14 sekund in tretjega 2 minuti 36 sekund. Povprečni čas reševanja naloge je bil tako 2 minuti 
in 55 sekund. Na podlagi tega rezultata lahko rečemo, da smo zahtevo po hitrih t-test izračunih 
izpolnili. Čas izpolnjevanja bi bil verjetno še krajši, če testirancev ne bi ovirala statistično 
neznanje in strokovna terminologija.  
Kljub temu da je prvi testiranec reševal nalogo prek mobilnega telefona in da je ocenil lastno 
računalniško pismenost s 3, pri reševanju ni imel težav. Za reševanje je porabil le minuto več 
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kot tretji testiranec. Težko pa primerjamo čase med napravami, saj ne moremo izolirati razlik 
med računalniško pismenostjo in statističnim znanjem. Če bi želeli preveriti, koliko hitreje 
uporabnik reši nalogo na namiznem računalniku kot na telefonu, bi potrebovali več testirancev, 
ki svoje računalniško in statistično znanje označujejo približno enako.  
Če bi želeli preveriti še prvi kriterij uporabnosti – zapomnljivost, bi lahko iste tri testirance 
testirali ponovno z drugo nalogo. Tako bi dobili informacijo o tem, kako hitro so se naučili 
uporabljati uporabniški vmesnik in ali ta zadostuje kriteriju zapomnljivosti. S tem, ko bi 
testirancem podali podobno nalogo, bi tudi zmanjšali vpliv razlik v znanju statistike na čas 
reševanja naloge. 
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7 Zaključek 
Glavni cilj diplomskega dela je bil skozi izdelavo odprtokodne spletne aplikacije za izračun 
t-testa pokazati moderne pristope k razvoju spletnih aplikacij in jih tudi empirično ovrednotiti. 
V tem okviru smo izdelali odprtokodno spletno aplikacijo, ki je dostopna na naslovu  
www.t-test.si. 
Najprej smo pogledali preskok s statičnih spletnih strani na dinamične, z JavaScriptom bogate 
spletne aplikacije, kar so omogočili napredni spletni brskalniki in naraščajoča računska moč 
potrošniških računalnikov. V ilustrativne namene smo izvedli kritično vrednotenje obstoječih 
spletnih aplikacij za izračun t-testa. Predstavili smo tudi štiri ključne faze razvoja spletnih 
aplikacij: načrtovanje, oblikovanje, programiranje in testiranje. Na predpostavki, da so obsežni 
statistični programski paketi prezahtevni za hiter izračun t-testa, smo se odločili za razvoj 
spletne aplikacije, ki bi ta problem reševala učinkoviteje. 
V ta namen smo zapisali uporabniške in tehnične zahteve ter izbrali primerne tehnologije in 
orodja za razvoj. Razvoj nam je zelo olajšalo ogrodje React, saj nam z arhitekturo model – 
pogled – kontroler omogoča hitro izdelavo enostranskih dinamičnih aplikacij. Poleg tega nam 
dopušča komponentno gradnjo programa, kar občutno zmanjša kompleksnost programske 
kode, jo strukturira in jo naredi preglednejšo. Odprtokodni pristopi bodo poskrbeli za to, da 
bodo v aplikacijo lahko dodajali računala tudi drugi razvijalci, vnaprej definirane stilske 
komponente pa zagotovijo konsistentnost izgleda skozi celotno aplikacijo. 
Razvijalcu modernih spletnih aplikacij je razvoj močno olajšan prav zaradi številnosti spletnih 
tehnologij in orodij, ki jih za razvoj lahko izbere. Včasih pa je prav to lahko v breme, saj je 
razvijalec postavljen pred izziv, kako izbrati najprimernejšo tehnologijo. Tudi za razvoj 
aplikacije t-test bi lahko izbrali drugačne pristope in tehnologije, ki bi se morebiti na koncu 
izkazali za primernejše.  
Spletni razvoj je še vedno v razmahu in pravi izziv je slediti vsem novostim, ki jih dnevno 
prinašajo nadgradnje brskalnikov, nova spletna ogrodja in tehnologije. Za izdelavo novih 
aplikacij je to vsekakor prednost, predstavlja pa izziv za vzdrževanje obstoječih, saj je treba 
aplikacije redno vzdrževati in preverjati, ali še vedno delujejo v novejših verzijah brskalnikov 
in naprav. Tudi spletno aplikacijo t-test bo treba vzdrževati in preverjati, ali dobro deluje 
na vseh napravah, ki se bodo pojavile v naslednjih letih. 
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Razvoj spletnih aplikacij je zelo obširno področje in nemogoče ga je v celoti zajeti v enem 
diplomskem delu. V tem diplomskem delu smo predstavili le nekaj modernih pristopov in 
orodij, ki so trenutno najpopularnejši. Nihanje v popularnosti predstavlja tudi velik problem 
na trgu dela razvijalcev, saj se povpraševanje po znanju določenih tehnologij dnevno 
spreminja. Razvijalci z znanjem razvoja aplikacij z ogrodjem React so danes zelo iskani, lahko 
pa se zgodi, da se bo čez eno leto na trgu pojavila primernejša tehnologija, ki bo omogočala še 
učinkovitejši razvoj in tako popolnoma spremenila zahteve delodajalcev.  
Dnevno spreminjanje trendov resda oteži delo spletnih razvijalcev, vendar je prav to gonilo 
razvoja interneta in njegove raznolikosti. Če se bo svetovni splet razvijal s tako hitrostjo kot 
v zadnjem desetletju in bo to podpiral tudi tehnološki napredek, bodo kmalu večino 
računalniških programov nadomestile spletne aplikacije. Prav zanimivo bo videti, kako se bo 
uporaba interneta spremenila v naslednjih desetletjih in kako bodo na to odgovorili izdelovalci 
računalniških programov. 
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