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ABSTRAKT
Předmětem této bakalářské práce je seznámení s knihovnou OpenCV a její implemen-
tace do skriptovacích jazyků Lua a Matlab. První část práce obsahuje popis knihovny
OpenCV a její využití v kurzu Počítačového vidění. Druhá část se věnuje programova-
címu jazyku Lua a předvedení jeho možností na konkrétních úlohách. Třetí část obsahuje
popis realizace přemostění knihovny OpenCV do jazyka Lua a demonstruje jeho celkovou
funkcionalitu. Poslední část pojednává o možnostech přemostění CVlib Mex pro prostředí
Matlab. Součástí práce je také implementace velkého počtu OpenCV funkcí do jazyka
Lua a mechanismů pro multiplatformní překlad celého projektu.
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ABSTRACT
The thesis deals with OpenCV library and its implementation into scripting languages
Lua and Matlab. The first part of the thesis concentrates on description of the OpenCV
library and its usage in the course Computer vision. The second chapter examines the
programming language Lua and shows its potential in certain tasks. The description
of the implementation of binding the OpenCV library to Lua language along with its
overall functionality is included in the third chapter of the thesis. The last chapter
deals with possibilities of binding CVlib Mex in Matlab environment. A part of the thesis
concentrates on implementation of great number of OpenCV functions into Lua language
and mechanisms of cross-platform compilation of the project as a whole.
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1 ÚVOD
Cílem této bakalářské práce je nastudovat základní algoritmy používané v úlohách
o zpracování obrazu a využití jejich praktické implementace v knihovně počítačového
vidění OpenCV.
Dalším cílem je ověření použitelnosti této knihovny ve výuce kurzu Počíta-
čového vidění a vypracování některých praktických úloh z toho kurzu. Díky těmto
příkladům bude možno porovnat rychlost, komfort, funkcionalitu a další výhody
knihovny OpenCV oproti nativní knihovně pro zpracování obrazu v prostředí Matlab,
který je často využíván ve výuce.
Dalším bodem této práce je seznámení se s jazykem Lua a zvládnutím jeho
pokročilých programovacích technik. Mezi ně patří například přemosťování knihoven
mezi jazyky C, C++ a Lua pomocí oficiálního C API nebo problematika objektového
návrhu.
Dále jsou demonstrovány konkrétní příklady implementace částí knihovny
LuaCV pracující s knihovnou OpenCV v jazyku Lua, jenž byly využity při vytvoření
toho propojení. Zejména jde o mechanismy pro konverzi struktur z jazyka C a C++
do jazyka Lua, kontrola vstupních parametrů přemostěných funkcí či algoritmus
vyhledávání řetězců ze zásobníku pracující nad seřazeným polem.
V další části je rozebrána problematika vytváření přemostění knihoven pro
prostředí Matlab a shrnutí funkčnosti již existujícího přemostění pro OpenCV kni-
hovnu CVlib Mex. V závěru této práce jsou popsány výhody a nevýhody realizova-
ného přemostění pro jazyk Lua a shrnutí jeho funkčnosti a použitelnosti ve výuce
oproti přemostění CVlib Mex a nativní knihovně pro zpracování obrazu z prostředí
Matlab.
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2 TEORETICKÝ ÚVOD
V této kapitole se budu zabývat základy, jenž jsou nutné pro celkové pochopení
této práce. První části se věnuje knihovně OpenCV a jejím praktickým příkladům,
na kterých je ukázána funkčnost a realizace jednotlivých úloh počítačového vidění.
Najdeme zde popis všech knihoven, jenž tvoří OpenCV. V další části se budeme
věnovat jazyku Lua. Jsou zde popsány jak základy jazyka, tak i pokročilé metody.
Zejména půjde o práci s Lua C API a návrh objektového programování.
2.1 Knihovna OpenCV
OpenCV je multiplatformní open source1 knihovna pro implementaci počítačo-
vého vidění, která začala být vyvíjená v roce 1999 společností Intel. Je napsaná v C
a C++, a proto ji lze zkompilovat na různých platformách a operačních systémech2.
Díky popularitě této knihovny jsou ve vývoji projekty na její implementaci do jiných
jazyků3. Společnost Intel se zaměřila při návrhu OpenCV na efektivní optimalizo-
vaný kód a real-time zpracování dat. Pokud je třeba větší optimalizace, lze od Intelu
zakoupit Integrated Performance Primitives (IPP)4.
OpenCV obsahuje přes 400 funkcí, které pomáhají v různých odvětvích počí-
tačového vidění. Využití nalezneme například ve stereo-vizi, robotice, bezpečnosti,
lékařských diagnostikách a v mnoha dalších oborech.
V používaní a úpravě této knihovny nám nebrání její licence5, naopak jaké-
koliv smysluplné vylepšení a úpravy jsou vítány. Za jejím vývojem se podílí velké
korporace6, ale i samostatní programátoři. OpenCV ovšem není jediná knihovna
pro zpracování obrazu. Existují i další významné projekty zabývající se počítačo-
vým viděním. Zejména lze zmínit knihovny LTI7 a VXL8. Obě je možné importovat
1Open source je název pro software, který je volně k dispozici široké veřejnosti. Můžeme ho dále
upravovat, kopírovat a distribuovat. Obvykle jsou tyto programy chráněny proti zneužití pomocí
„otevřenýchÿ softwarových licencí. Mezi nejznámější patří např. BSD, GPL, LGPL, MIT.
2Díky rozšířenosti C kompilátoru lze OpenCV zkompilovat na Windows, Linux a Max OS X.
Pro kompilaci lze použít různé překladače jazyka C, a to GCC, MS Visual Studio a další.
3V současnosti existují přemosťovací knihovny do jazyků Python, Ruby a Matlab.
4IPP je knihovna obsahující vysoce optimalizované low-level algoritmy. Pokud je tato knihovna
nainstalována, OpenCV ji automaticky začne využívat.
5OpenCV je vydávána pod BSD licencí. Tato licence dovoluje sdílet a upravovat kód. Lze ji
použít i v komerčních aplikacích.
6Do kódu přispívají společnosti jako IBM, Microsoft, Intel, SONY či Google. OpenCV je také
vyvíjen ve výzkumných střediscích MIT, Stanford, Cambridge.
7Lehrstuhl fuer Technische Informatik (LTI) knihovna je objektově orientovaná knihovna s
výbavou mnoha častých algoritmů využívaných při zpracování obrazu. Je vyvíjena na Aachenské
univerzitě technologie v Německu. Tato knihovna je distribuována pod LGPL licencí.
8The Vision-something-Libraries (VXL) knihovna je kolekcí C++ knihoven navrhnutých pro
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na různé platformy, což je ze značné míry dáno tím, že jsou napsány v ISO C++.
Při porovnání výkonu těchto tří knihoven OpenCV vyšla v mnoha ohledech jako
nejefektivnější. V některých případech byla až 20x rychlejší9. Jak je z Obrázku 2.1
vidět OpenCV se dělí do 5 bloků, kde je CxCore základem. Jsou v něm definovány
základní datové typy a jejich funkce. CV knihovna přináší rutiny pro zpracování
obrazu. CvAux obsahuje experimentální funkce a algoritmy pro rozpoznávání tváře
z obrazu. MLL je knihovna pro počítačové učení. HighGUI unifikuje zobrazování a
práci s obrazem na odlišných platformách a různých grafických toolkitech do jed-
noho API. Více obecných informací lze nalézt na hlavních stránkách projektu[15] či
v publikacích[12].
Obr. 2.1: Závislost částí knihoven OpenCV
2.1.1 Knihovna CxCore
CxCore je základním pilířem OpenCV. Obsahuje základní datové typy, maticovou
algebru, transformace nebo algoritmy pro správu paměti. Protože ostatní knihovny
jsou na této závislé, je nutným základem každé aplikace využívající OpenCV. Částí
této knihovny jsou také velice důležité algoritmy pro data persistence, které nám v
mnoha případech pomohou odhalit nesprávné použití funkcí nebo nekompatibilitu
mezi jejich parametry. Typickým příkladem je nekompatibilita mezi prvky matice
CV 32FC1 (float) a CV 32SC1 (signed int). Pokud použijeme tyto matice například
ve funkci násobení matic, program vyvolá výjimku a spadne (viz Příklad 2.1).
výzkum počítačového vidění a jeho implementaci. Knihovna je k dispozici pod GPL licencí.
9Nejlépe si OpenCV vedla v porovnání s ostatnímy knihovnami ve Furierově transformaci nebo
ve škálování obrazu. Nutno podotknout, že přidáním IPP knihovny by se výkon zlepšil až o 20%.
Přesnější výsledky lze nalézt v publikaci [12].
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Příklad 2.1: Chybový výpis cxpersistence
OpenCV ERROR: Formats of input arguments do not match () in function cvGEMM, cxmatmul.cpp(699)
Terminating the application. . .called from cvUnregisterType, cxpersistence.cpp(4933)
Základní struktury
V této sekci si ukážeme, jak jsou vnitřně implementovány nejdůležitější datové
typy, které v OpenCV používáme. Naprosto základním pro nás jistě budou struk-
tury CvMat (viz Příklad 2.6) a IplImage (viz Příklad 2.5). Tyto datové typy budeme
při používání OpenCV potkávat velmi často spolu s CvPoint (viz Příklad 2.2) a Cv-
Size (viz Příklad 2.4). Struktura IplImage byla převzata z Intel Image Processing
Library10, ale podporuje pouze část její původní implementace. Díky struktuře Cv-
Mat a jejím obslužným funkcím nám OpenCV do C přinesla dobrý nástroj pro
implementaci matic. Nejde zde pouze o matice číselné, ale matice jakéhokoliv typu.
Jak je z Příkladu 2.5 a 2.6 vidět, lze nalézt souvislosti mezi IplImage a CvMat. Ve
skutečnosti je IplImage obohacená struktura CvMat. Je upravena takovým způso-
bem, aby její implementace více vyhovovala úloze image handler. Proto zde můžeme
nalézt proměnné jako depth a nChannels. Velmi často se v prototypech funkcí uvádí
datový typ CvArr. Jak naznačuje definice (viz Příklad 2.3) je to prototypový název
pro void. Těchto technik se využíva, pokud chceme dovolit použití jakéhokoliv typu
jako parametr funkce, a právě zde příjde na řadu výše zmíněná cxpersistence. Ta
zajistí kompatibilitu mezi prvky. Mezi další primitivní typy patří také CvRect nebo
CvScalar. Jejich specifikace najdeme například v hlavičkovém souboru cxtypes.h.
Příklad 2.2: Definice CvPoint[15]






Příklad 2.3: Definice CvArr[15]
156 typedef void CvArr;







10Knihovna Intel Image Processing byla vyvíjena společností Intel do roku 2001. Byla progra-
mována hlavně pro MMX architekturu, kde se zaměřila na technologie SIMD (sigle instruction,
multiple data). Tato technologie vylepšila výkon výpočtů a operací při zpracování obrazu na této
platformě a byla na svou dobu velmi rychlá. Některé její vnitřní algoritmy byly využity v OpenCV.
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Příklad 2.5: Definice IplImage[15]
360 typedef struct IplImage
361 {
362 int nSize; /* sizeof (IplImage) */
363 int ID; /* version (=0)*/
364 int nChannels; /* Most of OpenCV functions support
1,2,3 or 4 channels */
365 int alphaChannel; /* ignored by OpenCV */
366 int depth; /* IPL DEPTH 8U, IPL DEPTH 8S,
IPL DEPTH 16S, IPL DEPTH 32S, IPL DEPTH 32F
*/
367 char colorModel[4]; /* ignored by OpenCV */
368 char channelSeq[4]; /* ditto */
369 int dataOrder; /* 0 − interleaved color channels, 1 −
separate color channels.*/
370 int origin ; /* 0 − top−left origin,
371 1 − bottom−left origin (Windows
bitmaps style) */
372 int align ; /* Alignment of image rows (4 or 8).
373 OpenCV ignores it and uses widthStep
instead */
374 int width; /* image width in pixels */
375 int height; /* image height in pixels */
376 struct IplROI *roi;/* image ROI. if NULL, the whole image
is selected */
377 struct IplImage *maskROI; /* must be NULL */
378 void *imageId; /* ditto */
379 struct IplTileInfo * tileInfo ; /* ditto */
380 int imageSize; /* image data size in bytes (==image
−>height*image−>widthStep
381 in case of interleaved data)*/
382 char *imageData; /* pointer to aligned image data */
383 int widthStep; /* size of aligned image row in bytes */
384 int BorderMode[4]; /* ignored by OpenCV */
385 int BorderConst[4]; /* ditto */
386 char *imageDataOrigin; /* pointer to very origin of image
data needed for correct deallocation */
387 }
388 IplImage;
Příklad 2.6: Definice CvMat[15]




538 /* for internal use only */
539 int* refcount;





546 int* i ;




















Operace s maticemi a poli
Pro práci s dříve definovanými typy (CvMat, IplImage a další) jsou implemento-
vány funkce pro operace s maticemi a poli. Existuje několik způsobu, jak přistoupit
k datům v matici. Můžeme využít maker, přímého přístupu do struktury nebo po-
mocí set a get funkcí. Knihovna CxCore obsahuje mnoho uživatelských a vnitřních
funkcí, všechny ale vesměs počítají s maticemi. Na Příkladu 2.7 ukážeme některé
běžně používané funkce.
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Příklad 2.7: Manipulace s CvMat
1 #include <stdio.h>
2 #include ”cxcore.h”




7 CvSize size ;
8 cvGetRawData(mat,(uchar**)&data,&step,&size);
9 step/=sizeof(data[0]);
10 for (int y=0;y<size.height;y++,data+=step)
11 {
12 for(int x=0;x<size.width;x++)




17 int sumMat(CvMat *mat)
18 {
19 int sum=0;
20 for (int row=0;row<mat−>rows;row++)
21 for(int col=0;col<mat−>cols;col++)




25 int main(int argc,char **argv)
26 {










39 *((float*)CV MAT ELEM PTR(mat1,1,0))=6;







49 printf (”Multiplication result :\n”);
50 printMat(&dst);
51 printf (”Diagonal of dst:\n”);
52 cvGetDiag(&dst,&mat2);
53 printMat(&mat2);




Funkce printMat() vypisuje matice na stdout. Zde lze vidět
přístup pomocí funkce cvGetRawData(), která nám vrací
přes argument vnitřní raw-data matice. Následně pomocí
dvou cyklů obsah každé buňky vypíšeme.
Funkce sumMat() získává sumu hodnot prvků z ma-
tice. Využívá přístupu přes vnitřní makra. Tento pří-
stup není uživatelsky příliš příjemný, ale lze ho pou-
žít. Makro CV MAT ELEM() vrací hodnotu obsahu uka-
zatele v matici dle zadaných indexů. Toto chování je
výhodné, pokud potřebujeme znát hodnotu na indexu.
Potřebujeme-li hodnotu měnit, je výhodnější použít makro
CV MAT ELEM PTR(). To vrací přímo ukazatel na in-
dex.
V programu jsou dále uvedeny funkce cvMat() pro inici-
alizaci matice, cvSet() pro nastavení hodnot matice, cvS-
calarAll() pro vytvoření skalární hodnoty. Pomocí funkce
cvSet2D() lze už korektně nastavit hodnotu položky na
indexu matice. Tento přístup je více uživatelsky výhodný
než předchozí s pomocí maker a ukazatelů. Funkce cvMat-
Mul() násobí matice. Samozřejmě zde platí pravidla z ma-
tematiky o rozměrech matic. Naposled je uvedena funkce
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Funkce pro malování
CxCore obsahuje základní sadu funkcí pro kreslení, nalezneme zde funkce na
vykreslení základních geometrických objektů (např. cvLine(), cvRectangle(), cvCi-
rcle(), cvPutText()) a mnoho dalších. Ve většině případů lze použít jako zdrojový
obrázek jak Iplimage, tak i CvMat. Mezi kreslící funkce patří i vykreslování fontů. Je
důležité zdůraznit, že OpenCV obsahuje své vlastní fonty. Výhodnost spočívá v tom,
že se nemusí brát v potaz licence, pod kterýma jsou písma dostupná. Kreslící funkce
pracují s maticemi nebo s obrázky libovolné hloubky11. V barevných obrázcích se
standartě používá posloupnost kanálu BGR12, pokud je vyžadován jiný barevný ka-
nál, lze ho pomocí funkce cvCvtColor() změnit. Následuje Příklad 2.8, ve kterém si
ukážeme jak zjistit pixely mezi dvěma body13.
Příklad 2.8: Nalezení pixelů mezi bodydd[15]
1 #include <stdio.h>
2 #include ”cxcore.h”
4 void linePixels( IplImage* image, CvPoint pt1, CvPoint pt2 )
5 {
6 CvLineIterator iterator ;
7 int count = cvInitLineIterator(image,pt1,pt2,&iterator ,8,0) ;
8 printf (”Line containing these pixels:\n”);
9 int i=0;
10 for( ; i < count; i++ )
11 {
12 CV NEXT LINE POINT(iterator);
13 int offset , x, y;
14 offset = iterator .ptr − (uchar*)(image−>imageData);
15 y = offset/image−>widthStep;
16 x = (offset − y*image−>widthStep)/(3*sizeof(uchar));
17 printf (”[%d,%d]\n”, x, y );
18 }
19 printf (”Total points in line : %d\n”,i);
20 }












Funkce linePixels() implementuje algoritmus
na zjištění všech bodů pomyslné čáry mezi
dvěma zadanými body. K tomu nám výborně
poslouží funkce cvInitLineIterator(), která ini-
cializuje iterátor a vrací počet pixelů mezi
oběma body. Oba body musí být uvnitř ob-
rázku. Jednotlivé body lze získat zavoláním
makra CV NEXT LINE POINT().
V hlavní funkci programu už pak pouze vytvá-
říme nový obrázek o velikost 100x50 a krajní
body, mezi kterými budeme hledat přímku.
Výstup programu
Searching points between pixels [1,1] and
[5,10]











Total points in line : 10
11Antialiasing je implementován pouze pro 8 bitové obrázky.
12BGR je asi nejpoužívanější barevný model v OpenCV. Zcela běžně se používají i jiné modely
např. CMYK, YUV, YCbCr nebo HSV.
13Pixely, ze kterých se přímka vypočítává, jsou aproximovány podle Bresenhamova algoritmu.
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2.1.2 Knihovna CV
Knihovna CV v sobě přináší implementovány algoritmy běžně používané v počí-
tačovém vidění. Zejména mám na mysli detekci hran14. Taktéž zde nalezneme mor-
fologické operace jako top-hat transformace15 cvMorphologyEx(), dilataci cvDilate()
a erodování obrazu cvErode() a velmi užitečný mechanismus pro tvoření histogramů
z obrazu cvCreateHist(). Nedílnou součástí CV je i strukturální analýza obrazu16,
analýza pohybu, segmentace17, filtry18, rozpoznávání vzorku z obrazu.
Zpracování obrazu
Ve zpracování obrazu rozlišujeme dva typy snímků, diskrétní a vektorové. Dis-
krétní snímky jsou definovány jako posloupnost pixelů. Vektorové snímky jsou tvo-
řeny polem vektorů. To je velká výhoda, protože můžeme obraz škálovat bez ztráty
dat a kvality. V CV aplikacích budeme používat dva mechanizmy uložení obrazu.
Prvním jsou mnohaúrovňové snímky, do kterých řadíme jak grayscale, tak i BGR
a jiné barevné modely. Druhým typem jsou jednoúrovňové binární snímky, které
nabývají pouze hodnot černá nebo bílá. Pro jednoduchost budeme v této kapitole
používat funkce, které pracují s 2D obrazem. Je dobré opět zdůraznit, že vstupní
data (obrázek) nemusí být striktně typu IplImage, ale může to být CvMat a Cv-
MatND. Praktickou ukázkou použitelnosti této knihovny a implementace jejich al-
goritmu předvedeme na Příkladu 2.9, který obsahuje algoritmy jak pro detekci hran,
Houghovu transformaci, tak i algoritmy běžně používané při manipulaci s obrazem.
Výsledek můžeme porovnat s originálem v Obrázku 2.2, kde lze vidět, že Houghova
transformace funguje.
14OpenCV obsahuje detektory hran založené na první derivaci. A to Sobel cvSobel(), Canny
cvCanny(), Laplace cvLaplace() a Harrisův detektor hran cvCornerHarris().
15Top-hat transformace se používá pro izolaci objektů v gray-scale obrazu, kde hledáme světlé
objekty na tmavém pozadí white top-hat nebo tmavé objekty na světlém pozadí black top-hat.
16Strukturální analýza převádí křivkový obrys do symbolické podoby. Výsledkem jsou elemen-
tární objekty, ze kterých se objekt skládá.
17Segmentace je proces, který ze snímků ve grayscale vytváří dvouúrovňový snímek. V praxi se
používají hlavně prahová detekce threshold a adaptivní prahová detekce adaptive threshold.
18Princip filtrace obrazu (konvoluce) je takový, že hodnota každého pixelu je vypočítána z hodnot
okolních pixelů z transformační matice.
18
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
Příklad 2.9: Houghovy čáry[15]
1 #include <cv.h>
2 #include <highgui.h>
4 int main(int argc, char** argv)
5 {
6 IplImage *dst,*color dst ,* src = cvLoadImage( ”coco.png”, 0 );
7 if ( ! src ) return 1;
8 CvMemStorage* storage = cvCreateMemStorage(0);
9 CvSeq* lines = 0;
10 CvSize src size =cvGetSize(src);
11 dst = cvCreateImage( src size, 8, 1 ) ;
12 color dst = cvCreateImage( src size, 8, 3 ) ;
13 cvCanny( src, dst, 50, 200, 3 ) ;
14 cvCvtColor( dst, color dst , CV GRAY2BGR );
15 lines = cvHoughLines2( dst, storage, CV HOUGH PROBABILISTIC,
1, CV PI/180, 50, 50, 10 );
16 for(int i = 0; i < lines−>total; i++ )
17 {
18 CvPoint* line = (CvPoint*)cvGetSeqElem(lines,i);
19 cvLine( color dst , line [0], line [1], CV RGB(62,122,189), 1,










V tomto programu nejprve definu-
jeme a inicializujeme naše vstupní
data a v případě, že by byla
chybná, se program ukončí. Také
vytvoříme místo v paměti pro poz-
dější uložení dat z Houghovy trans-
formace cvCreateMemStorage().
Vstupní obrázek pak zpracujeme
funkcí cvCanny(), jež implemen-
tuje tak zvaný Cannyho hranový
detektor. Jakmile jsme detekovali
hrany, převedeme je z BGR do
GrayScale cvCvtColor(). Pak už
nám stačí využít funkce cvHou-
ghlines2(), díky které detekujeme
přímky, a ty pak uložíme v Mem-
Storage. Každou nalezenou čáru
pak modrou barvou vykreslíme po-
mocí cvLine() z knihovny cxcore.
Výsledný obrázek uložíme a uvol-
níme paměť. Pokud bychom paměť
neuvolnili, přišli bychom i v takto
jednoduchém programu o 2.2 Mb
paměti.
Obr. 2.2: Vstupní a výstupní obrázek programu využívají Houghových čar[22]
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2.1.3 Knihovna HighGUI
Tato knihovna zprostředkovává komunikaci mezi systémem, na kterém je program
spuštěn a algoritmy OpenCV. Pomocí jednoduchých funkcí můžeme vytvářet okna,
obrázky a jiné grafické toolboxy (trackbar, video handler a jiné), které bychom jinak
museli složitěji implementovat pomocí jejich nativních knihoven. Také je zde imple-
mentováno načítání a ukládání obrázků na disk, práce se soubory videa. Tyto funkce
jsou velice užitečné do doby, kdy potřebujeme pouze jednoduché Graphical User In-
terface (GUI)19. Pokud je třeba programovat grafickou aplikaci je tato knihovna
nevyhovující. V současnosti jsou implementovány přemostění pouze mezi nejzná-
mějšími GUI. Pod Windows je to WinAPI20, pod Linuxem GTK21 a na Mac OS
X je to Carbon22. Výhoda využití tohoto přemostění je, že můžeme přeložit stejný
program pod výše uvedenými GUI, a knihovna si sama detekuje, které obslužné
funkce má použít dle systému, na kterém je spuštěna.
Načítání a ukládání obrazu
V knihovně HighGUI pro nás vývojáři připravili užitečné funkce na načítání a
ukládání obrazu ze souboru. Funkce cvLoadImage() dokáže načíst ze souboru ty
nejznámější formáty využívaných při ukládání obrázků (BMP, JPEG, PNG, PBM,
TIF ). Naproti tomu funkce, cvSaveImage() ukládá data z OpenCV do souboru dle
přípony, kterou předáme spolu s názvem souboru pomocí argumentu. Podporovány
jsou stejné přípony souboru jako v předcházející funkci, data ovšem musí být v po-
sloupnosti barevných kanálů BGR. I v případě práce s videem je pro nás připravena
sada funkcí. Atraktivní jsou zejména ty pro přehrávání videa ze souboru cvCaptu-
reFromFile() nebo přehrávání přímo z kamery cvCaptureFromCAM(). V konečném
důsledku jsou právě tyto funkce pro manipulaci s obrázky a videem největší výhoda
knihovny HighGUI. Při práci s videem je potřeba brát v potaz, že tyto funkce jsou
19GUI je grafické rozhraní, které komunikuje s grafickým serverem. Z pravidla je psaní programu
přímo pro grafický server velice nepohodlné a implementuje pouze nejnutnější funkce. Proto vznikly
různé GUI knihovny, díky kterým můžeme programovat okenní aplikace snáze a s většími mož-
nostmi. Z předchozích vět tedy vyplývá, že GUI, pokud není napsáno multiplatformně, je přímo
závislé na grafickém serveru, pro který navržen. Nemůžeme tedy nativně spustit program využíva-
jící WinAPI na Linuxu (tomuto problému se věnuje projekt Wine[16]).
20Windows API je sada nástrojů, které zprostředkovává služby pro programy pod systémem MS
Windows. Do služeb toho API patří základní služby pro přístup k systémovým datům, funkce pro
práci s registry, grafické rozhraní a síťové služby.
21Gimp toolkit (GTK) je multiplatformní widget toolkit pro vývoj grafického rozhraní. Je jed-
ním ze dvou nejpopulárnějších na linuxových distribucích spolu s QT. Lze jej ale bezproblémově
používat i na jiných systémech (Windows, Mac OS X, BSD).
22Carbon je jeden z Mac OS API. Obsahuje sadu funkcí pro manipulaci se soubory, font manažer,
2D kreslení, grafické rozhraní a mnoho dalších funkcí.
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závislé na platformě, na které se program překládá. Například na Linuxu je použit
program FFmpeg23, zatímco na Mac OS X je to QuickTime24. Také záleží jaké video
kodeky máme nainstalovány.
Funkce pro ovládání grafického rozhraní
Pro přemostění mezi koncovým systémem a OpenCV knihovnou slouží druhá
půlka funkcí knihovny HighGUI. Samotní vývojáři ji nazývají Simple GUI. Na-
lezneme zde funkce pro vytvoření a manipulaci s okny, zobrazování obrázků nebo
užitečnou funkci cvWaitKey(), která reaguje na vstup z klávesnice. Chtěl bych uvést
upravený vzorový Příklad 2.10, jenž je distribuován spolu s knihovnou OpenCV. Je
v něm zopakován postup pro detekci hran, ale najdeme zde i algoritmy pro změny
velikosti obrazu a hlavně vykreslení obrázu. Jako zdrojový obraz byl použit stejný
obrázek jako v Příkladu 2.9. Na Obrázcích 2.3 můžeme již vidět rozdíl při různých
hodnotách prahu v detekci hran. Opět můžeme porovnat se zdrojovým Obrázkem
2.2. Tyto obrázky jsou zde uvedeny také z důvodu, že na nich lze vidět využití trac-
kbar toolboxu vytvořeného funkcí cvCreateTrackbar(), jehož vlastnosti a grafické
znázornění se bude opět lišit na různých platformách. V tomto případě jde o GTK
trackbar vykresleným na linuxu.
Obr. 2.3: Rozdíl mezi hodnotami prahu při detekci hran[22]
23FFmpeg je nástroj do příkazové řádky pro přehrávání, vysílání a konverzi multimediálních
souborů.
24QuickTime nabízí softwarové řešení pro přehrávání, nahrávání, vytváření a sdílení multimédií.
Je vyvíjen společností Apple.
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Příklad 2.10: Detekce hran[15]
1 #include ”cv.h”
2 #include ”highgui.h”
3 #define WNDNAME ”Edge”
4 #define TRACKBAR ”Threshold”
6 int edge thresh = 1;
7 IplImage *image = 0, *cedge = 0, *gray = 0, *edge = 0;




































Funkce on trackbar() je callback
funkce. Volá se pokaždé, když
trackbar widget zachytí událost
o změně polohy. Trackbar zavolá
tuto funkci s parametrem aktu-
ální pozice. Uvnitř funkce pro-
vádíme rozostření obrazu cvSmo-
oth(), inverzi hodnot mezi grays-
cale obrázky gray, edge a detekci
hran pomocí cvCanny(). Vše na-
kopírujeme cvCopy() do proměnné
cedge, ve kterém je již barevná
detekce hran původního obrázku.
Ten pak následně zobrazíme (ak-
tualizujeme) cvShowImage(). Toto
vše se provádí při každé změně po-
lohy na posuvném panelu.
V samotném těle programu pak už
načítáme zdrojový soubor pomocí
cvLoadImage(). Vzhledem k tomu,
že obrázek je v rozlišení 1399x1594,
tak ho pomocí cvResize() zmen-
šíme na polovinu rozměrů.
Dále si inicializujeme proměnné
cedge, edge a gray pro pozdější po-
užití. Všimněme si, že poslední dvě
zmiňované proměnné jsou při inici-
alizaci tvořeny pouze s jedním ba-
revným kanálem. Je to tedy důkaz,
že obsahují pouze grayscale barvy.
Funkcí cvCvtColor() vložíme do
proměnné gray konvertovaný zdro-
jový obrázek ve stupních šedi.
Máme vše potřebné připraveno pro
detekci hran, chybí nám pouze vy-
tvoření okna cvNamedWindow(),
trackbar widgetu cvCreateTrac-
kbar(). Všimněme si, že při vy-
tváření posuvného panelu opravdu
předáváme funkci ukazatel na naši
callback funkci. Vykreslíme po-
čáteční detekci hran s prahem
0 on trackbar(0) a necháme pro-
gram vyčkávat na zmáčknutí klá-
vesy cvWaitKey(). Poté uvolníme
paměť a zničíme okno.
2.1.4 Knihovna strojového učení
Celá řada metod strojového učení se vyznačuje efektivními algoritmy učení (Ma-
chine Learning). Spousta metod je schopna naučit se pouze lineární oddělovače (ro-
viny, přímky) při hledání hranic. Existují ale i metody, které jsou schopny reprezen-
22
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
tovat obecné nelineární funkce. Nevýhodou ovšem bývá obtížné učení, protože téměř
vždy je šance uvíznutí v lokálním minimu chybové funkce. V OpenCV nalezneme
již připraveny algoritmy pro neuronové sítě25, podpůrné vektory (SVM)26, rozhodo-
vací stromy (decision trees)27, bootsting algoritmy28. Naprostá většina algoritmů pro
strojové učení je v knihovně MLL implementována jako C++ objekty. Společným
předkem pro ně je třída CvStatModel.
Detekce tváře z obrazu
OpenCV implementuje různé detektory tváře a jedním z nich je právě Haarův
kaskádový klasifikátor29. Tato metoda prochází celý obrázek po částech, kde dete-
kuje hrany. Pro každou část vyhodnocuje, zda je to tvář či není. Dřívější algoritmy
byly schopny detekovat tvář pouze z frontálního pohledu. Dnešní algoritmy doká-
žou detekovat tvář i pod různými úhly. V OpenCV je připravena sada konfigurací
pro detekci tváře z obrazu, není ovšem problém naučit klasifikátor rozpoznat jiné
objekty30. V Příkladu 2.11 si ukážeme použití algoritmů pro detekci tváře cvHaar-
DetectObjects(). Ten je založen na AdaBoost algoritmu.
25Neuronová síť se v umělé inteligenci používá pro distribuované paralelní zpracovávání dat.
Skládá se z umělých neuronů, které jsou vzájemně propojeny a navzájem si předávají signály. Ty
se pak transformují dle transformačních funkcí. Neuron má pouze jeden výstup, ale neomezený
počet vstupů. Nejčastější využití neuronové sítě je při zpracování zvukových a obrazových dat.
26K relativně novým metodám patří i podpůrně vektory (Support Vector Machines). Ty tvoří
kategorii jádrových algoritmů (kernel methods). Jádrové algoritmy jsou sada metod pro analýzu
vzorků. Hlavním úkolem je nalézt a naučit se hlavní typy vztahů mezi hlavními typy dat. Tyto
metody se vyznačují efektivním způsobem najít lineární hranice, ale i representovat složité neli-
neární funkce. Základní princip spočívá v převodu daného vstupního prostoru do prostoru s více
dimenzemi, kde lze od sebe oddělit třídy lineárně.
27Rozhodovací strom je podpůrný rozhodovací nástroj, který využívá abstraktních datových
typů (například graf). Ten představuje model rozhodnutí a jejích možných následků. Jejich vyu-
žití nalezneme například v rozhodovacích analýzách, jejich cílem je nalézt nejefektivnější cestu k
danému cíli. Také se dají použit jako model popisu pro výpočet pravděpodobnosti viz Expertní
systémy. Rozhodovací stromy obsahují tři typy uzlů. Rozhodovací uzel, pravděpodobnostní uzel a
koncový uzel.
28Jedná se o metodu, kdy můžeme z několika slabých klasifikátorů udělat jeden silný, který má
větší úspěšnost než jednotlivé slabší. Silný klasifikátor je lineární kombinací slabých klasifikátorů,
není ale lineárním klasifikátorem. Mezi velice populární slabé klasifikátory patří například rozho-
dovací stromy.
29Tato metoda detekování objektů rozdělí obraz na čtvercové segmenty a v každém z nich pomocí
databáze porovnává zda obsahuje požadovaný objekt.
30V OpenCV jsou nastavení pro detektory tváře umístěny v XML souborech, není tedy problém
přenastavit parametry dle našich požadavků.
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5 int main( int argc, char** argv )
6 {
7 IplImage *img=cvLoadImage(”face3.jpg”,1);
8 #define HAAR ”haarcascade frontalface alt.xml”
9 CvHaarClassifierCascade *cascade;
10 CvMemStorage *storage;
11 cascade = ( CvHaarClassifierCascade* )cvLoad( HAAR, 0, 0, 0 );
12 storage = cvCreateMemStorage(0);
13 CvSeq *faces = cvHaarDetectObjects(img,cascade,storage,1.1,3,0,cvSize(
40, 40 ) ) ;
15 for(int i = 0 ; i < ( faces ? faces−>total : 0 ) ; i++ )
16 {
17 CvRect *r = ( CvRect* )cvGetSeqElem( faces, i );
18 cvRectangle( img,cvPoint( r−>x, r−>y ),cvPoint( r−>x + r−>width, r
−>y + r−>height ),CV RGB( 255, 0, 0 ), 1, 8, 0 );
19 }
21 cvSaveImage(”faceout3.png”,img);
23 cvReleaseHaarClassifierCascade( &cascade );





Průběh tohoto programu je z
hlediska programátora jednodu-
chý. Nejdříve načteme a inicializu-
jeme vstupní obrázek, ve kterém
chceme detekovat obličej. Poté pře-
čteme ze souboru pomocí funkce
cvLoad() Haarovu kaskádu do pa-
měti. Teď již stačí využít přichys-
tané funkce pro detekci cvHaarDe-
tectObjects(). Ten do paměti sto-
rage uloží detekované objekty. Na-
konec pomocí cyklu pro všechny
detekované obličeje vykreslíme čer-
vený obdélník cvRectangle(). Ne-
zbývá než uložit upravený zdrojový
obrázek a uvolnit paměť.
Obr. 2.4: Výsledek po detekování obličeje z obrazu[22]
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Detekce nejbližších sousedů
Detekce nejbližších sousedů (Kmeans) je algoritmus pro hledání clusterů cvKMe-
ans2(). Obsahově by tato funkce měla být součástí MLL knihovny, ale je umístěna v
CxCore, protože byla navrhnuta už z počátku vývoje OpenCV. Funkce sbírá všechny
trénovací vzorky a předpovídá odezvu pro nový vzorek zanalyzováním příslušného
počtu K nejbližších sousedů ve vzorku. Je to jedna z nejvíce používaných technik a
má mnoho podobností s algoritmy cvEM() a cvMeanShift(). Její použití prezentuje
Příklad 2.12 a výstup programu lze vidět na obrázku 2.5.
Obr. 2.5: Výsledek programu K nearest
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Příklad 2.12: K nearest neighbours[15]
1 #include ”ml.h”
2 #include ”highgui.h”
3 int main( int argc, char** argv )
4 {
5 int K=5,accuracy,train sample count=100;
6 float response, sample [2];
7 CvRNG rng state=cvRNG(−1);
8 CvMat* trainData=cvCreateMat(train sample count,2,CV 32FC1 );
9 CvMat* trainClasses=cvCreateMat(train sample count,1,CV 32FC1 );
10 IplImage* img=cvCreateImage( cvSize(500,500),8,3);
11 CvMat sample=cvMat(1,2,CV 32FC1, sample);
12 CvMat trainData1,trainData2,trainClasses1,trainClasses2;
14 cvGetRows(trainData,&trainData1,0,train sample count/2);
15 cvRandArr(&rng state,&trainData1,CV RAND NORMAL,cvScalar
(200,200),cvScalar(50,50));
16 cvGetRows(trainData,&trainData2,train sample count/2,
train sample count);
17 cvRandArr(&rng state,&trainData2,CV RAND NORMAL,cvScalar
(300,300),cvScalar(50,50));
18 cvGetRows(trainClasses,&trainClasses1,0,train sample count/2);
19 cvSet(&trainClasses1,cvScalar(1));
20 cvGetRows(trainClasses,&trainClasses2,train sample count/2,
train sample count);
21 cvSet(&trainClasses2,cvScalar(2) ) ;
22 CvKNearest knn(trainData,trainClasses,0,false,K);




28 sample.data.fl [0]=(float)j ;
29 sample.data.fl [1]=(float) i ;
30 response=knn.find nearest(&sample,K,0,0,nearests,0);
31 for(int k=0,accuracy=0;k<K;k++)
32 if (nearests−>data.fl[k]==response) accuracy++;
34 cvSet2D(img,i,j,response==1?(accuracy>5?CV RGB(180,0,0):
CV RGB(180,120,0)):(accuracy>5?CV RGB(0,180,0):CV RGB
(120,120,0)));
35 }





41 cvCircle(img,pt,2,CV RGB(255,0,0),CV FILLED);
42 pt.x=cvRound(trainData2.data.fl[i*2]);
43 pt.y=cvRound(trainData2.data.fl[i*2+1]);









V první části programu si nadefi-
nujeme maximální počet clusterů
K. Nadefinujeme a inicializujeme
zbytek proměnných, které bude při
výpočtu potřeba. Zejména jde o
matice CvMat a obrázek IplImage,
do kterého vykreslíme výsledek.
Máme vše potřebné pro vygenero-
vání náhodných trénovacích dat. K
tomuto účelu budeme do matic tra-
inData1 a trainData2 ukládat ná-
hodné prvky vygenerované pomocí
funkce cvRandArr().
Teď už můžeme vytvořit objekt
CvKNearest, jenž v sobě imple-
mentuje Kmeans algoritmus. Při-
pravíme si matici nearest, do které
budeme vkládat nalezené prvky.
Samotné prvky budeme hledat po-
mocí metody find nearest() ob-
jektu CvKNearest. Výsledek pak
pomocí funkce cvSet2D() uklá-
dáme do obrázku..
Na konci skriptu vykreslíme i tré-
novací data z matic. Použijeme
funkce cvRound() pro zaokrouh-
lení matic s prvky typu float do
celočíselných souřadnic bodů typu
CvPoint a funkci cvCircle() pro
vykreslení bodů (kružnic). Uložíme
obrázek cvSaveImage() a uvolníme
paměť.
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2.1.5 Knihovna CvAux
CvAux knihovna rozšiřuje OpenCV o experimentální algoritmy pro detekci tváře
nebo segmentaci pozadí obrazu. Bohužel spousta věcí z této knihovny není vůbec
zdokumentována. Pro pochopení možností této knihovny nezbývá než prostudovat
cvaux.h. Tato knihovna obsahuje mnoho užitečných algoritmů, jako například Em-
bedded Hidden Markov Model (HMM)31, nebo funkce pro 3D sledování objektů. V
Příkladu 2.13 si ukážeme, jak jednoduše vypočíst rozdílnost mezi dvěma podobnými
obrázky. Ty tvoří soukolí ozubených kol, kde na každém obrázku mají různé nato-
čení. Zdrojové data a výsledek lze vidět v Obrázcích 2.6, kde levý dolní obrázek je
výsledek funkce FindStereoCorrespondence() a pravý dolní obrázek rozdílový sní-
mek vytvořený pomocí cvSub().
Obr. 2.6: Výsledek výpočtu rozdílnosti 2 vstupních obrazů
31Markovův model je statistický model. Systém, který se v něm modeluje, je nazýván Markovův
proces. HMM může být považován za nejjednodušší dynamickou Bayessovskou síť. První reálná
aplikace Markovových modelů bylo rozpoznávání hlasu z nahrávky. Později se HMM stal velmi
užitečným nástrojem při rozkódovávání DNA sekvence.
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5 int main(int argc,char**argv)
6 {
7 IplImage* srcLeft,*srcRight,*out im;
8 srcLeft=cvLoadImage(”gl1.png”,CV LOAD IMAGE GRAYSCALE);
9 srcRight=cvLoadImage(”gl2.png”,CV LOAD IMAGE GRAYSCALE
);
10 out im=cvCreateImage(cvGetSize(srcRight),IPL DEPTH 8U,1);
12 cvFindStereoCorrespondence(srcLeft,srcRight,










V prví části programu si načteme oba
vstupní obrázky načteme ve stupních šedi.
Poté využijeme funkce cvFindStereoCorre-
spondence(), která byla navržena k výpočtu
rozdílu mezi dvěma obrázky. Zvládá pouze
obrázky s jedním barevným kanálem, tedy
data ve stupních šedi. Výsledek pak uložíme
do souboru a uvolníme paměť. Pro porovnání
disparity a klasického rozdílového snímku je
dále použita funkce cvSub().
Je ale dobré si uvědomit, jak moc experimen-
tální knihovna CvAux je. Následuje výstup
z analytického programu a v něm lze vidět
jistou nedokonalost kódu.
Výstup programu valgrind
ERROR SUMMARY: 557593 errors from
47 contexts (suppressed: 6113 from
6)
malloc/free: in use at exit : 4,188 bytes
in 3 blocks.
malloc/free: 203 allocs , 200 frees ,
3,266,848 bytes allocated .
searching for pointers to 3 not−freed
blocks.
checked 5,824,560 bytes
2.1.6 Použití knihovny ve výuce kurzu MPOV
Kurz počítačové vidění si klade za cíl seznámit studenty s praktickým řešením
některých úloh v počítačovém vidění. Pokusím se navrhnout příklady na úlohy bo-
dové jasové transformace (viz Příklad 2.14) a redukci šumu (viz Příklad 2.15).V
první úloze máme za úkol vyrobit negativ z obrazu a následně jej ztmavit. Výsledek
můžeme vidět na obrázcích 2.7. Při řešení druhé úlohy nám budou vstupní data
obrázek s třemi barevnými kanály. Ten zaplníme náhodně generovaným šumem a
jako redukci šumu použijeme Gausovo rozostření. Výsledek můžeme porovnat na
Obrázcích 2.8, kde zleva je obrázek s šumem a vpravo výsledek po redukci šumu.
28
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
Příklad 2.14: Bodové jasové transformace[15]
1 #include <cv.h>
2 #include <highgui.h>
4 int main( int argc, char** argv )
5 {
6 IplImage* src=cvLoadImage(argv[1], 1);
7 if (src==NULL) return EXIT FAILURE;
9 IplImage *src yuv=cvCreateImage( cvGetSize(src),IPL DEPTH 8U , 3 );
10 IplImage *src gray=cvCreateImage( cvGetSize(src),IPL DEPTH 8U , 1 );
11 IplImage *src graybgr=cvCreateImage(cvGetSize(src),IPL DEPTH 8U , 3 );
12 IplImage *dst=cvCreateImage( cvGetSize(src),IPL DEPTH 8U , 3 );
14 cvSet(src gray ,cvScalar(50)) ;
15 cvCvtColor(src gray,src graybgr,CV GRAY2BGR);
16 cvCvtColor(src,src yuv,CV BGR2YCrCb);
17 cvNot(src yuv,dst);
18 cvCvtColor(dst,src yuv,CV YCrCb2BGR);
19 cvSaveImage( ”invert.png”, src yuv);
20 cvSub(src yuv,src graybgr,dst) ;






29 return EXIT SUCCESS;
30 }
Komentář
Na začátku si načteme zdro-
jová data, poté inicializujeme další
čtyři obrázky, kde jeden nasta-
víme pouze na grayscale. Bude po-
užit při ztmavení negativu, a proto
mu pomocí funkce cvSet() nasta-
víme pixely na hodnotu, o kterou
chceme obrázek ztmavit. Abychom
dále mohli pracovat s původním
obrázkem, musíme převést z data
z grayscale do bgr cvCvtColor(),
a tím máme vše potřebné přichys-
táno.
Nyní vytvoříme negativ použitím
funkce cvNot(), která uloží inverzní
hodnotu pixelu do jiného obrázku.
Hotový negativ uložíme.
A nyní negativ ztmavíme po-
mocí dříve připraveného obrázku a
funkce cvSub().
Obr. 2.7: Výsledek z Příkladu 2.14[22]
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Příklad 2.15: Vylepšení obrazu rozostřením šumu[15]
1 #include ”cv.h”
2 #include ”highgui.h”
4 int main(int argc,char**argv)
5 {
6 IplImage *img yuv,*y,*noise,*src=cvLoadImage(”tutanchamon2.png”,1);
7 if (src==NULL) return EXIT FAILURE;
8 img yuv=cvCloneImage(src);
9 cvCvtColor(src,img yuv,CV BGR2YCrCb);
10 CvSize src size =cvGetSize(src);
11 y=cvCreateImage(src size,IPL DEPTH 8U,1);
12 noise=cvCreateImage(src size,IPL DEPTH 32F,1);
13 cvSplit(img yuv,y,NULL,NULL,NULL);
14 CvRNG RNG=cvRNG(−1);
15 cvRandArr(&RNG,noise,CV RAND NORMAL,cvScalarAll(0),cvScalarAll(80));
16 #ifdef SMOOTH
17 cvSmooth(noise,noise,CV GAUSSIAN,5,5,1,1);
18 #define FILENAME ”out2.png”
19 #else











32 return EXIT SUCCESS;
33 }
Komentář
V první části programu načí-
táme a inicializujeme obrázky
cvLoadImage() a naklonujeme
ho do proměnné img yuv funkcí
cvCloneImage(). Poté si do pro-
měné uložíme rozměry původ-
ního obrázku, abychom ušetřili
program stáleho volání cvGet-
Size() a extrahujeme si jeden
kanál z img yuv do y pomocí
cvSplit(). Rutina cvRNG() inici-
alizuje generátor náhodných čí-
sel, který využíjeme při gene-
rování náhodného šumu cvRan-
dArr(). Velikost šumu je dána
velikostí argumentu funkce cvS-
calarAll().
Rozostření jednoduše apliku-
jeme na šum cvSmooth(). Poté
spojíme vygenerovaný šum s pů-
vodním obrázkem cvMerge() a
konvertujeme ho do jiného ba-
revného modelu cvCvtColor().
Nakonec výsledek uložíme a
uvolníme paměť.
Obr. 2.8: Nerozostřený a rozostřený výstup z Příkladu 2.15[22]
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2.2 Programovací jazyk Lua
Počátky jazyka na byly dány na Papežské katolické Universitě(PUC) v Riu de
Janeiru v Brazílii. Jeho první verze vznikla již v roce 1993 a téměř každoročně vy-
chází jeho nová aktuální verze. Poprvé měla veřejnost šanci Lua poznat na semináři
v Brazílii v roce 1994[14], kde se světu prezentovala jako jednoduchý a jednoduše
rozšiřovatelný jazyk.
Lua32 je skriptovací jazyk, což znamená, že skripty jsou spuštěny přes virtuální
stroj. Tento přístup má výhodu oproti klasickým jazykům (C, Pascal, Fortran) v
tom, že programy jsou multiplatformní33 a nemusí se po každé úpravě kompilovat34.
Lua je distribuována pod MIT licencí35, která ovšem dovoluje volné šíření a modi-
fikaci projektu. Jediný požadavek, který je dán touto licencí, je uvést copyright na
PUC-Rio36 v samotném produktu nebo jeho dokumentaci.
Mezi hlavní výhody toho jazyku oproti jiným jsou, velká rychlost, malá pamě-
ťová náročnost oproti jiným skriptovacím jazykům37, možnost programovat objek-
tově, ale i funkcionálně. Dále jej lze jednoduše začlenit do jiných aplikací38, vnitřní
mechanismy dovolují jednoduše a účelně určit základní chování.
Od doby svého vzniku se Lua stala velice používanou v akademických kruzích a
marketingu pro svou jednoduchost a účelnost. Potvrzuje to její oblíbenost například
v herním průmyslu. Na první pohled jsou skripty syntakticky podobné Pascalu, ale
Lua umožňuje programátorovi větší rozmanitost při psaní kódu.
2.2.1 Historie vývoje jazyka
Lua byla navržena na základech jazyka SOL39, rozdíly jdou vidět na Příkla-
dech 2.16 a 2.17.
32Název jazyka je odvozen ze španělštiny, kde znamená měsíc.
33Vyvíjení softwaru za pomocí nástrojů, které se nalézají na více platformách. Můžeme tedy
přeložit jeden kód na unixu a pak na MS Windows, bez toho aniž bychom museli zasahovat do
programu.
34Bytecode je přenositelnými pouze mezi platformami, které mají shodnou délku slova, tzn mů-
žeme přenést bytecode z Intel 32bit třeba na 32 bitového SPARCS.
35Licence MIT[7] je svobodná licence, která původně vznikla pro X Window System, její použití
se dá použít s licencí GPL.
36Papežská katolická Universita v Riu de Janeiru
37Vzhledem k malému množství základních knihoven má Lua interpretr velikost 150K.
38Lua je napsána v ANSI C. Tyto knihovny existují na mnoha platformách, a proto lze Lua
začlenit takřka všude.
39Jazyk SOL byl vyvinut jako vysoce konfigurovatelný generátor litologických(rozbor kamene)
profilů pro společnost Petrobras.
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Při návrhu syntaxe byly převzaty dobré vlastnosti již existujících jazyků, vět-
šina syntaxe vychází z jazyku Modula40, hromadné přiřazování proměnných a více
výstupních parametrů je z jazyka CLU41, z C++ jsou převzaty lokální proměnné a
ze SNOBOLu a Awku dále asociativní pole, které nazýváme tabulka. Kvůli progra-
mátorům FORTRANU, C a Pascalu bylo rozhodnuto, že středník na konci každého
příkazu je volitelný.
Příklad 2.16: Definování tabulky v SOL[9]
1 T = @track{ y=9, x=10, id=”1992−34” }
Příklad 2.17: Definování tabulky v Lua
1 T={y=9, x=10, id=”1992−34”}
Změny mezi vydanými verzemi jazyka
V průběhu vývoje jazyka byly použity dva různé koncepty virtuálního stroje (VM).
Až do verze 5.0 byl používán VM implementován na konceptu stacku42. Měl výhody
relativně dobrého výkonu, ale časem se stal příliš složitý na údržbu, a proto bylo
rozhodnuto re-implementovat ho. Od verze 5.0 Lua obsahuje VM založený na regis-
tru43.
V současnosti se používají dvě verze 5.0 a 5.1, mezi kterými jsou ale velké
změny. Ty jsou popsány detailně v Tabulce 2.1. Proto některé aplikace napsané
ve verzích starších než 5.0 už nefungují v aktuální verzi. Je nutno podotknout, že
není příliš doporučeno používat starší verze než 5.0 z důvodů kompatibility.44. Verze
5.0 s sebou přinesla vynikající možnosti vláken a nové ošetření chyb. Taktéž již
všechny funkce byly přepracovány z built-in do oficiálního API. Verze 5.0 přestala
být vyvíjena v roce 200645.
S verzí 5.1 přišel zcela nový modulární systém, inkrementální garbage collector
(GC)46 a nový mechanismus pro proměnné parametry funkcí.
40Modula je zaniklým následníkem Pascalu. Byla vyvinuta v 70. letech Nikausem Wirthem.
41Jazyk CLU byl vyvinut na institutu technologie v Massachusetts (MIT) v letech 1974-1975.
Znamenal klíčový posun v objektově orientovaném programování, kvůli jeho pokrokovým koncep-
tům abstraktních typů a konstruktorů operujících nad nimi.
42Zásobníkový virtualní stroj má tu nevýhodu, že je uložen v paměti, která ale nemůže konkuro-
vat rychlosti registrovým VM. Naopak registrový VM potřebuje naimplementovat více instrukcí.
43Má se za to, že Lua byla prvním jazykem, kde byl využit register-based VM[9].
44Poslední vydání verze 4.0 vyšlo 26. 7. 2002, a tudíž je vidět relativně velká časová propast mezi
verzemi 5.0 a 4.0.
45Poslední vydání verze 5.0 bylo vydáno 26. 6. 2006 a subversion 5.0.3 je jeho posledním vydáním.
46U inkrementálního přístupu úklidu dat se využívá schopnosti přerušit procházení a následně
na něj nevázat. Mezi tím je možno dále spouštět uživatelský kód.
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Tab. 2.1: Přehled vývoje jazyka Lua[9]
1.0 1.1 2.1 2.2 2.4 2.5 3.0 3.1 3.2 4.0 5.0 5.1
konstruktory            
garbage collector            
objektové programování          
debug API         
externí kompilátor        
vyhodnocování stringů       
podmínková kompilace   
for statement   




2.2.2 Stručné seznámení s jazykem Lua
Jazyk Lua se liší tím, že jeho proměnné jsou reference na paměť, rozlišujeme
pouze typ data v paměti. Jako v jazyku Scheme47, tak i Lua nedrží strukturované






 Lua a C funkce
Boolean je implementován, tak jako v Lispu50, kde nil je False a jakákoliv
jiná hodnota je True. Vzhledem k tomu, že Lua není principiálně objektový, ale
47Scheme je minimalistický funkcionální jazyk, který se používá jen zřídka.
48Čísla jsou implementovány jako floating-point dle normy IEEE 754. V základním nastavení
jsou čísla definována jako typ double.
49Userdata jsou ukazatele na paměť, zpravidla to bývají data předávaná z C nebo C++ knihov-
nou.
50Jeho specifikace prvně vyšly v roce 1958, druhý nejdéle používaným vyšší jazyk. Byl navržen
jako nástroj pro snadnou interpretaci matematických výrazů, a jejich výpočtu.
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funkcionální jazyk, jakékoliv struktury jsou v podstatě tabulky51. Ať už simulujeme
chování tříd nebo struktur, vše je to uloženo v tabulkách. Což je jedna z největších
výhod jazyka. Díky tomu nejsme omezováni implementací tříd a jejich metod. Vše
si můžeme jednoduše navrhnout sami a určíme, jak se má program chovat. Lua je
postavena na myšlence, že všechno lze měnit, konvertovat na cokoliv. Z předcházející
věty tedy vyplývá, že v Lua neexistují konstantní proměnné. Na tento problém
existují mechanismy, jak toto chování obejít.
Lua podporuje základní sadu operátorů, které jsou až na pár příkladů prak-
ticky stejné jako v jazyce Pascal/Modula. Jak můžeme vidět v Tabulce 2.2, většina
operátorů je standardních, rozdíly můžeme vidět pouze v použití ∼= jako operátor
nerovná se. Velice užitečný operátor je #, který vrací délku stringu, anebo počet
položek tabulky. Operátor . . se používá na spojování stringů.
Při psaní Lua skripů není povinné dodržování středníků a některých závo-
rek(viz Příklad 2.18). Existují dva typy komentářů, a to jednořádkový, jenž je im-
plementován již od raných verzí. Víceřádkový komentář byl přidán až ve verzi 5.1.
Jejich použití je možno vidět na Příkladu 2.19.
Příklad 2.18: Příklad volitelné syntaxe

















Tab. 2.2: Kompletní seznam operátorů jazyka Lua
Seznam operátorů
Matematické + - * / % ˆ
Stringové . . #
Tabulkové . : #
Podmínkové == ∼= <=>= < > not or and
Přiřázovací =
51Tento kontejner je v jazyce Lua implementován jako hash tabulka.
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Podmínky
Podmínky se tvoří klasickou Pascalovskou konstrukcí if exp then do smt()end. End
nelze vynechat ani v jednoduchých jedno-příkazových podmínkách, jak lze vidět
v Příkladu 2.20. Je to ochrana před nebezpečnými situacemi, ke kterým mohlo dojít
např. v jazyce C, kdy překladač při vnořených podmínkách a špatném ozávorkování
špatně přiřadil else do struktury programu (viz Příklad 2.21).
Velice často se v Lua používá ternárních operátorů. Díky nim lze často elegantním
způsobem zkrátit kód (viz Příklad 2.22).
Příklad 2.20: Nested if statement
1 if a==1 then
2 print(1)





Příklad 2.21: Mishmash C if statement
1 if (a!=NULL)
2 if (a>b) do smt();
3 else do smt else() ;
Příklad 2.22: Ternární operátor
1 tab=nil




5 print(a>b and ’A > B’ or ’B > A’) −−vytiskne
A > B
V tomto příkladě by překladač else vyhodnotil jako část vnořené podmínky a
ne nadřazené, taktéž nemůžeme přiřazovat proměnné data uvnitř vyhodnocovacího
výrazu. Tato technika se bohatě využívá v C a C++. if ((buff=get data())!=IO ERROR)
do smth(); . Pokud stejný příklad zapíšeme do Lua tímto způsobem, interpretr ohlásí
chybu. Nedovolí použití přiřazovacího operátoru v podmínkovém výrazu.
Cykly
V Lua existují všechny známé cykly včetně obdoby foreach, lze zde nalézt podob-
nost s Unix shell for statement52. Nejjednodušší je pro ilustraci uvést trojici Příkladů
2.23, 2.24 a 2.25.
52V Unixovém shellu se foreach provádí podobnou konstrukcí for i in list ; do; echo $i ; done.
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Příklad 2.23: For statement
1 for i=0,100,10 do print(i) end
2 for i , j in pairs(table) do print(i,j) end
Příklad 2.24: While statement
1 i=0 while(i<10) do i=i+1 print(i) end}
Příklad 2.25: Repeat-Until statement
1 i=0 repeat i=i+1 until i>9
Komentář ke kódu
První cyklus, jak už zápis napovídá, provede 10 iterací
proměnné i pokaždé o 10. Druhý cyklus vypíše všechny
prvky modulu (tabulky). Tato syntax je obdoba příkazu
foreach známého z jiných jazyků.
Cyklus while není nijak odlišný od běžných jazyků, opět
vypíše 10 čísel v rozsahu 0 až 9.
Zde je obdoba do-while, který je podobný repeat-until z
Pascalu. Operace se provádí až do doby, kdy nezačne pod-
mínka platit. Tento příklad tedy iteruje i, až do hodnoty
10.
Funkce
V Lua lze k funkcím přistupovat několika způsoby. Můžeme funkce klasicky defi-
novat i s názvem53, nebo je můžeme přímo přiřadit do proměnné (viz Příklad 2.26).
Fukce mohou vracet jakýkoliv typ a jakýkoliv počet výsledků. Můžeme takto vrátit
velké množství hodnot, aniž bychom je museli předat jako tabulku (pole). I funkce
mohou být předány (viz. Příklad 2.27), což vychází z teorie o funkcionálním progra-
mování.
Příklad 2.26: Definice funkcí
1 function secti(a,b)
2 return (a+b)
3 end −−fce vraci jeden vysledek
5 function my print(s)
6 print(s)
7 end −−fce nevraci zadny vysledek
9 function add(a,b,c)
10 return (a. .b),(a. .c)
11 end −−fce vraci 2 vysledky
13 test=function() return ’test string’ end −−do
promene test se ulozi funkce ktera vraci ”test
string”
Příklad 2.27: Funkce, co vrací funkce
1 test=function(arg)












15 print(test(nil)(1) , test (1)(1)) −−vystup bude 3
6
Lua v základní výbavě neobsahuje příliš mnoho funkcí54, o zbytek nástrojů se starají
53Definice funkce může být anonymní. interpretr vytvoří proměnnou s názvem funkce. Tedy zápis
test=function(). . .end je ekvivalentní jako function test(). . .end .
54Seznam built-in funkcí lze nalézt na stránkách jazyka Lua[8].
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moduly55. Zde uvádím pouze nejvíce používané funkce:
 assert() - vyvolá chybu, pokud argument je nil, nebo false.
 error() - vyvolá konec programu a ohlásí error zprávu.
 getmetatable() - vrátí metatabulku tabulky.
 loadstring()56 - načte string a dá ho na vrchol stacku.
 pairs() - načte aktuální klíč a hodnotu tabulky, využívá iterátorů.
 print() - vypíše obsah na standartní výstupy.
 require() - načte modul, nebo spustí lua skript podle jména v argumentu.
 setmetatable() - nastaví metatabulku tabulce, kterou pak vrátí.
 tonumber() - konvertuje cokoliv na číslo.
 tostring() - konvertuje cokoliv na řetězec.
 type() - vrací identifikaci prvku podle argumentu.
 unpack() - vrací list hodnot z tabulky.
Tabulky
Tabulky mohou udržovat jakýkoliv zmíněný typ jako položku. Může obsahovat
funkce, proměnné, jiné tabulky a speciální metatabulku. Jak jsem již zmínil, ta-
bulka je implementována jako hash tabulka, čímž prakticky nevzniká omezení jako v
klasických jazycích, kde musí být každá položka pole stejného typu. Vnitřní struk-
tura tabulky je definována v Příkladu 2.30. Tabulky jsou automaticky indexovány
od 157 nebo pomocí klíčů58 (viz Příklad 2.28).
Jak je z Příkladu 2.28 vidět, tak hodnoty, které vybavíme klíčem, nejsou pří-
stupné přes index, ale pouze přes klíč. Ovšem všechny položky tabulky mohou být
přístupné přes funkci pairs() jako je to v Příkladu 2.29.
55Lua byla navržena s myšlenkou, že bude dodávat pouze ty nejnutnější funkce, předpokládá se,
že zbytek funkčnosti obstarají moduly třetích stran.
56Pomocí funkce loadstring() a funkce assert() lze do jazyka implementovat funkci eval.
57Není ovšem problém indexovat tabulky od kteréhokoliv čísla, i záporného. Musí jít ale o celo-
číselné číslo.
58Klíč udává název položky tabulky, je tedy implementován jako string.
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Příklad 2.28: Operace s tabulkou
1 #!/usr/bin/env lua
2 my table={




7 function(a,b)return (a+b) end,
8 {1,2,3}
9 }
11 print(’Vypis polozek tabulky’)




17 new var1=my table[1]
18 new var2=my table[’key1’]
19 new var3=my table[4](1,2)
20 new var4=my table[5][1]
22 print(’Vypis promenych’)
23 for i=1,4 do
24 assert(loadstring(”print(new var”. .i. .”)”))()
25 end
Příklad 2.29: Výpis všech položek tabulky
1 for i , j in pairs(my table) do
2 print(i, j)
3 end
Příklad 2.30: Implementace tabulky[8]
1 typedef struct Table {
2 CommonHeader;
3 lu byte flags ; /* 1<<p means tagmethod(p) is
not present */
4 lu byte lsizenode ; /* log2 of size of ‘node’
array */
5 struct Table *metatable;
6 TValue *array; /* array part */
7 Node *node;
8 Node *lastfree ; /* any free position is before
this position */
9 GCObject *gclist;








5 table : 0x9ea15b0












5 table : 0x9c15560
key1 content of key1
12 #define TValuefields Value value; int tt
14 typedef struct lua TValue {
15 TValuefields;
16 } TValue;
18 typedef union TKey {
19 struct {
20 TValuefields;




26 typedef struct Node {
27 TValue i val;
28 TKey i key;
29 } Node;
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Meta tabulky
Metatabulky jsou zvláštním druhem tabulek (viz. Příklad 2.30). Je to mecha-
nizmus pro implementaci operátorů, členských funkcí, konstant nebo dědičnosti.
Všechny tyto operace mohou být implementované pomocí meta method. Tyto me-
tody jsou uloženy v metatabulce jako reference na dříve definované funkce. Me-
tatabulky se dají přiřadit tabulce pomocí speciální funkce setmetatable(), naopak
extrahovat metatabulku z tabulky lze pomocí funkce getmetatable().
Aby interpret věděl, jakou metodu zavolat při specifickém operátoru, existuje
unifikovaný seznam operátorů59(viz Tabulka 2.3).
Tab. 2.3: Seznam operátorů metatabulky
Operátor Znak Popis
index . přístup k proměnné tabulky
newindex = za účelem změny hodnoty
add + operace sčítání
sub - operace odčítání
mul * operace násobení
div / operace dělení
mod % zbytek po celočíselném dělení
pow ˆ operace s exponentem
unm - operace jednočlenného odčítání
concat . . operace spojování tabulek
len # získání délky tabulky
eq == podmínkové - ekvivalentní
le <= podmínkové - menší nebo ekvivalentní
lt < podmínkové - menší
call volá funkci při každém načtení tabulky
gc volá funkci až před uvolněním paměti garbage collectorem
tostring volán při funkci print()
metatable nastavuje ochranu metatabulky proti přepsání
Tabulky za normálních okolností nemohou mít konstantní proměnné. Pokud
opravdu potřebujeme mít jistotu konstantních dat, můžeme navrhnout algoritmus
(viz Příklad 2.31). Lua je implementována aby absence konstant byla spíše výhodou
59Kompletní seznam operátorů lze nalézt v Reference Manual[8].
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než chybou v návrhu.


















18 for i , j in pairs(getmetatable(tabulka konstant).
index) do print(i,j) end
20 tabulka konstant.PI=3
Komentář
K prázdné tabulce tabulka konstant přiřadíme metata-
bulku, jež má u položky index tabulku se samotnými
hodnotami pro naše konstanty. I když samotná tabulka je
prázdná, tak když zažádáme o hodnotu, interpret vyhod-
notí položku tabulky index.
Poté nastavíme funkci newindex, která se volá při operaci
přiřazování hodnoty. Abychom docílili zákazu přepisování
hodnot, musíme v této funkci vyvolat chybu. To má na
starosti funkce error().






lua: ./meta.lua:13: Can’t change constant PI to value 3
stack traceback:
[C]: in function ’error’
./meta.lua:13: in function <./meta.lua:12>
./meta.lua:20: in main chunk
[C]: ?
V některých případech může být vhodné ještě přidání metametody metatable,
díky které dokážeme zabránit úpravě metatabulky v tabulce. Toto chování může
být výhodné například pokud nechceme, aby členské funkce tabulky nemohly být
doplňovány nebo měněny. Pokud použijeme stejnou tabulku tab definovanou v před-
chozím příkladě (Příklad 2.31), tak můžeme použít konstrukci z Příkladu 2.32.
Příklad 2.32: Chráněná metatabulka
1 mt=getmetatable(tabulka konstant)
2 mt. metatable=false
3 tabulka konstant=setmetatable(tabulka konstant,mt)
Výstup skriptu
lua: ./ test . lua :26: cannot change a protected
metatable
stack traceback:
[C]: in function ’setmetatable’
./ test . lua :26: in main chunk
[C]: ?
2.2.3 Moduly
Lua má implementovány jen ty nejnutnější algoritmy pro základní funkcionalitu.
Právě proto jsou k Lua standardně přidávány knihovny se základními funkcemi,
na které jsme zvyklí z jiných jazyků. Ať už je to modul pro manipulaci s řetězci,
nebo pro operaci s datovým tokem. Bývá zvykem, že moduly do Lua se píšou v
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C / C++ pro velkou efektivitu těchto jazyků a hlavně pro podporu C API60 v
Lua. Není vyloučen tvorba modulu i v samotné Lua. Nebo ještě výstředněji použití
Lua v C,C++ programu, kde otevřeme Lua interpret a kus kódu provedeme v Lua
a zbytek provede C (viz strana 50). Moduly se inicializují pomocí dříve zmíněné
funkce require()61, která zaregistruje daný modul do tabulky modulů, a tím zajistí,
aby se moduly nenačítaly několikrát.
Modul pro práci s řetězci
Pro práci s řetězci existuje string modul, jenž zajišťuje známé rutiny z jiných ja-
zyků62. Taktéž zde nalezneme velice dobrý nástroj pattern matching63 skoro tak, jak
ho známe z POSIX regulárních výrazů. Lze zde vidět hlavní výhodu oproti použití
regulárních výrazů v C a C++, v Lua se regulární výrazy nemusí zvlášť kompi-
lovat. Lua rozlišuje obvyklou sadu operátorů známou z regulárních výrazů. Nutno
podotknout, že Lua pattern matching implementuje pouze základní chování regulár-
ních výrazů, není plnohodnotný. Na úplnou implementaci existují knihovny64, které
Lua rozšiřují o POSIX a PCRE65.
Pattern matching zná základní znakové třídy (kompletní seznam je v Tabulce
2.4). V Příkladu 2.33 je naznačena možná cesta k využití string modulu pomocí
pattern matching-u, zatímco v Příkladu 2.34 lze vidět klasickou metodu hledání
substringu. Tato metoda je blízká například jazyku C a Pascal66.
60C Aplication Program Interface je sada funkcí, díky kterým dokážeme ovládat z jazyka C Lua
interpret.
61Funkce require() je závislá na prostředí operačního systému. Například na Unix systémech
hledá v jiných umístěních než ve Windows.
62Funkce string.find() a string.sub() se dají přirovnat s C funkcemi strchr() a strstr().
63Pattern je textový řetězec, díky kterému definujeme možné tvary hledaného výrazu.
64Mezi regexp knihovny patří např. Lrexlib a LPeg.
65POSIX a PCRE jsou dvě základní normy regulérních výrazů[6]. PCRE je název pro perl regular
expression. V současnosti se u POSIX reg. výrazů využívá jeho novější implementace extended
regular expression, definované v normě POSIX 2.
66Manipulace s řetězci pomocí klasických funkcí je systémově efektivnější než použití regulérních
výrazů. Regulérní výrazy naopak přinášejí podstatné zjednodušení a také velkou efektivitu kódu z
hlediska programátora.
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Příklad 2.33: Příklad manipulace s řetězci
1 #!/usr/bin/env lua
2 str=”hello world from lua script”







9 for key,val in string .gmatch(str,”(%w+)=([ˆ\n]+)”)
10 do
11 tab[key]=string.upper(val) −−vytvoreni polozky tabulky dle klice a
hodnoty
12 end
13 for i , j in pairs(tab) do print(i,j) end −−vypsani tabulky
14 print(’−−−−−−’)




















Tab. 2.4: Tabulka znakových tříd pro pattern matching
Znakové třídy
x x znázorňuje znak kromě řídících znaků, ty se musí uvozovat
. znázorňuje jakýkoliv znak
%a znázorňuje jakékoliv písmeno
%c znázorňuje kontrolní znaky
%d znázorňuje jakoukoliv číslici
%l znázorňuje jakékoliv malé písmeno
%p znázorňuje jakýkoliv interpunkční znak
%s znázorňuje jakoukoliv mezeru
%u znázorňuje jakékoliv velké písmeno
%w znázorňuje jakoukoliv číslice nebo znak
%x znázorňuje jakékoliv hexadecimální číslo
%magic takto se dají uvozovat řídící znaky
[] seznam možných znaků, tříd
[ˆ] seznam všech znaků, tříd, které být nesmí
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Příklad 2.34: Práce s řetězci ve stylu jazyka C
1 #!/usr/bin/env lua
2 buffer=io.popen(’amixer get Master’,”r”)
3 res=buffer:read(”*all”)
4 buffer : close ()
5 res=string.sub(res, string . find(res ,”Mono: Playback ”)+string.len(”Mono
: Playback ”))
6 vol=string.sub(res, string . find(res ,’ ’)+2,string. find(res ,’]’) −2)










Limits: Playback 0 − 64




Modul pro manipulaci s tabulkami
Lua přináší všechny nejnutnější nástroje a operátory pro manipulaci s tabulkami.
Tam kde potřebuje větší funkcionalitu, nám pomůže Table modul. Ten tyto nástroje
dále rozšiřuje a přináší sadu uživatelských funkcí. V Příkladu 2.35 si předvedeme,
jak jednoduše využít základním možnosti table modulu.








10 table . insert (tab,3,12)
11 table . insert (tab,10)
12 table .remove(tab)
14 tab.name=nil
16 for i , j in pairs(tab) do print(i,j) end
18 print(table.maxn(tab))
Komentář
Vytváříme tabulku tab, která má položky name, age, height. Jak
už bylo dříve zmíněno, tyto položky nejsou přístupné přes index,
pouze přes klíč, nebo operátor . (tečka).
První volání funkce table.remove() nesmaže nic, protože maže
pouze položky přístupné přes index. Následující table.insert()
vloží číslo 12 na pozici 3, další table.insert() je ale ihned sma-
zán následujícím voláním table.remove(). Nakonec vymažeme
položku name a to tím, že ji nastavíme na nil.
Následuje již známý způsob kompletního vypsání tabulky.







Input a Output modul
Tento modul má na starosti pracovat se standardními vstupy, výstupy, soubory.
Bohužel neimplementuje o moc více než klasické ANSI C. Z mého pohledu mi zde
chybí podpora streamů67.
67Data streamy jsou implementovány až v jazyce C++, není se tedy co divit, že nejsou zahrnuty
v Lua. Autoři by museli napsat úplně novou implementaci, a to pouze v ANSI C, což bohužel nelze.
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Rutiny tohoto modulu lze vyzkoušet na Příkladu 2.36, který načte parsovaný sou-
bor, přiřadí mu čísla řádků a následně vypíše na stderr68.
Příklad 2.36: Funkce IO modulu
1 #!/usr/bin/env lua
2 local file =io.open(’io module.lua ’,’ r ’)
3 io .output(io. stderr) −−nastavi output na stderr
4 count=0





10 file : close () −−zavre file descriptor
Výstup skriptu
0 #!/usr/bin/env lua
1 local file =io.open(’io module.lua ’,’ r ’)
2 io .output(io. stderr) −−nastavi output na stderr
3 count=0





9 file : close () −−zavre file descriptor
Povšimněme si, že proměnná file jsou vlastně userdata s metatabulkou, protože ji-
nak by nemohly obsahovat funkce jako file:close(). Jednoduchým Příkladem 2.37 si
můžeme ukázat, jak vypadají všechny funkce tohoto file deskriptoru.
Příklad 2.37: Vypsání metod file descriptoru










index table : 0x844e7c0
tostring function: 0x844e9b8
Matematický modul
Matematický modul zprostředkovává všechny základní matematické operace, není
tedy problém při výpočtu jakýchkoliv běžných matematických operací69. V Lua
neexistuje funkce na zaokrouhlování s přesností na desetinná místa, proto si v Pří-
kladu 2.38 zkusíme, jak tuto funkci implementovat. Pro generování náhodných čísel
používáme funkci math.round(), je to generátor pseudonáhodných čísel70 převzatý z
C.
68Stderr je standardní chybový výstup, který má například v Unix systémech hodnotu 2.
69Lua v základní výbavě podporuje celou C knihovnu math.h. Jsou zde tedy goniometrické funkce,
logaritmy, odmocniny, či generátor náhodného čísla.
70Generovaná čísla jsou spíše pseudonáhodná, není proto vhodné tato čísla používat například
při šifrování a tam, kde musíme mít jistotu, že postup nepůjde reprodukovat.
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Příklad 2.38: Implementace funkce round
1 #!/usr/bin/env lua
3 function math.round(num,d)
4 d=(not d or d<0) and 0 or d
5 local tmp=num*math.pow(10,d)
6 round f=tmp%1>=0.5 and math.ceil or math.floor
7 return round f(tmp)/math.pow(10,d)
8 end
10 print(”Puvodni | Zaokrouhlene| Desetina mista”)
12 for i=0,4 do
13 tmp=math.random(1,10000)/(10ˆ(i+1))
14 print(tmp,’ | ’, math.round(tmp,i),’ | ’, i )
15 end
Výstup skriptu
Puvodni | Zaokrouhlene| Desetina mista
840.2 | 840 | 0
39.44 | 39.4 | 1
7.831 | 7.83 | 2
0.7985 | 0.799 | 3
0.09117 | 0.0912 | 4
OS modul
K integraci jazyku Lua do operačního systému slouží OS modul. Najdeme zde
systémové funkce, které využívají C knihovnu stdlib.h. Modul obsahuje funkce jak
pro nastavení proměnných prostředí, tak i funkce pro získávání dat ze systému. Ty-
pickým příkladem je získání systémového času os.data(). Občas je třeba i spouštět
programy z našich skriptů a k tomu slouží funkce os.execute()71. Tak jako v před-
chozích sekcích uvedeme jednoduchý skript využívající tento modul a to Příklad 2.39.
Příklad 2.39: Funkce z OS modulu
1 #!/usr/bin/env lua
2 vars={’USER’,’PWD’,’HOME’,’TERM’,’SHELL’}
4 for i=1,#vars do print(os.getenv(vars[i])) end
6 print(’Current date: ’. . os.date())
8 if (not os.execute(”asdf”)) then os.exit(0)







Current date: Wed Nov 11 16:09:06 2009
sh: A: command not found
lua: ./ test . lua :19: Can’t execute program A
stack traceback:
[C]: in function ’error’
./ test . lua :19: in main chunk
[C]: ?
Ladicí modul
Tento modul rozšiřuje možnost jazyka o interaktivní ladění skriptu. Nepřináší do
něj funkční debugger, ale implementuje všechny základní funkce, které jsou třeba při
napsání vlastního. Je velice pohodlné, že můžeme ladit skript v jakémkoliv místě a
až zjistíme, co jsme potřebovali, můžeme ladící režim opět vypnout a nechat skript
71Funkce os.execute() je implementován jako wrapper pro C funkci system().
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pokračovat tam kde skončil. Není to jako v jazycích C a C++, u kterých musíme
nastavit breakpoint a poté postupovat přes každou instrukci. Debug interface je
prakticky rozšířený Lua interpret. Je dobré poznamenat, že funkce assert() je již v
základní výbavě jazyka Lua a není pro ni třeba modulu debug.
Pro debug knihovnu není problém zjistit načtené knihovny, informace o dané funkci,
jejich lokálních proměnných, či zjistit aktuální traceback. Modul s debuggerem je
dobrý nástroj, jenž nezabraňuje psát i malé skripty v něm samotném, pokud je to
třeba. Zpět do průběhu skriptu z debug modu se dostaneme pomocí příkazu cont72.V
Příkladu 2.40 je jednoduše ukázáno využití modulu debug.






6 if (type(tab)==”table”) then


















short src ./ test . lua





(debug command):1: in main chunk
[C]: in function ’debug’
./ test . lua :40: in main chunk
[C]: ?
lua debug> cont
1 2 3 4 5
72Příkaz cont je pouze hodnota, není svázána s jakoukoliv funkcí.
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2.2.4 Objektový přístup v Lua
V této kapitole si shrneme dosavadní informace a programovací praktiky jazyka
Lua jednoduchou implementací TSeznam, seznamu telefonních kontaktů a jeho ob-
služných funkcí. Za cíl si klademe napodobit chování objektového programování a
dědičnosti. Objektové programování v Lua je možné jen díky mechanismu metatabu-
lek73. Pro pochopení implementace dědičnosti je nejjednodušší využít jednoduchého
Příkladu 2.41. V uvedeném příkladu nalezneme pouze nejnutnější výbavu pro dědění
metod a vlastností. Věci jako protected metody, či vlastnosti musíme implementovat
sami. Také bývá vhodné při objektovém návrhu vytvořit funkci, která bude sloužit
jako konstruktor. Není totiž příliš vhodné, abychom pro každý vytvořený child prvek
ručně definovali dědičnost a hlavně celou sadu operátorů.
V Příkladu 2.41 byla u funkcí používána proměnná self. Reálný význam této pro-
měnné je pouze u typu členské funkce zadané způsobem jako na řádku 37. V ostat-
ních případech je to pouze lokální proměnná74.
Pro úplnost jsem implementoval třídu TSeznam, která dokáže udržovat, ma-
nipulovat, ukládat a načítat seznamy. V tomto příkladu nalezneme prakticky vše
z objektového programování v Lua, co budeme dále potřebovat v této práci. Jako
doplněk byly implementovány i základní operátory75 jako + a -. Kompletní zdrojový
kód je v Příkladu 2.42 a následně jeho využití v Příkladu 2.43.
73Metatabulky byly implementovány až od verze 5.0, do té doby fungoval jiný mechanismus
(tagy), kterému se v této práci věnovat nebudeme.
74Funkce volané s operátorem : místo . jsou volány stejně, až na rozdíl, že se automaticky přidá
reference na tabulku jako první argument. Tedy není rozdíl mezi obj.foo(obj) a obj:foo().
75Bylo by dobré připomenout teorii operátorů. Operátory +, - a zbylé operátory pro matematické
operace vždy musí vytvořit dočasný prvek, nikdy se výsledek nesmí ukládat například do prvního
z dvojce.
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11 local mt=getmetatable(self) or {}
12 if not mt. index then




16 for name in pairs(mt. index) do
17 tmp[name]=mt. index[name]
18 end
19 for name in pairs(self) do
20 tmp[name]=self[name]
21 end











36 −−Child.getWidth=function(self) return self.width
end
37 −−function Child:getWidth() return self.width end







47 print(”\nUprava vlastnosti potomka”)
48 Child. visible =0
49 Child.color=’blue’
50 Child:getInfo()
51 print(’\nTest zda potomek potomek neni rodic’)
52 print(”Child’s width: ”,Child:getWidth())
53 print(”Parent’s width: ”,Parent:getWidth())
Komentář
V první části skriptu definujeme tabulku Parent, která
bude působit jako předek. Naproti tomu definujeme ta-
bulku Child, která sdílí metody a vlastnosti svého předka.
Samotnou dědičnost nastavujeme funkcí setmetatable(),
kde tabulce Child přiřazujeme metatabulku, ta obsahuje
referenci na rodičovský prvek.
Funkčnost této implementace dokazuje následující sada
příkazů, kde vypisujeme postupně vlastnosti zděděné a
vlastní. Taktéž zajímavé je různé zapsání stejných funkcí
na řádcích 36-38.
Na konci skriptu kontrolujeme, zda nějakou chybou v im-
plementaci rodičovský prvek nepřijal child metodu ge-























Test zda potomek potomek neni rodic
Child’s width: 4
lua: ./heritage .lua :53: attempt to call method ’
getWidth’ (a nil value)
stack traceback:
./heritage .lua :53: in main chunk
[C]: ?
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Příklad 2.42: Návrh třídy TSeznam
1 TSeznam={}
2 TSeznam. index=TSeznam −−definovani metatabulky









12 local file =io.open(filename,’r ’)
13 tmp=TSeznam.New()
14 local str=file :read(’* l ’) −−cteni souboru po
radcich
15 while (str˜=nil) do
16 −−matchnuti zaznamu do promenych
17 name,tel=string.match(str,”([ˆ ]+) +(.+)”)
18 tmp:Add(name,tel)
19 str=file :read(’* l ’)
20 end






28 if filename˜=nil then
29 local file =io.open(filename,’w’)
30 for name,tel in pairs(self .Data) do
31 −−zapisovani kazdeho zaznamu
32 file :write( string .format(”%s %d\n”,name,tel))
33 end
34 file : close ()
35 end
36 end
38 function TSeznam:Delete() self.Data=nil end
39 function TSeznam: tostring(t) −−operator pro print
40 local data=’TSeznam with records:\n’
41 for i , j in pairs(self .Data or {}) do
42 data=string.format(’%s %s|%s,’,data,i, j)
43 end
44 return data. .’\n’
45 end
47 function TSeznam: add(list) −−operator pro scitani
48 tmp=TSeznam.New()
49 for name,tel in pairs(self .Data or {}) do tmp.
Data[name]=tel end




54 function TSeznam: sub(list) −−operator pro
odcitani
55 tmp=TSeznam.New()
56 for name,tel in pairs(self .Data or {}) do tmp
.Data[name]=tel end
57 for name,tel in pairs( list .Data or {}) do





63 function TSeznam:Add(name,tel) self.Data[
name]=tel end
65 function TSeznam:Remove(name) self.Data[
name]=nil end
67 function TSeznam:Search(DATA) −−fce pro
zjisteni cisla dle jmena
68 if (DATA) then
69 matched={}
70 typ=type(DATA)
71 if (typ==”string”) then −−pokud
vyhledavame pouze dle jmena
72 for name,tel in pairs(self .Data) do





77 elseif typ==”integer” then −−pokud
vyhledavame dle cisla
78 for name,tel in pairs(self .Data) do
79 if (self .Data[name]==DATA) then
matched[name]=tel end
80 end
81 elseif typ==”table” then −−pokud dle
tabulky
82 for name,tel in pairs(DATA or {}) do
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16 for i , j in pairs(seznam3:Search((seznam+seznam2):Search
(”MaM”)) or {}) do
17 print(i, j)







simca nove|2342332, mamka|23423, simca






mamka|23423, MaMka|233, simca nove




2.2.5 Přemostění C a C++ funkcí
V této kapitole si kladu za cíl objasnit vytváření C a C++ modulů76 do jazyka Lua.
Vzhledem k tomu, že Lua je napsána v C, je pro tento úkol dostatečně vybavena. Ke
psaní modulů slouží Lua C API[8]. Prakticky existuje dvoje využití C API. Můžeme
využívat jazyk Lua uvnitř C, nebo používat C uvnitř Lua. Obě metody mají různá
využití. Využití prvního přístupu nám do C zavádí naprosto novou funkcionalitu,
sadu funkcí a možnost využívat jakékoliv Lua knihovny, což může efektivně zkrátit
a zpřehlednit kód za cenu minimální ztráty výkonu.
Druhým přístupem je psaní C modulu do Lua. Je to výhodné tehdy, chceme-li
implementovat přemostění mezi C, C++ knihovnami a jazykem Lua. Takto můžeme
vytvořit například přemostění ke grafickému rozhraní nebo i k implementaci bindings
mezi různými jazyky napsanými v C a C++. Mohli bychom takto například využívat
Python knihovny v Lua, což by mohlo být velmi výhodné, protože do jazyka Python
existuje mnohem více knihoven77 než do Lua.
76Moduly v Lua nejsou přesně to samé, co chápeme u jiných skriptovacích jazyků, jsou pouze
tabulky. Nejsou konstantní a můžeme je bez problémů měnit .
77Funkcionální výbava jazyka Lua oproti Pythonu je slabší z důvodu, že oba jazyky směřují k
jiném cíli. Lua směřuje k rychlosti a schopnosti se integrovat takřka všude, zatímco Python sází
na velkou škálu knihoven a funkcí. Python si to může dovolit, protože se používá pouze na PC.
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Využití Lua interpretru uvnitř jazyka C
Tento přístup může být velice přínosný, protože do jazyka C přináší jednoduchou
funkcionalitu skriptovacího jazyka. Můžeme proto využívat všechny možnosti jazyka
Lua v prostém C. V obrázku 2.9 je tento postup zjednodušeně nakreslen. Existuje
několik způsobů jak spustit Lua kód z C:
 pomocí funkce lua loadstring()
 pomocí externího Lua skriptu a funkce lua dofile()
 skrze metody lua call(), lua pcall()
Obr. 2.9: Blokové znázornění spolupráce Lua interpretru v C programu
Funkce load loadstring() zaregistruje na stack kód předaný pomocí const char
parametru, což ale neznamená, že jej spustí v Lua interpretru. Abychom docílili
spuštění našeho kódu, musíme ještě zavolat funci lua pcall(). Pro bližší seznámení
s C API nám pomůže Příklad 2.44 nebo různé publikace[10]. Uvnitř toho příkladu
se pokusíme o inicializaci Lua interpretru, ovládání stacku a především vyzkoušíme
komunikaci mezi oběma jazyky.
Dle výstupu z toho programu lze vidět funkčnost této implementace. V první
části programu je c string parsován pomocí string.gmatch() funkce. Ta dále vrátí
výsledek zpět C programu, ten ho vypíše na stdout. V druhé části programu je
představen hrubý koncept využití Lua tabulek v C. Zde je dobré se pečlivě podívat
na kód a zkusit porozumět základním praktikám Lua C API.
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4 lua State *L;
5 void initTable(const char *name)
6 { lua newtable(L);
7 lua setglobal (L,name);}
9 void insertItem(const char *tname,const char *key,int data)
10 { lua getglobal (L,tname);
11 lua pushnumber(L,data);
12 lua setfield (L,−2,key);}
14 void printTable(const char *tname)
15 { /*char *tmp=malloc(255);
16 sprintf (tmp,”for i , j in pairs(%s) do print(i, j) end”,tname);
17 luaL dostring(L,tmp);
18 free (tmp);*/
19 lua getglobal (L,tname);
20 lua pushnil(L);
21 while(lua next(L,−2)){




27 int getItem(const char *tname,const char *key)
28 { lua getglobal (L,tname);
29 lua getfield (L,−1,key);
30 return lua tonumber(L,−1);
31 }
33 const char* ClearStr(const char*str)
34 { luaL loadstring(L,”function GetSub(str) tmp=’’ for i in string.
gmatch(str,’([ˆ0−9 ();\\n]+)’) do tmp=tmp. .i. .’\\n’ end return
tmp end”);
35 lua pcall (L,0,LUA MULTRET,0);
36 lua getglobal (L,”GetSub”);
37 lua pushstring(L,str ) ;
38 lua call (L,1,1) ;
39 return luaL checkstring(L,1);
40 }
42 int main(int argc,char **argv)
43 { const char table[]=”new table”;
44 luaL openlibs(L=lua open());
45 printf (”−−Parsed string−−\n%s”,ClearStr(”223Lua23is 7
great3programming ;\n(2342language3”));







51 lua close (L);
52 return 0;}
Komentář ke kódu
V této funkci inicializujeme novou ta-
bulku dle zadaného jména. Nutno po-
dotknout, že inicializaci dělá Lua a ne
C. Kód je napsán takto z důvodu, aby
bylo možno vidět různorodost psaní Lua
v C.
Zde přidáváme položku do již existu-
jící tabulky, pokud neexistuje, tak pro-
gram vyvolá chybu. Načteme si tabulku
dle jména na vrch stacku. Poté na stack
dáme jméno klíče položky, kterou chceme
vložit. Na stack přidáme požadovanou
hodnotu a nakonec celé uložíme.
Zakomentovaná část kódu opět ukazuje
možnost implementace pomocí Lua in-
terpretru a ne pomocí C API. Ná-
sleduje již správné C řešení pomocí
funkce lua next(), díky které iterujeme
referenci na položky v tabulce a po-
stupně vypisujeme její klíče a hodnoty.
Funkce lua pop() vrací stack do základ-
ního stavu.
Zde opět na vrchol stacku načteme glo-
bální proměnnou dle jména, v našem pří-
padě tabulku. Přidáme na stack klíč a
díky funkce lua gettable() získáme poža-
dovanou hodnotu. Vše pak vyndáme ze
stacku, kde hodnota je první minulá po-
ložka.
Tato funkce prezentuje jak relativně
efektivně využít Lua pattern matching v
C programu. Čistí string od čísel, kont-
rolních znaků a mezer. Výsledek pak po
slovech zobrazí na stdout.
Nejdříve Lua interpretru definujeme po-
žadovanou funkci pro zpracování řetězce
a dáme na vrchol stacku. Poté na stack
přidáme string jako její jediný argument.
Nezbývá nic jiného než ručně tuto funkci
zavolat a vrátit string ze zásobníku do C.
Vytvoření Lua stacku a inicializování do
globální proměnné. Následuje načtení zá-
kladních knihoven, spuštění našich rutin













ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
C modul pro Lua
Oproti předchozí podkapitole se zde budeme věnovat opačnému přístupu v komu-
nikaci mezi oběma jazyky. Je nutno podotknout, že C kód nebude obsahovat main
funkci78. Přístup se liší v tom, že neotvíráme Lua interpret v C, ale Lua interpret
Obr. 2.10: Blokové znázornění spolupráce Lua interpretru a C knihovny
otevírá C knihovnu pomocí funkce require()79 (viz obrázek 2.10). Návrh takovéto
knihovny si předvedeme na malém wrapperu knihovny GDlib. Je to jednoduchá
grafická knihovna, a proto nebude těžké ji implementovat do Lua. Stejný přístup
budeme využívat i při implementaci wrapperu pro knihovnu OpenCV. Funkce, která
je jako jediná volána interpretrem, je funkce luaopen gdbind(). Dá se říct, že je to
naše hlavní funkce. Musí se v ní zaregistrovat všechny metody, vlastnosti, objekty,
které dále chceme používat v Lua (viz Příklad 2.45). Další metody, které budeme
potřebovat, jsou funkce na zasílání naších dat na stack a funkce na kontrolu zda
na stacku jsou opravdu naše data80. Tyto funkce nalezneme implementované v Pří-
kladu 2.46. Další věc, která je třeba udělat, abychom mohli vytvořit gdbind.image
objekt, je konstruktor81. Jeho implementace je v Příkladu 2.47.
78Kód musí být kompilován jako sdílená knihovna, v Unix-like systémech to zajistí parametr
–shared, ve windows se musí kompilátor správně nastavit na kompilaci knihoven, tedy na DLL.
79Jako parametr funkce require(’name of module’) musí být fyzické pojmenování modulu na
disku bez přípony.
Například kód require(’test.lua’) způsobí, že interpretr začne v předdefinovaných adresářích
hledat adresář test a v něm sdílenou knihovnu nebo skript lua
80Lua nerozlišuje rozdíly mezi userdata, jediný způsob jak je rozlišit je přiřadit jim pojmenovanou
metatabulku.
81Povšimněte si, že konstruktor je uložen v modulu, není to member funkce metatabulky gd-
bind.image. Kdyby byl metoda, tak nebudeme schopni tento objekt vytvořit, protože ho nebudeme
mít předem definovaný.
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Jako poslední věc chybí implementovat wrapper funkce k funkcím originální
knihovny GDlib. Naše funkce budou prakticky jen kontrolovat hodnoty na stacku a
posílat je knihovním funkcím, nebo naopak přes naše funkce budeme posílat data
zpět do Lua. Kód k této problematice nalezneme v Příkladu 2.48.
Všimněte si, že všechny wrapper funkce vrací int. Lua takto zjišťuje kolik proměn-
ných funkce vrací82. Teď již máme definovány všechny potřebné algoritmy, můžeme
tedy otestovat náš modul v interpretru Lua. Kód je zobrazen v Příkladu 2.49.
Funkčnost implementace zaručí to, že náš program nespadne a také, že vykreslí po-
žadovaný Obrázek 2.11.
Příklad 2.45: Hlavní funkce
165 static const luaL Reg image meta[]={
166 {” gc”,Gd Image gc},
167 {” tostring ”,Gd Image tostring},
168 {”Free”,Gd Image gc},
169 {”Line”,Gd Image Line},
170 {”Png”,Gd Image Png},
171 {”Rectangle”,Gd Image Rectangle},
172 {”FilledRectangle”,Gd Image FilledRectangle},
173 {”DashedLine”,Gd Image DashedLine},
174 {”Fill”,Gd Image Fill},
175 {”Ellipse”,Gd Image Ellipse},
176 {”ColorAllocate”,Gd Image ColorAllocate},
177 {NULL,NULL}
178 };










191 lua setfield (L,−2,” index”);
192 luaL register (L,NULL,image meta);




V této struktuře jsou uloženy
názvy metod a ukazatele na
ně. Pokud se budeme snažit
zaregistrovat funkci se stejným
jménem, tak samozřejmě v Lua
bude tato funkce ukazovat na
funkci, která se jmenovala stejně.
Tato struktura je následně
vyhodnocena jako seznam metod
objektu gdbind.image.
Zde na druhou stranu registrujeme
metody pro samotný modul.
Můžeme zde vidět konstruktory a
destruktory, či ne členskou funci
TrueColor.
Zde jako první registrujeme objekt
gdbind.lua. Postup je následující.
Vytvoříme novou metatabulku
gdbind.lua. Pushneme ji na vrchol
stacku a zaregistrujeme její index






82Pokud budeme ve funkci data posílat na stack, ale budeme mít nastaven return 0, tak Lua o
těchto proměnných nebude vědět a bude se chovat, jako funkce nevracela nic.
54
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
Příklad 2.46: Obslužné wrapper funkce
6 static gdImagePtr * pushImage(lua State *L,gdImagePtr im)





11 #ifdef DBG GD




17 static gdImagePtr checkImage(lua State *L,int index)
18 { gdImagePtr *picture,im;
19 picture=(gdImagePtr*)luaL checkudata(L,index,”gdbind.image”);
20 if (picture == NULL) luaL typerror(L,index,”gdbind.image”);




Tato funkce vytváří nové userdata
pro Lua. Funkce lua newuserdata()
nám alokuje místo a upozorní
garbage koletor, aby věděl že ho
má na konci běhu programu zničit.
Data získaná ukazatelem im pak
nakopírujeme do volného místa.
Funkce luaL getmetatable() na
vrchol stacku vloží naši me-
tatabulku a následně pomocí
lua setmetatable() určíme, že
naše data jsou metatabulka
gdbind.image().
Naopak ve funkci checkImage()
kontrolujeme, zda na vrcholu
stacku spočívají data dle typu,
který očekáváme. Následně pak
vrací pointer na strukturu, se
kterou pak dále můžeme pracovat.
Příklad 2.47: Konstruktor pro GDlib wrapper
36 static int Gd New(lua State *L)
37 { int x=luaL checkint(L,1),y=luaL checkint(L,2);
38 pushImage(L,gdImageCreate(x,y));
39 #ifdef DBG GD





Kontrolujeme, zda nám přišli oba
argumenty pro vytvoření obrázku.
Funkce luaL\ checkint() vrací číslo
dle indexu ze stacku, pokud ovšem
na stacku není číslo, vyvolá chybu
a program bude ukončen.
Pokud máme oba parametry, pak
už můžeme vytvořit nový obrá-
zek a to pomocí dříve definované
funkce pushImage().
Příklad 2.48: Metody metatabulky gdbind.image
78 static int Gd Image Line(lua State *L)
79 {
80 gdImagePtr im=checkImage(L,1);
81 int x1=luaL checkint(L,2),y1=luaL checkint(L,3);
82 int x2=luaL checkint(L,4),y2=luaL checkint(L,5);




87 static int Gd Image ColorAllocate(lua State *L)
88 {
89 gdImagePtr im=checkImage(L,1);
90 int r=luaL checkint(L,2);
91 int g=luaL checkint(L,3);





V této funkci implementujeme
wrapper pro funkci na vykres-
lení přímky. Potřebujeme proto z
Lua dostat argumenty jako ukaza-
tel na image handler a souřadnice
přímky. Použijeme k tomu dříve
definované funkce imageCheck() a
luaL checkint().
Pokud je vše v pořádku, můžeme
zavolat GDlib funkci na vykreslení
přímky.
Tato funkce je podobně naprogra-
mována jako předchozí ale s tím
rozdílem, že tato vrací integer zpět
na stack.
Tuto operaci provedeme pomocí
funkce lua pushnumber().
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7 im:Fill ( size , size ,im:ColorAllocate(255,255,255))
9 for i=10,40,5 do
10 if (( i%10)==0) then im:Ellipse(size/2+65,i,10,10,im:ColorAllocate
(25,25,25))





17 for i=0,size/2−20 do






23 im:FilledRectangle(40, size/2 + 20,40 + 40,size/2 + 60,im:ColorAllocate
(62,122,189))
24 im:FilledRectangle(size−40,size/2 + 20,size −40 − 40,size/2 + 60,im:
ColorAllocate(62,122,189))




Náš modul načteme pomocí funkce
require() a uložíme do tabulky
gdbind.
Zavoláme konstruktor a vytvoříme
náš objekt gdbind.image, ten
následně uložíme do tabulky im.
Využijeme implementovaných
funkcí na vykreslení obrázku.





Writing image 0xbfd4f18c to
file test .png
Destroying image 0x97119ec
Obr. 2.11: Grafický výstup ze skriptu pracujícím s wrapperem pro knihovnu GDlib
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Pomocné knihovny k Lua C API
Pro některé programátory je C API v Lua nepohodlná či těžká. Začaly se proto
vyvíjet nadstavby k základnímu prostředí (framework), které se snaží zajistit jak
jednoduchost při psaní kódu, tak i minimalizovat problémy při překladu. Lua a
C++ nejsou plně kompatibilní a právě toto framework řeší. Existují ale i knihovny
pouze pro čisté C.
V mé práci jsem zhodnotil jejich použití za zbytečné. Mé důvody byly následující:
 minimalizovat závislosti na použitém softwaru a tak se vyvarovat problémům
přenositelnosti
 naučit se pracovat s vnitřními algoritmy jazyka Lua (C API)
 nenašel jsem framework, který by byl přímo k tomu účelu určený.
Jedny z nejznámějších knihoven pro Lua jsou Luapi83 a luacpp84.V poslední
době ale narůstájí na popularitě konvertory mezi růnými jazyky, nejznámější je jistě
SWIG85 a toLua86. Ale jejich použití jsem taktéž zavrhl z důvodu relativně velké
složitosti OpenCV knihovny.
83Jediný ještě vyvíjený C framework[18].
84luacpp je asi nejpoužívanější šablonový framework pro C++[19].
85Výhoda tohoto generátoru je, že lze použít na dlouhou řadu jazyků. Například: Python, Perl,
Tcl/Tk, Ruby, Lua[20].
86Generátor specializovaný pouze na jazyk Lua, je to jeho slabost, ale i síla. Dokáže zpracovat
různé verze jazyka Lua. Je vyvíjen samotným ústavem, kde je vyvíjena Lua[21].
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3 REALIZOVANÁ ŘEŠENÍ
V této kapitole bude popsána implementace přemostění OpenCV knihovny do
Lua. A to včetně jeho základních algoritmů pro konverzi typů mezi jazykem C a
Lua. Popis realizace wrapper funkcí a následné ověření realizace pomocí ukázkových
skriptů. Dále se v této kapitole pojednává o přemostění CVLib Mex pro prostředí
Matlab. Jde o již existující přemostění využívající Mex C API.
3.1 Implementace OpenCV v jazyce Lua
V této sekci se seznámíme se samotným návrhem přemostění mezi Lua a OpenCV.
Jak bylo naznačeno v kapitole 2.2.5, jazyk Lua bude využívat knihovnu OpenCV
a výsledný wrapper bude mít formu sdílené knihovny. Samozřejmě nic nebrání vy-
tvořit přemostění, které by bylo staticky linkované. Přišli bychom tak ale o většinu
výhod jako jsou malá velikost, rychlost při kompilaci1 i rychlost při spouštění2.
Kód OpenCV je z větší části multiplatformní, jsou zde ovšem funkce, které jsou
systémově závislé. Toto způsobuje různé závislosti knihoven mezi platformami. Pří-
kladem takovéto knihovny je HighGui (blíže popsána v kapitole 2.1.3) , jež využívá
vlastnosti daného grafického rozhraní. Vzniká tak situace, kdy například v Linuxu
bude wrapper závislý na GTK a v Mac OS na Carbonu. Tomuto lze samozřejmě
zabránit, pokud knihovnu HighGui do OpenCV nezakompilujeme, tím bychom ale
ztratili cenné funkce. Další východiskem je wrapper naprogramovaný tak, aby vy-
užíval pouze jedno grafické rozhraní (například GTK, Qt, WxWidgets). Tím se
omezujeme pouze na rozhraní, které musí být multiplatformní a OpenSource, což
předem vylučuje WinAPI a Carbon, které jsou v OpenCV využity. Jedním speci-
álním problémem při přemostění HighGui knihovny je funkce cvCreateTrackbar().
Ta vyžaduje jako parametr ukazatel na callback funkci3, a to se nám v Lua nepo-
daří. Problémem je, že si musíme nadefinovat v přemostění vlastí C callback funkci
a teprve v ní volat Lua funkci. Avšak C callback funkce musí mít pouze jeden ar-
gument int, a proto nemáme jak předat informaci, pro jaký trackbar tato funkce
slouží. Řešením by bylo nadefinovat sadu statických callback funkcí, ale toto řešení
1Rychlost rekompilace dynamicky linkovaného přemostění je jedna z největších výhod. Nemusí
se totiž při každé změně v bindings rekompilovat i celá OpenCV.
2Pokud jde o první spuštění programu (cold start), tak je staticky linkovaný program rychlejší.
Velmi závisí na jeho závislostech na knihovnách. Pokud ale jde o opětovné spouštění stejných
nástrojů (warm start), jsou dynamicky propojené programy rychlejší a úspornější. Nemusí se znova
načítat do paměti stejné knihovny. Nevýhodou může ovšem být závislost na konkrétních verzích
knihoven v systému.
3Callback funkce se spouští při splnění události. Konkrétně v cvCreateTrackbar() se spouští při
onChange event.
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je nevyhovující už z hlediska návrhu, ale i efektivity. Museli bychom pro každou call-
back funkci dělat duplikát stacku. Z tohoto důvodu jsem se rozhodl takovéto funkce
neimplementovat. Možným východiskem by bylo naprogramování těchto grafických
funkcí například v přemostění GTK pro Lua.
3.1.1 Definice C struktur v Lua
OpenCV pro svou práci využívá velkou škálu abstraktních datových typů (stromy,
matice, seznamy), které v Lua nadefinované nenajdeme. Proto tato data musíme do
Lua přenášet jako pojmenovaná userdata, nebo-li jim přiřadit meta tabulku, pomocí
které ji skript správně identifikuje. Bez tohoto kroku bychom mohli sestrojit funkční
wrapper, ale ztratili bychom tak jednu vrstvu kontroly. Například bychom ve skriptu
nerozeznali rozdíl mezi vektorem a obrázkem a výsledný program by selhal až na
vnitřní kontrole OpenCV CxPersistence, pokud by dostal špatná data. Abychom
se takovému chování ve většině případů ušetřili, musíme zavést vnitřní algoritmy
a definovat každý nestandardní typ v přemostění. Na Příkladě 3.2 si ukážeme, jak
implementovat funkce přemostění, aby Lua brala OpenCV strukturu CvScalar jako
metadata. Tato struktura obsahuje jen jedinou proměnnou val, která je čtyř-prvkové
pole typu double. Lua skript, využívající tyto funkce je pak vidět v Příkladu 3.1.
Příklad 3.1: Využití funkcí CvScalar v Lua
1 local cv=require(”luacv”)
2 local scalar=cv.Scalar(213,23.2,0,1)
3 print(”Vytiskni parametry objektu\n”,scalar,”\n−−
−−−−−−−−”)
4 print(”Vytiskni hodnotu promenne val\n”,scalar.val,”\n
−−−−−−−−−−”)
5 print(”Vytiskni konkretni polozky\n”,scalar.val [0], scalar .
val [4],”\ n−−−−−−−−−−”)
6 scalar .val={1,2,3,4}




val={ [0]=>213, [1]=>23.2, [2]=>0, [3]=>1 }
−−−−−−−−−−
Vytiskni hodnotu promenne val table: 0x9118908
−−−−−−−−−−




val={ [0]=>1, [1]=>2, [2]=>3, [3]=>4 }
Je třeba upozornit, že implementace z předchozí strany jsou pouze ty nejdůleži-
tější mechanismy, které jsou potřeba při přemostění. V průběhu vývoje této knihovny
byly navrženy další algoritmy a optimalizace, které zvyšují hodnotu celého přemos-
tění. Jde například o algoritmus vyhledávání řetězce na zásobníku. V Příkladu 3.1
je použita standartní funkce strcmp() pro porovnávání, což není ani z daleka ide-
ální. Pokud máme strukturu s více proměnnými, tak se musí porovnat lineárně celá
funkce a vyhledávání je tak naprosto neoptimalizované. Proto jsem navrhl algorit-
mus, který nad seřazeným polem binárně vyhledává podle prvního znaku. Jakmile
najde položky s tímto znakem, začne sekvenční vyhledávání a porovnávání délek
řetězců. Takto jsem dosáhl lepšího výsledků především u velkých datových typů.
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Příklad 3.2: Konverze CvScalar struktury do Lua
1 #define CVSCALAR NAME ”CvScalar”
2 inline CvScalar* checkCvScalar(lua State *L,int pos)
3 {
4 return (CvScalar*)luaL checkudata(L,pos,CVSCALAR NAME);
5 }
7 void pushCvScalar(lua State *L,CvScalar *scalar)
8 { CvScalar *tmp=(CvScalar*)lua newuserdata(L,sizeof(CvScalar));
9 *tmp=*scalar;
10 luaL getmetatable(L,CVSCALAR NAME);
11 lua setmetatable(L,−2);
12 }
14 static int CvScalar tostring(lua State *L)
15 { CvScalar *s=checkCvScalar(L,1);
16 lua pushfstring(L,CVSCALAR NAME” object %p\n\tval={




20 static int CvScalar index(lua State *L)
21 { CvScalar *scalar=checkCvScalar(L,1);
22 if (! strcmp(lua tostring(L,2),”val”))
23 { lua newtable(L);
24 for(int i=0;i<4;i++)
25 { lua pushnumber(L,scalar−>val[i]);







34 static int CvScalar newindex(lua State *L)
35 { CvScalar *scalar=checkCvScalar(L,1);
36 int len ;
37 const char f msg[]=CVSCALAR NAME”.val={num, num ,
num, num}”;
38 if ((! strcmp(lua tostring(L,2),”val”))&&(lua istable(L,3)))
39 {if ((len=lua objlen(L,3))!=4) luaL error(L,”Vector size don’t
match.”);
40 for(int i=1;i<=len;i++)






48 static const luaL Reg CvScalar m[]=
49 { {” tostring ”,CvScalar tostring},
50 {” index”,CvScalar index},




Nadefinování jména metatabulky v Lua.
Toto jednoduchá iniline funkce ověřuje
zda na indexu stacku jsou požadovaná
userdata. Pokud ano, vrátí ukazatel na ně.
V opačném případě vyvolá chybu.
Ve funkci pushCvScalar() vidíme, jakým
způsobem se alokují nová data a následně
se jim přidělí metatabulka se jménem
objektu. Je dobré vzít v potaz, že jakékoliv
dynamické alokace by se měly realizovat
přes funkci lua newuserdata(), abychom
neobcházeli Lua GC a nezpůsobovali tak
„memory leakÿ.
Zde definujeme, jak se má Lua zachovat,
pokud se pokusíme typ CvScalar vytisknout
na stdout pomocí funkce print(). Vidíme, že
nejdříve porovnáme, zda máme na stacku
dobrá userdata, a poté na zásobník přidáme
formátovaný řetězec s hodnotami struktury.
Tato metoda stejně jako následující je
uložena v metatabulce objektu, nelze ji
proto zavolat příkazem scalar. tostring()
Metoda CvScalar index definujeme Lua
operátor index, který je zavolán pokaždé,
když přistupujeme k položkám tabulky.
Abychom poznali jakou proměnnou z Lua
požadujeme, musíme přečíst následující
parametr na zásobníku, v němž je jméno
proměnné uloženo. Pokud požadujeme
proměnou, která není obsažena v C
struktuře, musíme pro kompatibilitu
odeslat hodnotu nill. V případě, že by byla
požadovaná proměnná primitivního typu,
využijeme implementovaných lua push
funkcí. V případě struktur použijeme
námi nadefinované push funkce například
pushCvScalar(). Problémem, ale zůstává
pole proměnných, tak jako v tomto případě.
Musíme ho totiž celé zkopírovat do Lua
tabulky a umístit na stack.
Tato funkce implementuje operátor
newindex, který je volán při operaci
přiřazování. Stejně jako u předešlého
operátoru musíme ze zásobníku vytáhnout
název proměnné a také hodnotu, která do
ní má být uložena. U struktury CvScalar
je jedinou proměnou pole val, proto při
jeho přiřazování musíme dbát nejenom na
správné jméno a typ čísla, ale i na délku
tabulky. Mohlo by se nám totiž stát, že
uživatel bude chtít přiřadit tabulku delší,
než je počet položek.
Tato struktura obsahuje seznam me-
tametod objektu CvScalar, které se budou
registrovat do Lua.
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3.1.2 Ověření vstupních dat
Tak jako v jiných wrapper modulech využijeme implementovanou kontrolu dat
na stacku. Tyto funkce jsou ale použitelné pouze na základní typy dat, a proto pro
metadata musíme navrhnout „checkÿ funkce jako v Příkladu 3.2. V tabulce 3.1 si
představíme sadu funkcí pro kontrolu stacku. Jsou to pouze základní funkce a kom-
pletní seznam najdeme v Lua reference manual[8]. Největší rozdíl mezi „luaL checkÿ
a „lua isÿ funkcemi je v tom, že „luaL checkÿ funkce zkontrolují, zda je požadovaný
typ na indexu ve stacku, a poté data navrátí. Pokud data nejsou správná, spustí
se funkce luaL error(). Zatímco „lua isÿ funkce pouze zkontroluje požadovaný typ
na zásobníku, a v případě shody vrací 1. Už v Příkladu 3.2 jsme si ukázali jednu
velice důležitou „checkÿ funkci, a to luaL checkudata(), která nám zjišťuje zda na
stacku jsou pojmenovaná userdata, která pak vrátí. Další využití podobných funkcí
si ukážeme na Příkladu 3.3.
Tab. 3.1: Seznam funkcí pro kontrolu stacku
Seznam funkcí pro kontrolu stacku
lua.h funkce lauxlib.h funkce
lua isboolean() luaL checkany()
lua isfunction() lual checkint
lua isnil() luaL checklong
lua isnumber() luaL checknumber()
lua isstring() luaL checkstring()
lua istable() luaL checktype()
lua isuserdata() luaL checkudata
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Příklad 3.3: Kontrola vstupních dat v Lua C API
1 static int luacv cvScalar(lua State *L)
2 {
3 const char f msg[]=”Scalar(num v1, num v2=0, num v3=0,
num v4=0)”;
5 lua Number v[4]={checknumber(L,1),0,0,0};

















25 luaL error(L,f msg);
26 }





Na tomto příkladě je dobré si povšimnout ře-
šení povinných a nepovinných parametrů. Zde
se vyžaduje pouze první parametr a ostatní
tři jsou volitelné. Ve všech případech jde o
typ number a je proto výhodné definovat
pole těchto čísel, jenž pak poslouží jako pro-
měnné do OpenCV funkce cvScalar(). Funkce
lua getttop() zajistí počet vstupních parame-
trů a tím i kontrolu nad uživatelem. Můžeme
tak zabránit, aby uživatel zadal příliš mnoho
nebo málo parametrů.
Makro checknumber() pak zkontroluje typ na
zásobníku a v případě nekompatibility zahlásí
chybovou zprávu. Obsah této zprávy bude z
části určen řetězcem f msg. Tímto jsem dosáhl
vypsání hlavičky funkce při chybě, jak jde vi-
dět ve výpisu chyby pod tímto komentářem.
Nakonec data odešleme do OpenCV a výsle-
dek umístíme na stack.
Výstup chybného zadání hodnoty
bad argument #3 to Scalar(num v1, num v2
=0, num v3=0, num v4=0) [number
expected, got string]
stack traceback:
[C]: in function ’Scalar’
stdin :1: in main chunk
[C]: ?
3.1.3 Příklady wrapper funkcí
V této sekci se zaměříme na praktické programování nejčastějších wrapper funkcí,
které budeme v přemostění potřebovat. Na rozdíl od C/C++ návratová hodnota
funkce v přemostění je vždy typu int a zdůrazňuje počet výstupních proměnných.
Takže pokud funkce v přemostění vrací 0, nevrací žádný parametr. V Lua je běžné,
že funkce vrací více proměnných, než kolik dovoluje C/C++. Proto jsem se rozhodl
v rámci kompatibility s OpenCV omezit používání této vlastnosti. Například pokud
by v C byla funkce, která vrací strukturu o 2 proměnných int, tak v Lua by bylo
mnohem efektivnější mít funkci s 2 výstupními prvky number. Ale abych se vyvaro-
val syntaktické nekompatibilitě, musím vytvořit funkci, která bude vracet tabulku o
2 proměnných number, což potřebuje více režie. Je tedy jasné, žeuživatelské funkce
tohoto přemostění budou mít 0 nebo 1 výstupních proměnných. V této kapitole bu-
deme převážně pracovat s funkcemi z tabulky 3.2.
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Tab. 3.2: Seznam funkcí pro posílání dat na stack
Typ Funkce
Číslo lua pushinteger() lua pushnumber()
Řetězec lua pushstring() lua pushfstring() lua pushlstring()
Nil lua pushnil()
Tabulka lua settable() lua setmetatable() lua rawset()
Funkce lua pushcclosure() lua pushcfunction()
Návratový typ number
Nejzákladnější funkce v OpenCV vrací zpravidla typ int. Jak přemostit takovouto
funkci si ukážeme na Příkladu 3.4. Jedná se o funkci cvRandInt(), která vrací ná-
hodně generovaný celočíselný typ int.
Příklad 3.4: Funkce s návratovým typem number
1 static int luacv cvRandInt(lua State *L)
2 { const char f msg[]=”RandInt(”CVRNG NAME” rng)”;





V této funkci zkontrolujeme jediný vstupní
parametr rng, který je typu CvRNG. Pokud
je na stacku více než jeden parametr, funkce
luaL error() vyvolá chybu. Jestli vše proběhlo
v pořádku, funkce lua pushnumber()vrátí na
stack náhodně generované číslo.
Návratový typ string
V knihovních funkcích OpenCV nenajdeme příliš funkcí, které vrací char nebo
string. Přesto v tomto přemostění tento typ využijeme. Velice účelné je definovat
funkce, které se zavolají při vypsání metatabulky operátorem tostring. Tak mů-
žeme například vypisovat vlastnosti objektu. Tento operátor jsme již použili v Pří-
kladu 3.1, kde skript vypsal jednoduché vlastnosti typu cvScalar. V Příkladu 3.5 si
ukážeme komplexnější řešení, které nastíní jeho potenciál. Pro naši potřebu bude
výhodnější obdoba C funkce printf(), a to lua pushfstring(), jenž vytiskne na stan-
dardní výstup formátovaný string. Tato funkce využívá stejných specifikátorů, jako
její protějšek z jazyka C. Dalšími možnosti jsou funkce lua pushstring() a lua pushlstring().
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Příklad 3.5: Funkce s návratovým typem string
1 static int CvMat tostring(lua State *L)
2 {
3 CvMat *mat=checkCvMat(L,1);







Výsledkem této funkce bude výpis vlastností
objektu/metatabulky CvMat. Využitím funkce
lua pushfstring() umístíme formátovaný řetě-









Návratový typ tabulka a metatabulka
V případě, kdy potřebujeme z C vrátit pole, nám nezbývá nic jiného než tato
data poslat do Lua jako tabulku. V jednoduchém případě, kdy se pole skládá z
primitivních datových typů, nám stačí inicializovat tabulku a poté použít funkce
jako lua pushnumber() nebo lua pushstring(). Takovýto příklad jsem již představil
v Příkladu 3.2 a nemá smysl ho popisovat znova. Jakékoliv další variace základ-
ních typu položek se implementují velice podobně, stačí použít příslušné „lua pushÿ
funkce nebo naše nadefinované „pushÿ. V Příkladu 3.6 si ukážeme, jak pracovat s
dynamickým datovým typem CvSeq a jak z něho extrahovat data.
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Příklad 3.6: Funkce s návratovým typem tabulka
1 static int luacv cvGetSeqElem(lua State *L)
2 {
3 const char f msg[]=”userdata GetSeqElem(”CVSEQ NAME” seq, int
index, string convert to=’’)”;









13 default: luaL error(L,f msg);
14 }


















35 int array el=seq−>elem size/count;
36 for(int i=1;i<=count;i++)
37 {
38 lua pushlightuserdata(L,(void*)((( size t )elem) + array el*(i−1)));
39 luaL getmetatable(L,name);
40 lua setmetatable(L,−2);








V první části funkce deklarujeme
obecné proměnné a řešíme ne-
povinné parametry. V OpenCV
funkce cvGetSeqElem nemá žádné
volitelné parametry. Musel jsem
ho zavézt abych dokázal v C
dynamicky přetypovat paměť na
požadovaná userdata.
Funkci checkmetaname() jsem
navrhl pro zpracování řetězce
a zjištění zda výsledný prvek
má být userdata nebo tabulka
userdat. Formát řetězce například
pro prvek CvPoint je „CvPointÿ
a pro pole těchto prvků pak
„CvPoint[4]ÿ.
Následuj získání adresy sekvence
v pamětí a již nám nebrání
nic abychom mohli extrahovat
jednotlivá data v ní obsažená.
První podmínka zajišťuje funkč-
nost v případě, kdy není třeba
konvertovat data ze sekvence na
Lua userdata. Jednoduše vrací
adresu na paměť.
Druhá podmínka je tu pro
případ, že byl zpracován název
userdat, na který máme konver-
tovat a nejedná se o pole. Proto
extrahujeme paměť ze sekvence
a přiřadíme ji metatabulku ze
zásobníku registrů. Pokud by
taková metatabulka na zásobníku
nebyla, budou data odeslána jako
v předcházející podmínce.
Poslední část funkce je ta
nejsložitější a to extrahování pole
prvků ze sekvence a následně
jejich odeslání do Lua. Pomocí
proměnné elem size jsme schopni
dynamicky přistupovat k jednotli-
vým prvkům pole v sekvenci a tak
je i vložit do tabulky, která je pak
odeslána.
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3.1.4 Ukázkový skript
Pro demonstraci funkčnosti toho přemostění jsem si vybral úlohu na práci s obra-
zem a detekcí hran.Všimněme si že u Příkladu 3.7 se syntax a logika od OpenCV v
C++ prakticky nezměnila. Také je dobré si připomenout, že na konci skriptu neu-
volňujeme žádnou pamět alokovanou v obrázcích cvReleaseImage(), to za nás udělá
Lua GC.





6 if not image then error(”Can’t load picture”) end







14 cedge=cv.CreateImage(cv.GetSize(image),cv.IPL DEPTH 8U,3)
15 tmp=cv.CreateImage(cv.GetSize(image),cv.IPL DEPTH 8U,3)
16 gray=cv.CreateImage(cv.GetSize(image),cv.IPL DEPTH 8U,1)
17 gray2=cv.CreateImage(cv.GetSize(image),cv.IPL DEPTH 8U,1)











V první části skriptu si inicializujeme OpenCV
modul a jeho funkce uložíme do lokální tabulky
cv.
Funkcí cv.LoadImage() načteme obrázek do
proměnné a ošetříme chybový stav, kdy ob-
rázek neexistuje. Vzorový obrázek je nato-
čen o 90 stupňů doprava a zde si uká-
žeme, jak ho pomocí OpenCV natočit zpět.
Inicializujeme si matici, která bude pou-
žita jako afinita. Také budeme potřebo-
vat další prázdný obrázek cv.Zero() se stej-
nými vlastnostmi, do kterého rotovaný ob-
rázek nakopírujeme cv.CloneImage(). Teď
již můžeme definovat afinitu pomocí funkce
cv.cv2DRotationMatrix(), kterou následně vy-
užijme při rotování obrázku cv.WarpAffine().
Když už máme správně orientovaný obrá-
zek, můžeme přistoupit k detekci hran. Na
to budeme potřebovat černobílou kopii ob-
rázku cv.CvtColor(). Protože je zdrojový ob-
rázek ve stupni šedi hodně světlý, přidáme
více černé barvy cv.AddS() definovanou vekto-
rem cv.ScalarAll(). Do proměnné edge zkopí-
rujeme lehce rozostřený obraz ve stupních šedi
cv.Smoot().
Teď přistoupíme k detekci hran pomocí Can-
nyho hranového detektoru cv.Canny(). Ná-
sledně obrázek invertujeme, aby většina pi-
xelů měla bílou barvu cv.Not(), a uložíme
cv.SaveImage().
Obr. 3.1: Vstupní a výstupní obrázek skriptu využívající OpenCV wrapper[22]
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3.1.5 Kompilace na různých platformách
V této kapitole rozeberu problematiku přeložení projektu Luacv na různých sys-
témech. Vzhledem k malým závislostem tohoto přemostění není samotná kompilace
nijak těžká. Samozřejmě je potřeba mít nainstalované požadované knihovny a mít je-
jich hlavičkové soubory. Pro náš projekt budeme potřebovat knihovny Lua, OpenCV
a v některých případech i GTK. Nebudu zde rozebírat přeložení samotných kniho-
ven, protože pro ně existuje velká podpora ze stran jejich vývojářů. Plánuji použití
dvou nejrozšířenějších překladačů jazyka C, a to gcc(GNU project C and C++ com-
piler) a kompilátor MS Visual Studia. Samozřejmě existuje mnoho druhů více či
méně používaných kompilátorů jazyka C, ale nepředpokládám přílišnou odlišnost
od těchto hlavních nejrozšířenějších.
Systémy založené na Unixu
Pro překlad na Unixových systémech se zpravidla používá gcc spolu s dalším
GNU projektem make[5]. Ti spolu dokážou velice efektivně automatizovat překlad i
velice složitých projektů a jsou pro náš wrapper výhodnou volbou. Překlad pomocí
gcc a make probíhá podle skriptu Makefile, ve kterém je definováno, jaká operace se
má vykonat. Na Příkladu 3.8 vidíme strukturu Makefile pro tuto knihovnu. Jsou v
něm definovány dvě základní operace překlad a mazání. Samozřejmě můžeme pro-
jekt přeložit i bez programu make, ten by se pak spustil příkazem g++ -o luacv.so
-Wall -I/usr/include/opencv -lcxcore -lcv -lhighgui -lcvaux -lml -llua -lm -O2 -shared
-pedantic luacv.cpp. Tento příkaz je relativně dlouhý, a proto existují způsoby, jak
ho zjednodušit. Abychom si nemuseli pamatovat, jaké knihovny máme zadat kom-
pilátoru a linkeru na složení knihovny, existuje nástroj pkg-config. Ten za nás hledá
požadované umístění nainstalovaných knihoven dle zadaného názvu. Jeho nespornou
předností je nezávislost na platformě. Na Linuxu tedy výstup z programu pkg-config
–cflags –libs opencv lua bude vypadat následovně: -I/usr/include/opencv -lcxcore
-lcv -lhighgui -lcvaux -lml -llua -lm, což jsou námi požadované parametry pro gcc.
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Příklad 3.8: Makefile pro Linux
1 CC=g++


















IplConvKernelFP.o objects/IplImage.o objects/IplROI.o objects/
IplTileInfo.o objects/CvTreeNodeIterator.o
13 OBJS=$(HIGHGUI) $(CV) $(CXCORE) $(CXTYPES) $(
LUACVAUX) $(LIBNAME).o $(USERDATA)
15 $(LIBNAME).so:$(OBJS)
16 $(CC) −o $@ $(CFLAGS) −shared $(OBJS)
18 .cpp.o:
19 $(CC) $(CFLAGS) −o $@ −c $<
21 clean:
22 rm −f $(OBJS) $(LIBNAME).so
Komentář
Proměnná CC definuje, jaký kompilá-
tor bude použit pro překlad zdrojových
souborů. V tomto případě to je C++
kompilátor. Druhá definovaná proměnná
CFLAGS obsahuje parametry pro pře-
klad, můžeme mezi nimi vidět i využití
programu pkg-config. Klíčovým parame-
trem pro nás ovšem zůstává parametr -
shared, který udává, že bude z projektu
vytvořena sdílená knihovna.
V této proměnné si definujeme, jaké ob-
jekty chceme do přemostění zakompilo-
vat.
Proměnná OBJS obsahuje seznam ob-
jektů, na kterých je přemostění závislé.
Nejdůležitější částí je příkaz pro samotný
překlad. Ten je složen z námi definova-
ných proměnných a bude automaticky
vykonán po spuštění příkazu make.
Pravidlo .cpp.o udává, jak se mají
všechny *.cpp soubory zkompilovat.
Jde o obecnou šablonu doplněnou o
CFLAGS, které potřebuji ke kompilaci.
Příkaz clean definuje, jak se mají odstra-
nit přeložené soubory.
Tento makefile by fungoval na všech Unixových systémech kromě BSD. Ten má
svou vlastní verzi make, a proto musíme použit jeho alternativu gmake.
Systémy Windows
Kvůli různorodosti kompilátorů a vývojových prostředí pro Windows máme něko-
lik možností jak projekt přeložit. Většina z nich je závislá na konkretním použitém
programu například projekt pro Visual Studio, Borlad Makefile, NMake, atd. A
bohužel to je důvod, proč se jako u Linuxu nemůžeme zaměřit pouze na jedno ře-
šení, které by fungovalo vždy a všude. Tento problém řešila v minulosti spousta
programátorů a stejně tak i vývojový tým společnosti Intel, jenž vyvíjí knihovnu
OpenCV. Jejich řešením bylo použít program CMake. Je to generátor překládacích
68
ÚSTAV AUTOMATIZACE A MĚŘICÍ TECHNIKY
Fakulta elektrotechniky a komunikačních technologií
Vysoké učení technické v Brně
mechanizmů a dokáže vygenerovat všechny potřebné soubory pro většinu používa-
ných prostředí. Díky němu jsme schopni dynamicky vygenerovat projekt pro Visual
Studio pod Windows a stejně tak Makefile pro gcc či NMake, bez jakékoliv změny
v souboru. Pro Visual Studio se projekt generuje například takto cmake -G”Visual
Studio 9 2008” .. Tímto příkazem vznikne soubor luacv.vcproj. Pak jen stačí tento
projekt přes Visual Studio zkompilovat.
Multiplatformní kompilace
Jak už bylo výše napsáno, rozhodl jsem se využít programu CMake jako ná-
stroj pro usnadnění kompilace pod různými systémy. V této sekci stručně popíšu
jeho vlastnosti, které využívám pro potřeby tohoto projektu. Problém překladu pod
Windows zpravidla bývá nestandardní umístění knihoven v systému, mnohdy je ani
uživatele neinstalují, ale pouze zkopírují. A právě tady je jedna z nejsilnějších vlast-
ností CMake. Dokáže totiž nezávisle na systému najít požadované knihovny a jejich
cesty uložit do proměnných. Takto nejsme odkázání na statické cesty, které by byly
na každém systému jiné. Tyto moduly pro vyhledávání softwaru jsou definovány v
samotném CMake a jsou součástí základní instalace. Jsou to ovšem moduly pouze
pro známé programy, a proto zde není modul pro OpenCV. Naštěstí ale vývojáři z
Intelu napsali takovýto modul a je přímo ve zdrojovém balíku v OpenCV. Časem
asi bude přidán do základní výbavy CMake, ale v aktuální verzi 2.8 tomu tak není.
Další velice užitečnou vlastností je automatické nalezení cest ke kompilátoru. Je tak
zajištěna automatická detekce při generování projektu. Výstup z CMake při detekci
je v Příkladu 3.9. Pravidla pro generování projektu definujeme v souboru CMake-
Lists.txt a můžeme ho vidět v Příkladu 3.10.
Příklad 3.9: Výstup z CMake
1 −− The C compiler identification is GNU
2 −− The CXX compiler identification is GNU
3 −− Check for working C compiler: /usr/bin/gcc
4 −− Check for working C compiler: /usr/bin/gcc −− works
5 −− Detecting C compiler ABI info
6 −− Detecting C compiler ABI info − done
7 −− Check for working CXX compiler: /usr/bin/c++
8 −− Check for working CXX compiler: /usr/bin/c++ −− works
9 −− Detecting CXX compiler ABI info
10 −− Detecting CXX compiler ABI info − done
11 −− Found Lua51: /usr/lib/liblua.so;/usr/lib/libm.so
12 −− Configuring done
13 −− Generating done
14 −− Build files have been written to: /home/jura/luacv
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Příklad 3.10: CMakeLists
1 cmake minimum required(VERSION 2.8)
2 set(TARGET luacv)
3 project(${TARGET})
5 set(LUACV VERSION MAJOR 0)
6 set(LUACV VERSION MINOR 6)
7 set(LUACV VERSION ”${LUACV VERSION MAJOR}.${
LUACV VERSION MINOR}”)
9 file (GLOB LIB SRCS ”objects/*.cpp*” ”*.cpp*”)
10 set(CMAKE MODULE PATH ”${CMAKE SOURCE DIR}/cmake modules”)
12 find package(Lua51 REQUIRED)
13 find package(OpenCV REQUIRED)
15 include directories (
16 ”${CMAKE CURRENT SOURCE DIR}/objects”
17 ”${CMAKE CURRENT SOURCE DIR}”
18 ”${LUA INCLUDE DIR}”
19 )
21 link directories (
22 ”${CMAKE CURRENT SOURCE DIR}/objects”
23 ”${CMAKE CURRENT SOURCE DIR}”
24 ”${LUA LIBRARIES}”
25 ”${OpenCV LIB DIR}”
26 )
28 add library(${TARGET} SHARED ${LIB SRCS})
30 set target properties (${TARGET} PROPERTIES
31 SOVERSION ${LUACV VERSION}
32 OUTPUT NAME ”${TARGET}”
33 PREFIX ””
34 ARCHIVE OUTPUT DIRECTORY ”${CMAKE CURRENT SOURCE DIR}”
35 RUNTIME OUTPUT DIRECTORY ”${CMAKE CURRENT SOURCE DIR}”
36 LINKER LANGUAGE CXX
37 )
39 if (WIN32)
40 set target properties (${TARGET} PROPERTIES SUFFIX ”.dll”)
41 else()
42 set target properties (${TARGET} PROPERTIES SUFFIX ”.so”)
43 endif ()





pro kontrolu verze CMake.
Dále pak nastavení hlavního
projektu pomoci project().
Zde definuje verzi knihovny
přes příkaz set(). Ten se




musíme je přidat jako
parametr funkce file(),
jenž je uloží do proměnné
LIB SRCS.
V této části souboru říkáme,
že je pro kompilaci projektu
nutné mít nainstalované
knihovny Lua a OpenCV.
Pomocí find package() nám
je CMake najde a uloží
do proměnných například
LUA INCLUDE DIR.






V set target properties()




se podle toho na jakém
systému je rozhodne jaké
systémově závislé parametry
nastaví. V tomto případě
to je přípona projektu, kdy
pod Windows to je .dll a
pod ostatníma .so.
Nakonec už zbývá
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3.2 Matlab Executable API
V této kapitole se budu věnovat popisu rozhraní pro přemostění externích kniho-
ven do Matlabu. Matlab Executable (MEX) je cesta jak vytvořit přemostění mezi
jazyky C,C++ a Fortranem do Matlabu. Díky tomu jsme schopni tyto funkce volat
přímo z Matlabu stejně jako by byly vestavěné Matlabovské funkce. Tak jako v ka-
pitole 3.1 i tyto funkce budou muset být dynamicky linkované a tvořit tak sdílenou
knihovnu. K tomuto účelu bylo vytvořeno oficiální API, které je nazváno „Exter-
nal Interface Functionsÿ. Toto rozhraní dokáže nejenom volat knihovní funkce v
Matlabu, ale dokáže také volat Matlabovské funkce v těchto nižších jazycích. Hlav-
ním důvodem tvorby MEX knihoven zajisté bude urychlení výpočtu Matlabu tím, že
jeho některé části přenecháme externím knihovnám napsaným v rychlejších nižších
jazycích (C, Fortran).
3.2.1 Nastavení a konfigurace MEX
Matlab podporuje velkou škálu překladačů[17] a pro potřebu sestavení mex knihovny
postačuje takřka jakýkoliv. Jakmile máme vybraný překladač jazyka C, C++ nebo
Fortranu jsme připraveni nakonfigurovat prostředí systému. K tomuto účelu slouží
příkaz mex -setup, který Vás po svém spuštění vyzve k výběru kompilátoru. Příkaz
mex je Matlabovský nástroj na kompilaci sdílených knihoven a jako takový obsahuje
spoustu konfiguračních parametrů, které jsou velmi podobné k GCC. Úplný výpis
lze získat pomocí mex -help.
3.2.2 Kompilace a otestování programu
Spolu s instalací Matlabu jsou dodávány příklady k základnímu API. Jedním z
těchto příkladů je program yprime.c jenž řeší matematický problém tří těles4. Samot-
nou kompilaci provedeme pomocí příkazu mex yprime.c, což vytvoří MEX soubor
yprime.mexglx 5, který můžeme využít kdekoliv v Matlabu. Abychom otestovali jeho
funkčnost spustíme jej jako v Příkladu 3.11.




2.0000 8.9685 4.0000 −1.0947
4Problém tří těles je úloha z mechaniky, jenž si klade za úkol předpovědět pohyby tří těles jenž
se navzájem ovlivňují.
5Přípona u binárních MEX souborů se liší dle patformy. Na 32 bitovém linuxu je to například
*.mexglx a na 64 bit Windows *.mexw64.
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3.2.3 Návrh MEX funkce
Každá z MEX funkcí se skládá minimálně z pěti součástí. Z hlavičky mex.h, ex-
portní dll funkce mexFunction(), mxArray struktury, API funkcí a uživatelského
kódu, který chceme provést. Vzhledem k tomu, že Matlab spouští mexFunction()
automaticky, musí mít tato funkce přesně dané parametry, jinak by došlo pouze k
přetížení funkce a kód by se nevykonal. Hlavička této funkce je zobrazena v Pří-
kladu 3.12, kde význam těchto parametru je popsán v Tabulce 3.3.
Příklad 3.12: Hlavička MEX funkce[17]
1 void mexFunction(int nlhs, mxArray *plhs[], int nrhs, const mxArray *prhs[])
Tab. 3.3: Seznam parametrů mexFunction[17]
Parametr Popis
nlhs Počet očekávaných výstupních polí
plhs Ukazatel na výstupní paměť
nrhs Počet vstupních parametrů
prhs Ukazatel na konstantní vstupní data
Proměnné prhs a plhs jsou pouze pole ukazatelů na mxArrays, takže pokud
máme například tři vstupní proměnné, tak tato pole budou pole ukazatelů o třech
položkách.
Struktura mxArray je C reprezentace polí z Matlabu, která obsahuje název pro-
měnné, rozměr pole, typ položek pole a zda je typ položky reálný nebo komplexní.
Matlab obsahuje několik různých API s odlišnou výbavou. Jsou zde mx* funkce,
jenž se používají na přístup k datům struktury mxArray a také k práci s pamětí.
Druhá API, která nás zajímá obsahuje mex* funkce, které pracují přímo s Matlab
interpretrem. Výčet zajímavých funkcí obou API je v Tabulce 3.4.
V Příkladu 3.13 si ukážeme jak implementovat jednoduchou funkci, která bude
spolupracovat s Matlab interpretrem.
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Tab. 3.4: Užitečné Matlab API funkce[17]
Název Popis
mx funkce
mxCreateNumericArray Vytvoření číselného pole
mxCreateCellArray Vytvoření pole struktur
mxCreateCharArray Vytvoření pole znaků
mxGetData Přístup k prvkům pole
mxSetData Uprava prvku pole
mex funkce
mexFunction Exportní funkce
mexErrMstTxt Chybové hlášení v Matlabu
mexEvalSTring Vykonání textového řetězce jako kódu
mexCallMatlab Zavolání Matlabovské funkce
mexPrintf Výstup do příkazového řádku
Příklad 3.13: Příklad wrapper funkce pro
Matlab[17]
1 #include ”mex.h”
2 void mexFunction(int nlhs, mxArray *plhs[], int nrhs, const
mxArray *prhs[])
3 {
4 if (nrhs != nlhs)
5 mexErrMsgTxt(”Pocet vstupnich a vystupnich parametru se
nezhoduje.”);
7 size t rows,cols , i , j ;
8 double *input,*output;
9 for ( i = 0; i < nrhs; i++)
10 {
11 rows = mxGetM(prhs[i]);
12 cols = mxGetN(prhs[i]);
14 plhs[ i ] = mxCreateDoubleMatrix(rows, cols, mxREAL);
16 input = mxGetPr(prhs[i]);
17 output = mxGetPr(plhs[i]);





Na začátku funkce kontrolujeme počet vstup-
ních a výstupních proměnných. Pokud se ne-
rovnají, tak funkce mexErrMsgTxt() zahlásí
chybu a Matlab interpretr pozastaví další vy-
konávání kódu.
Tento cyklus se bude vykonávat tolikrát, kolik
máme vstupních parametrů.
Zde pomocí mxGetM() získáváme velikost
vstupních dat a následně alokujeme paměť
pro výstupní data mxCreateDoubleMatrix(),
do kterých budeme kopírovat naše vypočtené
hodnoty.
Funkce mxGetPr() vrací ukazatel na položku v
poli.V tomto cyklu už počítáme samotná data
a kopírujeme je do výstupní paměti.
Výstup skriptu
>> [a,b,c]=test([1 2 3 4 5],[5 4 3 2],1)
a =
1 4 9 16 25
b =
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3.2.4 Implementace OpenCV v Matlabu
Abych vyzkoušel použitelnost OpenCV v Matlabu, použil jsem existující wrap-
per cvlib mex6. Ten ale bohužel nedosahuje mnoho kvalit. Jeho velkou nevýhodou
je absence mnoha funkcí a také to, že se na něm již dávno nepracuje. Není ani im-
plementována kontrola vstupních dat, proto jde velice snadno vyvolat pád Matlabu.
Taktéž z důsledků malé zpětné kompatibility Matlabu není možné tento projekt po-
užívat v nových verzích. Nicméně v něm najdeme ty nejčastěji používané funkce v
počítačovém vidění. Jejich stručný seznam je v Tabulce 3.5. Po prozkoumání zdrojo-
vých kódů projektu jsem našel mnoho nevyhovujících aspektů návrhu této knihovny.
Jde zejména o chybějící export OpenCV konstant do Matlabu, v důsledku čehož mu-
sel autor do každé funkce vytvářet velký stavový automat pro detekci parametrů.
Z toho plyne další nevýhoda a to lineární složitost zpracování hledaného řetězce,
čímž velice narůstá zbytečné zpomalení knihovny. Pro spuštění jednotlivých funkcí
je třeba použít příkaz cvlib mex().
Tab. 3.5: Kompletní seznam cvlib mex funkcí
cvlib mex funkce
abs houghlines2 absDiff houghcircles
absDiffS Hypot add inpaint
addS laplace addweighted line
canny log circle matchtemplate
color morphologyex contours mul
CvtScale polyline CvtScaleAbs pow
dilate pyrD div pyrU
dp rectangle eBox resize
erode smooth exp sobel
filter sub fillpoly subS
flip subRS floodfill text
goodfeatures
6Toto přemostění je možno stahovat ze stránek http://www.mathworks.com.
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4 ZHODNOCENÍ DOSAŽENÝCH VÝSLEDKŮ
Tato kapitola se bude zabývat zhodnocením realizovaných a již existujících ná-
strojů. Bude porovnávat mnou implementované přemostění LuaCV popsané v kapi-
tole 3.1, přemostění CvLib mex z kapitoly 3.2.4, automaticky generovaný wrapper
OpenCV do jazyka Python a Matlab Image Processing toolkit z prostředí Matlab.
Tyto nástroje budu testovat na stroji Intel Celeron 1.7 GHz s 2 GB operační paměti
na základních úlohách počítačového vidění.
4.1 Porovnání existujících přemostění s LuaCV
V této kapitole bych rád porovnal přemostění LuaCV navržené v této práci s již
existujícími, jak již bylo naznačeno v úvodu této kapitoly. Pokud jde o nejobsáh-
lejší přemostění OpenCV knihovny do skriptovacího jazyka, tak jednoznačně Python
obsahuje nejvíce funkcí. Z velké části je to hlavně tím, že Python je automaticky
generován podle šablon pomocí nástroje SWIG[20]. Tento wrapper implementuje
všechny knihovny, ale vyhýbá se některým problémovým místům v návrhu přemos-
tění. Zejména jde o abstraktní dynamické datové typy jako je například CvSeq.
Proto v něm není možno pracovat se sekvencemi na úrovni jazyka Python. Co se
týče složitosti návrhu úlohy v tomto jazyku je příklad v Pythonu (viz Příklad 4.3)
zjednodušeným přepisem nativního kódu v jazyce C (viz Příklad 4.1) odlehčeným o
definice proměnných a main funkci.
Při porovnání přemostění LuaCV s OpenCV implementací v Pythonu je Lu-
aCV navržena ručně. Je to jeden z důvodů proč vzhledem k OpenCV obsahuje
kompletně pouze 2 knihovny z 6. Jde o cxtypes a cxcore, které implementují přes
330 funkcí a 45 datových typů. Z ostatních knihoven je navržena pouze nejdůležitější
část funkcí (detektory hran, filtry, načítání obrazu), ale i ty v důsledku tvoří více
než 30 funkcí. I přes neúplnost je tato implementace použitelná jak dokázali studenti
kurzu MPOV, kdy někteří z nich vypracovali projekty v tomto přemostění. Šlo zde o
úlohy čtení Brailova písma a detekci pohybu. Porovnání systémových nároků obou
přemostění ukazuje velkou závislost Pythonu na externích knihovnách oproti Lua.
Knihovna cv v Pythonu svým obsahem odpovídá knihovně LuaCV, ale je téměř 5x
větší (Python CV 1.7 MB, LuaCV 364 KB). Pokud porovnáme syntaktickou stránku
obou jazyků, tak uvidíme velkou podobnost (viz Příkladu 4.4). Je to z části tím, že
při návrhu jazyka Lua byla přijata část syntaxe z Pythonu.
Knihovna CVLib Mex implementuje necelých 50 funkcí OpenCV, kdy u vět-
šiny z nich byly sníženy vlastnosti statickými argumenty uvnitř implementace. Proto
například vždy při použití Cannyho detektoru hran algoritmus staticky používá hod-
notu prahu 200. Skript, který provádí podobné výpočty jako u předchozích skriptů
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je vidět na Příkladu 4.2. Oproti programům v OpenCV lze na první pohled vidět
mnohem jednodušší syntax. To ale značí i menší funkcionalitu. Toto přemostění je
malé (116 KB), ale na to kolik implementuje funkcí má zdrojový kód přes 4000
řádků, což ukazuje na špatný návrh aplikace.
Příklad 4.1: Testovací příklad v C
1 #include ”cv.h”
2 #include ”highgui.h”
4 int main( int argc, char** argv )
5 {
6 char* filename = argc == 2 ? argv[1] : (char
*)”lena.jpg”;
7 IplImage *image = NULL,*edge = NULL,*
noise=NULL;
9 if ( (image = cvLoadImage( filename,
CV LOAD IMAGE GRAYSCALE)) ==
















Příklad 4.2: Testovací příklad v Matlabu
1 original =rgb2gray(imread(’znak fekt.png’));
2 original =imnoise(original, ’gaussian’ ,0,0.002) ;
3 canny=˜cvlib mex(’canny’,original);
4 %canny=˜edge(original,’canny’,[0.013 0.5031]);




5 image=cv.LoadImage(len(sys.argv)>1 and sys.argv[1]
or ”lena.jpg”,cv.












Příklad 4.4: Testovací příklad v Lua
1 #!/usr/bin/env lua
2 cv=require(”luacv”)
4 local image=cv.LoadImage(arg[1] and arg[1] or ”lena












4.2 Výkonosti jednotlivých nástrojů
Tato kapitola pojednává o měření doby zpracování dat mezi jednotlivými im-
plementacemi OpenCV a prostředím Matlab. Programy budou řešit jednoduchou
úlohu počítačového vidění detekci hran. Skripty uvedené výše (viz Příklad 4.4) de-
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finují algoritmus zpracování dat. Nejdříve půjde o načtení obrázku a jeho konverzi
do odstínu šedi. Poté přidáme šum a na něj aplikujeme Gaussovo rozostření. Na
výsledném obrázku detekujeme hrany Cannyho detektorem a výsledek invertujeme.
Vstupní a výstupní data můžeme vidět na obrázku 4.1, kde vlevo je vstupní ob-
rázek, uprostřed výstup knihovny OpenCV a vpravo výstup pomocí Matlab Image
Processing toolkitu.
Obr. 4.1: Vstupní a výstupní obrázky z testovacích skriptů
Nejrychlejším z programů byla zákonitě implementace v C++, protože jde o
stejný jazyk, ve kterém je knihovna kompilována. Průměrná doba trvání programu
4.1 byla 28 milisekund. Oproti tomu příkladu v Lua využívající OpenCV trval výpo-
čet 50 milisekund. Implementace v Pythonu byla o trochu pomalejší než LuaCV dle
očekávání a dosáhla rychlosti zpracování 63 milisekund. Nutno poznamenat, že tyto
rychlosti byly měřeny pří warm startu, až byla OpenCV knihovna načtena v paměti.
Obdobná implementace pomocí nativní knihovny pro zpracování obrazu v Matlabu
(viz Příklad 4.2) však dopadla hůře s průměrnou dobou zpracování 703 milisekund.
Lze zde vidět propastný rozdíl mezi výkonostmi obou knihoven pro zpracování ob-
razu, kdy OpenCV je v nejhorším případě vice než 10x rychlejší než Matlab Image
Processing Toolkit. Přemostění CvLib Mex se mi s dostupným Matlabem již nepo-
dařilo přeložit. Je to z důvodu malé zpětné kompatibility Matlabu oproti starším
verzím, pro které bylo toto přemostění napsáno.
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5 ZÁVĚR
V závěru této práce bych chtěl shrnout postup a cílů, kterých bylo dosaženo. Při
zkoumání knihovny OpenCV jsem se naučil základním i pokročilým metodám po-
užívanými při zpracování obrazu. Mám na mysli hlavně použití konvolučních filtrů,
detektorů tváře a objektů nebo práci s maticemi. Tato knihovna má velké množství
výhod oproti ostatním (VXL, LTI, Matlab Image Processing Toolbox) hlavně co
se týče komplexnosti a vysoké škálovatelnosti implementovaných algoritmů, které
dohromady tvoří vhodný nástroj pro vývoj aplikací zabývajících se zpracováním
obrazu a počítačového učení. I přes rozsáhlost je tato knihovna rychlá a hlavně efek-
tivní, což Matlab Image Processing Toolbox nesplňuje. Při orientačním měření na
úloze detekce hran pomocí Cannyho filtru byl Matlab více než 10x pomalejší (viz
kapitola 4.2).
Příklady z kurzu MPOV (Počítačové vidění) vypracované s použitím OpenCV
knihovny (viz kapitola 2.1.6) nebyly svým rozsahem komplexnější než podobná im-
plementace pomocí prostředí Matlab s Image Processing Toolboxem a bylo přitom
dosáhnuto zrychlení výpočtu. Nic tedy nebrání použití OpenCV ve výuce kurzu
MPOV. Při porovnání vlastností programovacího jazyka Lua a prostředí Matlab se
první z nich jevil jako rychlejší a systémově méně náročný jazyk (viz kapitola 4.2).
Také je dobré připomenout, že Lua je oproti Matlabu zveřejněna pod MIT licencí[7].
Proto jsem se rozhodl návrh přemostění OpenCV implementovat v jazyku Lua. Jako
dobrý příklad, jak by toto přemostění mohlo vypadat, jsem navrhl wrapper, který
implementuje několik funkcí z grafické knihovny GDLib (viz kapitola 2.2.5). Dle
očekávání byly systémové nároky toho přemostění malé (velikost sdílené knihovny
byla 12 kb). Rychlost programu z Příkladu 2.49 byla 37 milisekund a rozdíly v
rychlosti mezi nativním kompilovaným programem v C a se skriptem v Lua byly
zanedbatelné.
Samotný návrh přemostění LuaCV je napsán v jazyce C++ z důvodu, že
OpenCV kompilovaná pod C++ obsahuje větší funkcionalitu (namespace, třídy pro
manipulaci s obrazem a maticemi, nepovinné parametry funkcí). V rámci této práce
jsem implementoval všechny základní funkce a struktury, potřebné pro nejčastější
úlohy počítačového vidění. V důsledku to znamená více než 330 funkcí a 45 objektů,
kde většina je z knihoven cxtypes a cxcore. Velkou předností oproti C a C++ je zde
možnost použití prvků funkcionálního programování dané v samotné Lua. Wrapper
je psaný tak, aby byl co nejjednodušeji rozšiřovatelný. Oproti původnímu návrhu pře-
mostění knihovny GDLib je LuaCV složitější, ale drží se stejných principů. Proto by
další rozšíření knihovny nebude problém. Jako nástroj pro multiplatformní kompilaci
byl použit generátor CMake (viz kapitola 3.1.5). Díky němu je možno dynamicky
generovat potřebné soubory nezávisle na platformě. V konečném důsledku je toto
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přemostění schopné práce a jeho funkcionalita je vidět na vzorovém programu (viz
kapitola 3.1.4), který realizuje časté úlohy počítačového vidění (Cannyho detektor
hran, afinní transformaci). Toto tvrzení potvrdili i někteří studenti kurzu MPOV,
kteří vypracovali úlohy nad tímto přemostění (čtení Brailova písma, vyhledávání
pohybu) s podobným výsledkem jako v nativní C API knihovny OpenCV.
Při testování již existujícího přemostění OpenCV pro prostředí Matlab se jevilo
jako nevyhovující řešení. U velké skupiny rutin byla snížená funkcionalita, čímž se
autor vyhnul problémovým místům v implementaci přemostění OpenCV (konverze
typů, volitelné parametry funkcí). Vnitřní mechanismy přemostění CVLib Mex jsou
provedeny příliš jednoduchým způsobem (funkční mechanizmy jsou psány staticky
pro každou variantu namísto dynamických algoritmů), a proto výsledná hodnota
přemostění velmi utrpěla. Bohužel kvůli špatné zpětné kompatibilitě Matlabu se
mi toto přemostění nepodařilo zkompilovat, a proto jsem nebyl schopen provést
funkční porovnání mezi nativním funkcemi Image Processing Toolboxu a OpenCV
v prostředí Matlab.
Mé předpoklady výhod jazyka Lua se ukázaly jako správné, a výsledná imple-
mentace přemostění se ukázala jako konkurence schopná i k oficiálně dodávanému
přemostění pro jazyk Python. Velkou výhodou Lua oproti Pythonu byla nezávislost
na externích knihovnách, jak také ukázaly výsledky porovnání (viz kapitloa 4.1).
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