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Resum 
 
Una de les necessitats primordials que existeixen a l’actualitat es basa en 
garantir el benestar, tant de persones demandants de qualsevol tipus de 
dependència, com familiars i/o amics del seu entorn. En els últims anys, 
les TIC estan prenent un paper molt rellevant en aquest tipus d’escenaris 
ja que són nombroses les possibilitats que ens ofereix. 
 
En una societat cada cop més envellida cada dia són més les 
institucions, fundacions, i empreses que desenvolupen mecanismes i 
aplicacions per a cobrir les necessitats de gent de la tercera edat.  
 
 
Aquest TFC neix, per una banda,  amb l’objectiu de crear una aplicació 
que ajudi a persones que viuen en soledat, sovint un xic oblidades per la 
societat, a portar una vida més organitzada, més independent i perquè 
no, més digne. D’altra banda, intenta suavitzar els principals problemes 
que existeixen en l’actualitat en relació a l’entorn sanitari com la 
sobrecàrrega assistencial que pateixen els centres d’atenció primària 
que provoca que el personal sanitari sigui en termes d’eficiència, menys 
competitiu. 
 
Tot i que està focalitzat per a tot tipus de nuclis, l’objectiu principal 
d’aquest treball està més canalitzat a entorns rurals, on les relacions 
entre facultatius i pacients es compliquen per diferents motius com 
poden ser les condicions climàtiques, masies de difícil accés, distància 
entre centre d’atenció primària i domicili dels pacients... 
 
Aquest treball consisteix en el desenvolupament d’una aplicació per a 
dispositius intel·ligents (sota el sistema operatiu Android) que ajudi a les 
persones (pacients) a seguir els tractaments que els metges i personal 
sanitari els receptin. A més d’ajudar a prendre la dosi de medicació 
correcta en les pautes estipulades, permet que persones del seu entorn 
com poden ser personal sanitari, familiars o amics que tenen interès en 
el seu benestar  n’estiguin assabentats.  D’aquesta manera el personal 
sanitari podrà realitzar un seguiment individualitzat que permetrà una 
millora en l’optimització de recursos. Això s’aconsegueix fent ús d’ 
AAAIDA,  una xarxa social que serà el nexe d’unió entre el pacient i el 
seu entorn. 
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Overview 
 
 
One of the primary requirements that exist today is based on the 
wellbeing of people needy of any type of dependence, as also improving 
the quality of life of his family and friends. In recent years, the 
Information and Communications Technology, is taking a important role 
in this type of scenario because offers many possibilities for 
improvement. 
 
In a society each day more elderly, are increasing the foundations and 
enterprises that are developing mechanisms and applications to meet the 
needs of the elderly. 
 
This work, is born on the one hand with the aim of improving the daily 
lives of people that are living alone, sometimes forgotten by the society, 
to live a more organized life, more independent, and why not, more 
worthier. In the other hand, attempts to minimize the main problems that 
exist in the healthcare environment as the overload of the primary care 
centres, that causes a medical staff, in terms of efficiency, less 
competitive. 
 
Although the project is focused for all types of nucleus, the main 
objective of this work is channelled to rural areas, where the relationship 
between doctor and patient is complicated for several reasons such as 
weather conditions, rural homes inaccessible, distance between home 
and health centre ... 
 
This work involves the development of an application designed for 
Smartphone’s (Android OS), which helps people (patients) to follow the 
treatments that doctors and medical staff, prescribe them. Besides 
helping to take the correct dose of medication at the times stipulated, 
allows to people around them such as health workers, family or friends 
who are interested in their wellness to be informed. Thus, medical staff 
can do an individual monitoring; will allow an improvement in resource 
optimization. This is achieved with the help of AAAIDA, a social network 
that will be the link between the patient and his environment. 
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INTRODUCCIÓ 
 
 
L’escenari d’aquest TFC el dibuixem al marc d’un poble situat al Bages d’uns 
700 habitants on el nombre de persones majors de 65 anys supera el 60% de 
la població. En molts casos, persones per sobre dels 70 anys viuen en masos 
allunyats del nucli urbà comunicats amb el seu centre de salut per un camí no 
asfaltat i de difícil accés. Són moltes les persones que viuen amb soledat ja que 
o bé no tenen família, o  per motius laborals els seus fills han abandonat la llar 
on van néixer. 
 
Al voltant d’aquestes persones sovint trobem família, amics, metges... que, 
donat que no viuen sota el mateix sostre, sovint viuen inquiets i nerviosos 
sense poder eludir trucar-los contínuament  simplement per comprovar “que tot 
va bé”. 
 
En un moment, en el qual les retallades que afecten a polítiques socials són 
notícia quasi bé a diari, trobem a les TIC un camp molt ampli en gran part 
encara per explotar, on es poden trobar solucions que ajudaran a la rutina 
diària dels facultatius de manera que puguin millorar la seva eficiència, qualitat 
sovint lligada i proporcional a la millora de l’estat del benestar. 
 
 
L’objectiu d’aquest TFC serà treballar aquest aspecte creant una aplicació 
mòbil que millori situacions com les que hem esmentat. L’aplicació funcionarà 
en paral·lel amb AAAIDA [1] (xarxa social de la que posteriorment en parlarem 
en detall). La funció de l’aplicació serà la de recordar les diferents preses de 
medicació que prèviament haurà pautat a la xarxa social el seu metge i/o 
familiars (els seus vincles a AAAIDA), i s’encarregarà d’escriure al seu mur si 
l’usuari s’ha pres la medicació o no. 
 
 
El pacient també podrà aprofitar les possibilitats de la xarxa social i interactuar 
amb AAAIDA d’una manera fàcil i intuïtiva expressant en el moment que ho 
desitgi les seves emocions, malestar, estat de salut...  de manera que, per 
patologies trivials, el metge pugui decidir entre: donar-li un consell per tal de 
que millori, canviar les pautes de medicació o fer una visita domiciliària. 
 
 
Amb tot això, a més d’ajudar a l’usuari amb la seva vida quotidiana, 
aconseguim un millor control per part del seu metge de família, i de pas, el 
forcem a que contínua i periòdicament enviï “input’s” a tots els seus vincles de 
mode que la relació que abans era unidireccional es transforma en 
bidireccional. 
 
Aquest treball s’ha organitzat de la següent manera: 
 
Al primer capítol es fa un repàs de conceptes bàsics necessaris que inclouen 
els objectius inicials, detall del context o escenari que ha inspirat la realització 
  
d’aquest TFC, i un breu repàs de l’actualitat de les xarxes socials i de la 
plataforma escollida per la implementació de l’aplicació. 
 
Al segon capítol, s’expliquen les tres arquitectures sobre les que gira l’aplicació, 
es fixen les necessitats inicials amb els mòduls corresponents que cobriran les 
exigències inicials, i es mostra el disseny final aconseguit. 
 
Al tercer capítol, s’aprofundeix sobre les eines utilitzades per dur a terme tota la 
implementació, i aconseguir arribar a cobrir les necessitats que es detallen a 
l’anterior capítol. 
 
Al quart capítol es detalla la planificació del projecte i el temps emprat a 
cadascuna de les fases. 
 
El cinquè capítol consta de reflexions personals, on s’avaluen els objectius 
assolits, tant els inicials com els personals, el impacte mediambiental, i els 
possibles treballs futurs que millorarien l’experiència d’usuari. 
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CAPÍTOL 1. CONCEPTES BÀSICS 
 
EMetge és una aplicació per a dispositius intel·ligents creada amb l’objectiu de  
facilitar el dia a dia de persones amb un cert grau de dependència. L’aplicació 
va dirigida a persones que, degut a les seves capacitats físiques i psíquiques,  
estan capacitades per viure soles tot i que necessiten un control diari tant per 
part dels seus familiars com del seu metge de família.  L’escenari del projecte 
apunta sobretot a nuclis rurals els quals disposen de masies allunyades del 
centre urbà i amb difícil accés.  
A continuació es detallen els objectius principals del projecte, els diferents 
casos d’ús que es donaran a l’escenari i una breu explicació sobre els contexts 
en els que treballarem. 
 
1.1. Objectius 
 
Inicialment, els objectius generals de l’aplicació són quatre.  
- Facilitar la presa de medicació pautada pel metge 
 
L’aplicació s’encarregarà d’avisar al pacient en els moments que hagi de 
prendre una determinada medicació prèviament pautada pel seu metge de 
família. Les pautes podran ser modificades en qualsevol moment de manera 
que aquests canvis siguin transparents per l’usuari final. 
 
- Millorar la interacció pacient - família 
 
Un objectiu important a assolir és que la família pugui rebre “input’s” 
regularment per part del pacient. Aquesta, és una manera de fer un seguiment 
continu i detectar períodes de no activitat per poder actuar adequadament i 
amb rapidesa. El control per part dels seus vincles es realitzarà d’una forma 
transparent pel pacient, amb el que aconseguim un tarannà poc intrusiu que 
afavorirà la seva autoestima habitualment molt relacionada amb la seva 
felicitat. 
 
- Millorar la relació metge – pacient 
 
A través d’eMetge es pretén que la relació entre metge i pacient sigui molt més 
estreta i personal. En aquest cas, l’objectiu es basa en garantir un suport més 
directe i individualitzat amb el que el pacient es senti més protegit i per tant més 
tranquil. 
 
- Augmentar l’eficiència del personal sanitari 
 
  
Freqüentment, el metge, no visita als seus pacients amb la perseverança que 
desitjaria per l’excés de feina que pateix. Amb l’ajuda de la xarxa social amb la 
que treballarem (AAAIDA) i de l’aplicació fruit d’aquest TFC, es pretén 
aconseguir que el temps del metge sigui molt més eficient evitant en moltes 
ocasions trasllats innecessaris que eviten que pugui estar en moments 
importants en domicilis que realment necessiten la seva presència. En molts 
casos, gràcies a que pacients en situació de polimedicació portaran un millor 
control sanitari, es pot arribar a estalviar el seu ingrés a un centre hospitalari 
amb tot l’estalvi assistencial, econòmic i administratiu  que això suposa. 
 
 
1.2. Casos d’us 
 
En primer lloc es presentarà el cas de dos pacients (la Maria i en Joan) que 
encaixen a un escenari en el qual es podria explotar l’ús de l’aplicació. 
Posteriorment, es presenta l’Elisenda, la metgessa que dóna cobertura a la 
població on viuen els dos pacients. 
1.2.1. Pacients 
 
La Maria és una dona vídua de 78 anys que presenta varies malalties pel que 
es troba en situació de polimedicació. Viu sola a una masia al nord d’un poble 
del Bages d’uns 700 habitants. És autònoma per les activitats bàsiques de la 
vida diària, tot i que té alguna dificultat en les activitats instrumentals. La 
distància fins al seu centre d’atenció primària és d’uns tres quilòmetres i mig a 
través d’un camí no asfaltat on l’accés és difícil sobretot quan cauen quatre 
gotes. La seva família, que per motius laborals viu a un pis cèntric a Barcelona, 
s’escapa el cap de setmana a visitar-la. 
 
En Joan és un home solter de 82 anys amb un deteriorament cognitiu lleu 
associat a l’edat, que viu a l’est del mateix poble que la Maria. L’accés al seu 
centre d’atenció primària també és força complicat i la única “família” que té és 
un veí d’un Mas situat a uns quinze minuts de casa.  
 
Ambdós han realitzat un curs d’informàtica per a gent gran al centre de dia 
situat al centre del poble. 
 
1.2.2. Metgessa 
 
L’Elisenda és la metgessa de família del poble. Tot i tenir assignada poca 
població, la mitjana d’edat dels pacients fa que la seva càrrega assistencial 
sigui força alta i que el temps per a les visites domiciliàries sigui reduït, tenint 
en compte que molts dels pacients atesos a domicili o bé es troben a una 
distància considerable del CAP o l’accés a aquest, en ocasions, és abrupte. A 
més, en diferents períodes, cobreix altres nuclis urbans doblant el número de 
pacients.  
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1.3. Contexts 
 
Per entendre una mica millor quin camí pren aquest TFC, a continuació es fa 
una breu explicació dels contexts en els que ens movem. Bàsicament són dos: 
per una banda la xarxa social creada per Alteraid, AAAIDA, i per altra, el 
sistema operatiu orientat a mòbils sobre el que s’ha desenvolupat l’aplicació. A 
la figura 1.1 es pot veure l’escenari en el que l’aplicació podria complir la seva 
funció al 100%. En primer lloc, un centre mèdic amb poques habitacions sovint 
col·lapsat (sobretot en èpoques hivernals). Aquest centre mèdic ara per ara és 
un centre que depèn del Institut Català de la Salut, i que corre el risc de ser 
tancat pels alertats números vermells presentats en l’anterior exercici. Al voltant 
seu, hi ha un petit nucli urbà on s’hi concentra el 50% de la població. L’altra 
meitat, es troba en masos situats en tot el perímetre de la localitat. Els masos 
més allunyats, es troben ben bé a 15 quilòmetres, i l’accés, sovint en molt 
males condicions condiciona al facultatiu que en aquell moment estigui cobrint 
la zona, a que hagi d’ invertir més d’una hora en visitar a un pacient que reclami 
la seva assistència. 
. 
 
 
Fig 1.1 Escenari 
 
 
  
1.3.1. AAAIDA 
 
Les xarxes socials han patit un creixement exponencial durant els últims anys. 
Són múltiples els motius que han donat lloc a aquest creixement: la necessitat 
de saber uns dels altres, de compartir experiències, interessos, necessitats... 
En totes elles, una part important són els vincles que s’afermen entre vàries 
persones i/o entitats en front un interès comú.  
 
AAAIDA és una xarxa social creada per Alteraid [2] l’any 2011. Alteraid és una 
spin-off de la UPC [3] sorgida de la mateixa EETAC [4] per tres professors de la  
universitat i un advocat amb experiència en el sector de les associacions 
mèdiques. El projecte AAAIDA neix amb l’objectiu de garantir la tranquil·litat de 
les famílies, treballadors socials i metges que atenen persones grans que viuen 
soles. Mitjançant tot tipus de “input’s” i la xarxa AAAIDA,  es redueix el cost de 
l'atenció, mentre que augmenta la qualitat de vida de la gent gran. 
 
1.3.2. Sistemes operatius 
 
En l’actualitat existeixen varis sistemes operatius en els que  és possible 
programar la nostra aplicació. Actualment, en quant a ràtio d’us, les diferents 
tecnologies es reparteixen de la següent manera: 
 
 
Fig. 1.2  Distribució de sist. Operatius. Any 2012. 
 
Com veiem a la figura 1.2 [5], a l’actualitat Android [6] lidera de forma clara el 
mercat de dispositius mòbils intel·ligents i, a dia d’avui, la projecció és positiva 
si considerem que la plataforma és relativament jove (2007).  
 
Veient l’actualitat del mercat mundial, inicialment, les dues plataformes 
candidates per a la nostre aplicació eren Android i iOS [7]. Finalment la decisió 
va recaure sobre la primera. Els motius pels quals es va prendre aquesta 
decisió es detallen a continuació: 
 
- Es tracta de la plataforma més utilitzada arreu del món.  
Organització del treball   7 
- El cost. L’aplicació va dirigida a un públic que possiblement disposi 
d’escassos recursos econòmics. En l’actualitat, al mercat trobem 
dispositius Android per menys de 60€. A dia d’avui el dispositiu que es 
comercialitza amb iOS més econòmic costa uns 389€ (Iphone 4). 
- Simplicitat. Parlem d’un sistema operatiu intuïtiu i simple, dos adjectius 
indispensables per els nostres objectius. 
- Estable. Android aprova amb nota en estabilitat, robustesa, i es 
comporta molt bé en quant a la portabilitat entre diferents dispositius. 
- Plataforma lliure (Open Source). Aquest, és un punt important a favor 
d’aquest sistema operatiu. Pertànyer a una important comunitat de 
desenvolupadors de programari lliure ens pot donar una idea de la 
qualitat del sistema operatiu i a l’hora esborra la incertesa de que parlem 
d’un sistema operatiu que, a llarg termini,  caurà a l’oblit.  
 
Una altra opció, seria desenvolupar una aplicació compatible amb la totalitat de 
sistemes operatius com una WebApp creada per exemple amb HTML5 [8], amb 
tècniques Responsive Web Design [9] o amb l’ús de CSS [10]. En aquest cas, 
s’han descartat aquestes opcions i s’ha triat el camí d’una aplicació nativa ja 
que a més de fer servir aspectes de baix nivell del sistema operatiu (com 
serveis, notificacions...) ens permet explotar d’una manera més àmplia les 
possibilitats del dispositiu. A més un dels objectius és no deixar sense servei a 
l’usuari en el cas de que pateixi moments, en els que no disposi de cobertura, i 
per tant, sigui necessari treballar en mode offline (possibilitat que s’ha de tenir 
molt en compte en entorns rurals).  
  
CAPÍTOL 2. ARQUITECTURA I DISSENY 
 
L’arquitectura del treball gira al voltant de tres pilars: en primer lloc, per agilitzar 
proves i tests, s’ha creat un sistema de servei Web. En segon lloc la pròpia 
aplicació i per últim la xarxa social AAAIDA que posteriorment albergarà el 
servidor.  
2.1. Arquitectura 
 
Per fer una introducció a l’arquitectura del conjunt de l’aplicació, es mostra la 
figura 2.1, on es poden apreciar els tres pilars principals al voltant dels quals 
gira el projecte. 
 
 
Fig. 2.1 Arquitectura. 
 
Com es pot visualitzar a la figura 2.1, el marc contextual del projecte queda 
definit en primer lloc per un dispositiu intel·ligent. En aquest cas, es tracta d’un 
dispositiu mòbil, però l’objectiu del projecte AAAIDA, contempla un ventall de 
possibilitats de treball mot ampli, que podria incloure des de dispositius mòbils 
intel·ligents, passant per televisors, o també sensors ubicats a tot tipus 
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d’electrodomèstics, aparells etc... En segon lloc, es troba un servei Web que 
s’encarregarà d’engranar la comunicació entre el client i la xarxa social, i per 
últim l’API d’AAAIDA encarregada de gestionar les peticions que es realitzin. 
 
2.1.1. Servei Web 
 
Anys enrere, totes les consultes que es feien a un servidor web, eren 
originades per usuaris. Això, amb la ràpida evolució que ha patit el Web, ha 
anat canviant i ara per ara les consultes poden ser originades per buscadors, 
altres webs, aplicacions etc..   
 
Els servei Web utilitzen un conjunt de protocols i estàndards que serveixen per 
intercanviar dades entre aplicacions. Un servidor Web, pot donar resposta a 
diferents aplicacions de software desenvolupades amb diferents llenguatges de 
programació i executades sobre qualsevol plataforma. Això s’aconsegueix 
mitjançant l’ús d’estàndards oberts que organitzacions reguladores es cuiden 
de mantenir.  
 
Un dels principals motius que fomenta l’ús de servidors Web, és la possibilitat 
d’utilitzar protocols estàndards com és l’HTTP. Com que les organitzacions 
protegeixen les seves xarxes mitjançant aplicacions que filtren i bloquegen gran 
part del tràfic de Internet, tanquen o bloquegen quasi bé tots els ports menys el 
que fa referència al protocol mencionat ja que és el que fan servir els 
navegadors. Tot i que podem fer servir qualsevol protocol per treballar, els 
servidors web utilitzen majoritàriament aquest. 
 
Fer servir servidors web, ens assegura que per molt que evolucioni una 
aplicació, l’adaptació al servidor variarà molt poc o gens. 
 
En l’actualitat, s’està millorant la qualitat i quantitat de serveis oferts basats en 
nous estàndards. 
 
2.1.2. Dispositius intel·ligents 
 
Independentment del sistema operatiu utilitzat, es pot classificar l’arquitectura 
d’un dispositiu intel·ligent en cinc blocs ben diferenciats: 
 
- Interfície d’usuari: És el medi amb el que l’usuari pot comunicar-se amb 
un dispositiu intel·ligent i inclou tots els punts de contacte entre usuari i 
equip. Habitualment són intuïtius.  
- Lògica de programació: És una sèrie de idees i raonaments coherents 
els quals, mitjançant la programació, ajuden a aconseguir els objectius 
pels quals s’ha dissenyat la aplicació. 
- Dades: Tota aplicació necessita tractar amb dades. Les dades es tracten 
mitjançant la lògica de programació i habitualment són diferents 
depenent de quin usuari fa servir l’aplicació. És necessari disposar d’un 
“contenidor” on guardar-les per poder accedir-hi en el moment que faci 
falta. 
  
- Application Integration: És l’ús de software i arquitectura necessària per 
integrar el conjunt de funcions disponibles dins d’un dispositiu.  
- Service: Els serveis són components que s’executen de manera 
transparent per l’usuari, i que no necessiten cap tipus de interacció amb 
per part seva. 
 
 
2.1.3. Xarxa Social. AAAIDA 
 
AAAIDA és una plataforma que proveeix els serveis a l’aplicació a través de la 
seva API. Accedint des de el client, proporcionarà les respostes i la informació 
adequada a través de la seva lògica com per exemple, informació d’usuaris, 
confirmació a l’hora de desar o modificar els tractaments, peticions de dades 
importants per l’aplicació... En resum, es cuida d’atendre a tots els seus clients, 
ja siguin aplicacions mòbils, altres pàgines web, aplicacions d’escriptori... 
 
2.2. Disseny 
 
En aquest apartat, veurem el disseny que s’ha dut a terme en l’aplicació basat 
en la detecció de necessitats inicial, des de l’anàlisi previ fins al disseny final 
obtingut. 
 
2.2.1. Anàlisi previ 
 
Abans de començar a programar, és important definir els blocs necessaris per 
dur a terme l’aplicació. Els següents punts, defineixen les necessitats que 
inicialment s’han d’afrontar: 
 
- Home: És necessària una pàgina principal de l’aplicació fàcil i intuïtiva on 
trobar les opcions més importants. 
- Actualització: Caldrà dissenyar un bloc que es cuidi de que les alarmes i 
tractaments estan, en tot moment, correctament actualitzats. 
- So: L’ús del so a les alarmes, és prou important per definir un bloc que 
tingui com a missió reproduir un to quan sigui necessari. 
- Notificacions: Per no haver d’entrar a l’aplicació a l’hora de saber l’estat 
de les alarmes es dissenya un bloc que es cuidarà de gestionar les 
notificacions del sistema operatiu. 
- Planning: La necessitat de tenir un espai on el client pugui comprovar de 
manera fàcil i intuïtiva, en un ràpid cop d’ull, el planing de les properes 
medicacions, presenta una part important de l’aplicació. 
- Alarmes: En aquest bloc, es programarà  la lògica necessària per poder 
utilitzar el sistema d’alarmes del sistema operatiu d’una manera ràpida i 
eficient. 
- Login: En aquest punt, s’implementarà la lògica necessària que posarà 
en contacte a l’aplicació amb la xarxa social per garantir les credencials 
de l’usuari. 
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- Log out: És important disposar d’una opció que permeti a un usuari 
desvincular-se de l’aplicació per exemple per deixar-ne l’ús a un altre.  
 
 
 
A la figura 2.2 es mostren de manera gràfica totes les demandes exposades.  
 
 
Fig. 2.2 Necessitats inicials 
 
 
 
 
 
2.2.1.1 Login 
 
Serà necessari crear una activitat on l’usuari pugui identificar-se com a membre 
de la xarxa social AAAIDA. En aquest cas, buscant la màxima simplicitat 
possible per l’usuari, es programarà de mode que només s’hagi d’identificar la 
primera vegada que entra a l’aplicació, o bé, en el cas de que faci un Log out 
(per exemple quan un altre usuari vulgui fer-ne us). Després de comprovar les 
credencials, l’aplicació guardarà aquestes dades per posteriors connexions 
amb AAAIDA. 
 
 
  
2.2.1.2 Home 
 
Serà la pantalla principal de l’aplicació des de la qual, l’usuari tindrà accés 
directe a les principals dreceres: 
 
- Encendre/Apagar les alarmes. 
- Accedir al Planning de medicació. 
- Activar/desactivar el so. 
- Accés a altres configuracions (vibració, log out, selecció de to...). 
 
La activitat home, també tindrà visibilitat directe a l’hora de la propera 
medicació. El fons de pantalla variarà de color, per fer molt més fàcil la detecció 
de si les alarmes estan o no activades. 
 
2.2.1.3 Futures preses de medicació 
 
Part important de l’aplicació que servirà al pacient per fer una ullada ràpida i 
còmode de la medicació que té pautada. Aquesta funcionalitat pot ser útil per 
calcular la medicació necessària en cas de sortir del domicili un temps 
determinat. 
 
2.2.1.4 Servei d’actualització 
 
La connexió amb AAAIDA s’haurà de realitzar de dos modes diferents i 
importants per l’actualització de la base de dades local i les corresponents 
alarmes: 
 
- Actualitzacions periòdiques cada 90 minuts. 
- Actualització al activar les alarmes. 
 
En qualsevol dels dos casos, cal tenir en compte la possibilitat de que en el 
moment de l’actualització, el dispositiu pot tenir o no connexió de dades, per 
tant, en el cas de que no disposi de cobertura, l’aplicació haurà de sincronitzar 
les alarmes amb la informació que té emmagatzemada en mode local. 
 
2.2.1.5 Log out 
 
Quan un usuari deixi de fer servir l’aplicació, ja sigui perquè la farà servir una 
altra persona o simplement, ho decideixi així, l’aplicació ha d’eliminar totes les 
alarmes, esborrar la base de dades, i preparar-se perquè en el moment que es 
torni a obrir, llenci la activitat de Login perquè altre usuari o ell mateix en pugui 
gaudir. 
 
2.2.1.6 Configuració de so 
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L’aplicació ha de permetre activar o desactivar el so per evitar per exemple 
situacions compromeses on l’usuari en tingui prou amb la vibració.  
 
2.2.1.7 Notificacions 
 
Sense executar l’aplicació, serà necessari detectar si en aquell moment les 
alarmes estan o no activades. En el cas de que ho estiguin, serà necessari que 
el usuari pugui determinar si s’han actualitzat correctament amb el servidor, o 
pel contrari, en el moment de fer-ho el dispositiu no tenia xarxa i ho ha fet amb 
dades locals. 
 
2.2.1.8 Alarmes 
 
Les alarmes han de ser simples i clares. S’haurà d’evitar que l’usuari pugui 
desactivar-la sense voler, i que tingui la possibilitat de parar el to d’alarma per 
posteriorment, poder llegir la medicació que s’ha de prendre. En el cas de que 
dos o més medicaments tinguin l’alarma en un espai de temps semblant 
(ajustable), s’hauran d’agrupar ambdues en un mateix avís. 
2.2.1.9 Altres configuracions 
 
A més dels anteriors punts, la persona que faci us de l’aplicació, tindrà la 
possibilitat de activar/desactivar vibració, veure informació de la medicació 
pautada i modificar el to d’alarma. 
 
 
 
2.2.2. Estructura 
 
A continuació, i en base als objectius proposats es defineix l’estructura que 
tindrà el projecte. Per aconseguir una millor claredat, es divideix en els 
següents punts representats a la figura 2.3: 
 
- Aplicació. 
- Servei que periòdicament realitza les actualitzacions. 
- Resposta a les alarmes. 
 
 
 
  
 
Fig. 2.3 Estructura general eMetge 
 
Molts dels termes que es faran servir a continuació, s’ampliaran al capítol 
següent descrivint funcionalitats i argumentant l’ús. 
 
2.2.2.1 Aplicació 
 
A la figura 2.4 es detalla un diagrama de flux que correspon a totes les passes 
que l’usuari pot fer de forma pro activa sobre el dispositiu, és a dir, tots els 
estats que figuren al diagrama són accessibles per l’usuari. 
Upd
ate 
Alrm 
App 
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Fig. 2.4 Diagrama de flux de l’aplicació 
 
2.2.2.1.1 Procés d’autenticació 
 
Quan l’usuari obri per primera vegada l’aplicació, s’obrirà l’activitat on ha 
d’indicar login i password d’AAAIDA. Sense aquestes credencials, l’usuari no 
podrà interactuar amb l’aplicació, ja que sense el suport de la xarxa social, 
eMetge no té cap tipus de sentit. A la figura 2.5 es pot apreciar una captura 
d’aquest procés. 
 
  
 
Fig 2.5 Captura activitat Login 
 
Un cop obtingudes les credencials, l’aplicació les comprova via http amb el 
servidor corresponent i en el cas de que l’autentificació sigui incorrecta li indica 
que les torni a escriure. En cas contrari, es guardaran les credencials en un 
arxiu de preferències persistiu i l’aplicació donarà pas a la pantalla principal 
(home). A la figura 2.6 s’aprecien els dos estats que pot tenir la pantalla 
principal. 
 
 
Fig. 2.6 Captura activitat HOME 
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2.2.2.1.2 Activació d’alarmes 
 
Inicialment, l’usuari es trobarà amb una pantalla on el primer que haurà de fer 
és clicar sobre la claqueta per posar en funcionament la connexió amb AAAIDA 
i l’activació i programació de les corresponents alarmes. 
 
En aquest pas podem trobar-nos vàries opcions: 
 
1 Hi ha connectivitat amb el servidor i hi ha medicació pautada: Realitzarà 
la corresponent descàrrega de la medicació i crearà les alarmes. 
2 Al servidor no hi ha medicació pautada: Indicarà a l’usuari la inexistència 
de medicació. 
3 El dispositiu no té connectivitat: Indicarà a l’usuari que no té 
connectivitat, i també, que al ser la primera vegada que intenta 
sincronitzar, encara no té medicació pautada a la base de dades local. 
 
En el cas de que es compleixi el primer punt, el dispositiu passa a una fase 
d’actualització genèrica, que es durà a terme sempre que sigui oportú. 
 
2.2.2.1.3 Actualització d’alarmes 
 
A continuació es detallen les passes que l’aplicació durà a terme per actualitzar 
els avisos de les medicacions: 
 
- Realitza connexió amb el servidor Web: Mitjançant una connexió http 
prèviament configurada, el client demana una cadena de text (JSON [11] 
) que conté les pautes de medicació definides. 
- Comprovació si la cadena de text està buida: En el cas de que estigui 
buida, significarà que el servidor no té cap tipus de medicació, per tant, 
no serà necessari processar res més que la cancel·lació i eliminació de 
les alarmes definides prèviament. 
- Convertir la cadena de text amb objectes: Amb l’ajuda d’una llibreria de 
Google, crea els objectes oportuns per poder tractar-los amb comoditat. 
- Elimina tractaments obsolets: Un cop té, per una banda la llista de 
medicacions que ha rebut del servidor, i per l’altra, la llista que té a la 
base de dades local fruit d’actualitzacions anteriors, les compara per 
eliminar tractaments que hagin desaparegut del servidor. Després 
d’aquest punt, ambdues llistes, tindran el mateix número d’elements. 
- Actualització de tractaments modificats: En aquest pas, tenint en compte 
que la informació correcta està a la llista rebuda que s’ha descarregat al 
pas 1, torna a comparar la llista descarregada amb la llista de 
tractaments existents a la base de dades i actualitza les pautes de 
medicació que hagin canviat l’interval entre preses o la posologia. La 
posologia, sols s’haurà de modificar, però en el cas de l’interval, 
l’aplicació sumarà o restarà el temps oportú a l’hora de la següent 
alarma que ja hi havia programada. Amb les noves dades, els objectes 
quedaran actualitzats amb la informació correcte per processar les 
noves alarmes.  
  
- Generació de noves alarmes: Al disposar d’una llista d’objectes que ja 
estan correctament actualitzats, el primer que fa el generador d’alarmes, 
és eliminar totes les alarmes que hi havia programades amb anterioritat 
ja que les crearà totes de nou. Per complir l’objectiu proposat al punt 
2.2.1.8, abans de definir les alarmes, examina la llista buscant alarmes 
coincidents amb un cert espai de temps. Si es dóna el cas, agrupa les 
alarmes necessàries en un sol avís, tot i que, per futures programacions 
d’alarma, la aplicació tindrà en compte la hora original per no desvirtuar 
futurs avisos. A l’alarma generada s’afegeix una llista de nombres 
sencers que contindrà el, o els identificadors de les medicacions 
corresponents perquè, quan s’exhaureixi el temps fixat, el receptor de 
l’alarma tingui tota la informació necessària per generar la corresponent 
pantalla d’alerta. A la figura 2.7 es contempla el diàleg que indica el 
procés de sincronització. 
 
 
Fig. 2.7 Sincronitzant 
 
En el cas que s’ha esmentat al punt 2.2.1.4, de que en el moment de fer 
l’actualització, per qualsevol motiu el dispositiu no tingui connexió amb el 
servidor, les alarmes es fixaran directament amb les dades que conté la base 
de dades local.. 
 
2.2.2.1.4 Desactivació d’alarmes 
 
En el cas de que en el moment de prémer la claqueta les alarmes estiguin 
activades, eMetge interpretarà que l’usuari vol desactivar-les, per tant eliminarà 
les alarmes existents i canviarà la interfície d’usuari. 
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2.2.2.1.5 Actualització interfície d’usuari 
 
 
En el cas de que les alarmes quedin activades correctament  l’aplicació canvia 
el color de fons de la pantalla (perquè a efectes visuals sigui més clar), busca a 
la base de dades la hora més propera per fixar-la a la part inferior de la pantalla 
principal i finalment fixa la icona de notificació que indicarà que l’actualització 
s’ha realitzat directament amb el servidor (semàfor verd) o amb la seva mateixa 
base de dades local (semàfor groc). En el cas de que les alarmes quedin 
desactivades, fixarà el fons de pantalla apropiat, eliminarà la propera hora de 
medicació i modificarà la notificació Android (amb un semàfor vermell). A la 
figura 2.8 queden il·lustrats dos dels tres estats que pot tenir la notificació. 
 
 
Fig 2.8 Mostra de les notificacions. 
 
2.2.2.1.6 Configuracions disponibles. 
 
- Activació/desactivació So. Es tracta d’un diàleg d’Android que demana a 
l’usuari si vol que les alarmes siguin sonores o no. 
- Vibració: Activa o desactiva la vibració en les alarmes. 
- To d’alarma: Com es veu a la figura 2.9, l’usuari disposa de tres tons per 
escollir el que més li agradi. En el cas de que modifiqui el to i el so 
d’alarma estigui desactivat, avisarà a l’usuari perquè n’estigui al cas. 
 
  
 
Fig. 2.9 Accés a configuració de to 
 
Totes les modificacions realitzades a través d’aquestes opcions quedaran 
emmagatzemades a l’arxiu de preferències del qual se’n parlarà al següent 
capítol. 
 
2.2.2.1.7 Taula properes medicacions 
 
Una part important de l’aplicació, és la de poder donar eines a l’usuari per a 
que, en qualsevol moment, pugui visualitzar de forma clara les properes 
medicacions que ha de prendre. A eMetge, s’han creat un parell d’activitats 
(figura 2.10) que permetran de mode clar i senzill, poder calcular la medicació 
necessària per exemple si l’usuari marxa un determinat espai de temps de 
vacances o simplement perquè necessita conèixer quin dia ha d’anar a comprar 
més medicació. 
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Fig. 2.10 Activitats planing medicacions 
 
Clicant sobre el maletí, la aplicació llança la activitat de properes medicacions, 
des de on podrà visualitzar una llista cronològica de les preses futures. Per 
facilitar la visualització, les diferents files alternen dos colors per diferenciar la 
distinció dels dies, és a dir, totes les files que contenen data del mateix dia 
tindran un color de fons, i les del següent dia un altre. L’aplicació agafa les 
dades de la base de dades local.  En el moment de la consulta, la BBDD tindrà 
tants objectes com medicacions pautades, aquests objectes seran ordenats 
cronològicament ocupant les files corresponents. La resta de la taula s’omplirà 
en base al valor de la data de següent medicació de cada objecte i del camp 
que ens indica l’interval d’hores entre una presa i l’altra.  
 
Si és necessari tenir una vista més gràfica i ampliada de les medicacions a 
prendre, l’aplicació disposa d’una altra activitat on trobarà un planing de 
medicació de set dies. Per accedir-hi, sols s’ha de fer una pulsació llarga sobre 
la activitat que s’esmentava amb anterioritat i es mostrarà un calendari 
setmanal que té les següents particularitats: 
 
- La primera columna del calendari correspondrà al dia actual. 
- Cobreix 7 dies amb les corresponents 24 hores per dia. 
- Mai mostrarà avisos d’alarmes que ja s’han efectuat. És a dir, a la 
columna del primer dia, el primer avís que trobem correspon a la 
següent hora de medicació real. 
- Clicant dues vegades sobre la pantalla apareixerà la llegenda 
corresponent. Clicant una vegada sobre la llegenda, desapareixerà. 
 
2.2.2.1.8 Log Out 
 
Aquesta opció (figura 2.11) reinicia completament la aplicació. Si es donés el 
cas de que un l’usuari clica per accident, l’aplicació el portaria a la pantalla 
Login i hauria de posar altre cop la contrasenya, corrent el risc, de que en 
aquell moment no la tingui a mà. Per això, perquè el Log out s’executi, eMetge 
obrirà un diàleg demanant la contrasenya AAAIDA per confirmar l’acció.  
  
 
 
Fig. 2.11 Log Out 
 
En el cas de que la contrasenya sigui la correcta realitzarà les següents 
accions: 
 
- Obrir la base de dades local. 
- Eliminar tots els objectes existents. 
- Tancar la base de dades. 
- Eliminar les alarmes programades. 
- Tancar la activitat Home (en segon pla). 
- Obrir activitat de Login. 
 
És important tancar la pantalla principal ja que si no ho fem, i l’usuari clica el 
botó “back” quan està a la plana on se li demana login y password d’AAAIDA, 
l’aplicació carregaria la home sense dades d’usuari, llançant una excepció i 
tancant forçosament la aplicació. 
2.2.2.2 Servei d’actualitzacions periòdiques 
 
Una peculiaritat del sistema d’alarmes utilitzat per Android (AlarmManager) és 
que, al parar el dispositiu, s’eliminen totes les alarmes actives configurades pel 
sistema. Els desenvolupadors que fan servir alarmes a les seves aplicacions, 
han d’assegurar-se que la informació dels avisos queda guardada en algun lloc 
segur del dispositiu (en el cas d’eMetge a la base de dades local) perquè un 
cop es reiniciï el dispositiu, l’aplicació les pugui restablir correctament. Aquesta 
tasca, s’haurà de reproduir a la fi de la càrrega del sistema operatiu (després 
de introduir el pin). Android posa a l’abast del programador la classe 
onBootReceiver perquè hi pugui programar totes aquelles tasques que s’han de 
realitzar just després del boot. En el cas d’EMetge, a aquesta classe hi 
introduirem les següents tasques: 
 
- Comprovació d’estat d’activació d’alarmes.  
- En el cas de que les alarmes estiguin activades generarà les alarmes en 
base a la informació de la última presa que disposem de cada objecte. 
- Creació de la notificació corresponent. 
- Activació de servei que actuarà de forma transparent per l’usuari i que 
cada 90 minuts comprovarà i aplicarà els canvis que puguin sorgir a 
AAAIDA. Aquest servei, actualitzarà periòdicament la notificació. 
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A la figura 2.12 es defineix el diagrama de flux corresponent al servei 
d’actualitzacions.  
 
 
Fig 2.12 Diagrama de flux servei d’actualitzacions 
 
2.2.2.3 Resposta a les alarmes 
 
AlarmManager executa el mètode onReceive() d’una classe anomenada 
onAlarmReceiver al exhaurir-se el temps prèviament programat. En aquest 
mètode, es programarà doncs, la lògica corresponent detallada al diagrama de 
la figura 2.13. 
 
  
 
Fig. 2.13 Diagrama de flux servei d’alarmes 
 
1- Extrau la informació extra en forma d’ArrayList de nombres sencers que 
al programar l’alarma s’havia afegit. Aquesta llista conté enters que 
representen als identificadors de les medicacions implicades en l’avís. 
2- En un bucle que recorre tota la llista, actualitza un a un els objectes 
afectats sobre la base de dades variant els paràmetres última presa i 
següent presa. 
3- Envia la base de dades modificada al sistema d’actualitzacions per crear 
de nou les alarmes. 
4- Afegeix de nou l’ArrayList de sencers a l’intent que obrirà la nova activitat 
que es mostrarà a l’usuari i l’executa. 
5- L’activitat que s’acabarà mostrant en pantalla recupera de nou 
l’ArrayList. 
6- S’executa un Timer de un temps determinat que es cancel·larà en el 
moment que l’usuari confirmi la presa de medicació. En cas de que no 
s’arribi a cancel·lar i per tant s’exhaureixi tot el temps programat, enviarà 
un missatge a AAAIDA indicant la no confirmació. 
Organització del treball   25 
7- Posa en marxa el to d’alarma i la vibració (en cas de que així estigui 
configurat). 
8- L’usuari desplaça el Seekbar per aturar el so i/o vibració. 
9- S’habilita el botó de confirmació. 
10- Al confirmar, s’atura el Timer que s’ha programat al pas 6, envia la 
informació corresponent a AAAIDA i finalitza la activitat. 
 
A la figura següent (figura 2.13) es pot visualitzar una captura de la activitat 
d’alarma.  
 
 
Fig. 2.13 Activitat alarma 
  
CAPITOL 3. IMPLEMENTACIÓ 
En aquest capítol s’aprofundirà en les eines utilitzades per dur a terme la  
implementació necessària per aconseguir les demandes proposades al capítol  
anterior. 
3.1 Android 
 
Abans d’entrar de ple a la implementació, és convenient aprofundir a 
l’arquitectura Android per entendre millor la lògica aplicada. 
 
Que Android sigui capdavanter en tot tipus de dispositius intel·ligents no és 
gratuït. A continuació, es detallen característiques del sistema operatiu que fan 
que sigui una plataforma molt fiable i robusta. 
 
3.1.1 Conceptes bàsics 
 
Android és un sistema operatiu basat en el kernel de Linux, per aquesta raó ja 
es pot deduir que es tracta de un entorn lliure, gratuït i multi-plataforma. Així 
doncs, la eina de desenvolupament (SDK) és gratuïta. Treballa amb el popular 
llenguatge de programació Java però utilitza una màquina virtual adaptada 
anomenada Dalvik responsable de interpretar el nostre codi amb una agilitat i 
rapidesa considerable. Gran part de l’èxit d’aquest sistema operatiu es deu a 
Dalvik (se’n parla amb més detall al punt 3.1.2.2). Així doncs, mitjançant Java 
podem accedir a totes les funcionalitats del dispositiu amb simplicitat. En el 
moment d’escriure aquesta memòria la última versió és l’anomenada Jelly Bean 
(4.1)[12]. 
 
3.1.2 Android 
 
L’arquitectura està formada per múltiples capes que faciliten al programador la 
creació d’aplicacions. El sistema  proveeix llibreries que faciliten l’accés als 
components hardware del terminal de mode que no tingui cap necessitat de 
programar a baix nivell per fer-ne ús. Cadascuna de les capes utilitza elements 
de la capa inferior per realitzar les seves funcions, per això, aquest tipus 
d’arquitectura s’anomena també “stack architecture”. A la figura 3.1 es mostra 
el diagrama de capes que la pàgina oficial de Android posa a disposició 
pública. 
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Fig. 3.1 Arquitectura Android  
 
3.1.2.1 Linux Kernel 
 
Com s’esmenta amb anterioritat, el kernel està basat en Linux. És similar al que 
pot incloure qualsevol distribució Linux, però lògicament adaptat a les 
característiques de hardware de que necessita Android. El nucli, actua com una 
capa d’extracció entre el hardware i la resta de capes de l’arquitectura. El 
programador sols podrà accedir a aquesta capa mitjançant les llibreries 
disponibles a nivells superiors, i evita que haguem de conèixer el hardware de 
cada terminal ja que si hem de fer-ne us, s’encarregarà d’utilitzar la que tingui 
instal·lada, ja que el “kernel” disposa del “driver” adequat per accedir-hi. El 
“kernel”, també s’encarregarà de gestionar diferents recursos del dispositiu 
(energia, memòria etc..), així com del sistema operatiu (processos, elements de 
comunicació...). 
 
3.1.2.2 Llibreries 
 
La capa que tenim just a sobre la composen les biblioteques natives d’Android. 
Estan programades en C o C++ i compilades per l’arquitectura hardware 
específica per a cada dispositiu. Normalment, són creades pel mateix fabricant, 
encarregat també, d’instal·lar-les al dispositiu abans de posar-lo a la venda. Les 
llibreries compleixen l’objectiu de proporcionar funcionalitat a les aplicacions 
per dur a terme tasques que es repeteixen amb freqüència, evitant així que 
s’hagin de codificar múltiples ocasions, garantint també l’eficiència. 
 
  
A la mateixa capa, tenim una part important de l’arquitectura: el “Runtime”. A 
l’entorn de execució, es troben les llibreries amb les funcionalitats habituals de 
Java a més d’altres específiques d’Android. Com ja s’ha dit amb anterioritat, el 
component principal és la màquina virtual Dalvik. Les aplicacions, es codifiquen 
en Java i són compilades en un format específic perquè Dalvik les executi. 
Això, ens aporta l’avantatge de que les aplicacions són compilades una sola 
vegada, i posteriorment, es podran executar a qualsevol dispositiu que disposi 
de la versió mínima requerida per l’aplicació. Cal aclarir que els executables 
que seran producte de la compilació tenen l’extensió .dex específica de Dalvik, 
per tant no podrem executar aplicacions Java a Android ni viceversa ja que 
Dalvik és una variació de la màquina virtual de Java, i no és compatible amb el 
bytecode d’aquest llenguatge. 
 
3.1.2.3 Application Framework 
 
El framework d’aplicacions està format per totes les classes i serveis que 
utilitzen directament les aplicacions per dur a terme les seves funcions. La 
majoria de components són llibreries Java que accedeixen a recursos de capes 
inferiors a través de Dalvik. A continuació es detallen les que tenen més 
rellevància al nostre context i la seva funció: 
 
- Activity Manager: Administració de la pila d’activitats així com el seu cicle 
de vida. 
- Windows Manager: Gestió del que es mostra per pantalla. Crea les 
superfícies de pantalla que posteriorment ocuparan les activitats. 
- View System: Creació d’elements que construiran les interfícies d’usuari. 
- Notification Manager: Servei que mostra determinades alarmes quan 
l’aplicació requereix l’atenció de l’usuari. 
- Package Manager: Aporta informació sobre els paquets instal·lats i en 
gestiona la instal·lació de nous. 
 
3.1.2.4 Aplicacions 
 
En aquesta capa s’hi poden trobar totes les aplicacions del dispositiu, tant les 
que disposen d’interfície d’usuari com les que no, tant les natives (programades 
en C o C++) com les administrades (programades en Java), tant les que el 
dispositiu porta de sèrie com les que són instal·lades per l’usuari. També hi 
trobem la aplicació principal del sistema: el “launcher”. És la que permet 
executar altres aplicacions proporcionant una llista amb tot el programari 
instal·lat i mostra diferents escriptoris on es poden col·locar accessos directes a 
aplicacions o també widgets (que també corresponen a aquesta capa). Cal tenir 
en compte que totes les aplicacions utilitzen el mateix marc per accedir als 
serveis que proporciona el sistema operatiu, i això comporta l’avantatge de la 
possibilitat de crear aplicacions que facin servir els mateixos recursos que fan 
servir les aplicacions natives i que hi ha la possibilitat de reemplaçar qualsevol 
de les aplicacions del dispositiu per una altra a l’elecció del programador. Per 
tant Android ens atorga un control total del software que s’executa al telèfon.  
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3.2 Eines i tecnologies 
 
A continuació s’aprofundeix sobre les eines utilitzades a la implementació per la 
programació dels diferents blocs exposats al capítol on es definia l’arquitectura. 
 
 
3.2.1 Bases de dades 
 
Davant la necessitat de tenir un espai on guardar els objectes de forma 
persistent que corresponen a cada medicació, l’ús d’una base de dades 
orientada a objectes es inqüestionable. Inicialment es plantegen dues opcions: 
 
- SQLite [13]. 
- Db4o [14]. 
 
Finalment, s’acaba optant per la segona opció per motius que s’estendran a 
continuació. 
3.2.1.1 Db4o. Conceptes bàsics. 
 
Db4o (Data Base “for” Objects) es un potent motor de base de dades de codi 
obert, orientat a objectes i desenvolupat per Versant Inc. Ofereix dos tipus de 
llicència, una lliure i una comercial sent aquesta última per a productes 
comercials privats no GPL (Llicència Pública General) [15] amb un servei de 
suport per part de l’empresa comercialitzadora.  
 
El seu principal objectiu és oferir una interfície nativa, senzilla i amigable per els 
llenguatges orientats a objectes. Per tant disposem de la possibilitat de no 
haver de crear un model específic per a la nostra base de dades ja que 
utilitzarà el mateix que la nostra aplicació. 
 
Com s’aprecia a la figura 3.2, amb db4o ens oblidem de l’estructura de 
l’objecte, per exemple, per afegir-lo a la base de dades, de l’únic que ens hem 
de preocupar és de tenir el millor disseny possible del llistat de dades del que 
en farem ús.  
 
 
Fig 3.2 Simplicitat db4o 
 
A grans trets, les característiques fonamentals de db4o són les següents: 
 
- Rendiment: Oferint notables avantatges amb sistemes que utilitzen 
objectes composts, o on existeixen referències creuades, interaccions 
entre objectes o herència. 
  
- Baix consum de recursos: Especialment apta per dispositius mòbils i 
entorns client/servidor. 
- Important comunitat al darrera. 
- Suport de documentació: Abundant, clara i ordenada. 
- Dos modes de treball: Embedded i client/servidor. 
- Transparència persistent / Consultes natives. 
- Portabilitat entre .net, Mono i Java. 
- Compta amb les funcionalitats necessàries per a què les seves 
transaccions tinguin característiques ACID 
(Atomicity, Consistency, Isolation and Durability). 
 
A la figura 3.3 es mostra el diagrama bàsic que hem de seguir a l’hora de 
operar amb bases de dades db4o. 
 
 
Fig. 3.3 Diagrama db4o 
3.2.1.2 Tasques més freqüents 
 
 
Per fer les tasques més còmodament, a l’aplicació s’ha creat una classe 
“helper” que ajudarà a fer les tasques necessàries. Es tracta de la classe 
Db4oHelper. A continuació, els mètodes que la composen i la seva resposta. 
 
Amb els següents dos  mètodes (db() i dbPath()),  definim una plantilla de 
configuració per a la base de dades on podrem definir diferents 
característiques. ObjectContainer  serà el contenidor de la base de dades i la 
principal interfície per interactuar amb Db4o. Si db (instància d’ObjectContainer 
definida prèviament) és diferent a null, voldrà dir que ja és oberta, per tant 
llençarà una Excepció amb aquest motiu. En cas contrari retornarà l’objecte 
correctament inicialitzat . 
 
  
public ObjectContainer db() { 
 try { 
  if (db == null) {  
db = 4oEmbedded.openFile(dbPath()); 
final EmbeddedConfiguration config = 
Db4oEmbedded.newConfiguration(); 
  config.common().add(new AndroidSupport()); 
  } 
  return db; 
  } catch (Exception e) { 
   Log.e(TAG, "unable to open database"); 
   return null; 
  } 
 } 
 
 private String dbPath() { 
  return context.getDir("data", 0)+"/" + "eMetge_db4o.db4o"; 
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 } 
 
 
Db4o disposa de diferents tècniques per realitzar consultes, en el nostre cas, 
s’ha cregut convenient utilitzar la anomenada Query By Example. Es tracta de 
crear un objecte prototip que ens ajudarà a extraure els objectes coincidents.  
 
Per aclarir-ho es mostra el següent exemple: 
 
En una base de dades on es tenen registres de persones i edats d’una 
associació, es podrien extraure totes les persones de 28 anys de la següent 
manera: 
 
Persona proto = new Persona(null,28); 
ObjectSet result=db4oHelper.db().queryByExample(proto); 
 
El resultat és una instància d’ObjectSet que posteriorment es podrà recórrer per 
exemple amb un Iterator. 
 
En el cas de que es vulgui extraure tota la base de dades es faria de la següent 
manera; 
 
Persona proto = new Persona(null,0); 
ObjectSet result=db4oHelper.db().queryByExample(proto); 
 
Un cop es té l’ObjectSet, com es deia amb anterioritat, amb un Iterator que 
ajudi a recórrer la llista d’objectes es poden realitzar operacions bàsiques d’una 
manera fàcil i intuïtiva com gravar (store), eliminar (delete), alliberar recursos 
(commit), tancar la base de dades (close). En el cas d’Emetge, aquestes 
accions s’han afegit a la classe Db4oHelper per facilitar la programació.  
 
Per exemple, en el cas de que es tingui un sol objecte a la resposta de la 
consulta, per recuperar-lo, i fer les operacions necessàries sobre ell, es faria de 
la següent manera: 
 
Persona objecteTrobat = (Persona) result.next(); 
 
objecteTrobat serà un objecte temporal, que podrem eliminar, o actualitzar. 
 
En el cas de que s’esperi més d’un objecte caldrà fer servir un bucle per 
recórrer els objectes que necessitem. 
 
A més, a la classe Db4o, s’han creat mètodes com deleteAll() o listResult() que 
aportaran millores en la gestió i monitoratge de les dades. 
 
 
3.2.2 Sistema d’alarmes 
 
A continuació s’explica el funcionament d’alarmes d’Android, i la implementació 
al projecte tant de la generació com de la cancel·lació. 
  
3.2.2.1 Conceptes bàsics 
 
A la aplicació que es programa en aquest TFC, és necessari executar en 
instants de temps futurs els diferents avisos de presa de medicació tot i que 
l’aplicació no s’estigui executant en aquell moment. En aquest punt, entra en 
joc el servei d’alarmes d’Android gestionat per la classe 
android.app.AlarmManager.  
 
Gràcies a aquesta classe, es podrà registrar o cancel·lar el desig de ser 
notificat (a través de la classe android.content.Intent) en un determinat instant 
sense la necessitat de llançar un servei específic que efectuï per exemple un 
pooling que atacarà greument al consum de bateria. Quan el gestor d’alarmes 
notifiqui al component registrat per atendre l’Intent, es crearà automàticament 
un bloqueig a nivell Partial_Wake_lock, és a dir, s’assegurarà de que la CPU 
del dispositiu és capaç d’executar codi font tot i que pantalla i il·luminació de 
teclat estiguin desactivats. El programador tindrà la responsabilitat de llançar un 
servei en cas de que la operació a realitzar sigui temporalment pesada, o 
l’activitat que desitgi. 
 
És important destacar, com s’ha dit ja anteriorment, que totes les alarmes 
programades queden eliminades quan el dispositiu s’apaga.  
 
En el moment que s’executi l’alarma a l’hora programada s’executarà el mètode 
onReceive() de la classe OnAlarmReceiver, que estén de BroadcastReceiver i 
serà en aquest punt on s’haurà de programar el codi necessari, i assegurar-se 
de que l’activitat que es llança queda desperta fins que l’usuari interactuï ja que 
un cop finalitza el mètode onReceive(), AlarmManager deixa de tenir el control 
Lock sobre l’aplicació, per tant queda en l’estat inicial. 
 
3.2.2.2 Sistema d’alarmes eMetge 
 
En els següents apartats es detallen les passes seguides tant per la generació 
d’alarmes com la cancel·lació. 
3.2.2.2.1 Generació d’alarmes. 
 
A continuació es detalla els punts a seguir a l’hora de crear les alarmes de 
l’aplicació. 
 
1- Instanciar l’objecte AlarmManager. 
2- Instanciar l’objecte Intent. 
3- Afegir informació extra a l’Intent. 
4- Instanciar l’objecte PendingIntent. 
5- Configurar l’objecte creat AlarmManager. 
 
1- 
 
aM = (AlarmManager) context.getSystemService(Service.ALARM_SERVICE); 
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Com es veu a l’exemple, no es tracta d’una instància directa de la classe 
AlarmManager sinó que es fa a través de Context. ALARM_SERVICE és una 
constant que servirà per configurar correctament l’objecte. 
 
2- 
 
intent = new Intent(context, OnAlarmReceiver.class); 
 
L’objecte intent no té res en particular, es passa el context des de on cridem a 
l’actualització i la classe que obrirà. 
 
3- 
 
intent.putIntegerArrayListExtra("id", arrayid); 
 
A l’Intent s’afegeix un ArrayList que conté els identificadors que s’inclouen a 
cada determinada alarma. Cal recordar que si els temps d’alarma s’ajusten a 
un espai de temps coincident només es generarà una alarma que contindrà els 
identificadors que inclogui. 
 
4- 
 
pendingIntent = PendingIntent.getBroadcast(context,tratEndb4o.getId(), 
intent,PendingIntent.FLAG_UPDATE_CURRENT); 
 
Al pendingIntent hi passem la informació més rellevant: 
 
- El context de la classe que crida a l’actualització. 
- Un id que identificarà a l’alarma. Aquest id ens pot ser útil posteriorment 
per modificar o eliminar l’alarma. 
- La instància Intent que hem creat anteriorment. 
- El flag FLAG_UPDATE_CURRENT. Amb aquesta bandera 
s’aconsegueix que si el PendingIntent ja estava definit, s’actualitzi amb 
la nova configuració. Si no ho estava es crearà nou. 
 
5- 
 
aM.set(AlarmManager.RTC_WAKEUP, tratEndb4o.getSigToma().getTime(), 
pendingIntent); 
 
Per últim a l’hora de llançar la alarma, s’afegeixen els següents camps al 
mètode set: 
 
- Amb la primera constant (RTC_WAKEUP), s’indica que es treballarà en 
valors de mil·lisegons. A l’hora de generar una alarma, no hi ha manera 
d’afegir directament la hora a la que es vol que sigui llençada sinó que 
s’ha de fer indirectament amb l’ajuda de classes com Calendar o Date. 
Ambdues classes disposen de mètodes que permeten extraure l’hora en 
el número de mil·lisegons que han passat des de l’1 de gener de 1970, 
que és el format en el que treballa AlarmManager. També, amb aquesta 
  
constant, s’indica que el dispositiu ha de despertar en el cas de que 
estigui en Stand by. 
- En el segon camp, es configura l’hora a la que ha d’alertar al sistema. 
- Per últim, s’afegeix el PendingIntent prèviament configurat. 
 
Al codi, s’han afegit línees addicionals que eviten la duplicació d’alarmes. 
 
3.2.2.2.2 Cancel·lació d’alarmes 
 
AlarmManager disposa d’un mètode per cancel·lar les alarmes: 
 
Cancel(PendingIntent pi); 
 
Com es mostra al mètode, per cancel·lar l’alarma és necessari especificar el 
PendingIntent amb el que s’ha creat. En el cas de que tant sols hi hagi una 
alarma, serà més ràpid, ja que sols s’hi haurà de posar la instància de 
PendingIntent que s’ha creat i introduir-la al mètode. En el cas de l’aplicació 
eMetge, com que el número de PendingIntent serà indeterminat, es fa servir el 
mateix nom d’instància per generar totes les alarmes, i per tant el valor que 
diferencia una de les altres es l’identificador de cadascun. Com que és 
necessari el PendingIntent en qüestió, la única manera és crear un bucle que 
recorri tots els identificadors possibles, creï de nou els diferents PendingIntents 
i una vegada creats els cancel·li un a un. A continuació, el mètode que es fa 
servir a l’aplicació: 
 
public void eliminaIntents(Context context){ 
int[] arr = {1,2,3,4,5,6,7,8,9,10,11,12,13,14,15}; 
alarmManager = (AlarmManager)context.getSystemService(Service.ALARM_SERVICE); 
intent = new Intent(context, OnAlarmReceiver.class); 
for(int i=0;i<arr.length;i++){ 
pendingIntent = PendingIntent.getBroadcast(context, arr[i], intent, 
PendingIntent.FLAG_UPDATE_CURRENT); 
alarmManager.cancel(pendingIntent); 
 } 
Log.d(TAG,"intents eliminats"); 
} 
 
3.2.3 Gestió de paràmetres de configuració. SharedPreferences 
 
Als següents punts s’explica la classe utilitzada per gestionar les preferències 
d’aplicacions a Android, amb un exemple il·lustratiu. 
3.2.3.1 Concepte 
 
 
En quasi la totalitat de aplicacions, el programador necessita una eina o espai, 
on guardar tota la informació sobre configuració i/o paràmetres de tipus 
persistiu, que no es pot perdre al tancar l’aplicació o reiniciar el dispositiu. 
Inicialment, s’estudiaven opcions com un simple arxiu o una base de dades, 
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però després de comprovar la documentació, es va descobrir una classe 
anomenada SharedPreferences molt còmode per satisfer aquesta necessitat. 
 
A l’aplicació, s’ha creat una classe helper amb els corresponents accessors per 
dur a terme aquests tipus d’operacions. Al gravar la primera preferència, es 
crea un arxiu xml amb el nom prèviament configurat on s’hi guardarà tota la 
informació que desitgem. Un gran avantatge, és que al fer una consulta de 
tipus “get”, si encara no hi hem afegit cap valor, podem programar el paràmetre 
en qüestió perquè retorni un valor per defecte. Així, es redueix en gran part la 
possibilitat de trobar-se amb errors al accedir-hi per primera vegada. 
 
L’API és molt senzilla. Una aplicació, pot gestionar més d’una col·lecció de 
preferències que es diferenciaran per un identificador únic. Per obtenir una 
referència a una col·lecció determinada s’utilitza el mètode 
getSharedPreferences() passant-hi l’identificador i el mode d’accés. 
 
3.2.3.2 Aplicació 
 
 A continuació es detalla el constructor de la classe on es fa referència a la 
col·lecció i es referencia l’editor que ens permetrà agregar variables: 
 
SharedPreferences pref; 
public SharedPreferences.Editor editor; 
 
public Preferencias(Context context){ 
this.pref = context.getSharedPreferences (PREFERECNICAS_APP, 
Activity.MODE_PRIVATE); 
this.editor = pref.edit(); 
}  
 
On PREFERENCIAS_APP és l’identificador i la constant restrictiva 
MODE_PRIVATE indica que altres aplicacions no hi tindran accés. 
 
Un cop obtinguda la referència a la col·lecció ja es podran obtenir, afegir o 
modificar els camps de les diferents preferències utilitzant els mètodes get o 
put. A continuació es se’n detallen exemples: 
 
 public void setPass(String varPass){ 
  editor.putString("pass", varPass); 
  editor.commit(); 
 } 
 
En aquest cas, al “setter” li passem un String que editarà la preferència “pass”. 
En cas de que prèviament el camp no estigui inclos a l’arxiu de preferències,  el 
crearà. Cal alliberar recursos de l’editor amb el mètode commit() després de 
realitzar la operació. 
 
 
 public String getPass(){ 
  return pref.getString("pass", "passDefault"); 
 } 
  
 
El “getter”, retornarà el valor corresponent a “pass”. En el cas de que encara no 
s’hi hagi especificat cap valor retornarà “passDefault”. 
 
Per últim, afegir que tant pel mètode put com pel get, hi ha disponibles altres 
ordres de forma que queden coberts tots els tipus de variables primitives de 
Java.  
 
3.2.4 API’s de so 
 
En aquest apartat es veuen les diferents opcions de reproduir àudio que 
Android ofereix. 
3.2.4.1 SoundPool & MediaPlayer. 
 
Ara per ara, Android posa a la disposició del programador dues API’s per poder 
reproduir qualsevol tipus de so sobre el dispositiu sense que aquest pateixi en 
excés a l’hora de reproduir-lo: “SoundPool” i “MediaPlayer”. 
 
La necessitat de l’aplicació no planteja l’ús d’un reproductor capaç de reproduir 
grans arxius de so, com seria per exemple un videojoc. En aquest cas, la opció 
més aconsellada que indica la documentació, seria “MediaPlayer”. Al ser sols 
necessari per l’ús de les alarmes no superiors a 20 segons, la opció escollida 
serà “SoundPool”. Tal com es va plantejar en un primer moment van sorgir 
problemes. Per ordre cronològic primer es carregava l’arxiu, i just després 
s’executava el “play” sense cap resultat. El problema derivava en que a l’hora 
de reproduir, encara no havia carregat completament l’arxiu. La solució a 
aquest inconvenient és un “listener” disponible a partir de la API  8 (2.2) 
anomenat setOnLoadCompleteListener(). Introduint el play a dins del “listener” 
es té la certesa de que es reproduirà correctament. 
 
Els arxius de so hauran de ser desats a la carpeta “Assets” del projecte. 
3.2.4.2 Gestor de so. SoundManager 
 
La classe “helper” SoundManager és la encarregada de reproduir tots els tons 
d’alarma tant a l’hora d’escollir-ne un, com quan sonen a les corresponents 
alarmes. Per començar s’han d’instanciar els objectes de les classes 
SoundPool i AudioManager. 
 
public void initSounds(Context theContext) {  
context = theContext; 
soundPool = new SoundPool(1, AudioManager.STREAM_MUSIC, 0); 
audioManager = (AudioManager)context.getSystemService(Context.AUDIO_SERVICE);  
}  
 
Pel primer objecte li passem les següents variables: 
 
- Número de sons simultanis. En el cas de eMetge amb un n’hi ha prou. 
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- A quin stream d’àudio enviarà el soundpool el so. STREAM_MUSIC fa 
referència al stream de música (És el més comú). 
- L’últim paràmetre està en desús i actualment accepta un 0. 
 
L’AudioManager s’instancia de nou amb la classe Context i amb una constant 
que serveix per definir paràmetres de configuració de so, tons i direccionament 
d’àudio. 
 
El proper pas serà instanciar un objecte d’AssetManager (el gestor dels arxius 
“Assets” i AssetFileDescriptor) que inclourà la ruta i el nom de l’arxiu que 
reproduirà. 
 
AssetManager assetManager = context.getAssets(); 
AssetFileDescriptor descriptor = assetManager.openFd(tono); 
 
En aquest punt ja es disposa de la informació necessària per carregar l’arxiu. 
 
 
miSonidoId = soundPool.load(descriptor, 1); 
 
 
Com s’ha esmentat amb anterioritat el mètode “play”, s’ha de posar dins del 
listener: 
 
OnLoadCompleteListener listener = new OnLoadCompleteListener() { 
public void onLoadComplete(SoundPool soundPool, int sampleId, int status) { 
int streamVolume = 
audioManager.getStreamVolume(AudioManager.STREAM_MUSIC);  
 streamID=soundPool.play(sampleId,streamVolume,streamVolume,1,0,1); 
} 
}; 
 
Al mètode play, li passem l’identificador del so carregat, paràmetres de volum, 
prioritat de reproducció, el nombre de vegades que es reproduirà el so i per 
últim un enter que actuarà sobre la velocitat de reproducció que en aquest cas 
es fixa a 1 perquè soni a velocitat original. 
 
Finalment es crea un mètode per parar el so quan sigui necessari. 
 
public void paraSo (){ 
 soundPool.stop(streamID); 
 soundPool.unload(streamID); 
 soundPool.release(); 
} 
 
El mètode stop() atura el so, l’unload() el descarrega i finalment el release() 
allibera recursos de memòria. 
 
 
3.2.5 Comunicació Servidor-Client 
 
  
A continuació s’exposa una breu explicació dels serveis Web i la implementació 
que s’ha dut a terme a l’aplicació. 
3.2.5.1 Web Service RESTful (JAX-RS) Jersey [16] 
3.2.5.1.1 REST 
 
El terme REST (Representational State Transfer) s’engendrà a l’any 2000 en 
una tesis doctoral sobre el Web realitzada per un dels principals autors de 
l’especificació del protocol HTTP: Roy Fielding. Des de llavors,  és 
multitudinàriament utilitzat per la comunitat de desenvolupadors. 
 
És un estil arquitectònic de servei web orientat a construir aplicacions 
distribuïdes i basat en les característiques del web. Com es deia anteriorment, 
REST funciona sobre HTTP i estructura la informació en XML i JSON. Com es 
pot apreciar a la figura 3.4, un servidor REST té tots els seus recursos adreçats 
per URL’s accessibles mitjançant peticions simples i clares HTTP (GET, POST, 
PUT i DELETE). Amb tot això, el servidor que implementi aquesta tecnologia, 
retorna la informació relacionada amb les diferents peticions GET en format 
JSON i XML. Java defineix l’estàndard de REST via JAX-RS (The Java API for 
RESTful Web Services) . 
 
 
Fig 3.4 REST Web Service 
3.2.5.1.2 Per què REST i no SOAP? 
 
Una de les qüestions més demandades que es troben a l’hora de cercar un 
Web Service és quina de les dues principals opcions és més adient: REST o 
SOAP. Les dues variants tenen un enfocament diferent. REST és un estil 
Organització del treball   39 
d’arquitectura per generar aplicacions client – servidor, entretant, SOAP és una 
especificació de protocol per intercanviar dades entre dos extrems.  
 
Avantatges de  REST Vs SOAP: 
 
- Resultats llegibles. 
- Més lleuger: treballa amb objectes JSON i XML [17]. 
- Simplicitat: no necessitem eines específiques per la seva implementació. 
 
 
En aquest cas, serà sempre l’aplicació qui decidirà quan es posa en contacte 
amb el servidor per sincronitzar (que és realment com es comporta AAAIDA), 
es necessitaran resultats a les consultes “llegibles” i vindrà molt bé treballar 
sobretot amb objectes JSON. Per tant queda evident i clara que l’opció 
escollida és REST. 
3.2.5.1.3 Jersey  
 
Jersey, és la implementació de referència de JAX-RS. Es tracta d’un software 
lliure que proporciona una API per desenvolupar serveis web RESTful amb 
Java. En la instal·lació de Jersey es troba un “core server” i un “core client”, 
aquest últim, ens aporta una llibreria per comunicar amb el server. Un cop 
afegides les llibreries corresponents, s’afegeix el servlet que s’encarregarà 
d’escoltar les peticions i redirigir-les a la carpeta WEB-INF del servidor. 
3.2.5.1.4 Implementació 
 
A l’hora de crear un Web Service REST s’ha de tenir clar que cada recurs que 
hi hagi al servidor correspon a una única URL. Així, per accedir a cada recurs, 
en el cas de la URL de probes amb la que s’ha treballat s’haurà d’accedir de la 
següent manera: 
 
http://192.168.0.200:8080/emulador.servidor.AAAIDA/rest/RECURS 
 
Sobre aquest recurs, es podran realitzar diferents operacions: 
 
GET: Torna la informació del recurs demanada. 
POST: Afegeix un nou recurs. Per fer-ho servir es faria una petició HTTP amb 
method=POST sobre el recurs:  
 
http://192.168.0.200:8080/emulador.servidor.AAAIDA/rest/ 
 
PUT: Modifica la informació d’un recurs. 
DELETE: Esborra un recurs. 
3.2.5.1.4 Definir un servei REST 
 
Per definir un servei REST es crea una classe dins el corresponent paquet i 
s’especifiquen les propietats del servei, és a dir sota quina URL respondrà i 
  
quines capçaleres admetrà. A continuació es mostra un exemple senzill de la 
classe de l’emulador del servidor que s’ha fet servir en aquest projecte: 
 
@Path("/hello") 
public class Hello { 
  
 static Tratam trat1 = new Tratam("Aspirina", 1,8); 
static Tratam trat2 = new Tratam("Ibuprofeno", 2,12);   
 
 @GET 
 @Produces(MediaType.APPLICATION_JSON) 
 public static String getAllJson() 
   { 
  Gson gson = new Gson(); 
  TratamList list = new TratamList(); 
  list.add(trat1); 
  list.add(trat2); 
 
  return gson.toJson(list); 
   } 
 
} 
 
 
L’etiqueta @Path, determinarà el recurs al que es fa referència a la petició, a 
continuació, s’introdueix l’etiqueta @GET (extraure informació) i l’etiqueta 
@Produces que determinarà el tipus de elements amb els que donarà resposta 
(elements JSON).  
 
3.2.5.2 Client HTTP 
 
Aquesta classe té l’objectiu de establir la comunicació amb el servidor. El 
primer que es necessita és definir la configuració necessària: 
 
HttpParams httpParameters = new BasicHttpParams(); 
int timeoutConnection = 3000; 
HttpConnectionParams.setConnectionTimeout(httpParameters, timeoutConnection); 
int timeoutSocket = 5000; 
HttpConnectionParams.setSoTimeout(httpParameters, timeoutSocket); 
DefaultHttpClient httpClient = new DefaultHttpClient(httpParameters); 
 
 
A continuació, s’instancia la classe HttpGet necessària passant com a 
paràmetre la URI més el recurs al que es vol accedir, s’afegeix  la capçalera 
necessària a la petició perquè el servidor reaccioni amb els corresponents 
elements JSON i s’executa la petició instanciant la classe HttpResponse: 
 
HttpGet getRequest = new HttpGet(getBase() + recurs); 
getRequest.addHeader("accept", "application/json"); 
HttpResponse response = httpClient.execute(getRequest); 
 
La resposta, una llista en en forma d’String, serà el que la classe tornarà 
perquè el serialitzador faci el següent pas: 
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result = getResult(response).toString(); 
httpClient.getConnectionManager().shutdown(); 
 
 
 
3.2.5.3 Serialitzador 
 
A l’hora de enviar o rebre dades entre dos dispositius, és necessari l’ús d’un 
serialitzador per empaquetar la informació d’una forma coneguda tant per a 
l’emissor com pel receptor. Aquí entra en joc JSON. 
 
3.2.5.3.1 JSON 
 
De l’acrònim JavaScript Object Notation, es tracta d’un format lleuger per l’ 
intercanvi de dades que no requereix l’ús de XML. Els seus avantatges 
principals són lleugeresa, simplicitat i velocitat. 
 
El servidor d’AAAIDA inclourà un objecte de tipus ArrayList amb la llista de 
tractaments en curs, així doncs,és necessari serialitzar aquest objecte per 
poder passar-lo al client i que sigui capaç de realitzar de nou la conversió. Per 
això, Google disposa d’una llibreria que facilitarà molt aquesta tasca, Gson [18]. 
 
 3.2.5.3.2 Gson 
 
Amb l’ajuda dels dos mètodes principals d’aquesta llibreria (toJson() i 
fromJson()) s’aconsegueix serialitzar la llista d’objectes amb una sola línea de 
codi: 
 
return gson.toJson(list); 
 
El resultat d’aquest mètode correspondrà a un String que seguirà el format de 
la figura 3.5. 
 
 
Fig. 3.5 JSON 
 
En el cas de que la llista contingui 2 objectes, un exemple de resultat del 
serialitzador seria el següent: 
 
{“lista”:[{“medicacion”:”Aspirina”,”posologia”:1,”cadaxh”:8},{“medicacion”:”Amoxi
cilina”,”posologia”:1,”cadaxh”:6}]} 
 
  
On “lista”, és l’objecte ArrayList, i la informació que trobem entre els claudàtors 
els diferents objectes que el composen. 
 
Al client, la informació es recupera de la següent manera: 
 
listaEnJson = gson.fromJson(list, TratamList.class); 
 
On listaEnJson és un objecte ArrayList, list és la cadena de caràcters que es 
comentava amb anterioritat i TratamList la classe referència dels objectes que 
finalment s’obtenen. A partir d’aquest punt, es disposa d’un objecte ArrayList 
igual al que s’allotja al servidor. 
 
3.2.6 Objectes Tractament 
 
Una de les principals classes tant de l’aplicació com del servidor és aquella on 
es defineixen els objectes que s’utilitzaran contínuament amb les corresponents 
propietats i atributs. Cada tractament correspondrà a un objecte. En tot cas, els 
objectes del servidor disposaran de menys atributs que els de l’aplicació ja que 
per AAAIDA, més informació seria irrellevant.  
 
3.2.6.1 Servidor 
 
En el cas del servidor els objectes només disposaran de 3 atributs que són els 
únics que ha de definir qualsevol dels seus vincles (habitualment el metge).  
 
public Tratam(String medicación, int posología, int cadaxh){ 
 this.medicacion=medicacion; 
 this.posologia=posologia; 
 this.cadaxh=cadaxh; 
} 
 
3.2.6.2 Aplicació 
 
A l’aplicació, és necessari incloure més paràmetres que ajudaran al correcte 
funcionament: 
 
public Tratam(String medicacion, int posologia, int cadaxh, int posicion, 
Date ulttoma, Date sigtoma,int act){ 
  this.medicacion=medicacion; 
  this.posologia=posologia; 
  this.cadaxh=cadaxh; 
  this.posicion=posicion; 
  this.ultToma=ulttoma; 
  this.sigToma=sigtoma; 
 } 
 
A més dels 3 imprescindibles que es rebran del servidor, al realitzar la 
sincronització, el primer que es farà és assignar un identificador diferent a 
cadascú per poder treballar millor amb ells. Al procés d’actualització també es 
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definiran 2 objectes de la classe Date amb la última i següent presa 
programada. Aquests objectes seran imprescindibles a l’hora de programar les 
alarmes en qualsevol actualització periòdica, en el moment d’activació 
d’alarmes o després de que el dispositiu reiniciï. 
 
  
CAPITOL 4. PLANIFICACIÓ 
 
Aquest capítol mostra les diferents fases en les quals s’ha dividit el projecte, i 
les tasques que corresponen a cadascuna. A més s’hi detalla el temps de 
dedicació emprat per dur a terme els diferents objectius. 
 
A grans trets, les fases són les següents: 
 
- Estudi previ: Aquesta fase inclou l’estudi de tota la documentació 
necessària per començar a treballar per aconseguir l’objectiu. 
- Disseny: Engloba tot el que té relació amb la interfície d’usuari, és a dir, 
el que es mostrarà per pantalla. 
- Implementació: Programació de tota la lògica necessària. 
- Memòria: Realització de la memòria escrita del projecte. 
4.1 Dades generals 
 
A la figura 4.1, s’aprecia el temps dedicat a cadascuna de les fases, i el 
percentatge de temps utilitzat envers el total. Cal destacar que les fases de 
disseny i d’implementació s’han treballat paral·lelament durant gran part del 
projecte. S’ha tingut en compte una dedicació mitja de 30 hores per setmana.  
 
 
 
Fig. 4.1 Time Line 
 
La dedicació del projecte ha estat aproximadament de 4 mesos i mig. Les hores 
dedicades a cada fase i el percentatge emprat queden il·lustrades a la figura 
4.2. 
 
 
Fig. 4.2 Temps per fase 
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Com es pot comprovar, gairebé un 40% del temps s’ha emprat a l’estudi previ. 
Això és degut a la completa ignorància de l’autor envers la programació. Ha set 
necessari començar un curs des de zero del llenguatge de programació que 
s’ha fet servir (Java).  
 
4.2 Tasques  
 
Els següents punts mostren les tasques realitzades a cada fase i el temps 
dedicat a cadascuna d’elles. 
 
4.2.1 Estudi previ 
 
Com queda manifest a la Taula 4.1, la major part del temps de l’estudi previ, 
s’ha dedicat a l’auto aprenentatge de Java. S’ha dedicat molt temps a la 
pràctica de programació orientada a objectes i de l’estudi de les principals 
classes. Posteriorment, el fet de treballar amb les API d’Android no ha set tant 
laboriós ja que realment tot està basat en Java. 
 
 
 
FASE DESCRIPCIÓ TEMPS(h) 
  REALITZACIÓ D'UN CURS DE JAVA DES DE 0 130 
ESTUDI PREVI FAMILIRIATZACIÓ AMB SDK ANDROID 30 
  CONFIGURACIÓ IDE 10 
  PRIMERES PROVES AMB APLICACIONS ANDROID 40 
 
TOTAL ESTUDI PREVI (HORES) 210 
Taula 4.1 Tasques estudi previ 
 
4.2.2 Disseny 
 
A la Taula 4.2 s’especifiquen temps emprats per la fase de disseny. Tot el que 
comporta el disseny de la interfície d’usuari a Android, és força feixuc. Almenys, 
l’entorn visual que inclou Eclipse no funciona gaire bé, i convé familiaritzar-se 
amb la creació del “layout” a partir del de les corresponents etiquetes XML. Fins 
a un cert punt, per a interfícies estàtiques és suficient. Potser, al que s’ha 
dedicat més temps és a la generació d’activitats que contenen elements 
dinàmics. Per exemple, en algunes activitats de l’aplicació s’hi troben taules on 
files i columnes dependran dels elements que hi hagin al servidor. Així doncs, 
els components necessaris, es defineixen programàticament en funció de cada 
situació. En tot cas, al tractar-se d’un sistema operatiu força jove, la generació 
de interfície d’usuari no està del tot avançada com ho poden estar altres 
plataformes. Un exemple tret d’aquest mateix projecte, és la impossibilitat de 
poder definir un simple contorn a un TextView. Per fer-ho, és necessari afegir 
una capa a sota, amb el color que es desitgi traçar el contorn, i posar el 
  
TextView en un layout independent amb un cert marge que permeti visualitzar 
el color del fons de la capa que hi ha a sota.  
 
 
FASE DESCRIPCIÓ TEMPS(h) 
  ANÀLISI DE NECESSITATS 8 
  PRIMER ESBORRANY DE DISSENY 4 
  MODIFICACIÓ DE ESBORRANY 2 
  PRIMER DISSENY LAYOUT ACTIVITY PRINCIPAL 4 
DISSENY SEGON DISSENY ACTIVITY PRINCIPAL 10 
  ACTIVITAT ALARMA (DINÀMIC) 12 
  LISTVIEW "ALTRES CONFIGURACIONS" 6 
  ACTIVITAT PROPERES MEDICACIONS (DINÀMIC) 14 
  ACTIVITAT PLANNING MEDICACIONS 12 
 
TOTAL DISSENY (HORES) 72 
 
Taula 4.2 Tasques disseny 
 
4.2.3 Implementació 
 
La gran varietat de casos que s’han de contemplar fan que la implementació 
sigui una fase en la que també s’han dedicat forces hores (Taula 4.3). A més, a 
mida que aquesta fase prosperava, augmentava també l’auto aprenentatge. 
Per tant, moltes de les tasques que es varen fer al inici, a la part final del 
projecte haguessin set molt més àgils. Possiblement, la tasca més tediosa ha 
set la que se’n cuida de les actualitzacions ja que, com es comentava al principi 
d’aquest punt, hi podem trobar un gran nombre de possibilitats de casos d’ús. 
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FASE DESCRIPCIÓ TEMPS(h) 
  TESTS DB4O 16 
  INSTAL.LACIÓ TOMCAT 3 
  CREACIÓ WEBSERVICE 16 
  LÒGICA ACTIVITY PRINCIPAL 8 
  TESTS I IMPLEMENTCIÓ SERIALITZADOR JSON 4 
  TESTS I IMPLEMENTACIÓ ALARMMANAGER 16 
  LÒGICA ACTIVITY D'ALARMA 4 
  TESTS I IMPLEMENTACIÓ CALENDAR & DATE 4 
IMPLEMENTACIÓ FINALITZACIÓ CLASSE UPDATE 20 
  TESTS I IMPLEMENTACIÓ SOUNDPOOL 4 
  TESTS I IMPLEMENTACIÓ SHAREDPREFERENCES 4 
  LÒGICA ACTIVITAT ALTRES CONFIGURACIONS 8 
  LÒGICA ACTIVITAT PROPERES MEDICACIONS 8 
  LÒGICA ACTIVITAT PLANNING MEDICACIONS 14 
  CLASSE NOTIFICACIONS ANDROID 6 
  LÒGICA ACTIVITAT INICIAL LOGIN 6 
  MILLORES EN EL CODI 20 
 
TOTAL IMPLEMENTACIÓ (HORES) 161 
Taula 4.3 Tasques implementació 
 
 
4.2.3 Memòria 
 
La memòria ha estat creada i ajustada en el temps previst i sense 
complicacions. 
 
 
FASE DESCRIPCIÓ TEMPS(h) 
MEMÒRIA REDACTAR MEMÒRIA 80 
 
TOTAL MEMÒRIA (HORES) 80 
Taula 4.4 Documentació  
 
 
  
CAPITOL 5. CONCLUSIONS 
 
Per últim, i arribant ja a la finalització de la documentació, es detallen els 
objectius que inicialment es varen plantejar. Per fer-ho, es valora la consecució 
i de quina manera s’ha assolit. Posteriorment s’explica el impacte 
mediambiental, una reflexió de conclusions personals i per últim treballs futurs. 
5.1 Objectius assolits 
 
Arribada l’hora de valorar els objectius assolits, és important diferenciar el Què? 
(objectius fixats al inici) I el Com?(la manera en la que els s’han assolit). 
 
Per una banda, del Què? s’han assolit quasi la totalitat dels objectius. 
L’aplicació és robusta i respon positivament a situacions límit a les que s’ha 
sotmès. És capaç de portar un control de les pautes de medicació d’un possible 
pacient afegint alguna millora als objectius prèviament fixats. Un objectiu que 
en un principi  també s’havia d’assolir és la implementació amb la xarxa social, 
però, tot i que no ha de resultar gaire difícil extrapolar-lo, no s’ha arribat a fer.  
 
D’altra banda, fent referència al Com?, el resultat podria ser millor. El fet de 
desconèixer completament el llenguatge de programació, entorns de 
desenvolupament, les API’s de Android i la poca experiència de l’autor, ha fet 
que la lògica de programació millorés a mida de que evolucionava el projecte. 
Així doncs, en alguns punts, la estructura del codi, podria ser molt millor de la 
que és. 
5.2 Impacte mediambiental 
 
La realització d’aquest TFC repercuteix molt positivament al medi ambient. 
Com es comentava a l’hora del plantejament del projecte, un dels objectius és 
reduir les visites mèdiques per part del metge de família al pacient. Si bé, això 
és un avantatge pel metge, ja que pot gestionar millor el temps, també ho és 
per conservar el medi que tots compartim.  
 
Segons un estudi [19], el 93% dels conductors de l’estat espanyol desconeix la 
quantitat de CO2 que emet el seu cotxe. Aquestes dades demostren poc 
interès per part del ciutadans en aquest aspecte.  
 
Les repercussions més importants per part dels motors mecànics sobre el medi 
ambient són les següents: 
 
- Esgotament de matèries primes no renovables consumides durant la 
combustió d’un motor mecànic. 
- Consum de l’oxigen que conté l’aire atmosfèric. 
- Emissió i contaminació de l’atmosfera amb gasos tòxics que perjudiquen 
al esser humà, la fauna i la flora. 
- Emissió de substàncies que provoquen l’efecte hivernacle contribuint a la 
elevació de la temperatura del planeta. 
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- Consum d’aigua potable. 
- Emissió d’alts volums de soroll a l’atmosfera. 
 
 
A més, en un altre estudi realitzat per l’Observatori de Risc del Institut d’Estudis 
de La Seguretat (IDES) queda manifest que la contaminació de vehicles causa 
5 vegades més morts que els accidents de trànsit.   
 
Així doncs, per pocs desplaçaments del metge de família que la aplicació pugui 
reduir, l’impacte mediambiental serà molt positiu.  
 
5.3 Conclusions personals 
 
 Al 2007 vaig acabar la formació acadèmica presencial a la universitat i per la 
situació d’aquell moment em vaig veure obligat a treballar durant els últims 5 
anys en una feina que no tenia res a veure amb els estudis que havia cursat. 
Cada any, era més difícil replantejar-me acabar la carrera ja que el temps 
jugava en contra fins que va arribar el punt en el que em vaig encoratjar i vaig 
moure’m per començar a pensar un projecte. Volia realitzar un TFC en el que 
veiés resultats a mida que anés avançant, i a ser possible, que donés algun 
servei a algú, i a través d’un company vaig arribar a en Toni, que amb la meva 
proposta, em plantejà un projecte que em va animar.  
 
Tot i que sempre m’ha cridat molt l’atenció, a la universitat havia programat 
realment poc, ja que moltes assignatures on es tractava aquest tema les havia 
convalidat. A més tenia el handicap de que la única assignatura on vaig 
programar l’havia cursat ara fa uns 8 anys, per tant havia de començar des de 
l’inici. 
 
Recordo que els primers dies, van ser dolents, sobretot quan vaig veure que ni 
tan sols era capaç de programar el típic “hello world” però amb paciència i amb 
molt esforç cada dia he anat aprenent coses noves que m’animaven a tirar 
endavant. 
 
Ara per ara estic molt satisfet de la feina feta tot i que estic segur que moltes 
coses les podria haver fet molt millor. He après a que al mon de la programació 
quasi bé tot solució, en moltes ocasions, gràcies a persones que de forma 
altruista t’entreguen el seu temps sense esperar res a canvi.  
 
Espero que no sigui la última aplicació que programi i que tot el que he après 
durant aquests mesos em serveixi a la meva trajectòria professional. A hores 
d’ara, per totes les dificultats trobades, i veient la propera fi d’aquest TFC, la 
satisfacció personal és molt alta. 
 
5.4 Treballs futurs 
 
A continuació es detallen millores  interessants a dur a terme un cop assolits 
els objectius inicials: 
  
 
- Integració complerta amb AAAIDA. 
- Millora d’interfície gràfica. 
- Crear una aplicació per Android que treballi paral·lelament amb AAAIDA 
i que permeti per exemple a un facultatiu poder programar la medicació 
d’un pacient al que ha anat a visitar. 
- Afegir opcions perquè l’usuari pugui escriure directament al seu mur des 
de el dispositiu. 
- Afegir un sistema que avisi a AAAIDA quan el dispositiu porta més d’un 
temps determinat sense sincronitzar amb el servidor. 
- Possibilitat de mostrar les medicacions finalitzades. 
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