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АННОТАЦИЯ 
 
Выпускная квалификационная работа (ВКР) по теме «Автоматизиро-
ванная информационная система учёта стажировок» содержит 63 страницы 
текстового документа, 19 рисунков, 3 таблицы, 3 приложения, 10 библиогра-
фических источников. 
Целью работы является разработка информационной системы для ав-
томатизации процесса обработки заявок на стажировку и организации стажи-
ровок. 
В ВКР входит введение, четыре главы, заключение и три приложения. 
Во введении раскрывается актуальность работы и ставится цель.  
В первой главе происходит анализ существующих систем, выбор 
средств разработки, сравнение нескольких методик разработки программного 
обеспечения и обосновывается выбор одной из них. В конце даётся заключе-
ние о возможности создания системы. 
Во второй главе идет описание инструментов и технологий, используе-
мых для разработки программного продукта.  
В третьей главе дается описание системы, её архитектуры, и основных 
функциональных возможностей.  
В четвертой главе затронута тема эргономики интерфейса, описан про-
цесс разработки интерфейса пользователя.   
Приложения включают в себя руководство пользователя и программи-
ста, диаграмму классов проекта. 
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ПЕРЕЧЕНЬ СОКРАЩЕНИЙ 
 
БД – База Данных. 
СУБД – Система Управления Базами Данных. 
SQL – Structured Query Language, структурированный язык запросов. 
HTML – HyperText Markup Language, язык гипертекстовой разметки. 
CSS – Cascading Style Sheets, каскадные таблицы стилей. 
JS – JavaScript, прототипно-ориентированный сценарный язык програ-
мирования. 
 REST – Representational State Transfer, передача состояния представле-
ния, стиль построения архитектуры распределенного приложения. 
JSON – JavaScript Object Notation, текстовый формат обмена данными, 
основанный на JavaScript и обычно используемый именно с этим языком. 
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ВВЕДЕНИЕ 
 
В настоящее время для увеличения собственной конкурентоспособно-
сти студент, после обучения, обязан непрерывно усугублять собственные аб-
страктные познания, постоянно получать и оттачивать приобретенные про-
фессиональные навыки. Прохождение стажировки позволяют получить объ-
ем знаний и навыков, ориентированный на возможность его немедленного 
применения в повседневной практической деятельности по выбранной спе-
циальности. 
InterSystems - это корпорация, занимающаяся разработкой программно-
го обеспечения. Московский филиал корпорации отвечает за продвижение, 
продажу и техническую поддержку продуктов в России, странах СНГ и Бал-
тии.  
Корпорация интенсивно развивается, технологии InterSystems всё 
больше и больше охватывают российский рынок программного обеспечения. 
Однако российские высшие учебные заведения не готовят специалистов в 
области технологий InterSystems, а востребованность таких специалистов на 
рынке труда велика. В связи с этим, InterSystems проводит стажировки по 
своим технологиям в различных городах. Студенты, использующие про-
граммные продукты InterSystems, проходят стажировки для повышения ква-
лификации по данным технологиям. 
 Ввиду этого, возникает  необходимость в автоматизации процесса учё-
та и аналитики стажировок. Для этого необходимо специализированное про-
граммное обеспечение, которое позволит автоматизировать процесс обработ-
ки заявок от студентов, вести журнал стажировок, хранить данные о партнёр-
ских университетах и компаниях, информировать стажёров о возможных ва-
кансиях, а также предоставлять платформу для бизнес – аналитики. 
Таким образом, актуальной проблемой ВКР является разработка про-
граммного обеспечения, решающего следующие задачи: 
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 Автоматизация процесса приема и учёта заявок на стажировку от сту-
дентов решивших повысить свою квалификацию; 
 Создание и публикация расписания стажировок; 
 Ведение справочников компаний, университетов, сотрудников,  стажи-
ровок; 
 Информирование стажёров; 
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1 Характеристика и анализ предметной области 
 
1.1  Определение и характеристика предметной области 
 
Стажировка как форма обучения появилась в  70-х гг.  XX в.,  термин  
«стажировка» трактовался следующим  образом: «Стажировка – выполне-
ние выпускником профессионального учебного  заведения  производ-
ственных  должностных обязанностей  на определенном  рабочем месте и с 
ограниченной ответственностью. Проводится с целью адаптации к конкрет-
ным условиям профессиональной деятельности» [1]. 
Понятие «стажировка» можно расценивать по-разному. Часто стажи-
ровка является частью учебного процесса. Такое мероприятие идет на пользу 
студентам, они могут увидеть производственный процесс изнутри. Кроме то-
го, стажировка бывает еще и у выпускников ВУЗов. Как правило, стажировка 
– это практика, действия, направленные на приобретение практических 
навыков работы. Во время стажировки работник обучается в процессе труда, 
перенимает опыт наставников,  это также считается повышением квалифика-
ции. Практикант имеет возможность приобрести бесценный опыт работы,  в 
полной мере проявить свои способности, таланты, амбиции и зарекомендо-
вать себя с наилучшей стороны. Стажировка хороша тем, что в перспективе 
для студента это возможность получить  предложение о работе на данном 
предприятии. Работодателям также известно, что такое стажировка, им тоже 
выгодно иметь в штатном резерве стажера.  
Продолжительность практики во многом зависит от конкретной специ-
альности – от одного до нескольких месяцев. Во время, когда длиться такая 
стажировка, практикант считается таким же сотрудником, что и все осталь-
ные. На него распространяются все локальные нормативы предприятия, пра-
вила внутреннего распорядка. На период практики со стажером заключается 
срочный трудовой договор (ст. 59 ТК РФ), длительность которого не более 6 
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месяцев. Затем прикрепляют его к  наставнику, который обязан помочь но-
вичку влиться в коллектив, освоить свои трудовые обязанности. Старший 
специалист следит за качеством выполняемой работы, за выполнением дру-
гих правил нормативов. Поскольку на стажера распространяются все правила 
и обязанности, как же быть с правами практиканта, в то время как продолжа-
ется стажировка. Практикант наравне с другими работниками выполняет 
свои трудовые инструкции, обязанности и задания. Стажировка оплачивается 
исходя из фактически отработанного времени или объема выполненных ра-
бот. После окончание практики, работодатель может решить, что такая ста-
жировка прошла успешно, и продолжить трудовые отношения с молодым 
специалистом. В этом случае трудовой договор перезаключается на бессроч-
ный[2].  
 
1.2 Анализ систем учёта стажировок 
 
Некоторые крупные рекрутинговые агентства пользуются похожим об-
разом организованными системами, в том числе и для помощи в поиске ста-
жеров и стажировок. 
Ниже перечислены компании, предоставляющие аналогичные услуги: 
1. Rosrabota.ru — портал о работе в регионах России. Предоставляет воз-
можность заполнить и оставить резюме для соискателей. Работодатели 
могут оставить вакансию и получают доступ к каталогу резюме[3]. 
2. HeadHunter  - российская компания интернет-рекрутмента. Сайт ком-
пании hh.ru  предоставляет возможность размещения и просмотра ре-
зюме, поиска вакансий и сотрудников[4]. 
3. Superjob.ru — сайт по поиску работы и подбору сотрудников. Имеет 
отдельный раздел students.superjob.ru, где можно найти и предложить 
стажировку. Отличие данного сервиса от разрабатываемого ПО – в том, 
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что он ориентирован, в первую очередь, на студентов и соискателей, а 
не на работодателей[5]. 
4. АСУ Легион - программа для кадровых агентств. Основные функции 
системы:  
a) база данных соискателей и клиентов; 
b) тестирование соискателей; 
c) работа с потенциальными клиентами (CRM); 
d) контроль над работой сотрудников кадрового агентства; 
e) документальное оформление сделки. 
Последняя версия системы вышла в 2011 году, после этого никакой 
информации об обновлениях не появлялось[6]. 
Преимущество автоматизированной информационной системы учёта 
стажировок заключается в прямом взаимодействии с работодателями, что 
позволит более корректного подбора стажеров, чем с использованием анало-
гичных сервисов. Кроме того, система рассчитана исключительно на органи-
зацию стажировок и не выполняет сторонних функций, что исключает воз-
можность ошибочного обращения от соискателей работы, например.  
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2 Технологии разработки и ведения проекта 
 
2.1 Методологии разработки программного обеспечения 
 
В данном подразделе описано несколько методологий разработки про-
граммного обеспечения, рассмотрены их преимущества и недостатки. В кон-
це подраздела происходит выбор оптимальной методологии для разработки 
автоматизированной информационной системы учета стажировок. 
 
2.1.1  Каскадная модель 
 
Каскадная модель  (waterfall model или модель «ра») – наверное, самая 
известная, исторически появившийся одним из первых процесс разработки. 
Основная идея заключается в том, что процесс разработки делится на четко 
определенные фазы, выполняемые строго последовательно. программирова-
ние (eXtreme Programming, XP) [7].  
В модели водопада каждая из процессных областей представляет собой 
отдельную фазу проекта. Фазы выполняются строго последовательно, т. е. 
анализ и дизайн начинаются после завершения разработки требований, нача-
лу реализации предшествует завершение дизайна и т. д. 
Основные соображения для использования такой модели разработки 
вполне очевидны. Как известно, стоимость исправления ошибок, сделанных в 
ходе выполнения проекта, зависит от того, насколько быстро эти ошибки об-
наруживаются и исправляются. Ошибку в требованиях достаточно просто 
исправить на этапе разработки требований, но если о ней становится извест-
но после завершения развертывания, последствия могут быть катастрофиче-
скими. Модель водопада стремится уменьшить, насколько это возможно, 
число таких долгоживущих ошибок. Для этого разработка дизайна не должна 
начинаться, пока требования не будут определены с достаточным качеством, 
кодирование не начинается до появления полного дизайна системы и т. д. 
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Данный подход хорошо работает в проектах, где требования могут 
быть четко определены и зафиксированы. В таких проектах модель «водопа-
да» позволяет обеспечить заданный уровень качества (который может быть 
весьма высоким) и соблюдать бюджетные и временные ограничения.  
Однако практика показала следующие недостатки этого процесса: 
1. Процесс плохо работает в проектах с нечеткими требованиями. Даже 
если проектная команда считает, что полностью проработала и доку-
ментировала функциональный дизайн системы, он может значительно 
отличаться от ожиданий пользователей. С большой вероятностью это 
расхождение будет обнаружено не на этапе рецензирования функцио-
нальной спецификации (редкий заказчик способен представить поведе-
ние реальной системы, читая документ с описанием ее функционально-
сти), а во время внедрения продукта. 
2. Процесс крайне неэффективен при постоянных изменениях требований 
(что как правило случается в проектах, длящихся больше одного-двух 
месяцев). Каждое изменение заставляет возвращаться к фазе определе-
ния требований и повторять весь процесс с начала. 
3. Сложно управлять рисками некоторых типов (таких, как риски, связан-
ные с использованием новых технологий или риски некорректного 
определения требований). Подобные риски могут проявить себя только 
на этапе реализации (если не тестирования), когда число возможных 
путей исправления ситуации намного меньше, чем в начале проекта. 
4. Весьма ограничены возможности оценки и корректировки важных ат-
рибутов проекта – скорости разработки, качества продукта, обоснован-
ности принятых архитектурных решений. Адекватно оценить эти атри-
буты становится возможным только на поздних этапах проекта. 
Модель водопада является разумным выбором для типовых, стандарт-
ных проектов или при наличии жестких требований к качеству (например, 
при создании mission critical-систем). Тем не менее, ее недостатки весьма су-
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щественны, и для разработки коммерческого ПО, как правило, существуют 
значительно более эффективные альтернативы. 
Процесс итеративной (или инкрементальной) разработки стал эволю-
ционным развитием модели «водопада» [7]. 
Процесс состоит из серии повторяющихся итераций (их число зависит 
от конкретного проекта), каждая из которых фактически является полноцен-
ным мини-проектом с фазами определения требований, анализа, дизайна и т. 
д. В результате очередной итерации продукт приобретает новую функцио-
нальность или улучшения в существующей функциональности. Полный 
набор требований, зафиксированный границами проекта, оказывается реали-
зованным после завершения финальной итерации. 
Итеративная разработка обладает рядом преимуществ по сравнению с 
последовательной моделью. 
1. Реализация наиболее важных функций может быть завершена в ходе 
нескольких первых итераций. После их завершения (то есть намного 
раньше окончания всего проекта) заказчик сможет начать использова-
ние системы. 
2. Уже в начале проекта пользователи получают возможность оценить 
функциональность системы и ее соответствие своим потребностям. Не-
обходимые изменения и дополнения могут быть сделаны в течение 
следующих итераций. 
3. Основные проектные риски могут (и должны) быть разрешены на пер-
вых итерациях. Например, архитектурное решение, приводящее к не-
приемлемой производительности может быть обнаружено и исправле-
но уже в первой итерации. 
Важно понимать, что все эти преимущества проявляются только при 
тщательном планировании итераций, в противном случае легко получить 
ухудшенный вариант модели водопада. 
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Итеративная модель используется во многих процессах разработки, 
включая RUP и гибкие методологии. 
 
2.1.2  Итеративная модель 
 
Один из самых известных процессов, использующих итеративную мо-
дель разработки – Rational Unified Process (RUP).  
Часто RUP считают тяжеловесным процессом с высоким уровнем формализ-
ма. Это не совсем так, поскольку процесс RUP может (и должен) быть 
настроен под специфику конкретной организации и проекта. Небольшие про-
екты требуют низкой степени формализма, крупные проекты с географиче-
ски распределенной командой – высокой. 
Однако широкие возможности настройки не делают внедрение RUP 
простым. Эффективному использованию RUP препятствует множество 
сложностей. Часто последовательность фаз начало - проектирование-
построение - внедрение ошибочно интерпретируют как фазы анализ - дизайн-
реализация - внедрение из водопадной модели – это практически сводит на 
нет преимущества RUP. Для большинства людей оказывается непривычной 
концепция документирования требований в виде прецедентов использования 
– трудности возникают как с написанием, так и с пониманием прецедентов. В 
результате спецификация требований, созданная проектной командой, может 
оказаться совершенно невнятным документом, который никто не будет чи-
тать. 
Для полноценного внедрения RUP организация должна затратить зна-
чительные средства на обучение сотрудников. При этом попытка обойтись 
своими силами, скорее всего, будет обречена на неудачу – необходимо ис-
кать специалиста по процессам (process engineer) с соответствующим опытом 
или привлекать консультантов. 
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2.1.3 Экстремальное программирование 
 
В 2001 году группа создателей и экспертов по различным легковесным 
методологиям провела семинар, на котором были сформулированы основные 
принципы гибкой разработки ПО (так называемый Agile Manifesto). На том 
же семинаре было предложено новое название легковесных методологий – 
гибкая разработка (agile software development). 
Общими особенностями гибких методологий являются: 
1. Ориентированность на людей – как разработчиков, так и заказчиков. 
Считается, что умение собрать в проектной команде «правильных» лю-
дей определяет успех или неудачу проекта в значительно большей сте-
пени, чем любые процессы или технологии. 
2. Использование устных обсуждений вместо формальных спецификаций 
везде, где это возможно. Обсуждения должны быть главным способом 
коммуникации, как с заказчиком, так и внутри проектной команды. 
3. Итеративная разработка с возможно более короткой (в разумных пре-
делах) продолжительностью итерации, при этом в результате каждой 
итерации выпускается полноценная работающая версия продукта. 
4. Ожидание изменений – в гибком процессе проектная команда не пыта-
ется зафиксировать требования в начале проекта и затем следовать 
жестко определенному плану. Изменения могут быть сделаны на сколь 
угодно позднем этапе проекта. 
Из методологий гибкой разработки самое широкое распространение 
получило экстремальное программирование (eXtreme Programming, XP) [8]. 
XP наследует все общие принципы гибких методологий, достигая их при по-
мощи двенадцати инженерных практик. Ниже описаны самые инте-ресные из 
специфических технологий и практик XP: 
В проектной команде должен постоянно работать так называемый 
представитель заказчика – он обладает детальной информацией о необходи-
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мой функциональности, определяет приоритеты отдельных требований, оце-
нивает качество создаваемой системы. Технически, представитель заказчика 
может быть и сотрудником фирмы разработчика – менеджером продукта, 
бизнес - аналитиком и т. п. 
Пользовательские истории – короткие неформальные описания преце-
дентов использования системы. В XP истории являются основным и, вместе с 
приемочными тестами, единственным средством спецификации требований. 
Поскольку истории очень лаконичны, участникам проекта обычно требуются 
более детальная информация по функциональности системы – они получают 
ее непосредственно от представителя заказчика. 
Разработка через тестирование (test driven development) – в XP стано-
вится особенно важным, чтобы весь создаваемый код был покрыт автомати-
ческими юнит-тестами (почему это так, станет понятно дальше). Этого мож-
но добиться при помощи простого правила – новый код может быть написан 
исключительно для того, чтобы увеличить число успешно проходящих юнит-
тестов. Фактически это означает, что перед реализацией новой функции раз-
работчик должен создать соответствующий тест, а написание кода должно 
завершиться в тот момент, когда начнет проходить новый, а также все суще-
ствующие тесты. Если после этого окажется, что новая функция реализована 
не полностью, необходимо создать еще один тест и повторить весь цикл за-
ново. 
Архитектура системы должна быть максимально простой. XP не реко-
мендует проектировать в расчете на будущее развитие системы; идеальная 
архитектура должна не более чем поддерживать существующую функцио-
нальность. Цель такого минималистичного подхода к проектированию – из-
бежать бесполезных инвестиций в архитектурные решения, которые часто 
оказываются выброшенными после очередного изменения требований. Вме-
сто этого архитектура постоянно изменяется и развивается вместе с систе-
мой. 
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Постоянное изменение архитектуры требует постоянной переработки и 
улучшения кода – рефакторинга. В XP поощряется коллективное владение 
кодом – увидев возможность улучшения в любом компоненте системы, раз-
работчик может провести необходимые рефакторинги вне зависимости от то-
го, кто является основным разработчиком компонента. Возможные ошибки, 
внесенные рефакторингом, должны быть тут же обнаружены автоматически-
ми тестами. 
Все изменения, сделанные разработчиками, после автоматического те-
стирования практически сразу попадают в основной репозиторий. Таким об-
разом, этап интеграции как таковой отсутствует или, что то же самое, проис-
ходит постоянно. XP называет эту практику непрерывной интеграцией. 
Продолжительность рабочей недели не должна превышать 40 часов. По 
сравнению с обычной практикой постоянных переработок, в средне- и долго-
срочной перспективе это повышает производительность проектной команды 
за счет уменьшения стресса и переутомления. 
Жизненный цикл проекта в XP состоит из последовательности релизов. 
Каждый релиз – это полноценная версия продукта, которую может использо-
вать заказчик, и содержащая дополнительную функциональность по сравне-
нию с предыдущим релизом. Релиз появляется в результате одной или не-
скольких итераций, длящихся от одной до четырех недель. 
В XP не рекомендуется тратить много времени на планирование; сам 
процесс планирования называется игрой (planning game). Подробный план 
составляется только на очередную итерацию и ближайшие один-два релиза. 
Планирование релиза состоит из следующих шагов: 
1. Заказчик формулирует свои требования в виде историй, которые оце-
ниваются по трудоемкости разработчиками. Оценки трудоемкости де-
лаются в так называемых идеальных днях – времени, которое некий 
воображаемый разработчик потратит на реализацию истории при пол-
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ном отсутствии отвлекающих факторов, параллельных задач, переры-
вов и т. п. 
2. Истории сортируются по приоритету, рискам, сложности реализации. 
3. Определяется фактическая производительность команды (какое число 
реальных дней соответствует идеальному дню). 
4. На основании фактической производительности определяется, какие 
истории войдут в очередной релиз и за какое время он будет завершен. 
5. Итерация планируется аналогичным образом: 
6. Предварительно определяется набор историй для итерации. 
7. Истории разбиваются на задачи (tasks), которые распределяются между 
разработчиками. В отличие от историй, которые описывают поведение 
системы с точки зрения пользователя, задачи составляются на техниче-
ском уровне, например «модифицировать схему базы данных» или 
«провести рефакторинг». 
8. Разработчики оценивают свои задачи. Казалось бы, это ненужное по-
вторение операции оценки историй, однако на этом этапе уточненные 
оценки должны быть более реалистичными. Поскольку задачи теперь 
оценивают их непосредственные исполнители, в оценках учитывается 
индивидуальная производительность, зависящая от опыта, знакомства 
с используемыми технологиями и т.п. 
9. На основе уточненных оценок задач подсчитывается общая загрузка 
команды. В зависимости от загрузки некоторые истории могут быть 
перенесены на следующую итерацию или, наоборот, добавлены в те-
кущую. 
10. Периодически в ходе проекта измеряется фактическая производитель-
ность команды. Если она начинает сильно отличаться от значения, ко-
торое было использовано при планировании, график выхода релизов 
должен быть пересмотрен. 
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Во многом XP была создана как попытка описать процессы и практики, 
которые часто как бы сами собой появляются в эффективных, сплоченных 
командах разработчиков. Может показаться, что процесс в таких командах 
отсутствует, и, скорее всего, то же самое будут утверждать сами разработчи-
ки. Однако это не так, поскольку работа профессиональной команды всегда 
четко (хотя и неформально) организована и не имеет ничего общего с беспо-
рядком и хаосом. 
Это во многом определяет условия, необходимые для эффективного 
использования XP. Прежде всего, XP имеет шансы работать только в коман-
де опытных, профессиональных разработчиков. Поскольку большую роль в 
XP играет прямое общение, команда не должна быть разбита на несколько 
частей – внедрение XP в распределенной географически команде будет 
крайне рискованным мероприятием. По той же причине возможный размер 
команды ограничен сверху – 10 – 15 человек. 
Другие практики XP приносят свои ограничения. Далеко не всегда 
можно обеспечить постоянное присутствие представителя заказчика в про-
ектной команде (например, если потенциальные пользователи системы де-
лятся на несколько классов с частично конкурирующими требованиями). 
Поскольку XP практически не делает попыток предотвратить размыва-
ние границ проекта (scope creep), будет не очень хорошей идеей использовать 
XP в проекте с фиксированной ценой. Фактически проекты XP обладают 
жестким графиком, но переменными границами, поэтому предпочтительным 
типом контракта будет повременная оплата (time&materials). 
Несмотря на все перечисленные ограничения, XP может замечательно 
работать в подходящих для него условиях. Благодаря крайне низким наклад-
ным расходам, в таких ситуациях этот процесс может показать исключитель-
ную эффективность. 
XP является достаточно гибкой методологией. Не обязательно внедрять 
XP во всей компании, вполне разумно ограничиться теми командами и про-
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ектами, которые могут получить от этого реальный выигрыш. Например, для 
разработки ядра продукта можно использовать XP, а проекты по внедрению 
основывать на процессе RUP. Также не обязательно использовать все клас-
сические практики XP (на самом деле, мало кто это делает) – как правило, ра-
зумно ограничиться теми из них, которые сочетаются с корпоративной куль-
турой и особенностями проектов. 
 
2.2 Средства разработки 
 
2.2.1 InterSystems Caché  
 
InterSystems Caché – пост - реляционная объектная СУБД, предостав-
ляющая неограниченные возможности для разработки Web-решений и кли-
ент-серверных приложений [9]. 
Caché предназначена для обработки транзакций в системах со сверх-
большими базами данных и практически неограниченным количеством од-
новременно работающих пользователей. 
Caché обеспечивает великолепную производительность, богатые воз-
можности масштабирования, кластеризации, зеркалирования и управления, 
возможность анализа данных в режиме реального времени, отказоустойчи-
вость и надежность.  
Все эти возможности объединены в едином продукте, имеющем пол-
ноценную и простую в использовании среду разработки, которая позволяет в 
кратчайшие сроки создавать многофункциональные приложения. 
При обработке огромного количества транзакций, когда производи-
тельность является важнейшим показателем, сервер баз данных Caché позво-
ляет масштабировать приложения для обслуживания десятков тысяч пользо-
вателей без снижения скорости.  
Уникальное качество Caché заключается в равноправной и эффектив-
ной поддержке сразу трех способов работы с данными: 
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1) Мощного объектного доступа; 
2) Реляционного SQL-доступа;  
3) Высокопроизводительного и гибкого прямого доступа к многомерным 
данным; 
Объектный доступ к данным обеспечивает: 
1) Быстрое и реалистичное моделирование сложных структур данных; 
2) Полную поддержку OO-методов проектирования и разработки, вклю-
чая инкапсуляцию, множественное наследование, полиморфизм; 
3) Реализацию встраиваемых объектов, ссылок, коллекций, отношений. 
SQL-доступ к данным позволяет: 
1) Получить доступ к данным в виде традиционного реляционного пред-
ставления; 
2) Использовать JDBC/ODBC; 
3) Значительно повысить быстродействие имеющихся приложений 
4) Использовать привычный SQL-инструментарий для запросов, построе-
ния отчетности и аналитики. 
Прямой доступ к многомерным данным:  
1) Высочайшая производительность на критичных участках кода; 
2) Возможность поддержки унаследованных приложений. 
 
2.2.2 AngularJS 
 
AngularJS является JavaScript - фреймворком с открытым исходным ко-
дом, разрабатываемым Google. Предназначен для разработки одностранич-
ных приложений. Его цель — расширение браузерных приложений на основе 
MVC шаблона, а также упрощение тестирования и разработки [10]. 
Фреймворк работает с HTML, содержащим дополнительные пользова-
тельские атрибуты, которые описываются директивами, и связывает ввод или 
вывод области страницы с моделью, представляющей собой обычные пере-
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менные JavaScript. Значения этих переменных задаются вручную или извле-
каются из статических или динамических JSON-данных. 
Директивы - это уникальная и мощная особенность, доступная только в 
AngularJS. Директивы позволяют изобретать новый HTML синтаксис, специ-
ально под конкретное приложение. Также директивы могут использоваться  
для создания собственных компонентов. 
AngularJS поддерживает локализацию, он содержит фильтры и дирек-
тивы, которые помогут сделать приложение доступным для различных язы-
ков и культур. 
Веб-система представляет собой RESTFul приложение, прием и пере-
дача данных происходит в формате JSON. 
REST – это стиль архитектуры программного обеспечения для распре-
деленных систем, таких как World Wide Web, который, как правило, исполь-
зуется для построения веб - служб. Системы, поддерживающие REST, назы-
ваются RESTful-системами. 
JSON - простой формат обмена данными. Он основан на подмножестве 
языка программирования JavaScript, определенного в стандарте ECMA-262 
3rd Edition - December 1999. JSON - текстовый формат, полностью независи-
мый от языка реализации. Свойства, которые делают JSON идеальным язы-
ком обмена данными.  
 
 
 
2.2.3 Twitter Bootstrap 
 
Twitter Bootstrap — свободный набор инструментов для создания сай-
тов и веб - приложений. Включает в себя HTML и CSS шаблоны оформления 
для веб - форм, кнопок, меток, блоков навигации и прочих компонентов веб -
интерфейсов, включая JavaScript расширения. 
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Основные инструменты Bootstrap: 
1) Сетки — заранее заданные размеры колонок, которые можно сразу же 
использовать; 
2) Шаблоны — фиксированный или резиновый шаблон документа; 
3) Медиа — представляет некоторое управление изображениями и Видео; 
4) Таблицы — средства оформления таблиц; 
5) Формы — классы для оформления не только форм, но и некоторых со-
бытий происходящих с ними; 
6) Навигация — классы оформления для компонентов навигации; 
7) Сообщения — оформление диалоговых окон, подсказок и всплываю-
щих окон. 
 
2.3 Выбор оптимальной методологии 
 
 
В виду описанных преимуществ гибких методологий, а именное XP, 
также принимая во внимание то, что условия создания веб - портала подхо-
дят под описание метода «экстремальное программирование», для разработ-
ки данной работы была выбрана методология XP.  
По требованию заказчика использовались технологии InterSystems – 
это СУБД. Вся клиентская часть портала разрабатывалась с использованием 
библиотек и компонентов сторонних разработчиков. 
 
   
3 Описание автоматизированной информационной системы учёта 
стажировок 
  
3.1 Общее описание 
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Автоматизированная информационная система учёта стажировок пред-
ставляет собой одностраничное RESTFul приложение, т.е. HTML страница 
загружается один раз, меняется лишь шаблон внутри страницы. Есть под-
держка нескольких языков. С системой могут работать три вида пользовате-
лей:  
1) Неавторизованный пользователь – это студент, подающий заявку на 
стажировку, данному пользователю предоставлены права на создание 
заявок; 
2) Администратор – у данного пользователя есть все привилегии доступа 
ко всем данным (чтение и запись); 
3) Наблюдатель – данный пользователь схож с администратором, но раз-
решен доступ только на чтение, т.е. изменить, добавить запись пользо-
ватель не сможет. 
 
3.2 Архитектура 
 
Архитектура RESTFul автоматизированной информационной системы 
учёта стажировок представлена на Рисунке 1. В качестве хранилища данных 
выступает СУБД Cachе́. Для функционирования системы необходимы веб - 
приложения:  
1) Приложение области – общее приложение, оно отвечает за загрузку 
самих файлов приложения (html-шаблонов, css, js и прочее); 
2) Приложение администратора  - это приложение, в настройках которого 
указан «класс отправки» (dispatch class)  - Admin DispatchClass. Прило-
жение обрабатывает REST запросы администратора, защищенные па-
ролем; 
3) Приложение пользователя  - это приложение, в настройках которого 
указан «класс отправки»(dispatch class)  - User DispatchClass. Приложе-
ние обрабатывает REST запросы неавторизованных пользователей. 
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Страница и шаблоны оформлены с помощью Twitter Bootstrap. А также 
используются готовые директивы сторонних разработчиков на AngularJS. 
AngularJS содержит высокоуровневые сервисы для работы с REST, он 
сериализует полученные от сервера JSON данные. Затем контроллер связы-
вает данные с шаблоном для отображения.  
 
Рисунок 1 – Архитектура системы 
 
При разработке структуры хранимых данных использовался объектно-
ориентированный подход  и объектная база данных  Caché. Хранимые классы 
были спроектированы и реализованы в студии  Caché. 
 
 
3.3 Основные функциональные возможности 
 
 В данном разделе дано лишь краткое описание перечисленных воз-
можностей, за более подробной информацией необходимо перейти к руко-
водству пользователя (Приложение А). 
Основная работа системы заключается в обработке заявок от пользова-
теля(Рисунок 2), работа с кандидатами(Рисунок 3). 
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После одобрения оператором заявки, студент переходит в статус «Кан-
дидат». Также, ему приходит автоматическое оповещение на e-mail, что заяв-
ка принята, и он стал кандидатом в стажёры.  
 Кандидаты могут проходить несколько стажировок. При принятии кан-
дидата на стажировку, информация о нём не удаляется для возможности 
принятия его на другую стажировку.  
 Кандидата можно отправить на тестирование по английскому языку 
(оценки TET, PET), а также пригласить на собеседование. В каждой из этих 
возможностей предусмотрено подтверждение действия, чтобы избежать 
ошибок со стороны оператора. 
 
Рисунок 2 – Таблица заявок 
 
 
Рисунок 3 – Таблица кандидатов 
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4 Эргономика 
 
В данном разделе приведены примеры разработанных компонентов ин-
терфейса, обоснован их выбор и расположение, описаны основные возмож-
ности. А также дана оценка разработанного интерфейса по основным крите-
риям эргономичности интерфейса. Существует четыре основных (все осталь-
ные – производные) критерия эргономичности (качества) любого интерфей-
са, а именно:  
1) Скорость работы пользователей;  
2) Количество человеческих ошибок;  
3) Скорость обучения;  
4) Субъективная удовлетворенность пользователей.  
   
4.1  Проектирование и разработка интерфейса 
 
Автоматизированная информационная система учёта стажировок в 
первую очередь нацелена на работу с таблицами, а значит, возникла необхо-
димость в универсальном компоненте для отображения табличных данных 
(Рисунок 4).  
 
Рисунок 4 – Компонент для отображения табличных данных 
 
В данном компоненте присутствуют следующие возможности: 
1) Выделение ярким цветом важных данных; 
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2) Сортировка данных по выбранному столбцу (иконка «треугольник»); 
3) Фильтрация данных по выбранному столбцу (меню поиска в нижней 
части таблицы); 
4) Навигационная панель (переход по страницам и указание количества 
элементов на странице); 
5) Выбор записей в таблице – одна запись или много (зависит от настроек 
компонента); 
6) Крайний правый столбец таблицы для действий с данными. Кнопка с 
иконкой «плюс» служит для перехода на страницу создания записи в 
таблице. Кнопка с иконкой «карандаш» служит для перехода на стра-
ницу редактирования записи. Кнопка с иконкой «крестик» означает пе-
реключатель режима работы столбца, то есть по умолчанию всегда 
включен режим «редактирование», так как записи чаще изменяют, чем 
удаляют. Иконки и назначенные функции могут быть изменены про-
граммистом-разработчиком. Например, режим добавления стажёра из 
заявки (иконка «галочка»). 
Для группировки таблиц и прочих элементов интерфейса было решено 
использовать вкладки (Рисунок 5).  
 
Рисунок 5 – Группировка элементов с помощью вкладок 
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Компонент обладает следующими функциональными возможностями: 
1) Блокировка одной из вкладок – например, пользователь постепенно за-
полняет данные во вкладке «А», а вкладка «Б» будет заблокирована до 
тех пор, пока пользователь не заполнит все текстовые поля во вкладке 
«А»; 
2) Сокрытие одной из вкладок – например, скрывать вкладку от неавтори-
зованных пользователей; 
3) Сохранение состояния вкладок – например, пользователь работает во 
вкладке «Стажёры» и решил добавить нового стажёра, нажал на кнопку 
для перехода на страницу добавления стажёра, совершил переход, до-
бавил стажёра и вернулся назад, а активная вкладка по-прежнему 
«Стажёры». 
Пользователям необходимо отображение отклика системы на произве-
денные действия. Например, удаление стажёра из таблицы или изменение 
данных сотрудника. Для этой цели был разработан компонент в виде всплы-
вающего цветного блока с информационным содержанием (Рисунок 6). 
Красный цвет – ошибка, зеленый – операция выполнена успешно. Обычно 
такой компонент отображается под формой или таблицей.  
 
 
Рисунок 6 – Примеры информационных блоков 
 
 
4.2  Оценка по критериям эргономичности интерфейса 
 
Скорость работы пользователя зависит от следующих факторов:  
1) Длительности восприятия исходной информации;  
2) Длительности интеллектуальной работы;  
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3) Длительности физических действий пользователя;  
4) Длительности реакции системы.  
Как правило, длительность реакции системы является наименее значи-
мым фактором. 
Для сокращения длительности восприятия используется способ груп-
пировки компонентов и прочих элементов (компонент для работы с вкладка-
ми). Ограничение количества элементов на странице в таблице (компонент 
для работы с табличными данными). 
Для сокращения длительности интеллектуальной работы были приме-
нены следующие методики: 
a) Непосредственное манипулирование – был выбран способ с использо-
ванием панели инструментов. Нажатие на кнопку в панели инструмен-
тов, состоит из не столь большого количества элементов, так что фор-
мально он хорош. К сожалению, он не слишком универсален. Количе-
ство элементов в любой панели инструментов ограничено, так что осо-
бенно с этим способом не развернешься. Не говоря уже о том, что для 
многих действий невозможно подобрать пиктограмму. Например, в 
компоненте для работы с табличными данными используется данный 
способ; 
b) Сглаживание эффекта прерывания – для этого в некоторых местах ин-
формационной системы используются диалоговые окна для ввода ин-
формации, чтобы не совершать переход на другие страницы. А если всё 
же переход был совершен, то при возвращении на предыдущую стра-
ницу отобразить все прошлые действия пользователя (открытые вклад-
ки, выбранные записи в таблицы и прочее); 
c) Ограничение принятия решений – для этого визуально выделены 
наиболее вероятные элементы ответа (кнопка «сохранить»), дается 
полная информация при принятии каких-то решений с помощью диа-
логовых окон; 
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d) Закон Хика – в данном проекте не возникло таких ситуаций, когда 
большое количество элементов заданного типа замедляло бы выбор 
решения пользователем.   
Длительность физических действий пользователя была сокращена за 
счет применения метода доступности кнопки. Например, к кнопкам – икон-
кам в таблицы привязаны события, но событие срабатывает не только тогда, 
когда пользователь нажмет на иконку, но и рядом с ней в районе всей ячейки. 
Главное меню системы имеет значительную высоту и «прилипает» к верхней 
границе окна браузера, из-за этого пользователю будет легче выбрать нуж-
ный пункт меню. 
Человеческие ошибки предотвращаются с помощью проверки вводи-
мых данных, блокировки ненужных компонентов или прочих элементов си-
стемы. Ошибки могут отображаться с помощью информационных блоков, 
например, разработанные компоненты для отображения отклика системы, 
или через подсветку текстового поля. 
Для обучения пользователей используются различные подсказки и бло-
ки с информационным содержанием, которые  открываются при нажатии на 
специальные кнопки. 
Субъективная удовлетворенность пользователей  складывается из мно-
гих составляющих. Например, эстетика. Эстетика системы основана на сти-
листических особенностях используемой технологии Twitter Bootstrap, раз-
работчики подобрали цветовую гамму, сделали углы всех элементов сгла-
женными по умолчанию. Все элементы и страницы системы подстраиваются 
под размер экрана, иными словами применен способ «резиновой» разметки 
для страниц. 
Таким образом, для информационной системы реализован современ-
ный дизайн интерфейса и повышена комфортность работы пользователей 
при работе с системой в течение длительного времени. Интерфейс системы 
спроектирован с учетом необходимости массового ввода информации (в том 
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числе с использованием клавиатуры), а также с учетом работы менее опыт-
ных пользователей. Дизайн интерфейса разработан таким образом, чтобы 
снизить утомляемость пользователей при длительной работе с системой. 
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ЗАКЛЮЧЕНИЕ 
 
В результате ВКР была реализована информационная система  для ав-
томатизации процесса обработки заявок на стажировку и организации стажи-
ровки в области дополнительного профессионального образования. Все зада-
чи ВКР выполнены, система развернута на одном из серверов московского 
филиала корпорации InterSystems и работает с сентября 2015 года. 
Одной из сильных сторон разработанного проекта является скорость и 
надежность, это достигнуто путем использования высокопроизводительной 
СУБД Caché и JavaScript – фреймворка AngularJS.  
В дальнейшем планируется развивать этот проект. Планируется доба-
вить бизнес-аналитику, OLAP-функциональность с помощью технологии In-
tersystems DeepSee, для создания систем поддержки принятия эффективных 
решений. 
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ПРИЛОЖЕНИЕ А 
 
Руководство пользователя 
 
1 Общее описание веб – информационной системы стажёров 
 
Описание информационной системы 
Создание заявки на обучение  
На странице "Создать заявку" стажёр может создать новую заявку (Ри-
сунок 7,  Рисунок 8).  
 
Рисунок 7 - Страница «Создать заявку», создание новой заявки 
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Рисунок 8 - Страница «Создать заявку», соглашение на обработку персо-
нальных данных 
 
Обработка заявок администратором 
Администратор системы может подтверждать или удалять заявки (Ри-
сунок  9). При подтверждении заявки стажеру приходит уведомление, что его 
заявка принята и в ближайшее время ему придёт ссылка на тестирование. 
Также администратору системы приходит уведомление о том, что зареги-
стрировался новый участник. В письме прилагается ссылка на заявку этого 
участника. У каждой заявки можно редактировать все поля. Любую заявку 
можно удалить, на созданные стажировки это никак не повлияет. 
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Рисунок 9 - Страница «Заявки» 
 
Кандидаты 
После одобрения заявки стажёр переходит в группу «Кандидаты» (Ри-
сунок 10). Администратор системы может проставить кандидату оценки TET, 
PET после сдачи тестов стажёром. Также, администратор может редактиро-
вать все поля стажёра, либо удалять запись. После прохождения тестов PET, 
TET администратор может перевести кандидата в стажёры. При этом запись 
кандидата не удаляется из системы.  
 После принятия кандидата в стажёры ему приходит оповещение о за-
числении на стажировку, информации о месте и времени проведения, а также 
контактная информация куратора стажировки. Также у стажёра имеется воз-
можность отписаться от рассылки.  
 Куратору системы также приходит уведомление о новом стажёре. В 
письме указываются имя, фамилия стажёра и его контактная информация.   
Оператор может отправить кандидата на тестирование по английскому 
языку (тестирование TET, PET), а также пригласить на собеседование. 
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Рисунок 10 – Страница «Кандидаты» 
 
Стажёры  
На странице «Стажеры» можно просмотреть всех стажёров, зареги-
стрированных в системе (Рисунок 11). Их также можно редактировать, уда-
лять. Имеется возможность добавить стажера без заявки, в самой таблице. 
После нажатия на определённого стажера снизу появляются вкладки «Ин-
формация»  и  «Стажировки». Первая вкладка отображает дополнительную 
информацию о стажёре. Во второй вкладке находится таблица стажировок, 
пройденных данным стажёром. Имеется возможность добавлять новые ста-
жировки, а также удалять пройденные из списка. Для удобства можно отре-
дактировать любую стажировку в этой же таблице, не переходя во вкладку со 
всеми стажировками.  
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Рисунок 11 – Страница «Стажёры» 
 
Стажировки 
На странице «Стажировки» отображены все стажировки (Рисунок 12). 
Можно изменить данные стажировки или куратора, перейдя на страницу ре-
дактирования сотрудника. Также имеется таблица стажёров выбранной ста-
жировки, которая, как и во вкладке стажёров, позволяет добавлять стажёров 
на данную стажировку. Имеется возможность добавить нового стажера, либо 
найти по фамилии или e-mail в базе данных. 
Рисунок 12 – Страница «Стажировки» 
Университеты 
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На странице «Университеты» отображены все университеты (Рисунок 
13). Также имеется возможность изменить данные университета или курато-
ра университета, либо добавить новый университет. 
Рисунок 13 – Страница «Университеты» 
Группы рассылок. 
На этой странице находятся группы, которым могут отправляться 
письма администратором системы (Рисунок 14). Автоматическая группа 
«Subscribers» формируется при подаче заявок на стажировки – в неё автома-
тически попадают все участники.  Можно также создать свою группу рассы-
лок и добавить туда участников. Участников можно редактиро-
вать/добавлять/удалять.  
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Рисунок 14 – Страница «Группы рассылок» 
 
Журнал рассылок 
Отображает все отправленные письма (Рисунок 15). Можно просмат-
ривать письма определённой подгруппы, выбрав её в таблице. Также здесь 
находится кнопка включения/отключения рассылки. 
 
Рисунок 15 – Страница «Журнал рассылок» 
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Компании 
На странице «Компании» отображены все компании (Рисунок 16). 
Имеется возможность добавить/удалить или отредактировать компанию. 
Компании можно добавить контактное лицо, которое сохранится в таблице 
сотрудников. 
Рисунок 16 – Страница «Компании» 
Сотрудники 
На данной странице можно добавлять/удалять/редактировать курато-
ров, контактные лица, либо других сотрудников (Рисунок 17). Таблица со-
держит фамилию, имя, отчество, а также контактную информацию сотрудни-
ка. 
Рисунок 17 – Страница «Сотрудники» 
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Параметры системы  
На странице «Параметры системы» содержатся все настройки системы 
учета стажёров (Рисунок  18). Здесь можно отредактировать SMTP данные, 
изменить e-mail  администратора системы, либо добавить другой. Также 
здесь находятся шаблоны писем, которые автоматически отправляются ста-
жёрам, кандидатам, кураторам. Шаблоны можно менять, используя доступ-
ные переменные. Их значение указано в справке, которая находится снизу от 
шаблона. Имеется возможность предварительного просмотра письма по дан-
ному шаблону.  
Рисунок 18 – Страница «Параметры системы» 
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ПРИЛОЖЕНИЕ Б 
 
Руководство программиста 
 
1 Требования к аппаратному обеспечению 
 
IBM совместимый персональный компьютер, удовлетворяющий следующим 
условиям: 
1) ЦПУ с тактовой частотой 2,0 ГГц или большей; 
2) ОЗУ объемом 2048 МБ. 
 
2 Требования к информационной и программной совместимости 
  
Поддерживаемые операционные системы и перечень необходимых для 
работы программных продуктов: 
1) Операционная система семейства Microsoft Windows или *nix – плат-
форма; 
2) СУБД InterSystems Caché , версия 2014.1 и выше.   
 
3 Настройка СУБД InterSystems Caché  
 
Перед развертыванием системы стажёров необходимо создать базу 
данных и область. Для того чтобы создать базу данных необходимо перейти 
в пункт меню «Администрирование системы – Конфигурация – Конфигура-
ция системы – Локальные базы данных»  и нажать «Создать новую базу дан-
ных». Впишите имя новой базы данных и путь для хранения на диске. Со-
здайте ресурс для новой базы данных, например %DB_NEWDB. 
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4 Импорт проекта  
  
Откройте среду разработки Caché , выберите область для импорта про-
екта. Файл проекта перетащите мышкой в студию или через меню «Инстру-
менты - Импорт», далее в диалоговом окне появятся файлы проекта, доступ-
ные для импорта. Нажмите «Импорт» и «Добавить все файлы в проект сту-
дии». Затем перестройте проект – (меню «Перестроить проект»).  
 
5 Инициализация базы данных 
  
Для инициализации базы данных необходимо выполнить команду в 
терминале  - do ##class(Sti.Utils.Init.BaseInit).Init(). Будут заполнены справоч-
ники: регионы, языки системы, значения оценок уровня английского языка. 
Для инициализации шаблонов рассылки и работы с календа-
рем(инициализация месяцев, дат) выполните: do ##class(Sti.Utils.Msg).Init() 
 
6  Конфигурация REST 
 
Для работы с REST требуется два веб – приложения, эти веб приложе-
ния можно создать в «Портале управления системой» в меню «Веб - прило-
жения». Первое приложение – защищенное (администратора), оно обрабаты-
вает запросы администратора, поэтому доступ только аутентифицированный. 
Второе – открытое (пользователи), обработка запросов пользователей, доступ 
без пароля. 
При создании веб - приложений укажите класс отправки «Dispatch 
Class». Класс отправки – это класс обработчик запросов к приложению. Для 
приложения администратора – Sti.Web.BrokerAdmin, а для приложения поль-
зователя – Sti.Web.BrokerUser. У приложения администратора поставьте га-
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лочку в параметре «Доступ по паролю», а у приложения пользователя «Не 
аутентифицированный доступ». 
Запишите в глобал следующие данные: 
1) Имя веб – приложения области ^Settings("Sti", "WebApp"); 
2) Имя веб – приложения администратора ^Settings("Sti", 
"WebAppAdmin");  
3) Имя веб – приложения пользователя ^Settings("Sti", "WebAppUser"); 
4) Домен и порт (если не 80) ^Settings("Sti", "DomainName"). 
 
7 Безопасность – роли, пользователи, SQL привилегии 
 
Создайте две роли: первую для администратора, вторую для остальных 
пользователей. Для второй роли укажите ресурс и сделайте доступ к табли-
цам c привилегиями: 
Таблица 3 – Привилегии для пользователей. 
Таблица SELECT INSERT UPDATE DELETE 
Sti_Data.Company                            + - - - 
Sti_Data.Internship                             + - - - 
Sti_Data.University                              + - - - 
Sti_Data.Employee             + - - - 
Sti_Data.MailingGroup + + + + 
Sti_Data.Region                             + - - - 
Sti_Data_Localization.LText                 + + + + 
Sti_Data.MailingItemApproved + + + + 
Sti_Data_Localization.LTextLanguage         + - - - 
Sti_Data_Localization.LTextValue            + + + + 
Sti_Data.ENGMark + - - - 
Sti_Data.MailingJournal + + + + 
Sti_Data.MailingItemApprovedSubscriber + + + + 
Sti_Data.Order + + + + 
Sti_Data.University + - - - 
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Назначьте UnknowUser созданную роль. 
Создайте пользователя – администратора системы, назначьте ему все 
привилегии для всех таблиц. 
Назначьте соответствующие роли веб-приложениям. 
Приложение будет доступно по ссылке:  
http://localhost:[Порт][Веб приложение области]/ sti/index.csp#/order 
 
9 Настройки почты 
 
Для работы с почтой можете в глобал занести собственные данные: 
 ^Settings("Sti"," From") 
 ^Settings("Sti"," SMTPUser") 
 ^Settings("Sti"," SMTPPassword") 
 ^Settings("Sti"," SMTPServer") 
 ^Settings("Sti"," SMTPPort") 
Проверьте работу отправки почты: w ##class(Sti.Utils.Email).Send("ваш 
email", "Тема", "Сообщение") 
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10 Хранимые классы Caché  
 
При разработке структуры хранимых данных использовался объектно-
ориентированный подход  и объектная база данных  Caché. Хранимые классы 
были спроектированы и реализованы в студии  Caché. Структура базы дан-
ных Caché состоит из 20 хранимых классов. 
Диаграмма классов проекта представлена в Приложении В. Ниже при-
ведено описание основных хранимых классов. 
 
LTextLanguage 
Полное имя - Sti.Data.Localization.LTextLanguage. Доступные языки си-
стемы. Не редактируется.  
Свойства: 
1. Название языка. 
Name As %String [Required]  
2. Код языка, идентификатор. 
Code As %String [Required] 
3. Все тексты этого языка. 
Values As LTextValue [ Cardinality = many, Inverse = Lang ] 
 
LText 
Полное имя - Sti.Data.Localization.LText. Промежуточный объект, воз-
вращает или задает текст для текущего языка системы. Все локализованные 
свойства объектов ссылаются на LText. Пример: у класса Person есть свой-
ство LastName As Sti.Data.Localization.LText. 
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Свойства: 
1. GUID, идентификатор. 
Guid As %String [Required]  
2. Вычисляемое свойство, в зависимости от языка сессии будет возвращен 
текст на этом языке. Значение берется из LTextValue.  У этого свойства 
переопределены акцессоры. 
Value As %String [Required, Calculated, SqlComputed] 
3. Все значения на всех доступных языках. 
Values As LTextValue [ Cardinality = many, Inverse = LText ] 
Методы объекта: 
1. Установка мультиязычных значений объекта с ltxtId текущему объекту 
для языка. 
SetValues(ltxtId As %String) As %Status 
Методы класса: 
1. Поиск для текущего языка для свойства с id. 
GetValueById(id As %String) As %String 
2. Создание мультиязычного свойства. Для каждого языка создается за-
пись, если не указана функция перевода, то значение будет одинаково 
на всех языках. translateClassMethod – класс и метод для перевода value. 
Пример: происходит перевод ФИО с помощью метода PersonLText-
Value класса Sti.Data.Localization.Translation (не хранимый класс). 
Create(value As %String, translateClassMethod As %String="") As LText 
3. Удаление обхекта и всех его мультиязычных представлений. 
Delete(id) As %Status 
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 LTextValue 
Полное имя - Sti.Data.Localization.LTextValue.  Значение на языке - 
Lang для объекта LText. 
Свойства: 
1. Промежуточный объект, возвращает или задает текст для текущего 
языка системы. 
4. LText As LText[Cardinality = one, Inverse = Values, Required] 
2. Язык. 
5. Lang As LTextLanguage [Cardinality = one, Inverse = Values, Required]; 
Методы класса: 
1. Получить значение на языке = lang для объекта с ИД = ltxt. 
GetValue(ltxt, lang) As %String 
2. Установить значение для объекта с ИД = ltxt для языка = lang, если у 
объекта LText еще нет свойства на этом языке, то оно создаётся. 
SetValue(value, ltxt, lang) As %Status 
3. Удалить все значения на всех языках для объекта LText с ИД = ltext. 
Delete(ltxt) As %Status 
 
Candidate  
Полное имя – Sti.Data.Candidate. Содержит всю информацию о канди-
дате: стажировку, университет, оценки TET, PET и т.д. Наследуется от класса 
StudentInfo. 
Свойства: 
1. Прошёл ли кандидат тестирование TET, PET 
Property IsTested As %Boolean; 
2. Стажировка, на которую кандидат подаёт заявку 
Relationship Internship As Sti.Data.Internship [ Cardinality = one, Inverse = 
cndInterns ]; 
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3. Университет, в котором обучается кандидат 
Relationship University As Sti.Data.University(XMLPROJECTION = 
"XELEMENT", XMLREFERENCE = "ID") [ Cardinality = one, Inverse = 
cndInterns ]; 
4. Оценка TET  
Property TetMark As %String; 
5. Оценка PET 
Property PetMark As %String; 
6. Дата подачи заявки 
Property CreateDate As %TimeStamp; 
Методы объекта: 
1. Конвертация в proxyObject для JSON. shortInfo = 1 – подробные данные 
кандидата не конвертируются. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject 
Методы класса: 
1. Поиск похожего кандидата по имени, фамилии и электронной почте 
GetCandidateByParameter(lName As %String, fName As %String, bDate 
As %String) As Candidate 
2.  Сохранить или создать кандидата. data – объект с данными. data.id 
пуст – значить создание нового кандидата.  
Save(data As %RegisteredObject, ByRef st) As Candidate  
3. Отправить данные кандидата для тестирования TET, PET 
 ClassMethod Test(data As %RegisteredObject, ByRef st) As Candidate 
4. Запросить резюме кандидата 
ClassMethod ResumeRequest(data As %RegisteredObject, ByRef st) As 
Candidate 
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Company 
Полное имя – Sti.Data.Company. Содержит информацию о компании, 
проводящей стажировку 
Свойства: 
1. Стажировки компании 
Relationship Interships As Sti.Data.Internship [ Cardinality = many, Inverse 
= Company ]; 
2. Полное название организации 
Property FullName As Sti.Data.Localization.LText [ Required ]; 
3. Сокращённое название организации 
Property ShortName As Sti.Data.Localization.LText; 
4. Адрес компании 
Property LegalAddress As %String(MAXLEN = 500) [ Required ]; 
5. Электронная почта компании 
Property MailAddress As %String(MAXLEN = 500) [ Required ]; 
6. Контактное лицо компании 
Property Contact As Employee; 
7. Web-сайт компании 
Property WebSite As %String(MAXLEN = 500);  
Методы объекта: 
1. Конвертация в proxyObject для JSON. shortInfo = 1 – подробные данные 
объекта не конвертируются. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject 
Методы класса: 
1. Сохранение / создание объекта класса, данные для свойств содержит 
объект data. 
Save(data As %RegisteredObject, ByRef st) As Company 
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Region 
Полное имя – Sti.Data.Region. Города, регионы, страны. Иерархическая 
структура. Не редактируется. 
Свойства: 
1. Guid – идентификатор. 
Guid As %String [ Required ] 
2. Название. 
Name As Sti.Data.Localization.LText[ Required ] 
3. Родитель, регион для города, страна для региона. 
ParentRegion As Region 
4. Уровень иерархии, 0 – страна, 1 – регион, 2 – город. 
HLevel As %Integer[ Required ] 
Методы объекта: 
1. Конвертация в proxyObject для JSON.  
ConvertToProxyObject() As %ZEN.proxyObject 
 
Employee 
Полное имя – Sti.Data.Employee. Хранит данные сотрудников и кон-
тактных лиц. 
Свойства: 
1. Имя сотрудника 
Property FirstName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID"); 
2. Фамилия сотрудника 
Property LastName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID"); 
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3. Отчество сотрудника 
Property MiddleName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID"); 
4. Телефон сотрудника 
Property Phone As %String; 
5. Электронный адрес 
Property Email As %String; 
Методы объекта: 
1. Конвертация в proxyObject для JSON. shortInfo = 1 – подробные данные 
объекта не конвертируются. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject 
Методы класса: 
1. Сохранение / создание сотрудника, data – содержит данные, id – пуст, 
значит создание. 
Save(data As %RegisteredObject, ByRef st) As Employee 
2. Поиск существующего сотрудника по параметрам: 
GetEmployeeByParameter(lName As %String, fName As %String, email As 
%String) As Employee 
3. Поиск сотрудника по e-mail 
GetEmployeeByEmail(fEmail As %String) As Employee 
 
Intern 
Полное имя – Sti.Data.Intern. Хранит информацию о стажёрах. Насле-
дуется от класса StudentInfo. 
Свойства: 
1. Текущая стажировка. Вычисляемое свойство. 
Property LastInternshipId As %String [ Calculated, SqlComputeCode = {set 
{LastInternshipId} = 
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##class({%%CLASSNAME}).GetLastInternship({%%ID})}, SqlComputed 
]; 
2. Текущая стажировка(название). Вычисляемое поле. 
Property LastInternshipName As %String [ Calculated, SqlComputeCode = 
{set {LastInternshipName} = 
##class({%%CLASSNAME}).GetNameLastInternship({%%ID})}, Sql-
Computed ]; 
3. Текущая стажировка(дата заявки) . Вычисляемое поле. 
Property LastInternshipDate As %String [ Calculated, SqlComputeCode = 
{set {LastInternshipDate} = 
##class({%%CLASSNAME}).GetLastInternshipDate({%%ID})}, SqlCom-
puted ]; 
4. Количество стажировок. Вычисляемое поле. 
Property NumberOfInternship As %Integer [ Calculated, SqlComputeCode 
= {set {NumberOfInternship} = 
##class({%%CLASSNAME}).GetNumberOfInternship({%%ID})}, Sql-
Computed ]; 
5. Университет, в котором учится стажёр 
Relationship University As Sti.Data.University(XMLPROJECTION = 
"XELEMENT", XMLREFERENCE = "ID") [ Cardinality = one, Inverse = 
Interns ]; 
6. Оценка TET 
Property TetMark As %String; 
7. Оценка PET  
Property PetMark As %String; 
8. Дополнительная информация №1 от оператора 
Property CommentOne As %Text(MAXLEN = 500); 
9. Дополнительная информация №2 от оператора 
Property CommentTwo As %Text(MAXLEN = 500); 
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Методы объекта: 
1. Конвертация в proxyObject для JSON. shortInfo = 1 – подробные данные 
объекта не конвертируются. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject 
Методы класса: 
1. Вычисление поля количества стажировок 
GetNumberOfInternship(internId As %String) As %Integer 
2. Вычисление поля последней стажировки  
GetLastInternship(internId As %String) As %Integer 
3. Вычисление поля названия последней стажировки 
GetNameLastInternship(internId As %String) As %Integer 
4. Вычисление поля даты последней стажировки 
GetLastInternshipDate(internId As %String) As %Integer 
5. Найти существующего стажёра по параметрам: 
GetInternByParameter(lName As %String, fName As %String, bDate As 
%String) As Intern 
6. Удалить стажёра 
Delete(internId As %String) 
7. Сохранить/создать стажёра 
Save(data As %RegisteredObject, ByRef st) As Intern 
 
Internship 
Полное имя – Sti.Data.Internship. Хранит данные о стажировке. 
Свойства: 
1. Название стажировки 
Property Name As Sti.Data.Localization.LText(XMLREFERENCE = "ID") 
[ Required ]; 
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2. Дата начала  
Property DateBegin As %Date(FORMAT = 3) [ Required ]; 
3. Дата завершения 
Property DateEnd As %Date(FORMAT = 3) [ Required ]; 
4. Максимальное количество участников 
Property MaxPeople As %Integer; 
5. Текущее состояние(активна или нет) 
Property IsInUse As %Boolean [ Required ]; 
6. Куратор стажировки 
Property Curator As Employee; 
7. Город, где стажировка проводится 
Property City As Region [ Required ]; 
8. Адрес 
Property Street As %String(MAXLEN = 500) [ Required ]; 
9. Количество стажёров. Вычисляемое поле. 
Property NumberOfInterns As %Integer [ Calculated, SqlComputeCode = 
{set {NumberOfInterns} = 
##class({%%CLASSNAME}).GetNumberOfInterns({%%ID})}, SqlCom-
puted ]; 
10. Кабинет занятий 
Property Room As %String; 
11. Компания, проводящая стажировку 
Relationship Company As Sti.Data.Company [ Cardinality = one, Inverse = 
Interships ]; 
 
Методы объекта: 
1. Конвертация в proxyObject для JSON. shortInfo = 1 – подробные данные 
объекта не конвертируются. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject 
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Методы класса: 
1. Свободные места на стажировке 
GetNumberOfInterns(internshipId As %String) As %Integer 
2. Проверка уровня доступа(необходима для авторизации в системе) 
CheckDeletePrivilege() As %Status 
3. Удаление стажировки 
Delete(internshipId As %String) 
4. Сохранение стажировки 
Save(data As %RegisteredObject, ByRef st) As Internship 
 
InternshipInternRelations  
Полное название: Sti.Data.InternshipInternRelations . Класс реализует 
связь «Многие-ко-многим» между стажёрами и стажировками 
Свойства: 
1. Id стажёра 
Property InternId As %String; 
2. Id стажировки 
Property InternshipId As %String; 
3. Дата создания связи 
Property CreateDate As %TimeStamp; 
4. Дата завершения связи 
Property EndDate As %TimeStamp; 
 
Методы класса: 
1. Добавление связи  
AddRelation(internId As %String, internshipId As %String) 
2. Завершение связи 
CloseRelation(params As %RegisteredObject) 
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3. Удаление связи 
DeleteRelation(internId As %String, internshipId As %String) 
4. Получить стажировки стажёра 
GetInternshipOfIntern(internId As %String) 
5. Получить стажёров стажировки 
GetInternOfInternship(internshipId As %String) 
6. Получить данные в отсортированном виде с параметрами для компо-
нента Grid  
GetProxyObjectsForGridIntern(params As %RegisteredObject) As 
%ZEN.proxyObject 
 
Order 
Полное имя – Sti.Data.Order. Хранит данные  о заявке от стажера. 
Наследуется от класса StudentInfo. 
Свойства: 
1. Стажировка, на которою подали заявку 
Relationship Internship As Sti.Data.Internship [ Cardinality = one, Inverse = 
ordInterns ]; 
2. Университет, где обучается стажёр 
Relationship University As Sti.Data.University(XMLPROJECTION = 
"XELEMENT", XMLREFERENCE = "ID") [ Cardinality = one, Inverse = 
unInterns ]; 
3. Поле неизвестного университета(если нет в БД) 
Property NewUniversity As %String; 
4. Дата подачи заявки 
Property CreateDate As %TimeStamp; 
Методы объекта 
1. Конвертация в proxyObject для JSON. 
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ConvertToProxyObject() As %ZEN.proxyObject 
Методы класса 
1. Сохранение/создание заявки: 
Save(data As %RegisteredObject, ByRef st) As Order 
 
StudentInfo 
Полное имя – Sti.Data. StudentInfo.  Базовый, абстрактный класс, со-
держащий общую информацию о персоне. 
Свойства: 
1. Имя  
Property FirstName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID") [ Required ]; 
2. Фамилия 
Property LastName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID") [ Required ]; 
3. Отчество 
Property MiddleName As Sti.Data.Localization.LText(XMLREFERENCE 
= "ID"); 
4. E-mail 
Property Email As %String [ Required ]; 
5. Дата рождения 
Property BirthDate As %Date(FORMAT = 3) [ Required ]; 
6. Телефон 
Property Phone As %String; 
7.  Skype 
Property Skype As %String; 
8. Уровень английского 
Property EngMark As ENGMark [ Required ]; 
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9. Город проживания 
Property City As Region [ Required ]; 
10. Резюме 
Property Resume As %Text(MAXLEN = 10000); 
11. Согласие на рассылку 
Property IsInNewsletter As %Boolean; 
12. Кафедра обучения  
Property Chair As %Text(MAXLEN = 500); 
13. Факультет 
Property Faculty As %Text(MAXLEN = 500); 
14. Имя на английском 
Property EngName As %String; 
15. Фамилия на английском 
Property EngLastName As %String; 
 
University 
Полное имя – Sti.Data.University. Хранит информацию об университете. 
Свойства: 
1. Полное название университета 
Property FullName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID") [ Required ]; 
2. Сокращённое название университета  
Property ShortName As Sti.Data.Localization.LText(XMLREFERENCE = 
"ID"); 
3. Адрес университета 
Property Address As %Text(MAXLEN = 500); 
4. Web страница 
Property Web As %String; 
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5. Город, где находится университет 
Property City As Region; 
6. Куратор университета 
Property Curator As Employee; 
Участие в академической программе 
Property IsUniveristyISC As %Boolean;  
Методы объекта: 
1. Конвертация в proxyObject для JSON. 
ConvertToProxyObject(shortInfo As %Boolean = 0) As %ZEN.proxyObject  
Методы класса: 
1. Сохранить / создать университет. data содержит все данные. 
Save(data As %RegisteredObject, ByRef st) As University 
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ПРИЛОЖЕНИЕ В 
 
