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Résumé
Ce travail s’intéresse à la possibilité d’enseigner une introduction à la simu-
lation numérique au degré secondaire II dans le cadre d’un cours de physique.
A cet effet, une séquence d’enseignement de trois périodes a été élaborée dans
le but d’être dispensée à une classe de troisième année de maturité profession-
nelle technique. Les élèves concernés n’ayant préalablement aucune connaissance
en programmation informatique, les deux premières périodes sont consacrées à
l’enseignement de la programmation informatique ; puis la troisième période est
consacrée à l’enseignement de la simulation numérique. La manière de présenter
la notion de simulation numérique dans le cadre de cette séquence diffère fonda-
mentalement de celle employée à l’université. La principale particularité de cette
séquence est qu’elle est conçue de manière à ne jamais faire appel aux notions
mathématiques de calcul différentiel et intégral, d’équation différentielle, ou de
discrétisation de l’espace-temps. L’analyse du déroulement de la séquence d’ensei-
gnement montre qu’une séquence de seulement trois périodes n’est pas suffisante
pour l’enseignement d’une introduction à la simulation numérique. Néanmoins, de
nombreux indices laissent penser qu’une telle séquence pourrait être réalisable à
partir quatre périodes. Ce travail tente également de proposer des pistes d’amé-
lioration de la séquence initialement prévue afin de favoriser un apprentissage de
qualité chez les élèves, ce qui débouche sur la proposition d’une séquence d’ensei-
gnement d’une douzaine de périodes sensée permettre une introduction optimale
de la notion de simulation numérique au degré secondaire II.
Mots clés : Programmation informatique, Simulation numérique, Dynamique new-
tonienne.
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1 PROBLÉMATIQUE Michel Di Salvo
1 Problématique
Durant les dernières décennies, le monde de la recherche en physique a grandement
évolué suite à la banalisation du recours à la simulation numérique pour comprendre
des situations complexes, pour interpréter les résultats d’une expérience, pour vérifier
la pertinence de nouveaux modèles théoriques, ainsi que pour développer de nouveaux
instruments technologiques. La simulation numérique est une méthode qui consiste à ap-
pliquer un modèle numérique virtuel à l’étude d’une situation physique. Cette méthode
est devenue aujourd’hui indispensable et incontournable dans la plupart des domaines de
la physique, comme en particulier en physique des particules élémentaires, en physique
des plasmas, en astrophysique, en cosmologie, en physique du solide, en météorologie,
et dans de nombreux domaines de l’ingénierie.
Or l’enseignement de la physique n’a pas encore intégré cette évolution discipli-
naire. Il me semble donc légitime de se poser la question de savoir si une adaptation
de la manière d’enseigner la physique serait pertinente, et dans quelles mesures une
telle adaptation pourrait intervenir. Bien entendu, la plupart des élèves ne deviendront
jamais physiciens, et il n’est pas question d’enseigner la simulation numérique dans
cette perspective. En revanche, il me paraît important de donner aux élèves un bref
aperçu des travaux du physicien à l’heure actuelle et des outils que ces derniers ont à
disposition, ainsi que des possibilités actuelles en terme de résolution de problèmes com-
plexes. Par ailleurs, il paraît probable que l’enseignement de la simulation numérique
est bénéfique pour l’enseignement de la physique en général, car il serait alors possible
de considérer une palette plus large de problèmes, dont la résolution peut être utilisée
comme prétexte pour des discussions conceptuelles sur différents phénomènes physiques
susceptibles d’être particulièrement intéressants pour les élèves.
Par ailleurs, il est indispensable d’avoir à l’esprit que le concept de simulation nu-
mérique est intimement lié au concept de programmation informatique et qu’il existe
actuellement un débat sur la pertinence d’introduire l’enseignement de la programma-
tion informatique dans les plans d’études. Bien que, ces dernières années, ce débat semble
principalement avoir eu lieu en Grande-Bretagne (Naughton, 2012) et (Schmidt, 2012),
je pense qu’il concerne aussi l’enseignement en Suisse. L’enseignement de la simulation
numérique requière au préalable l’enseignement de la programmation informatique, et
l’issue du débat actuel sur l’enseignement de la programmation informatique pourrait
avoir d’importantes conséquences sur la possibilité d’enseigner la simulation numérique,
ce qui nécessite avant tout de se pencher sur l’état actuel de ce débat.
En ce qui concerne ce débat, il a initialement été déclenché par le fait qu’une tendance
générale consiste en un manque d’informaticiens programmeurs sur le marché profession-
nel du travail. Certains pensent qu’il faudrait enseigner la programmation informatique
à l’école, dans le cadre de cours obligatoires pour tous, afin d’avoir suffisamment d’in-
formaticiens programmeurs sur le marché. D’autres (Orlowski, 2012) soutiennent que
les élèves auxquels on aurait enseigné la programmation informatique deviendraient de
mauvais programmeurs inemployables, et qu’il est mieux d’avoir peu de programmeurs
très qualifiés que beaucoup de programmeurs médiocres. De plus, certains craignent que
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dans le cas où l’enseignement de la programmation informatique devient obligatoire pour
tous, l’attrait des élèves pour l’informatique diminuerait. Selon cette thèse, ce qui est
obligatoire est souvent perçu comme inintéressant et non attrayant par les élèves, et qu’il
y aurait au final encore moins de personnes qui feraient carrière dans l’informatique.
A mon sens, ces arguments manquent de pertinence car l’école ne devrait pas être
considérée comme une usine à main d’œuvre pour le monde professionnel, mais comme
un lieu où les élèves se développent, se cultivent, et assimilent des savoirs disciplinaires
sans se soucier prématurément de l’utilité de ces savoirs dans le monde du travail. Les
vrais questions à se poser devraient plutôt être de l’ordre de savoir dans quelles mesures
l’apprentissage de la programmation informatique, et par extension de la simulation
numérique, favorise le développement de l’élève, au sens vygotskien du terme, et en
particulier le développement de la métacognition, de la rigueur mathématique, ou de
la pensée computationnelle. Cette thèse se retrouve également dans le livre de (Jürg
& Schmid, 2013). Par ailleurs, il semble légitime de se poser la question fondamentale
de la place qu’occupe la programmation informatique par rapport à la vie quotidienne.
En effet, aujourd’hui tout le monde utilise des logiciels informatiques de manière ex-
trêmement banalisée, y compris sur des appareils qui ne sont pas perçus comme étant
des ordinateurs comme par exemple les téléphones portables. Par conséquent il semble
normal d’offrir aux élèves la possibilité d’avoir une notion de la manière dont ont été
programmés tous ces logiciels. Il s’agit pour moi d’un élément de culture générale de
base.
Mais on peut aller encore beaucoup plus loin : les logiciels ont tous été programmés
par des personnes ayant indéniablement une identité propre avec certaines idées. Or ces
personnes ont dû faire de nombreux choix lors de la conception du logiciel, qui ont pro-
bablement été influencés par leur personnalité et leurs idées. Ainsi lorsqu’on utilise un
logiciel informatique conçu par autrui, il est vraisemblable que l’on soit indirectement
influencé par les personnes ayant conçu le logiciel, car l’on est totalement dépendant
de leurs choix. Dans ce sens, utiliser un logiciel sans avoir la moindre connaissance en
programmation informatique nécessite de se soumettre aveuglément au concepteur du
logiciel en lui témoignant une confiance absolue, ce qui s’apparente à une perte d’identité
et de pouvoir (Douglas, 2012). Ainsi il paraît important d’enseigner la programmation
pour éviter aux élèves de tomber dans cette dépendance cachée, et ainsi éviter un dés-
équilibre des pouvoirs entre les concepteurs de logiciels et les utilisateurs.
Une autre variante de ce débat concerne l’introduction dans les plans d’étude, non
pas de la programmation informatique, mais de l’informatique en temps que discipline
scientifique à part entière (Jürg & Schmid, 2013). Dans cette optique, l’enseignement de
la programmation informatique pourrait être inclus dans la branche informatique. Il est
intéressant de noter que l’enseignement de la simulation numérique s’inscrit parfaitement
dans la proposition énoncée au paragraphe 4.9 (page 103) du livre cité ci-dessus, selon
laquelle l’enseignement des modèles virtuels pourrait prendre place dans n’importe quelle
discipline qui utilise de tels modèles, dont la physique. Or la simulation numérique n’est
rien d’autre que l’application concrète de modèles virtuels dans le cadre de l’étude d’une
2
4 MÉTHODOLOGIE Michel Di Salvo
situation physique particulière.
2 Question de recherche
La principale question qu’il convient de se poser est de savoir s’il est possible d’en-
seigner une introduction à la simulation numérique de manière pertinente dans le cadre
d’un cours de physique au secondaire II. Si c’est le cas, la question de recherche corres-
pond à la question de savoir comment enseigner la simulation numérique au secondaire
II, c’est-à-dire comment concevoir une séquence d’enseignement permettant l’enseigne-
ment d’une introduction à la simulation numérique au secondaire II.
3 Hypothèse
Bien que la simulation numérique est habituellement enseignée au niveau univer-
sitaire, bien que cet objet d’apprentissage est souvent considéré comme avancé, bien
que la conception d’une simulation numérique requière des compétences mathématiques
particulièrement avancées, mon hypothèse de départ est que l’enseignement d’une in-
troduction à la simulation numérique est possible au degré secondaire II, à condition
d’adapter la manière d’enseigner cet objet aux compétences et aux connaissances que
possèdent les élèves du secondaire II, et d’être modeste sur la complexité des situations
physiques considérées dans le cadre d’une telle séquence d’enseignement.
4 Méthodologie
Afin de sonder la possibilité d’enseigner une introduction à la simulation numérique
à des élèves du secondaire II, une séquence d’enseignement de simulation numérique a
été conçue, et enseignée dans une classe de troisième année de maturité professionnelle
technique intégrée. Cette séquence d’enseignement doit être conçue de manière à mettre
les élèves en activité afin de pouvoir analyser le travail qu’ils réalisent pour pouvoir en
tirer des conclusions et essayer de répondre à la question de recherche. Afin de récolter
le plus de données possibles, cette séquence sera enregistrée, les travaux réalisés par
les élèves seront récupérés et analysés, et un questionnaire devra être complété par les
élèves. L’attention sera également portée sur tous les éléments qui pourraient être amé-
liorés. Vu la très faible dotation horaire de la discipline physique dans le cadre de la
maturité professionnelle, et la densité particulièrement forte des contenus à enseigner,
cette séquence d’enseignement a été planifiée sur seulement trois périodes d’enseigne-
ment de quarante-cinq minutes chacune. Cela représente très peu de temps, d’autant
plus qu’il s’agit d’élèves n’ayant absolument aucune connaissance en programmation in-
formatique. Il faut être conscient qu’il s’agit d’un contexte particulièrement peu adapté à
une telle séquence d’enseignement. Néanmoins l’hypothèse de départ, selon laquelle il est
possible de concevoir une séquence d’introduction à la simulation numérique enseignable
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au secondaire II, est considérée comme valide, malgré ces conditions particulièrement
défavorables. En cas de succès, la possibilité d’enseigner la simulation numérique serait
donc démontrée, y compris dans le cas où l’on dispose de très peu de temps.
4.1 Élaboration de la séquence d’enseignement
D’abord, il convient de se poser la question de la manière dont la séquence d’enseigne-
ment va être conduite, et de décider du choix des objets et des objectifs d’apprentissage.
A priori, on pourrait penser aux trois possibilités suivantes d’introduire la simulation
numérique.
La première possibilité serait d’enseigner la simulation numérique de la même ma-
nière qu’à l’université, c’est-à-dire de manière purement mathématique et abstraite, en
se basant sur les principes mathématiques permettant le fonctionnement de la simula-
tion numérique, et éventuellement sur les adaptations de ces principes aux différents
domaines de la physique. L’avantage de cette possibilité réside dans le fait qu’une telle
approche est générale, et permet une bonne compréhension sur le plan conceptuel. Les
désavantages de cette approche sont les suivants :
– Dans le cas général, les concepts nécessaires à la compréhension conceptuelle de la
simulation numérique sont beaucoup trop avancés pour le secondaire II. Au niveau
mathématique, il faut, non seulement, faire appel aux concepts de calcul différentiel
est intégral, de système d’équations différentiels, de discrétisation en éléments
finis ou en différences finies, et de diverses notions avancées de statistiques, mais
surtout, il faut bien maîtriser différentes techniques de démonstration et avoir
l’habitude de travailler avec des objets mathématiques particulièrement complexes
et totalement abstraits. Au niveau informatique, il faut faire appel aux concepts
de boucle, de vecteur, de structure de contrôle, et de tableau multidimensionnel.
– Sans application pratique et concrète, le concept de simulation numérique resterait
du point de vue des élèves une notion purement mathématique complétement
abstraite, et ils n’en comprendraient pas l’intérêt pratique.
Bien entendu, il n’est pas question de réaliser une séquence d’enseignement de ce type
au secondaire II. Il faut néanmoins être conscient que c’est en général avec cette ap-
proche que la simulation numérique est introduite à l’université. Dans un deuxième
temps, les étudiants universitaires s’approprient cet outil dans le cadre de la réalisation
de divers travaux pratiques et projets lors desquels ils doivent concevoir et mettre en
œuvre diverses simulations dans des situations physiques spécifiques. C’est seulement à
ce moment là qu’ils prennent conscience de la véritable raison d’être de la simulation
numérique.
La deuxième possibilité d’enseigner la simulation numérique est opposée à la pre-
mière. Elle consisterait à réaliser un cours présentant différents logiciels pouvant effectuer
différents types de simulations numériques en ce limitant à des applications pratiques,
sans parler des implémentations mathématiques et informatiques, ni des concepts sous-
jacents. Un tel cours pourrait être basé sur différents exemples de problèmes physiques
que le physicien a l’habitude de traiter par simulation numérique. Pour chacun de ces
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problèmes, il s’agirait de présenter au projecteur l’exécution du logiciel et les résultats
affichés par ce dernier sous forme de différents graphiques et animations multicolores
tridimensionnels. En d’autres termes, une séquence d’enseignement de ce type présen-
terait la simulation numérique du point de vue d’un ingénieur qui utilise un logiciel
informatique prêt à l’emploi pour réaliser des simulations numériques de situations phy-
siques spécifiques, et qui se moque, d’une part, de savoir quels sont les lois physiques
permettant la réalisation de la simulation, et d’autre part, de l’implémentation et du
fonctionnement interne du logiciel employé. Une séquence d’enseignement de ce type au-
rait l’avantage de présenter une vue d’ensemble des applications physiques pouvant être
simulées et des outils informatiques à disposition des ingénieurs, ainsi que des possibilités
offertes par ces outils.Cependant, cette manière de procéder comporte les désavantages
suivants :
– Les élèves n’auraient aucune idée du travail d’implémentation qu’il faut réaliser
lors de la phase de développement d’une simulation numérique. Ils auraient ainsi
une image totalement biaisée de la simulation numérique selon laquelle une simu-
lation numérique consiste en un logiciel informatique parfaitement achevé et prêt à
l’emploi (à la manière des logiciels que l’on achète au magasin), et la résolution du
problème physique considéré s’effectuerait comme par magie, par un simple clique
de souris. Les élèves pourraient penser « Pourquoi dois-je encore étudier la phy-
sique si un simple logiciel est capable de résoudre instantanément des problèmes
beaucoup plus compliqués que les problèmes que je sais résoudre moi ? »
– Les élèves n’auraient aucune idée du principe de fonctionnement de base d’une
simulation numérique, ni au niveau conceptuel, ni au niveau mathématique, ni au
niveau concret.
– La grande majorité des domaines physiques où l’on utilise la simulation numérique
sont très largement en dehors des plans d’étude du secondaire II, ce qui implique
que les élèves ont, dans le meilleurs des cas, uniquement des connaissances non
disciplinaires des domaines auxquels les simulations seraient appliquées, et ne per-
cevraient pas les résultats de manière satisfaisante.
Pour toutes ces raisons, la simulation numérique ne devrait pas être enseignée de cette
manière. De plus, ces deux premières possibilités ont en commun le désavantage qu’il
n’est pas clair de savoir sur quel type de tâche on pourrait faire travailler les élèves.
Il me semble en effet qu’une séquence d’enseignement de ce type se résumerait à des
cours ex cathedra où les élèves écoutent ce que l’enseignant raconte. Si les élèves ne
sont pas actifs, il me paraît difficile de récolter une quelconque information pertinente
sur les acquis et les conceptions erronées des élèves, ce qui compromet l’obtention d’une
réponse objective à la question de recherche.
La troisième possibilité consiste à présenter la marche à suivre concrète pour la
conception d’une simulation numérique particulière, suffisamment simple pour être réa-
lisée et exécutée par les élèves, en renonçant complètement aux aspects mathématiques.
Dans cette perspective, on abandonne l’idée de réaliser une présentation générale du
concept de simulation numérique en tenant compte des différents types de simulations
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dans les différents domaines de la physique. A la place, on fait le choix d’une situation
physique particulière, et on se restreint à cette situation. Cette possibilité a l’avantage
de faire travailler activement les élèves. Ce sont eux qui réalisent la simulation. Elle a
également l’avantage que les élèves peuvent voir le résultat concret de l’exécution de
leur simulation, à condition bien sûr qu’ils arrivent au terme de la tâche. Cependant,
l’on peut quand même relever les inconvénients suivants :
– Il est clair qu’une séquence d’enseignement de ce type ne favorise absolument pas
la compréhension par les élèves de ce qu’ils font, ni de pourquoi ils font cela. Les
élèves se limitent à suivre une marche à suivre sans se poser de question, et quand
bien même un élève se pose une question, il ne serait pas capable d’y répondre,
de même que l’enseignant ne pourrait pas lui fournir une réponse suffisamment
simple. De cette manière, la tâche réalisée ne peut en aucun cas être considérée
comme un apprentissage de la simulation numérique.
– Les élèves n’ont aucune idée du raisonnement physique et des calculs mathéma-
tiques qui ont été nécessaires à l’élaboration de la marche à suivre.
– On se restreint à une situation physique particulière, et les élèves n’ont aucune
vue d’ensemble de la notion de simulation numérique.
Pour la séquence d’enseignement à réaliser, la meilleure solution me semble de choisir
la troisième possibilité d’enseigner la simulation numérique, en essayant cependant d’in-
clure quelques uns des avantages de la première possibilité. Pour ce faire, il devrait être
possible de considérer une situation physique simplifiée au maximum du raisonnable, de
manière à déboucher sur une simulation numérique tellement simple qu’il serait possible
d’introduire la marche à suivre pour la réalisation de cette simulation en se basant sur
la matière que les élèves ont étudié précédemment, et en favorisant une compréhension
conceptuelle du fonctionnement de la simulation. Le but est de faire en sorte que les
élèves qui se posent des questions sur la marche à suivre puissent y répondre en se
basant sur leurs connaissances préalables en physique. Comment est-ce possible alors
qu’aucun des concepts énoncés lors de la description de la première possibilité ne semble
maîtrisable par les élèves ?
Tout d’abord, il convient de décider quel domaine de la physique choisir pour conce-
voir la tâche donnée à faire aux élèves. Les domaines de la physique étudiés par les élèves
entre la première et la troisième année sont la calorimétrie et la mécanique classique. La
mécanique comporte le sous domaine de la dynamique newtonienne qui se prête particu-
lièrement bien à la simulation numérique. Dans le cadre du cours de dynamique dispensé
en maturité professionnelle technique, on se limite à la dynamique du point matériel,
ce qui signifie que la dynamique est exclusivement traitée à l’aide du modèle du point
matériel, qui consiste à considérer tout objet comme un point sans dimension et à né-
gliger tout effet de rotation. Par ailleurs, du point de vue de la simulation numérique,
l’avantage d’utiliser le modèle du point matériel réside dans le fait qu’une discrétisa-
tion de l’espace n’est pas nécessaire. Uniquement le temps nécessite une discrétisation.
Ainsi ce modèle physique, considéré dans le cadre de la mécanique newtonienne, se prête
particulièrement bien à la simplification du concept de simulation numérique.
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Il faut ensuite concevoir le problème qui va être donné à résoudre aux élèves. Bien que
les élèves maîtrisent largement le concept de vecteur aussi bien en mathématique qu’en
physique, ils ne maîtrisent en aucun cas l’implémentation informatique d’un vecteur
car ils ne possèdent aucune connaissance de programmation informatique. On peut a
priori supposer que l’assimilation de l’implémentation informatique d’un vecteur et la
maîtrise de son utilisation nécessiterait au moins une période, c’est-à-dire un tiers de
la durée totale de la séquence d’enseignement. Heureusement, il est possible d’éviter
d’avoir à introduire l’implémentation informatique d’un vecteur en faisant en sorte que le
problème choisi consiste en un mouvement rectiligne, et que toutes les forces s’appliquant
sur l’objet soient alignées dans la direction du mouvement. Il faut donc concevoir un
problème qui soit clairement identifié par les élèves comme un problème portant sur
le mouvement rectiligne d’un point matériel, où toutes les forces sont alignées dans la
direction du mouvement.
Comme, pour résoudre un problème donné, il existe un grand nombre de types de
simulations numériques différentes, il faut choisir quel type de simulation numérique l’on
souhaite que les élèves mettent en œuvre, et surtout comment présenter la simulation aux
élèves de manière à ce que d’une part, la séquence d’enseignement tienne sur 3 périodes,
et à ce que, d’autre part, le concept de simulation numérique découle des connaissances
préalables qu’ont les élèves en physique. Dans le cadre disciplinaire de la physique, le
problème à résoudre serait typiquement simulé par le schéma d’Euler semi-implicite
(Wikipedia, 2014). En principe, ce schéma est basé sur les concepts de discrétisation du
temps, de calcul différentiel et intégral, et notamment d’équation différentielle. Or les
élèves ne maîtrisent aucun de ces concepts, et il n’est clairement pas possible d’enseigner
ces concepts en moins de 3 périodes, d’autant plus qu’il faut y ajouter les différents
concepts provenant de la programmation informatique que les élèves ne maîtrisent pas
non plus. Existe-il une méthode de simulation numérique permettant la résolution de ce
problème, et pouvant être introduite à partir des connaissances préalables des élèves en
s’affranchissant des concepts mentionnés ci-dessus ? A priori la réponse semble négative
car fondamentalement, le concept de simulation numérique se base sur ces concepts.
Heureusement une telle méthode existe. Pour l’obtenir, on peut se demander comment
est-ce qu’on pourrait faire pour résoudre un problème du type de celui qu’on souhaite
donner à faire aux élèves si l’on avait aucune connaissance des concepts ci-dessus. On
aboutit alors à une variante de simulation numérique utilisant la méthode de Newmark
d’ordre 2 pour le calcul de la position (Voir (Rappaz & Picasso, 2004), paragraphe
9.7 « Équations différentielles d’ordre supérieur », équation 9.39), et la méthode d’Euler
explicite pour le calcul de la vitesse (Voir (Rappaz & Picasso, 2004), paragraphe 9.3
« Schémas d’Euler », équation 9.7). Habituellement, cette méthode est introduite de
manière purement mathématique à partir des concepts cités ci-dessus, ce qui est hors
de portée des élèves. Cependant il s’avère tout à fait possible de l’introduire à partir
des connaissances préalables des élèves, sans jamais parler de discrétisation du temps, ni
d’équation différentielle. C’est de cette manière que le concept de simulation numérique
sera introduit dans la séquence d’enseignement réalisée pour ce travail.
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Reste encore le problème lié au fait qu’il est indispensable de maîtriser certaines no-
tions de programmation informatique pour pouvoir concevoir une simulation numérique.
Il s’agit en particulier de la notion de boucle. Cependant, les élèves n’ont aucune notion
de programmation informatique, et il me semble impensable et totalement absurde d’en-
seigner la simulation numérique en faisant abstraction de la notion de programmation
informatique, à moins éventuellement de choisir la deuxième possibilité de séquence d’en-
seignement. Or cette possibilité a été rejetée pour les raisons énoncées précédemment.
Ainsi l’enseignement de la programmation informatique et du concept de boucle devra
être inclus dans la séquence d’enseignement de 3 périodes sur la simulation numérique.
Le premier objet d’apprentissage qui devra être traité sera celui de programmation
informatique. Cet objet sera limité aux aspects les plus basiques de la programmation
informatique, c’est-à-dire aux concepts de déclaration de variables de type scalaire, de
calcul numérique, et de sortie numérique. L’objectif d’apprentissage retenu sera celui
d’écrire un programme informatique basique effectuant une application numérique, et
contenant des déclarations de variables de type scalaire, une expression mathématique,
et une sortie numérique. Ce programme sera rédigé dans un langage de haut niveau dont
la syntaxe est intuitive et dont la prise en main est aisée et rapide. Bien entendu, cet
objectif d’apprentissage inclus également l’utilisation de l’éditeur de texte choisi pour
rédiger le programme, et l’exécution du programme de manière à ce que le résultat de
l’application numérique s’affiche dans un terminal. Le logiciel retenu pour effectuer la
tâche est le logiciel « R » (Gentleman & Ihaka, 2014), qui inclus un terminal interne et
un éditeur de script.
Le deuxième objet d’apprentissage correspond au concept de boucle au sens de la pro-
grammation informatique. L’objectif d’apprentissage qui l’accompagne sera de concevoir
une boucle dans le cadre de la réalisation d’un programme simple.
Enfin le troisième objet d’apprentissage constitue le concept de simulation numé-
rique à proprement parler. L’objectif d’apprentissage retenu sera donc de concevoir un
programme réalisant la simulation numérique d’un problème simple de dynamique new-
tonienne dans le cadre du modèle du point matériel.
Comme il y a trois objets d’apprentissage pour trois périodes, chaque objet sera
traiter sur une période dans l’ordre où ils sont mentionnés ci-dessus.
En conséquence de ce qui précède, le problème choisi consiste en un parachutiste qui
saute d’un ballon à air chaud immobile. Le fait que le ballon soit immobile implique que
la chute est verticale. Dans le cadre du modèle du point matériel, le parachutiste est
modélisé par un point sans dimension. Bien entendu, il va être demandé aux élèves de
tenir compte de la force de frottement de l’air, sans quoi la résolution du problème serait
immédiate et ne justifierait en aucun cas la mise en œuvre d’une simulation numérique.
De plus, il est spécifié d’emblée que la chute est verticale afin d’inciter les élèves à ne pas
utiliser de vecteurs. En effet, « vertical »implique « mouvement rectiligne », et les seules
deux forces s’appliquant sur le parachutiste (force de pesanteur et force de frottement de
l’air) sont aussi verticales. Le but de la tâche sera de calculer le temps entre le moment
où le parachutiste s’élance du ballon et le moment où il ouvre son parachute, ainsi que la
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vitesse à laquelle il tombe au moment où il ouvre son parachute. Cette tâche est divisée
en quatre parties :
Partie 1 : Les élèves doivent effectuer la résolution littérale du problème en négligent la force
de frottement de l’air. Ils ont en principe déjà acquis toutes les connaissances né-
cessaires à la réalisation de cette partie de la tâche. Cette partie est donc donnée à
faire en devoir avant le début de la séquence d’enseignement sur la simulation nu-
mérique. Il s’agit de garantir que les élèves entrent dans la tâche sans difficulté, en
ayant l’impression qu’il s’agit d’un exercice standard de dynamique comme ils en
ont l’habitude. D’autre part, cela permet aux élèves de réviser les notions de ciné-
matique et de dynamique newtonienne qui seront indispensables pour comprendre
le concept de simulation numérique dans le cadre de la tâche proposée.
Partie 2 : Les élèves doivent concevoir un programme informatique simple qui effectue l’ap-
plication numérique correspondant au résultat littéral obtenu lors de la première
partie. Pour ce faire, il est explicitement demandé aux élèves d’élaborer un pro-
gramme contenant des déclarations de variables, une expression mathématique
à évaluer, et une sortie numérique. Cette partie est réalisée durant la première
période et porte sur le premier objet d’apprentissage (la programmation informa-
tique).
Partie 3 : Les élèves doivent effectuer un grand nombre de fois la même application numé-
rique qu’à la partie 2, avec à chaque fois une valeur différente pour l’altitude du
ballon à air chaud. Pour ce faire, ils doivent concevoir une boucle. Cette partie est
réalisée durant la deuxième période et porte sur le deuxième objet d’apprentissage
(la boucle).
Partie 4 : Les élèves doivent tenir compte de la force de frottement de l’air. Pour cela, ils
n’ont d’autres choix que de concevoir une simulation numérique de la chute du
parachutiste. Cette partie de la tâche est réalisée durant la troisième période, et
porte sur le troisième objet d’apprentissage (la simulation numérique). En principe
la résolution d’un tel problème nécessite également des connaissances en aérody-
namique afin de pouvoir expliciter les caractéristiques de la force de frottement de
l’air s’exerçant sur le parachutiste en fonction des différents paramètres à prendre
en compte, ainsi que de leur évolution temporelle. De plus, il convient de tenir
compte de la variation de la densité de l’air dans l’atmosphère en fonction de l’al-
titude, ce qui nécessite des connaissances avancées de statique des fluides. Bien
entendu, les élèves ne possèdent aucune connaissance de ce type, et de toutes fa-
çons, il serait illusoire de s’occuper de cela en une seule période de quarante-cinq
minutes. Ainsi une grande partie du travail est effectuée en amont, à l’insu des
élèves, de manière à obtenir une expression mathématique de la force de frottement
de l’air directement exploitable par les élèves dans le cadre de la tâche demandée.
Cette expression mathématique est écrite dans la donnée du problème et peut être
recopiée telle quelle dans le programme informatique. Elle a été obtenue en consi-
dérant le modèle d’atmosphère standard OACI, et en se basant sur les ouvrages
(Meister, 2008) et (Commissions Romandes de Mathématique, de Physique, et de
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Chimie, 2004).
La tâche donnée à faire aux élèves se trouve en annexe de ce travail, la donnée distribuée
aux élèves est imprimée en vert, et le corrigé de la tâche est imprimé en noir.
Afin de faire en sorte que les élèves puissent avancer à leur rythme dans la réalisation
de la tâche, un polycopié présentant de manière complète tous les éléments nécessaires
à la réalisation de la tâche a été conçu. Ce polycopié traite d’abord de programmation
informatique, puis de simulation numérique. La simulation numérique est présentée se-
lon la manière décrite précédemment, en se basant exclusivement sur les connaissances
de physique préalablement acquises par les élèves. Chaque élément est d’abord abordé
de manière conceptuelle, avant d’être traité de manière pratique, avec des exemples qui
illustrent sa mise en application dans des situations concrètes. L’exemple illustrant la si-
mulation numérique consiste en un problème très similaire à celui que les élèves devront
résoudre, ce qui permet de leur faciliter la tâche. Le polycopié se termine par quelques
remarques indispensables pour compléter l’introduction à la simulation numérique. La
quatrième remarque énonce la méthode d’Euler semi-implicite, qui est la méthode stan-
dard pour la résolution de problème de ce type. Toutefois cette méthode ne peut pas être
introduite à partir des connaissances physiques préalables des élèves, et elle est présentée
comme une variante améliorée de la méthode présentée initialement. Les élèves peuvent
appliquer cette nouvelle méthode à la manière d’une recette de cuisine toute faite.
4.2 Variables et indicateurs
Les variables à étudier lors de la réalisation de la séquence d’enseignement sont
1. L’enseignement d’une introduction à la simulation numérique au secondaire II.
2. L’enseignement les notions de programmation informatique nécessaires à la réali-
sation d’une simulation numérique.
3. La possibilité de favoriser une meilleure compréhension de la dynamique newto-
nienne chez les élèves grâce à la réalisation d’une simulation numérique.
4. L’influence de la tâche sur le rapport des élèves au savoir (faire ou apprendre ?),
selon (Bautier, Charlot, & Rochex, 2000).
Les principaux indicateurs seront les questions posées par les élèves durant la tâche
(enregistrement audio), l’analyse des erreurs et des difficultés des élèves (récupération
du travail effectué par les élèves), et les réponses des élèves au questionnaire.
5 Résultats
La description du déroulement de la séquence d’enseignement est disponible dans
l’annexe C. Globalement, les deux premières périodes se sont déroulées de manière sa-
tisfaisante, alors que les élèves ont manqué de temps lors de la troisième période, et n’ont
pas réussi à terminer la réalisation de la tâche proposée. La description de l’analyse des
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programmes restitués par les élèves est disponible dans l’annexe E. Cette analyse per-
met de confirmer que les élèves ont bien réalisé les parties 2 et 3 de la tâche, mais ont
grandement manqué de temps pour réaliser la partie 4. Finalement le résultat des ques-
tionnaires complétés par les élèves est disponible dans l’annexe F. Les réponses des élèves
tendent à montrer que leur compréhension des notions de programmation informatique
et de simulation numérique est extrêmement limitée.
6 Analyse et discussion
Le déroulement de la séquence d’enseignement montre qu’une séquence de trois pé-
riodes n’est pas suffisante pour enseigner une introduction à la simulation numérique à
des élèves n’ayant aucune connaissance préalable de programmation informatique.
En ce qui concerne la première période (réalisation de la deuxième partie de la tâche),
les élèves ont exécuté la tâche prévue avec une facilité et une rapidité inattendue. De
plus, tous les programmes récoltés étaient parfaitement corrects. A priori, on pourrait
donc s’imaginer que la notion de programmation informatique est parfaitement assimilée
par tous les élèves. Cependant, l’exemple présenté au début de la leçon était très simi-
laire à la tâche que les élèves devaient réaliser. Il s’agissait en effet, dans les deux cas,
d’une application numérique à réaliser. Ainsi les élèves ont probablement réalisé la tâche
en adaptant l’exemple présenté en début de leçon à la tâche demandée, sans forcément
comprendre en quoi consiste la programmation informatique. De plus, les rares questions
que les élèves ont posés portaient principalement sur la syntaxe de la commande per-
mettant de calculer une racine carrée. Cela correspond au seul élément n’apparaissant
pas dans l’exemple du début de la leçon, mais uniquement dans le polycopié distribué
aux élèves, ce qui tend également à montrer que les élèves se sont contentés d’adapter
le programme de l’exemple à la tâche proposée, sans consulter le polycopié. Il convient
de prendre en compte le fait que les élèves ont tendance à travailler par groupe de deux
voire plus. Ainsi certains élèves se sont probablement contentés de recopier ce que leur
voisin a fait, et n’ont pas forcément compris ce qu’ils écrivaient. Pour améliorer l’effi-
cacité de l’apprentissage des notions de base de programmation informatique chez les
élèves, il faudrait donner à faire aux élèves une tâche différente de l’exemple du début de
la leçon. Malheureusement, avec ce qui a été enseigné pour le moment, les élèves n’ont
absolument pas les compétences pour rédiger un programme faisant autre chose qu’une
application numérique.
En ce qui concerne la deuxième période (réalisation de la troisième partie de la
tâche), les élèves éprouvent plus de difficultés à effectuer la tâche que lors de la première
période, mais la grande majorité d’entre eux finissent par y arriver avec succès. Un
élément important aurait pu être amélioré lors de cette deuxième période. Les élèves
n’ont aucune idée de ce à quoi est sensé ressembler la liste de nombres qu’ils sont sensés
obtenir en exécutant leur programme. Ils ont donc besoin de l’enseignant pour savoir s’ils
ont résolu l’exercice correctement ou pas, ce qui prend du temps, et réduit la disponibilité
de l’enseignant pour répondre aux questions des autres élèves.
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Par ailleurs, le problème de la première période apparaît à nouveau : l’exemple
présenté en début de leçon est très similaire à la tâche que les élèves doivent réaliser, et
ces derniers partent de cet exemple pour réaliser la tâche, en adaptant le programme de
l’exemple à la tâche qu’ils doivent effectuer. Cette fois, il aurait réellement été possible
d’éviter ce problème en donnant à faire une tâche différente de celle qui a été présentée
en début de leçon.
Vu les deux remarques précédentes, la tâche donnée à faire aux élèves lors de cette
deuxième période n’était pas optimale, et il aurait peut-être été plus pertinent de donner
à faire aux élèves une tâche différente, comme par exemple une tâche similaire à l’exemple
1 du chapitre intitulé « Boucle » du polycopié. Cela aurait, d’une part, empêché les élèves
d’adapter l’exemple présenté en début de leçon pour résoudre la tâche sans comprendre
le concept de boucle, et d’autre part, permis aux élèves de savoir à quoi la liste de
nombres affichée lors de l’exécution du programme aurait dû correspondre. Une autre
possibilité aurait été de donner à faire aux élèves une tâche similaire à l’exemple 2, ce
qui aurait eu les mêmes avantages. En effet, le résultat de cet exemple consiste en un
simple nombre qui aurait pu être écrit au tableau noir afin que les élèves sachent si ce
qu’ils ont fait est correct ou pas.
Cependant le désavantage de ces deux propositions est, d’une part, que ces tâches
s’éloignent du problème initial du parachutiste qui est présenté comme étant le fil conduc-
teur de la séquence d’enseignement, et d’autre part, que les élèves auraient probablement
eu besoin de beaucoup plus de temps pour réaliser la tâche, car cette dernière aurait été
plus éloignée de l’exemple présenté en début de leçon.
En conclusion des deux premières périodes, on peut dire qu’il est tout à fait possible
que les élèves soient capables, après seulement 2 périodes de 45 minutes, de concevoir
un programme informatique simple comportant une boucle, à condition que la réalisa-
tion d’un programme très similaire ait été présentée auparavant en exemple. Avec si
peu de temps à disposition, les élèves n’ont cependant pas le temps d’essayer de com-
prendre les différentes notions qui leur sont présentées, et vont se limiter à réaliser une
adaptation des exemples présentés par l’enseignant, au problème qu’on leur demande
de résoudre. Cette mauvaise compréhension des différentes notions de programmation
informatique est confirmée par certaines remarques faites par les élèves durant la réso-
lution de la tâche. Ces remarques étaient du type « Je n’ai rien compris, mais j’ai fait
un programme qui fonctionne ! ». De même, les réponses des élèves au questionnaire
tendent à montrer, premièrement, que ces derniers n’ont pas l’impression d’avoir com-
pris ce qu’est la programmation informatique, et secondement, qu’ils ont en effet une
mauvaise compréhension de la programmation informatique. Pour pouvoir espérer, de
la part des élèves, une véritable compréhension des concepts qui leur sont présentés, il
est indispensable de leur donner à résoudre différents problèmes, judicieusement variés
au sens de la théorie de la variation de Marton, (Marton & Tsui, 2004), ce qui est loin
d’être le cas dans la séquence d’enseignement effectuée ici. Cela nécessiterait probable-
ment au moins deux fois plus de temps. Dans le cas de l’enseignement de la notion de
boucle dans le but d’introduire la simulation numérique, il me paraît indispensable que
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les élèves effectuent au minimum un problème du type de celui de la troisième partie
de la tâche, un problème du type de celui de l’exemple 1 du polycopié, et un problème
du type de celui de l’exemple 2 du polycopié, ce qui nécessiterait au moins une période
supplémentaire.
Quant à la troisième période (quatrième partie de la tâche), elle montre l’impossibilité
pour les élèves de concevoir une simulation numérique en seulement une période de
45 minutes. A mon avis, le principal problème n’est autre que le manque de temps à
disposition. En effet, les élèves ont commis des erreurs qui semblent indiquer que le temps
à disposition pour réaliser la tâche n’était pas suffisant. Il y a par exemple un nombre
important de fautes de frappe. Or comme ce genre d’erreur empêche l’exécution du
programme, il est clair qu’en ayant plus de temps à disposition, l’élève aurait pu tenter
d’exécuter son programme qui aurait affiché un message d’erreur indiquant la faute de
frappe, ce qui aurait permis à l’élève de corriger son erreur. Par ailleurs, certains élèves
ne semblent plus maîtriser certaines notions qu’ils maîtrisaient lors des deux périodes
précédentes, comme par exemple la syntaxe d’une boucle, ainsi que le fait d’écrire les
nombres à virgule avec un point et non une virgule, et de devoir déclarer une variable
avant de l’utiliser. Ceci montre que la tâche a dû être réalisée à toute vitesse, de manière
bâclée, et que les élèves n’ont pas eu le temps de rédiger leur programme correctement.
D’autre part, la notion de boucle devrait à mon avis être bien comprise et bien
maîtrisée avant de pouvoir comprendre la notion de simulation numérique, ce qui n’est
clairement pas le cas. En effet, comme mentionné précédemment, il faudrait au moins
deux périodes pour avoir une compréhension satisfaisante de la notion de boucle, alors
que les élèves n’ont eu qu’une seule période qui y était consacrée.
Le déroulement de la troisième période tend aussi à montrer que la majorité des
élèves devraient être tout à fait capables de réaliser la simulation numérique à condition
d’avoir nettement plus de temps à disposition pour cela. En effet, la majorité des erreurs
qui ont été commises par les 60% d’élèves ayant réalisé au moins un tiers de la tâche
correctement ne traduisent aucune difficulté importante, mais sont de petites erreurs
ponctuelles, telles que par exemple des fautes de frappe, qui devraient pouvoir être
facilement corrigées grâce aux messages d’erreur lors d’une tentative d’exécution du
programmation, d’autant plus qu’il s’agit souvent d’éléments que les élèves ont déjà
utilisés correctement durant les deux périodes précédentes. D’autre part, il y a 3 élèves
qui étaient sur le point d’achever la tâche de manière correct à la fin de la période. Il me
paraît vraisemblable que si ces 3 élèves avaient eu seulement 10 minutes supplémentaires
pour terminer leur tâche, ils y seraient parvenu.
Selon les questions posées par les élèves durant la troisième période, un élément a posé
problème au niveau de la compréhension de la marche à suivre pour réaliser la simulation
numérique. Il s’agit du rôle des deux premières lignes de la boucle (« ~v0 <- ~v », et
« ~r0 <- ~r »). Il se pourrait en effet que cet aspect ne soit pas suffisamment explicite
dans le polycopié que j’ai distribué. Pour remédier à cette difficulté, le schéma présenté
dans l’annexe G.3 pourrait être ajouté au polycopié, avec quelques explications en guise
de clarification.
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Une autre difficulté rencontrée par les élèves est la compréhension des lignes de dé-
claration et d’initialisation de la vitesse initiale et de la position initiale « ~v <- vecteur »
et « ~r <- vecteur » situées avant le début de la boucle. Un élève me demande pourquoi
n’écrit-on pas « ~v0 <- vecteur », et « ~r0 <- vecteur ». Je lui réponds : « Parce que ces
valeurs sont immédiatement reportées dans ~v0 et ~r0 lors de la première exécution du
contenu de la boucle. ». Afin d’éviter cet difficulté, il aurait été possible choisir une
manière différente de présenter les choses, et de rédiger la marche à suivre. Dans la
séquence d’enseignement réalisée, j’ai fait le choix de présenter une boucle a postériori,
car c’est le type de boucle qui me paraissait le plus simple à présenter et à comprendre
pour les élèves. Cependant, l’utilisation d’une boucle a priori aurait peut être permis
d’éviter la difficulté mentionnée ci-dessus, et pourrait rendre la marche à suivre plus
explicite. Malheureusement, ce type de boucle n’est pas implémentée dans le langage de
programmation du logiciel « R », et il faut utiliser un autre langage similaire, comme par
exemple le langage Matlabr (MathWorksr, 2014). Ce langage est exécutable avec le
logiciel « Octave » (GNU, 2014). La marche à suivre, et le corrigé du point l) (quatrième
partie), rédigés en utilisant une boucle a priori, sont présentés dans l’annexe G. Bien
entendu, dans notre cas, il n’y aurait pas le temps de présenter les deux types de boucle
simultanément sur une seule période, et il aurait fallu se limiter à la présentation d’une
boucle a priori.
Une autre difficulté déjà rencontrée de manière partielle lors des périodes précédentes
consiste en une mauvaise compréhension du concept de programmation informatique par
les élèves. Cette mauvaise compréhension est liée à une absence totale de pensée com-
putationnelle chez les élèves. En outre, certains élèves n’ont absolument pas intégré la
conception primitive selon laquelle un programme informatique consiste en une liste de
commandes s’exécutant les unes après les autres, de haut en bas. Il en est de même avec
l’idée que la valeur d’une variable peut être modifiée par une commande, et n’est pas
forcément constante durant toute la durée de l’exécution du programme. Ces élèves se
demandent « Est-ce que l’ordinateur va comprendre ce que je veux qu’il fasse, si j’écris
ça comme ça ? ». Ils associent l’ordinateur à un être humain capable de « comprendre »
ou de «mal comprendre quelque chose ». Par exemple, lors de la rédaction d’une expres-
sion mathématique, un élève fait appel à une variable dont la valeur est initialisée par
une commande située en dessous de la ligne en question. Lorsque son voisin de table, qui
compare ce qu’il a écrit avec son voisin, intervient, l’élève en question s’exclame « L’or-
dinateur est surement assez intelligent pour comprendre qu’il doit utiliser la valeur que
j’ai écrite ici. ».
Il convient, par ailleurs, de relever le fait que l’analyse des réponses des élèves aux
questions ouvertes du questionnaire montre une compréhension extrêmement mauvaise,
voire même catastrophique, des différentes notions évaluées, et en particulier des no-
tions liées à la programmation informatique et à la simulation numérique. Il n’y a donc
aucun doute que l’ensemble des trois périodes qui constituent la séquence d’enseigne-
ment dispensée n’a pas permis aux élèves d’acquérir une compréhension satisfaisante
des concepts et des notions présentées, bien que la majore partie des élèves aient réussi
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à effectuer la plus grande partie des tâches proposées de manière parfaitement correcte.
Cependant, je pense qu’il faut relativiser l’ampleur de cette absence de compréhen-
sion. En effet, comme le remplissage du questionnaire ne donnait lieu à aucune note,
la plupart des élèves ont probablement eu tendance à ne pas remplir ce questionnaire
de manière sérieuse, et à bâcler la rédaction de leur réponse aux questions. De plus,
les réponses des élèves ont tendance à être très nettement plus courtes que ce à quoi
je m’attendais. Par exemple, de nombreuses réponses sont du type « Pour faire moins
de calculs. », « Pour être plus précis. », « Parce que c’est cohérent. », ou « Parce que
c’est plus simple comme ça. », ou encore « Pour éviter de devoir faire des calculs à la
main. ». Bien sûr, ces réponses sont vides de sens, et l’élève qui rédige ce type de ré-
ponse ne peut pas prétendre avoir compris quoi que ce soit. Néanmoins, il me paraît
probable qui si les élèves avaient fait l’effort de consacrer plus de temps au remplissage
de ce questionnaires, et s’ils s’étaient appliqués à rédiger des réponses plus complètes,
l’on aurait probablement pu découvrir que certains aspects auraient quand même été
assimilés par les élèves, au moins de manière partielle. Par rapport à la variable numéro
3 du paragraphe 4.2, les réponses des élèves au questionnaire montrent clairement que
la réalisation de la simulation numérique n’a pas permis une meilleure compréhension
de la dynamique newtonienne. Ceci est parfaitement normal puisque les élèves n’ont pas
eu le temps de terminer leur simulation et d’obtenir des résultats. Ainsi, pour étudier
cette variable, il aurait fallu nécessairement dispenser une séquence d’enseignement plus
longue laissant suffisamment de temps aux élèves pour obtenir et analyser les résultats
de leur simulation numérique.
En référence à la variable numéro 4 du paragraphe 4.2, les élèves sont clairement
dans une logique de cheminement (leur objectif premier est de faire la tâche), et non
dans une logique d’apprentissage (l’objectif d’apprendre est secondaire). Les réponses
des élèves aux questions 13, 14, 16, et 17 du questionnaire le montrent très clairement.
La cause de cette logique de cheminement est qu’ils n’ont pas suffisamment de temps
pour réaliser la tâche proposée. Ils doivent se dépêcher de rédiger leur programme in-
formatique pour avoir terminé avant la fin de la période, et n’ont donc pas le temps
de penser aux objets d’apprentissage qu’ils doivent utiliser, ni aux compétences qu’ils
sont sensés acquérir, ce qui ne leur laisse pas le temps d’entrer dans une logique d’ap-
prentissage. Nonobstant, certains indices laissent penser que s’il y avait plus de temps
à disposition, certains élèves pourraient entrer dans une logique d’apprentissage. En ef-
fet, certaines questions que les élèves posent, notamment lors de la présentation de la
notion de simulation numérique lors de la troisième période, ainsi que certaines de leurs
remarques du type « Je ne comprends rien, mais au moins ça fonctionne. », montrent
qu’ils sont motivés à comprendre, qu’ils se posent des questions du type « Pourquoi
c’est comme ça et pas autrement ? », et qu’ils ont envie d’acquérir un sentiment de
maîtrise des notions qu’ils doivent utiliser. Le seul frein à cet apprentissage semble être
l’insuffisance de temps à disposition. Il me semble que si l’enseignant avait eu plus de
temps pour présenter les différents concepts, et si les élèves avaient eu le temps de lire
le polycopié de manière attentive et de construire une réflexion méta-cognitive autour
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des différents exemples présentés dans le polycopié, la compréhension des élèves aurait
pu être largement meilleure, ce qui aurait été largement bénéfique pour l’apprentissage
de la simulation numérique. Pour mettre en œuvre un apprentissage de ce type, il suffi-
rait, à mon avis, de consacrer plus de temps à cette séquence d’enseignement, sans rien
changer d’autre, si ce n’est de proposer des exercices supplémentaires sur la notion de
boucle.
Par ailleurs, pour favoriser la compréhension de la notion de simulation numérique, il
serait souhaitable de dédier encore plusieurs périodes supplémentaires à la réalisation du
point m) de la quatrième partie de la tâche. Lors de la séquence d’enseignement, aucun
élève n’a eu le temps de commencer à réaliser ce point. Cela permettrait aux élèves
d’avoir la confirmation qu’il est possible de traiter une situation physique vraiment
concrète grâce à la simulation numérique, tout en étant fidèle à ce qu’il se passerait en
réalité. Pour que les élèves puissent réaliser le point m), ils doivent maîtriser la notion de
structure de contrôle, dont l’apprentissage nécessiterait deux périodes supplémentaires.
Ensuite une période de plus devrait suffire à la réalisation du point m).
Par ailleurs, pour que les élèves aient réellement une compréhension satisfaisante de
la notion de simulation numérique, il conviendrait de ne pas se contenter de montrer aux
élèves les graphiques que l’on peut obtenir à partir de la simulation numérique réalisée,
mais de donner la possibilité aux élèves d’obtenir eux-même ces graphiques. La difficulté
est que pour obtenir un graphique, par exemple le graphique de l’évolution de la vitesse
en fonction du temps, il faut
– déclarer avant le début de la boucle, une variable de type vecteur (au sens infor-
matique) qui permette de mémoriser l’évolution de la vitesse au cours du temps
(liste des coordonnées y des points utilisés pour tracer la courbe).
– déclarer une seconde variable de type vecteur qui permette de mémoriser les dif-
férents instants auxquels la vitesse sera mémorisée (liste des coordonnées x des
points utilisés pour tracer la courbe).
– ajouter une première commande à l’intérieur de la boucle, qui permettent de sto-
cker dans le premier vecteur différentes valeurs de la vitesse à des instants diffé-
rents.
– ajouter une seconde commande à l’intérieur de la boucle, qui permettent de stocker
dans le second vecteur les valeurs des instants auxquels la vitesse est mémorisée.
– ajouter une commande à la fin du programme, qui génère le graphique grâce aux
deux vecteurs mentionnés ci-dessus.
Pour ce faire, il faudrait consacrer au moins deux périodes supplémentaires à l’apprentis-
sage de la notion informatique de vecteur, puis encore deux périodes pour permettre aux
élèves d’obtenir les graphiques désirés (évolution temporelle de la position, de la vitesse,
de l’accélération, et de toutes autres grandeurs physiques jugées intéressantes), ainsi que
pour permettre une discussion conceptuelle de ce qu’il se passe au niveau physique. En
effet, l’obtention des différents graphiques permet certainement de déboucher sur une
discussion conceptuelle particulièrement riche des différents phénomènes physiques qui
entrent en concurrence dans la situation physique considérée, ce qui favoriserait très pro-
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bablement une meilleure compréhension de la dynamique newtonienne chez les élèves.
Une possibilité évidente serait de comparer les graphiques de l’accélération, de la vitesse
et de la position entre eux pour clarifier les articulations reliant ces trois concepts les
uns au autres. On pourrait par exemple aussi en profiter pour faire surgir la conception
erronée selon laquelle le parachutiste remonte lorsqu’il ouvre son parachute, et discuter
de l’origine de cette conception erronée afin de bien clarifier avec les élèves les différents
concepts de la mécanique newtonienne.
Dans le cas où l’on ne dispose pas de suffisamment de temps pour consacrer deux
périodes à l’apprentissage de la notion informatique de vecteur, il pourrait, peut-être,
être possible de présenter les commandes à ajouter au programme pour obtenir les
graphiques comme une sorte de recette de cuisine toute prête, ce qui permettrait aux
élèves d’obtenir des graphiques eux même en y consacrant qu’une seule période.
En conclusion, la séquence d’enseignement réalisée pour ce travail montre qu’il n’est
pas possible d’enseigner, de manière satisfaisante en seulement 3 périodes de 45 minutes,
une introduction à la simulation numérique à des élèves n’ayant aucune connaissance
en programmation informatique. Cependant de nombreux indices montrent que cela de-
vrait être tout à fait possible en y consacrant davantage de périodes. En effet, durant
ces 3 périodes, la majorité des élèves ont réalisé de manière correct la majorité du travail
attendu, mais n’ont pas aboutit à la mise en œuvre de leur simulation numérique à cause
du manque de temps à disposition. Une séquence d’enseignement minimaliste d’intro-
duction à la simulation numérique devrait donc nécessiter au minimum 4 périodes. Dans
ce cas les élèves devraient se contenter d’adapter un exemple précédemment présenté
par l’enseignant à la tâche proposée, ou d’appliquer une marche à suivre, sans forcément
comprendre les différentes notions abordées. L’objectif d’une telle séquence d’enseigne-
ment se réduit alors à attirer l’attention des élèves sur le fait qu’il est indispensable de
recourir à une méthode avancée, appelée simulation numérique et nécessitant l’utilisation
d’un ordinateur, pour la résolution de certains problèmes de dynamique newtonienne.
Idéalement, une séquence d’enseignement d’introduction à la simulation numérique
de bonne qualité devrait s’étaler sur 12 périodes réparties de la manière suivante :
– 1 période pour l’apprentissage des notions de base de programmation informatique
(déclaration de variables numériques, opérateurs numériques, sortie numérique).
– 2 périodes pour l’apprentissage de la notion de boucle.
– 2 périodes pour la réalisation d’une simulation numérique du type de celle proposée
au point l) de la tâche (quatrième partie).
– 2 période pour l’apprentissage de la notion de structure de contrôle.
– 1 période pour la réalisation d’une simulation numérique du type de celle proposée
au point m) de la tâche.
– 2 périodes pour l’apprentissage de la notion de vecteur au sens informatique du
terme.
– 1 période pour la réalisation par les élèves des graphiques présentés à la fin du
corrigé.
– 1 période consacrée à l’interprétation physique des graphiques, ce qui déboucherait
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sur une discussion de ce qu’il se passe au niveau physique.
Cela peut paraître beaucoup pour une séquence d’introduction, mais ce n’est rien com-
paré aux 266 périodes obligatoires consacrées à la programmation informatique et à
la simulation numérique contenues actuellement dans un Bachelor universitaire en ma-
thématique, en physique, ou en informatique ; d’autant plus qu’il faut suivre encore
une centaine de périodes optionnelles supplémentaires consacrées à la simulation numé-
rique pour avoir une maîtrise convenable de ce domaine complexe et réputé difficile. Par
ailleurs, il est intéressant de constater que si l’on a la chance d’avoir une classe dont les
élèves ont déjà suivit un cours de programmation informatique, alors il devient possible
de réaliser une séquence d’introduction à la simulation numérique de bonne qualité en
seulement 5 périodes (il s’agit des périodes marquées en vert ci-dessus). Il serait ainsi
particulièrement souhaitable que la programmation informatique soit introduite dans
les plans d’études du secondaire I ou du secondaire II.
Alternativement, il semble possible de réduire le nombre de périodes nécessaires en
renonçant à l’apprentissage de la notion informatique de vecteur, et/ou en renonçant au
point m) de la quatrième partie de la tâche. Une séquence d’enseignement de ce type
nécessiterait entre 7 et 10 périodes.
Ainsi, de nouvelles recherches sont nécessaires pour tester la faisabilité de dispenser
une séquence d’enseignement du type de celle proposée ci-dessus. Il serait aussi souhai-
table de sonder les effets d’une telle séquence d’enseignement sur les apprentissages des
élèves au niveau de la dynamique newtonienne, et d’étudier les différentes possibilités
d’amélioration au niveau de la manière de présenter les différentes notions abordées.
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Annexes
A Tâche proposée aux élèves
Première partie
Un parachutiste saute d’un ballon à air chaud immobile se trouvant à une altitude h0. Après
avoir sauté, le parachutiste tombe verticalement en direction du sol (chute libre verticale).
a) Faire un croquis représentant toutes les forces (y compris la force de frottement de l’air)
qui s’exercent sur le parachutiste pendant sa chute, puis écrire la loi fondamentale de
la dynamique (deuxième loi de Newton) en tenant compte de la force de frottement de
l’air.
F⃗F
F⃗P
parachutiste
y
~FP est la force de pesanteur, et ~FF est la force de frottement de l’air.
Selon la deuxième loi de Newton, on a
Σ~F = m · ~a
C’est-à-dire
~FF + ~FP = m · ~a
En considérant un axe vertical orienté vers le haut, on obtient
FF − FP = m · a
Le parachutiste ouvre son parachute à une altitude h1.
b) On néglige la force de frottement de l’air. Combien de temps le parachutiste doit-il
attendre avant d’ouvrir son parachute ? Donner l’expression littérale de la durée t1 entre
le moment où le parachutiste s’élance du ballon et le moment où il ouvre son parachute.
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h0
h1
}
Données du problème
t1 =?
En considérant l’équation obtenue au point a), et en négligeant la force de frottement, on
obtient
−m · g = m · a
En divisant cette équation par m, on conclut que a = −g, c’est-à-dire que l’accélération est
constante. Il s’agit donc d’un mouvement rectiligne uniformément accéléré (MRUA), et on
peut utiliser la formule
y = 12 · a · t
2 + v0 · t+ y0
Comme le parachutiste s’élance depuis un ballon immobile situé à une altitude h0, on a
y = −12 · g · t
2 + h0
Lorsque le parachutiste ouvre son parachute, il se trouve à une altitude h1. Ainsi
h1 = −12 · g · t
2
1 + h0
Finalement, on a donc
t1 =
√
2
g
· (h0 − h1)
c) On néglige la force de frottement de l’air. Donner l’expression littérale de la vitesse v1
du parachutiste au moment où il ouvre son parachute.
v1 =?
Comme il s’agit d’un mouvement rectiligne uniformément accéléré, on peut utiliser la formule
v2 − v20 = 2 · a · (y − y0)
Comme le parachutiste s’élance depuis un ballon immobile situé à une altitude h0, on a
v2 = −2 · g · (y − h0)
Lorsque le parachutiste ouvre son parachute, il se trouve à une altitude h1. Ainsi
v21 = −2 · g · (h1 − h0)
Finalement, on a donc
v1 =
√
2 · g · (h0 − h1)
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Deuxième partie
Le parachutiste s’élance d’une altitude h0 de 5000 mètres, et ouvre son parachute à une alti-
tude h1 de 1500 mètres. La force de frottement de l’air est négligée. On souhaite réaliser un
programme informatique qui calcule la valeur numérique de la durée t1 de la chute entre le
moment où le parachutiste s’élance du ballon et le moment où il ouvre son parachute.
d) Ouvrir le logiciel « R », et créer un nouveau script (un script est un programme simple
directement utilisable sans installation).
Cliquer sur l’icône , puis cliquer sur « File », et sélectionner « New script ».
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Une fenêtre intitulée « Untitled - R Editor » s’ouvre.
C’est dans cette fenêtre qu’il faudra écrire les commandes nécessaires à la réalisation des points
e), g), et h).
e) Déclarer les grandeurs physiques nécessaires pour le calcul de la valeur recherchée.
Pour ce faire, on écrit le texte suivant :
h0 <- 5000
h1 <- 1500
g <- 9.81
La première ligne, c’est-à-dire la première commande, correspond à la déclaration de l’altitude
du ballon h0, la deuxième commande correspond à la déclaration de l’altitude à laquelle le
parachutiste ouvre son parachute h1, et la troisième commande correspond à la déclaration de
l’accélération de la pesanteur g.
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f) Enregistrer votre travail dans un dossier intitulé « physique ».
IMPORTANT : Le nom du fichier doit être « exemple1 » écrit en minuscules et sans
espace.
Dorénavant, votre travail devra être enregistré fréquemment sans que cela soit demandé.
Cliquer sur « File », puis sélectionner « Save as ».
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Dans la fenêtre qui s’ouvre, créer ou sélectionner le dossier intitulé « physique », puis entrer
« exemple1 » dans la rubrique intitulée « Nom du fichier ».
g) Insérer l’expression littérale obtenue au point b).
On ajoute la commande suivante :
t1 <- sqrt(2*(h0-h1)/g)
Après avoir écrit cette commande, il est prudent de sauvegarder l’ébauche du programme.
Pour cela, il suffit de cliquer sur l’icône représentant une disquette :
h) Écrire une commande qui affiche la valeur recherchée.
Pour ce faire, on écrit la commande suivante :
print(t1)
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i) Exécuter le programme (Edit –> Run all). Quelle est la valeur numérique de t1 ?
Pour exécuter le programme, cliquer sur « Edit », puis sélectionner « Run all ».
Le résultat de l’exécution s’affiche dans la fenêtre intitulée « R Console. La valeur numérique
de t1 vaut ainsi 26,7 s.
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j) Réaliser un nouveau programme informatique, qui calcule la valeur numérique de la
vitesse v1 du parachutiste au moment où il ouvre son parachute. Pour ce faire, on néglige
la force de frottement de l’air, et on utilise l’expression littérale obtenue au point c).
Sauvegarder ce programme dans le dossier « physique » sous le nom « exemple2 ».
Le programme suivant permet d’obtenir la valeur numérique recherchée :
h0 <- 5000
h1 <- 1500
g <- 9.81
v1 <- sqrt(2*g*(h0-h1))
print(v1)
On obtient une valeur numérique v1 ∼= 262 m/s.
Troisième partie
On s’intéresse à l’effet de l’altitude h0 du ballon à air chaud sur la durée t1 de la chute entre
le moment où le parachutiste s’élance du ballon et le moment où il ouvre son parachute. Le
parachutiste ouvre son parachute à une altitude de 1500 m.
k) Pour toutes les valeurs de h0 comprises entre 5000 mètres et 8000 mètres par palier de
100 mètres, calculer la valeur numérique de la durée t1 de chute entre le moment où le
parachutiste s’élance du ballon et le moment où il ouvre son parachute. Pour ce faire,
on néglige la force de frottement de l’air, et on utilise le programme informatique réalisé
aux points e) à h) en y incluant une boucle. Sauvegarder ce programme dans le dossier
« physique » sous le nom « exemple3 ».
Le programme suivant permet d’obtenir une liste des valeurs numériques recherchées :
h0 <- 5000
h1 <- 1500
g <- 9.81
while(h0 < 8000){
t1 <- sqrt(2*(h0-h1)/g)
print(h0)
print(t1)
h0 <- h0+100
}
Les trois premières commandes (c’est-à-dire les trois premières lignes) sont les déclarations
des trois grandeurs physiques intervenant dans ce problème. Dans le programme ci-dessus,
on a choisi de commencer par s’occuper du cas où h0 = 5000 m. Voilà pourquoi la première
commande déclare h0 avec une valeur de 5000. La valeur de h0 sera ensuite augmentée, par
palier de 100 m, jusqu’à une valeur de 8000 m.
La quatrième commande ( while(h0 < 8000){ ) indique le début de la boucle qui va per-
mettre de calculer la valeur de t1 pour chaque valeur de h0 sans avoir à réécrire les mêmes
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commandes plusieurs fois. L’expression h0 < 8000 correspond à la condition de continuation.
Elle signifie que h0 doit être inférieur à 8000 m. Comme on souhaite calculer les valeurs de
t1 pour chaque valeur de h0 en dessous de 8000 m, les commandes à l’intérieur de la boucle
doivent continuer à s’exécuter encore et encore tant que h0 est inférieur à 8000 m. Voilà pour-
quoi la condition de continuation est h0 < 8000 m. D’autre part, dès que h0 dépasse 8000 m,
la condition de continuation devient fausse, et l’exécution du contenu de la boucle s’arrête. A
ce moment là, toutes les valeurs de t1 qui nous intéressaient ont été calculées et affichées, et
l’exécution du programme peut s’arrêter.
La cinquième ligne ( t1 <- sqrt(2*(h0-h1)/g) ) se situe à l’intérieur de la boucle, car elle
est placée après la ligne while(h0 < 8000){, et avant la ligne } qui marque la fin de la boucle.
Cette ligne correspond au calcul de la valeur de t1. Comme elle est placée à l’intérieur de la
boucle, elle s’exécute plusieurs fois, ce qui permet de calculer la valeur de t1 pour chaque valeur
de h0.
La sixième et la septième ligne ( print(h0) ) et ( print(t1) ) correspondent à l’affichage
des valeurs de h0 et de t1. Comme elles sont situées à l’intérieur de la boucle, elles s’exécutent
plusieurs fois, ce qui construira une liste de nombres au moment de l’exécution du programme.
La huitième ligne ( h0 <- h0+100 ) augmente la valeur de h0 de 100 m à chaque exécution du
contenu de la boucle. Il est nécessaire d’ajouter 100 m à h0 à chaque exécution du contenu de
la boucle car on aimerait calculer la valeur de t1 pour chaque valeur de h0 par palier de 100
m. Ainsi, h0 n’est pas un nombre constant, mais une variable qui augmente au fur et à mesure
que le programme s’exécute.
La neuvième ligne ( } ) indique la fin de la boucle. Comme il s’agit de la dernière ligne du
programme, l’exécution de ce dernier s’arrête dès que la condition de continuation de la boucle
devient fausse, c’est-à-dire dès que h0 = 8000 m.
En exécutant ce programme, on obtient une liste de valeurs qui correspondent aux valeurs
de h0 et de t1. Chaque valeur de t1 correspond à la valeur de h0 qui précède. Pour avoir une
meilleur lisibilité, on peut afficher la liste sous forme d’un tableau à deux colonnes (une colonne
pour h0 et une colonne pour t1) en utilisant la syntaxe suivante :
h0 <- 5000
h1 <- 1500
g <- 9.81
while(h0 < 8000){
t1 <- sqrt(2*(h0-h1)/g)
print(c(h0,t1))
h0 <- h0+100
}
28
A TÂCHE PROPOSÉE AUX ÉLÈVES Michel Di Salvo
Quatrième partie
Afin d’obtenir des valeurs plus réalistes pour les grandeurs t1 et v1 calculées précédemment,
il faut impérativement tenir compte de la force de frottement de l’air. Il s’agit d’une force
de frottement fluide de type turbulent, qui dépend en permanence de la vitesse instantanée
de chute v, ainsi que de l’altitude y (car la densité de l’air dans l’atmosphère diminue avec
l’altitude). L’intensité de cette force de frottement est donnée par l’expression
FF = α · v2 · (1− β · y)γ
où
– α ∼= 0, 244 N · s2 ·m−2
– β ∼= 2, 26 · 10−5 m−1
– γ ∼= 4, 255
– v est la vitesse instantanée du parachutiste en mètre par seconde.
– y est l’altitude instantanée du parachutiste en mètre.
La résolution du problème en tenant compte de cette force de frottement nécessite obligatoi-
rement de procéder par simulation numérique.
l) Le parachutiste a une masse m de 80 kg. Calculer, en tenant compte de la force de
frottement de l’air, la valeur numérique de la durée t1 de la chute entre le moment où
le parachutiste s’élance du ballon et le moment où il ouvre son parachute, ainsi que la
valeur numérique de la vitesse v1 du parachutiste lors de l’ouverture du parachute. Pour
h0 et h1, utiliser les mêmes valeurs qu’à la deuxième partie, c’est-à-dire h0 = 5000 m, et
h1 = 1500 m. Sauvegarder le programme informatique utilisé pour calculer ces valeurs
dans le dossier « physique » sous le nom « exemple4 ».
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Le programme suivant permet d’obtenir les valeurs numériques recherchées :
m <- 80
alpha <- 0.244
beta <- 2.26E-5
gamma <- 4.255
h0 <- 5000
h1 <- 1500
g <- 9.81
te <- 0.01
v <- 0
y <- h0
t <- 0
while(y>h1){
v0 <- v
y0 <- y
FP <- m*g
FF <- alpha*v^2*(1-beta*y)^gamma
a <- (FF-FP)/m
v <- a*te+v0
y <- 0.5*a*te^2+v0*te+y0
t <- t+te
}
t1 <- t
v1 <- v
print(t1)
print(v1)
En exécutant ce programme, on obtient t1 ∼= 57, 1 s, et v1 ∼= −61, 6 m/s. Bien entendu, le
signe négatif de la vitesse est dû au fait que cette dernière est dirigée vers le bas, et peut être
ignoré pour comparer ces résultats avec ceux obtenus à la partie 2. On constate que les valeurs
obtenues ici sont très différentes des valeurs obtenues à la partie 2. La force de frottement l’air
ne peut donc pas être négligée dans ce problème, et il est en général indispensable de tenir
compte du frottement de l’air lors de la résolution d’un problème de chute libre, surtout si
l’objet tombe pendant plusieurs dizaines de secondes.
Lorsque le parachutiste ouvre son parachute, le coefficient α passe brutalement à une valeur
de α ∼= 30 N · s2 ·m−2 . Il atterrit ensuite sur le sol à une altitude h2 de 600 mètres
m) Calculer la valeur numérique de la durée total t2 de la chute depuis le départ du ballon
jusqu’à l’atterrissage au sol, ainsi que la vitesse v2 d’atterrissage au sol (on suppose que
le parachutiste atterrit verticalement). Pour ce faire, utiliser le programme élaboré au
point l), et ajouter une structure de contrôle. Sauvegarder ce programme dans le dossier
« physique » sous le nom « exemple5 ».
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Le programme suivant permet d’obtenir la valeur numérique recherchée :
m <- 80
alpha <- 0.244
beta <- 2.26E-5
gamma <- 4.255
h0 <- 5000
h1 <- 1500
h2 <- 600
g <- 9.81
te <- 0.01
v <- 0
y <- h0
t <- 0
while(y>h2){
if(y<h1){
alpha <- 30
}
v0 <- v
y0 <- y
FP <- m*g
FF <- alpha*v^2*(1-beta*y)^gamma
a <- (FF-FP)/m
v <- a*te+v0
y <- 0.5*a*te^2+v0*te+y0
t <- t+te
}
t2 <- t
v2 <- v
print(t2)
print(v2)
En exécutant ce programme, on obtient t2 ∼= 223 s, et v2 ∼= −5, 27 m/s.
Quelques remarques
1. En utilisant d’autres variantes plus évoluées de simulations numériques, on obtient les
mêmes résultats (avec au moins les trois premiers chiffres significatifs identiques). Il faut
néanmoins être conscient que les résultats obtenus ici sont particulièrement précis pour
une simulation numérique aussi simpliste. Il s’avère en effet que la situation physique
considérée dans cet exercice se prête particulièrement bien à la simulation numérique, ce
qui n’est pas forcément toujours le cas. En principe, il est conseillé de comparer plusieurs
variantes différentes de simulations afin d’avoir une idée de la précision du résultat.
2. Lors d’une simulation numérique, il est possible de générer un graphique afin de mieux
visualiser ce qu’il se passe. Les graphiques suivants ont été obtenus avec le programme
ci-dessus en y ajoutant une entité informatique permettant de stocker les valeurs du
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temps, de l’accélération, de la vitesse, et de l’altitude ; et de reporter automatiquement
ces valeurs sur des graphiques :
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Graphique 1 : évolution de l’accélération en fonction du temps.
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Graphique 2 : évolution de la vitesse en fonction du temps.
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Graphique 3 : évolution de l’altitude en fonction du temps.
Ces graphiques permettent d’avoir une meilleure compréhension physique de la chute.
Durant les toutes premières secondes de la chute, on peut voir sur le graphique 1 que l’accélé-
ration vaut environ -10 m/s2, ce qui correspond à la valeur de −g. A ce moment là, la vitesse
est encore très faible, et la force de frottement de l’air est négligeable. On est donc dans le cas
considéré à la partie 2 où le mouvement du parachutiste est un MRUA dont l’accélération cor-
respond à l’accélération de la pesanteur g, c’est-à-dire à une accélération de 9,81 m/s2 dirigée
vers le bas.
Cependant, après seulement quelques secondes de chute, la force de frottement de l’air aug-
mente et l’accélération diminue, ce qui implique que le mouvement ne peut plus être modélisé
par un MRUA. Voilà pourquoi les résultats calculés à la partie 2 sont si différents de ceux
calculés à la partie 4.
Après une vingtaine de secondes de chute, l’accélération atteint zéro. A ce moment là, la force
de frottement de l’air compense exactement la force de pesanteur, et l’augmentation de la
vitesse cesse. Cependant la force de frottement continue d’augmenter à cause de l’augmenta-
tion de la densité de l’air dans l’atmosphère au fur et à mesure que le parachutiste perd de
l’altitude. Ainsi, entre t ∼= 20 s et t ∼= 57 s, il y a une faible accélération dirigée vers le haut,
et la vitesse diminue après avoir atteint son maximum vers t ∼= 20 s.
Au moment où le parachutiste ouvre son parachute (après 57 secondes de chute), l’intensité de
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la force de frottement de l’air augmente instantanément, et il y a un énorme pic d’accélération.
Cette accélération, qui est dirigée vers le haut, est opposée à la vitesse qui est dirigée vers le
bas ; ce qui engendre un puissant freinage, c’est-à-dire une forte diminution de la vitesse, que
l’on peut observer sur le graphique 2. Il faut être conscient que les détails réels de l’ouverture
du parachute n’ont pas été pris en considération. Dans la réalité, l’augmentation de l’intensité
de la force de frottement de l’air n’est pas instantanée. Par conséquent, l’intensité du pic d’ac-
célération obtenu ici est beaucoup plus élevée que ce qu’elle serait dans la réalité, de même
que la diminution de la vitesse qui est beaucoup trop abrupte.
Après l’ouverture du parachute, la force de frottement de l’air compense exactement la force
de pesanteur, l’accélération est nulle, est le parachutiste descend à vitesse constante (à 5,27
m/s) jusqu’au sol (MRU).
34
B POLYCOPIÉ DISTRIBUÉ AUX ÉLÈVES Michel Di Salvo
B Polycopié distribué aux élèves
On considère un problème de dynamique dans le cadre de la mécanique classique. Un objet
est soumis à plusieurs forces. Si l’on connaît l’expression vectorielle de chacune des forces qui
s’appliquent sur l’objet, on peut calculer la somme vectorielle des forces (résultante des forces),
et en déduire l’accélération par la loi fondamentale de la dynamique (deuxième loi de Newton) :
Σ~F = m · ~a =⇒ ~a = 1
m
· Σ~F
Si chacune des forces est constante, l’accélération est constante, et le mouvement de l’objet
consiste en un mouvement rectiligne uniformément accéléré (MRUA).
Cependant dans beaucoup de situations concrètes, certaines des forces qui s’appliquent sur
l’objet dépendent de la position de l’objet (par exemple la force exercée par un ressort), ou de
sa vitesse (par exemple la force de frottement de l’air). Si l’objet est en mouvement, sa position
change, et s’il subit une accélération, sa vitesse change. Ainsi dans le cas où l’une des forces
qui s’appliquent sur l’objet dépend de la position ou de la vitesse de ce dernier, la résultante
des forces varie au cours du temps, et donc l’accélération de l’objet varie également. Dans ce
cas, le mouvement de l’objet est beaucoup plus compliqué et complexe que n’importe lequel
des mouvements répertoriés en cinématique.
Un problème de dynamique de ce type est en général trop complexe pour être résolu littérale-
ment, quelque soit les moyens mis en œuvre (dans le meilleur des cas, il est possible d’obtenir
une résolution littérale en faisant appel à des outils mathématiques de pointe comme l’analyse
différentielle, mais ce cas de figure est peu courant). A défaut de résolution littérale, il existe
une méthode, appelée simulation numérique, qui permet de résoudre numériquement n’im-
porte quel problème de dynamique quelque soit la complexité du problème. Cette méthode
nécessite l’utilisation d’un ordinateur. Elle est basée sur la programmation informatique, et en
particulier sur le concept de boucle.
Introduction à la programmation informatique
Supposons que l’on désire effectuer une tâche possiblement réalisable sur un ordinateur (par
exemple, effectuer automatiquement une série de plusieurs calculs numériques, ou trier et
classer un grand nombre de fichiers selon certains critères particuliers). Dans le cas où aucun
programme informatique préconçu n’est disponible pour effectuer la tâche que l’on désire
effectuer, il est possible d’écrire nous-même un programme informatique, puis de l’exécuter
afin d’accomplir notre tâche. Il s’agit d’un cas de figure très fréquemment rencontré dans
la recherche en physique à l’heure actuelle. Il s’agit en particulier de la manière standard
de procéder pour accomplir la simulation numérique d’un problème de dynamique. Créer un
programme informatique consiste à écrire une liste de commandes dans une fenêtre prévue à cet
effet. Ces commandes consistent en du texte qui peut être lu et compris par l’ordinateur. Elles
indiques à l’ordinateur ce qu’il doit faire pour effectuer la tâche que l’on désire réaliser. Ensuite,
il suffit de faire exécuter par l’ordinateur le programme (c’est-à-dire la liste de commandes)
que l’on a rédigé, et la tâche à réaliser s’effectue automatiquement. Durant l’exécution, le
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programme lit, comprend, assimile, et exécute les commandes que l’on a écrit, ce qui a pour
effet d’accomplir notre tâche. Dans notre cas, le logiciel nommé « R » s’avère bien adapté pour
une première introduction à la programmation informatique.
Utilisation du logiciel « R »
Ouverture du logiciel « R »
Pour ouvrir le logiciel, cliquer sur l’icône suivant :
Création d’un nouveau programme
Une fois le logiciel « R » ouvert, on peut créer un nouveau programme. Dans « R », le terme
« script » est utilisé à la place du terme « programme ». Dans le jargon de l’informatique,
un script est un programme simple qui peut être exécuter « facilement » sans compilation, ni
installation. Pour créer un nouveau script, cliquer sur « File », puis sur « New script ».
En sélectionnant « New script », une nouvelle fenêtre intitulée « Untitled - R Editor » s’ouvre.
C’est dans cette fenêtre que le programme informatique que l’on souhaite concevoir devra être
écrit.
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Un programme informatique se compose de plusieurs commandes. Chaque ligne correspond à
une commande. Voici un exemple de programme informatique qui calcule la valeur de la force
de pesanteur s’appliquant sur un objet ayant une masse de 3 kg :
Les 4 commandes qui composent cet exemple seront décrites dans la suite de ce document.
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Sauvegarde d’un programme
Une fois le programme écrit, il faut le sauvegarder. Pour sauvegarder le programme, cliquer
sur « File », puis sur « Save as ».
Pour obtenir la rubrique « Save as » dans le menu déroulant, la fenêtre dans laquelle le pro-
gramme a été écrit doit être sélectionnée au premier plan. En sélectionnant « Save as », une
fenêtre s’ouvre et invite à sélectionner l’emplacement de la sauvegarde, ainsi que le nom du
fichier. Il faut ensuite cliquer sur « Enregistrer »pour enregistrer le programme.
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Pour réenregistrer le programme après des modifications ultérieurs, il suffira de cliquer sur
l’icône représentant une disquette.
=⇒
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Exécution d’un programme
Une fois la rédaction du programme terminée et le fichier enregistré, on peut l’exécuter afin
de réaliser la tâche que l’on désire effectuer. Pour cela, cliquer sur « Edit », puis sélectionner
« Run all ».
La fenêtre dans laquelle le programme a été écrit doit être sélectionnée au premier plan pour
rendre la rubrique « Run all » cliquable.
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Le résultat de l’exécution du programme s’affiche dans la fenêtre intitulée « R Console ». Dans
notre exemple, la valeur de la force de pesanteur s’affiche, elle vaut 29,43 N.
Déclaration d’un nombre
Dans certains cas, la tâche à réaliser nécessite l’utilisation d’un nombre (par exemple pour
effectuer une application numérique). Dans ce cas, il faut d’abord écrire une commande dont le
but va être d’insérer le nombre dans l’ordinateur. Une telle commande est appelée « déclaration
d’un nombre ». Dans le logiciel « R », on utilise la syntaxe suivante :
nom <- nombre
où nom est un nom que l’on donne au nombre pour pouvoir l’identifier par la suite, et nombre
est le nombre que l’on souhaite utiliser.
– Dans le cas où le nombre en question est une grandeur physique, on utilise la lettre corres-
pondant à la notation physique standard en guise de nom.
– Pour insérer des nombre à virgule, on utilise le symbole point (.) à la place du symbole
virgule (,).
– Pour insérer des nombres en notation scientifique, on utilise la syntaxe E+ pour les puissances
positives de dix, ou E- pour les puissances négatives de dix.
Exemple 1 : déclaration de la valeur de l’accélération de la pesanteur
On rappelle que l’accélération de la pesanteur, notée g, vaut 9,81 m/s2. Pour insérer ce nombre
dans l’ordinateur, on écrit la commande suivante :
g <- 9.81
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Exemple 2 : déclaration de la valeur de la chaleur latente de fusion de la
glace
On rappelle que la chaleur latente de fusion de la glace vaut
Lf = 3, 3 · 105 J/kg
Pour insérer ce nombre dans l’ordinateur, on écrit la commande suivante :
Lf <- 3.3E+5
Calcul numérique
L’une des principales raison d’être de la programmation informatique est la possibilité d’ef-
fectuer des calculs numériques. Une fois que les nombres intervenant dans le calcul que l’on
souhaite effectuer ont tous été déclarés, on peut écrire la commande correspondant au calcul
à effectuer. Pour ce faire, on utilise les opérateurs algébriques conventionnels, et l’on identifie
les nombres par les noms indiqués lors de leur déclaration. Afin de récupérer le résultat du
calcul, on utilise la syntaxe suivante :
nom <- expression mathématique
où nom est le nom que l’on donne au résultat du calcul numérique afin de pouvoir l’exploiter
par la suite. L’expression mathématique peut contenir les opérateurs suivants :
– Addition : nombre + nombre
– Soustraction : nombre - nombre
– Multiplication : nombre * nombre
– Division : nombre / nombre
– Puissance : nombre ^ nombre
– Racine carrée : sqrt(nombre)
– Priorité des opérateurs ⇒ parenthèses : ( )
Exemple 1 : calcul d’une force
On a un objet ayant une masse m de 3 kg, et on souhaite calculer la valeur de la force de
pesanteur FP qui s’applique sur cet objet. Pour réaliser un programme informatique qui calcule
la valeur de cette force de pesanteur, on écrit les 3 commandes suivantes :
m <- 3
g <- 9.81
FP <- m*g
Le deux premières commandes correspondent aux déclarations des grandeurs physiques néces-
saires pour le calcul de la force, et la troisième commande correspond au calcul de la force.
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Exemple 2 : calcul d’une moyenne
Un élève a fait 4 au premier travail écrit de physique, 3,5 au deuxième travail écrit, et 5 au
troisième, et on souhaite calculer sa moyenne. Pour effectuer ce calcul par ordinateur, on écrit
les quatre commandes suivantes :
n1 <- 4
n2 <- 3.5
n3 <- 5
moyenne <- (n1+n2+n3)/3
Les trois premières commandes correspondent aux déclarations des nombres nécessaires pour
le calcul de la moyenne, et la quatrième commandes correspond au calcul de la moyenne.
Sortie numérique
Lorsqu’on exécute les programmes présentés dans les deux exemples précédents, le résultat
du calcul ne s’affiche pas ! L’ordinateur effectue le calcul, mais le résultat ne s’affiche pas, car
aucune commande demandant à l’ordinateur d’afficher le résultat n’a été écrite. En effet, lors
de la rédaction d’un programme informatique, il est indispensable de demander explicitement
à l’ordinateur d’afficher les nombres dont on souhaite connaître la valeur. Une commande
demandant l’affichage de la valeur d’un nombre est appelée sortie numérique. Dans le logiciel
« R », la commande pour afficher la valeur d’un nombre est la suivante :
print(nom)
où nom est le nom que l’on a donné au nombre que l’on souhaite afficher.
Exemple : calcul d’une force
On considère à nouveau l’exemple du calcul d’une force traité précédemment. Pour afficher
la valeur numérique de la force de pesanteur FP , il suffit d’ajouter une quatrième commande
comme ci-dessous :
m <- 3
g <- 9.81
FP <- m*g
print(FP)
Cette quatrième commande affiche la valeur numérique de la force de pesanteur lors de l’exé-
cution du programme.
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Boucle
Supposons maintenant que l’on souhaite effectuer une tâche longue et répétitive, comme par
exemple calculer la valeur des cents premiers multiples du chiffre 7. Lors de la rédaction
d’un programme effectuant une tâche de ce type, ce sont toujours les mêmes commandes qui
réapparaissent de manière répétitive tout au long du programme, et seuls les contenus de ces
commandes (par exemple la valeur des nombres intervenant lors d’un calcul numérique) varient
au cours de l’exécution du programme. Si tel est le cas, il n’y a pas besoin de réécrire plusieurs
fois les mêmes commandes, mais il suffit d’inclure une boucle, et d’écrire chaque commande une
seule fois à l’intérieur de la boucle. Une boucle est donc un dispositif qui permet de concevoir
un programme sans avoir à écrire toutes les commandes qui seraient nécessaires pour effectuer
une tâche répétitive. Plus précisément, une boucle consiste en une série de commandes qui sont
exécutées plusieurs fois avec des contenus différents. En d’autres termes, lorsque l’ordinateur a
fini d’exécuter les commandes placées à l’intérieur de la boucle, il recommence avec la première
commande de la boucle, et ainsi de suite. La syntaxe d’une boucle est la suivante :
while(condition de continuation){
liste de commandes
}
où condition de continuation est une expression mathématique qui peut être vrai ou fausse, et
dont le rôle est d’indiquer à l’ordinateur s’il exécute le contenu de la boucle encore une fois ou
s’il passe à la suite. En plus des opérateurs déjà mentionnés précédemment, cette expression
mathématique peut contenir les opérateurs suivants :
– Plus petit que : <
– Égal à : ==
– Plus grand que : >
Pour que la liste de commandes placée dans la boucle soit exécutée, il faut que la condition de
continuation soit vraie. Tant que cette condition reste vraie, la liste de commandes est exécutée
encore et encore. Dès que la condition de continuation devient fausse, la liste de commandes
placée dans la boucle n’est plus exécutée (l’exécution de la liste de commande s’arrête après
l’exécution de la dernière commande de la liste). Il est important de relever que, dans un
programme informatique, la valeur numérique d’un nombre n’est pas forcément constante et
fixe, mais peut varier au cours de l’exécution d’un programme. Cette caractéristique permet
justement de faire évoluer le contenu des commandes exécutées dans une boucle au fil des exé-
cutions successives de la boucle. Cette possibilité est également indispensable pour permettre
à la condition de continuation de passer de vrai à fausse afin de pouvoir arrêter l’exécution de
la boucle à un moment donné.
Exemple 1 : liste des multiples du chiffre sept
Dans cet exemple, on souhaite faire une liste des valeurs de tous les multiples du chiffre 7,
jusqu’à 500. Le programme suivant permet d’accomplir cette tâche :
a <- 7
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m <- 0
while(m < 500){
print(m)
m <- m+a
}
Les deux premières commandes correspondent aux déclarations des nombres nécessaires. Le
nombre a correspond au chiffre dont on souhaite calculer les multiples. Il s’agit du chiffre 7,
et sa valeur restera inchangée durant toute l’exécution du programme. Le nombre m est le
nombre qui va contenir la valeur de chacun des multiples, à tour de rôle les uns après les
autres. Il s’agit donc d’un nombre qui est modifié en permanence au cours de l’exécution du
programme. Comme le premier multiple de sept correspond à 0, on commence par attribuer
la valeur 0 au nombre m. Dans le jargon informatique, un nombre qui, comme m, est modifié
lors de l’exécution du programme est qualifié de variable.
La troisième ligne (while(m < 500){) indique la présence d’une boucle. Entre les parenthèses
se trouve la condition de continuation. Comme on souhaite calculer les multiples de sept jus-
qu’à 500, la condition de continuation est que le nombre m soit plus petit que 500. Ainsi le
contenu de le boucle continue à s’exécuter tant que m est plus petit que 500, puis l’exécution
s’arrête dès que m devient plus grand que 500.
Les quatrièmes et cinquième lignes sont des commandes qui se trouvent à l’intérieur de la
boucle. Il s’agit de commandes qui seront exécutées une multitude de fois. La quatrième ligne
(print(m)) affiche la valeur du multiple. La cinquième ligne (m <- m+a) passe au multiple
suivant en ajoutant 7 au multiple présent. En effet, lorsque m contient la valeur d’un certain
multiple de sept (par exemple 21), il faut lui additionner 7, c’est-à-dire a, pour obtenir le
multiple suivant (par exemple 28). C’est cette commande qui modifie la valeur du nombre m
durant l’exécution du programme.
Finalement, la dernière ligne (}) indique la fin de la boucle.
Analysons ce qu’il se passe durant les premières exécutions de la boucle :
– D’abord m vaut 0, donc lorsque l’ordinateur exécute la commande print(m) pour la pre-
mière fois, il affiche la valeur 0.
– Ensuite l’ordinateur exécute la commande m <- m+a,
m+ a = 0 + 7 = 7,
et donc la valeur 7 est attribuée au nombre m.
– Comme m = 7, et que la condition de continuation (7 < 500) est vraie, l’ordinateur revient
à la première commande de la boucle, c’est-à-dire à print(m). Il affiche la valeur 7.
– Ensuite l’ordinateur exécute la commande m <- m+a, et la valeur 14 est attribuée au nombre
m.
– Comme maintenant m = 14, la condition de continuation (14 < 500) est toujours vraie, et
l’ordinateur exécute la commande print(m), ce qui affiche la valeur 14.
Ce processus itératif continue ainsi de s’exécuter jusqu’à ce que la condition de continuation
(m < 500) devienne fausse, c’est-à-dire jusqu’à ce que la valeur 504 soit attribuée à m. Comme
à chaque exécution de la commande print(m), les valeurs de m sont affichées les unes en
dessous des autres, on obtient finalement une liste de tous les multiples de sept jusqu’à 497.
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Exemple 2
Dans cette exemple, on souhaiterait écrire un programme informatique qui réponde à la ques-
tion suivante : Combien de fois faut-il élever le chiffre 2 à la puissance 1,1 pour obtenir un
nombre supérieur à un milliard ? Par exemple, si j’élève le chiffre 2 à la puissance 1,1 une fois,
j’obtiens 21,1 ∼= 2, 14. Si j’élève ce chiffre à la puissance 1,1 deux fois consécutivement, j’obtiens
2, 141,1 ∼= 2, 31. Si je l’élève trois fois à la puissance 1,1, j’obtiens 2, 311,1 ∼= 2, 52, et ainsi de
suite, jusqu’à obtenir plus d’un milliard. Le programme suivant permet d’obtenir la réponse :
a <- 1.1
m <- 2
n <- 0
while(m < 1E+9){
m <- m^a
n <- n+1
}
print(n)
Dans ce programme, on commence par attribuer la valeur 1,1 au nombre a (a <- 1.1). Il s’agit
de la puissance à laquelle on souhaite élever le chiffre 2, et cette valeur restera inchangée durant
toute l’exécution du programme. On attribue ensuite la valeur 2 à la variable m (m <- 2).
A chaque exécution du contenu de la boucle, la variable m est élevée à la puissance 1, 1
(m <- m^a). Selon la condition de continuation (m < 1E+9), l’exécution du contenu de la boucle
s’arrête dès que la valeur de m dépasse un milliard. Ainsi le nombre d’exécutions du contenu
de la boucle correspond au nombre de fois où la variable m a été élevée à la puissance 1,1
avant d’atteindre un milliard, ce qui correspond à la valeur recherchée. Par conséquent, pour
obtenir la valeur recherchée, il faut compter combien de fois le contenu de la boucle a été
exécuté. Pour ce faire, on déclare la variable n (n <- 0), qui va nous permettre de compter
combien de fois est-ce que le contenu de la boucle s’exécute. Une variable de ce type est appelée
compteur. Au début, la valeur de la variable n est initialisée à 0. Ensuite, on incrémente de
1 la valeur de cette variable à chaque exécution du contenu de la boucle (n <- n+1), ce qui
revient à compter combien de fois le contenu de la boucle s’exécute. Ainsi, lorsque l’exécution
du contenu de la boucle cesse, le valeur de n correspond au nombre d’exécutions du contenu
de la boucle, c’est-à-dire à la valeur recherchée, et il suffit d’afficher cette valeur pour afficher
le résultat recherché (print(n)). On obtient n = 36. Il faut donc élever 36 fois le nombre 2 à
la puissance 1,1 pour obtenir un nombre de plus d’un milliard.
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Structure de contrôle
Dans certains cas, on aimerait que notre programme exécute une commande seulement si l’on
se trouve dans une certaine situation, et exécute une autre commande si l’on se trouve dans
une autre situation. Une structure de contrôle permet d’indiquer à l’ordinateur sous quelle
condition une liste de commandes doit être exécutée ou pas. La syntaxe d’une structure de
contrôle est la suivante :
if(condition d’exécution){
liste de commandes
}
La condition d’exécution est une expression mathématique qui peut être vrai ou fausse. Il
s’agit d’une expression du même type que la condition de continuation pour une boucle. Si la
condition d’exécution est vraie les commandes qui sont contenues dans la structure de contrôle
s’exécutent. Si la condition est fausse, aucune des commandes contenues dans la structure de
contrôle ne s’exécutent.
Exemple : liste des multiples du chiffre sept entre 200 et 500
Dans l’exemple 1 du chapitre précédent, on a présenté un programme qui affichait une liste
de tous les multiples du chiffre 7 jusqu’à 500. On souhaite maintenant écrire un programme
similaire qui affiche seulement les multiples du chiffre 7 compris entre 200 et 500. Pour ce faire,
il suffit de reprendre le programme de l’exemple 1 du chapitre précédent, et d’y ajouter une
structure de contrôle. On obtient alors le programme suivant :
a <- 7
m <- 0
while(m < 500){
if(m > 200){
print(m)
}
m <- m+a
}
Dans ce programme, la commande print(m) se trouve à l’intérieur d’une structure de contrôle.
La quatrième ligne (if(m > 200){) indique le début de la structure de contrôle. La sixième
ligne (}) indique la fin de la structure de contrôle. La condition d’exécution de cette structure
de contrôle est m > 200. Ainsi la commande print(m) s’exécute uniquement si la condition
d’exécution est vrai, c’est-à-dire uniquement si m > 200. Par conséquent, uniquement les
valeurs de m supérieures à 200 vont être affichées par le programme. Comme l’exécution du
programme s’arrête lorsque m dépasse 500, l’exécution de ce programme a pour effet d’afficher
une liste des multiples de 7 compris entre 200 et 500.
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Introduction à la simulation numérique
Principe de base de la simulation numérique
Considérons un objet soumis à plusieurs forces qui dépendent de la position et de la vitesse
de l’objet. On suppose que l’on connaît la cause de chacune des forces qui agissent sur l’objet,
et que l’on peut calculer la valeur, à n’importe quel instant, de chacune des composantes de
chacune des forces qui agissent sur l’objet (à condition bien sûr de connaître quelles sont la
position et la vitesse de l’objet à l’instant considéré). On suppose également que l’on connaît
la position et la vitesse de l’objet à un certain instant particulier, l’instant de départ t = 0. Le
problème à résoudre est de savoir, au delà de cet instant de départ, quel sera le mouvement de
l’objet, et comment vont évoluer sa position et sa vitesse. On peut commencer par considérer
l’instant t = 0, et calculer les valeurs, à l’instant t = 0, des composantes de chacune des forces
qui agissent sur l’objet. On peut alors calculer la somme vectorielle des forces s’appliquant
sur l’objet à l’instant t = 0, puis calculer l’accélération de l’objet à cet instant grâce à la loi
fondamentale de la dynamique.
Σ~F = m · ~a =⇒ ~a = Σ
~F
m
Cependant la connaissance de cette accélération ne permet pas de résoudre le problème, car
cette dernière n’est pas constante, et le mouvement n’est pas forcément un MRUA.
L’astuce consiste à considérer un intervalle de temps très court, noté te, suffisamment court
pour pouvoir considérer que l’accélération n’a pas le temps de changer durant ce court intervalle
de temps, et reste donc constante. On peut ainsi considérer que le mouvement de l’objet
consiste en un MRUA durant ce court intervalle de temps, et l’on peut calculer les valeurs des
composantes de la vitesse et de la position de l’objet à l’instant te en utilisant les formules du
MRUA :
~v = ~a · te + ~v0
~r = 12 · ~a · t
2
e + ~v0 · t+ ~r0
Une fois ces deux grandeurs physiques connues, l’on peut recalculer les valeurs, à l’instant
t = te, des composantes de chacune des forces qui agissent sur l’objet, puis calculer la somme
vectorielle des forces, et l’accélération subie par l’objet à l’instant te.
Pour le moment, le problème est encore loin d’être résolu. On souhaite par exemple connaître
quelles seront la position et la vitesse de l’objet après plusieurs minutes, et l’on a seulement
réussit à calculer quelles sont la position et la vitesse après un intervalle de temps te extrême-
ment court, de quelques centièmes de seconde dans le meilleur des cas. Cependant, maintenant
que l’on connaît les valeurs des composantes de l’accélération de l’objet à l’instant t = te, l’on
peut réitérer toute l’opération pour obtenir les valeurs des composantes de la position et de
la vitesse après un nouvel intervalle de temps te, c’est-à-dire à l’instant t = 2 · te, ce qui nous
permet de recalculer les composantes de l’accélération à l’instant t = 2·te. Puis on peut répéter
toute l’opération plusieurs fois, autant de fois que l’on souhaite, afin d’obtenir les valeurs des
composantes de la position et de la vitesse aux instants t = 3 · te, puis t = 4 · te, et t = 5 · te,
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t = 6 · te, t = 7 · te, ... jusqu’à obtenir ces valeurs pour des temps de plusieurs secondes, puis de
plusieurs minutes. La résolution du problème s’effectue donc de proche en proche, étape par
étape, où chaque étape consiste en un intervalle de temps te très court.
Il faut être conscient que le nombre gigantesque de calculs qu’il faut effectuer lors de la réa-
lisation d’une simulation numérique rend cette méthode impossible à mettre en œuvre sans
l’utilisation d’un ordinateur. En effet, si par exemple te = 0, 01 s, et l’on souhaite connaître
la position et la vitesse de l’objet après un minute, il faut répéter la procédure ci-dessus 6000
fois, sachant qu’à chaque fois, il faut calculer chacune de composantes de chacune des forces
qui s’appliquent sur l’objet, puis la somme vectorielle de ces forces, puis l’accélération, et fina-
lement la vitesse et la position, ce qui donne, par exemple, 84000 calculs à effectuer dans le cas
où l’on a 3 forces qui s’appliquent sur l’objet, avec des vecteurs à 2 composantes. Cependant,
l’on peut facilement écrire un programme informatique muni d’une boucle qui permet de faire
tous ces nombreux calculs de manière quasiment instantanée.
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Marche à suivre pour la réalisation d’une simulation numérique
d’un problème de dynamique
Pour mettre en œuvre une simulation numérique, il faut écrire un programme informatique
qui effectue la simulation. Un tel programme doit comporter les six rubriques suivantes :
1. Déclaration des grandeurs physiques intervenant dans le problème à simuler :
m <- nombre
g <- 9.81
2. Déclaration de la durée d’une étape :
te <- 0.01
3. Déclaration des valeurs initiales des variables :
t <- nombre
~v <- vecteur
~r <- vecteur
4. Boucle :
while(condition de continuation){
~v0 <- ~v
~r0 <- ~r
~F1 <- expression mathématique
~F2 <- expression mathématique
~F3 <- expression mathématique
...
~a <- Σ~Fm
~v <- ~a · te + ~v0
~r <- 12 · ~a · t2e + ~v0 · te + ~r0
t <- t+ te
}
5. Diverses commandes pour obtenir les valeurs qui nous intéressent.
6. Affichage des valeurs qui nous intéressent :
print(nombre)
La rubrique numéro 4 se compose de la boucle. Il s’agit de l’élément clé de la simulation
numérique. A chaque étape de la simulation, les commandes se trouvant à l’intérieur de la
boucle sont exécutées. Ainsi une exécution de ces commandes correspond au calcul d’une
étape de la simulation. Parmi les commandes se trouvant à l’intérieur de cette boucle, on peut
distinguer les cinq sous-rubriques suivantes :
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a) Mise à jour de la vitesse initiale et de la position initiale :
~v0 <- ~v
~r0 <- ~r
Au début d’une étape de la simulation, il faut définir quelle est la vitesse initiale ~v0
et quelle est la position initiale ~r0. S’il s’agit de la première exécution des commandes
contenues dans la boucle, aucun calcul n’a encore été fait, et donc la vitesse initiale
est égale à la vitesse définie dans le rubrique 3, et la position initiale est égale à la
position définie dans la rubrique 3. Dans ce cas, les deux commandes ci-dessus déclarent
les vecteurs ~v0 et ~r0 de manière pertinente. S’il ne s’agit pas de la première exécution de
la boucle, la vitesse initiale pour l’étape présente correspond à la vitesse finale obtenue
à l’étape précédente. A l’étape précédente, cette vitesse a été calculée par la commande
~v <- ~a · te +~v0, et donc cette vitesse est identifiée par la variable ~v. Ainsi la commande
~v0 <- ~v met à jour le vecteur ~v0 de manière pertinente, et il en est de même pour la
position.
b) Calcul des forces :
~F1 <- expression mathématique
~F2 <- expression mathématique
~F3 <- expression mathématique
...
Comme les forces qui s’appliquent sur l’objet sont susceptibles de dépendre de la position
ou de la vitesse de l’objet, elles peuvent varier au cours du temps, et il est donc nécessaire
de les recalculer à chaque étape de la simulation.
c) Calcul de l’accélération :
~a <- Σ~Fm
Une fois que les forces s’appliquant sur l’objet sont connues, l’accélération de l’objet peut
être calculée. Cette expression découle de la loi fondamentale de la dynamique. Comme
la durée te de l’étape est très courte, cette accélération est considérée comme constante
durant toute la durée de l’étape présente. On peut donc utiliser les formules du MRUA.
d) Calcul de la vitesse et de la position :
~v <- ~a · te + ~v0
~r <- 12 · ~a · t2e + ~v0 · te + ~r0
Il s’agit de la vitesse et de la position qu’aura l’objet à la fin de l’étape présente.
e) Incrémentation du temps
t <- t+ te
On ajoute la durée te de l’étape présente à la variable t représentant le temps.
Exemple : objet accroché à un ressort
On considère un objet de masse m = 4 kg accroché à un ressort vertical de raideur k = 15
N/m. Au début, l’objet est maintenu immobile à la position y = 0 m (il s’agit de la position
où le ressort n’est ni comprimé, ni étiré). A l’instant t = 0, on lâche l’objet, le ressort s’allonge
sous l’effet du poids de l’objet, et ce dernier se met à osciller de bas en haut.
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ressort
objet
La force du ressort est donnée par l’expression
FF = −k · y
où y est la position de l’objet. On aimerait calculer quel sont les valeurs numériques de la
vitesse et de la position de l’objet 2 secondes après le lâché.
Deux forces de même direction et de sens opposé s’applique sur l’objet : la force de pesanteur
~FP , et la force du ressort ~FR.
F⃗R
F⃗P
y
Σ~F = m · ~a =⇒ ~FP + ~FR = m · ~a
Selon l’axe y, on a
−FP + FR = m · a =⇒ a = FR − FP
m
Comme la force FR dépend de la position y, l’accélération n’est pas constante, et le mouvement
n’est pas uniformément accéléré ! On peut résoudre ce problème par simulation numérique.
Comme les deux forces s’appliquant sur l’objet sont verticales, et que l’objet est immobile au
début, le mouvement de l’objet sera rectiligne, ce qui permet d’éviter l’utilisation de vecteur.
Le programme suivant calcule et affiche les valeurs recherchées :
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m <- 4
k <- 15
g <- 9.81
te <- 0.01
t <- 0
v <- 0
y <- 0
while(t < 2){
v0 <- v
y0 <- y
FP <- m*g
FR <- -k*y
a <- (FR-FP)/m
v <- a*te+v0
y <- 0.5*a*te^2+v0*te+y0
t <- t+te
}
print(v)
print(y)
En exécutant ce programme, on obtient v ∼= 3, 45 m/s, et y ∼= −4, 59 m. Le fait que la position
y soit négative signifie que l’objet se trouve au-dessous de sa position initiale. Le fait que v
soit positif signifie que l’objet remonte à cause de la tension du ressort. Il s’agit en fait de la
remontée de la première oscillation.
Quelques remarques
1. Le problème de l’exemple précédent admet une résolution littérale. Par conséquent la ré-
solution de ce problème par simulation numérique n’est pas légitime. Cette dernière a été
donnée uniquement à titre d’exemple afin d’illustrer la mise en œuvre d’une simulation
numérique sur un problème suffisamment simple.
2. Par la résolution littéralement, on obtient
v = −g ·
√
m
k
· sin
√ k
m
· t
 ∼= 3, 38 m/s
et
y = m · g
k
·
cos
√ k
m
· t
− 1
 ∼= −4, 56 m
On voit donc que la résolution par simulation numérique présentée dans cet exemple est
peu précise.
3. On peut augmenter la précision de la simulation en diminuant la durée te de chaque
étape. Le revers de la médaille est que le nombre d’étapes à réaliser pour arriver à la
solution augmente, de même que le nombre de calculs à faire. En prenant une valeur
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de te dix fois plus petite dans l’exemple précédent, c’est-à-dire te = 0, 001 s, on obtient
v ∼= 3, 40 m/s, et y ∼= −4, 56 m, ce qui est nettement plus proche des résultats littéraux.
Lorsqu’on effectue une simulation numérique, il convient d’effectuer plusieurs simulations
avec des valeurs différentes de te et de comparer les résultats obtenus afin s’assurer que
la précision désirée est atteinte.
4. Il existe plusieurs variantes différentes de simulations numériques. La variante de simula-
tion numérique présentée ici est la plus facile à comprendre sur le plan conceptuel, mais
c’est aussi la moins précise et la moins efficace sur le plan pratique. En effet les petites
erreurs dues au fait qu’on considère un mouvement rectiligne uniformément accéléré à
chaque étape ont tendance à s’accumuler au fil de la simulation pour former au final
une erreur importante. Une variante simple et beaucoup plus précise et efficace consiste
à modifier la manière de calculer les vitesses et les positions à la sous-rubrique d). Pour
ce faire, on calcule les vitesses et les positions de la manière suivante :
~v <- ~a · te + ~v0
~r <- ~v · te + ~r0
Il est important de réaliser le calcul dans cette ordre là, c’est-à-dire d’abord calculer
la vitesse, et ensuite la position, de manière à pouvoir utiliser ~v, la nouvelle vitesse
calculée à la ligne précédente, dans le calcul de la position. Cette méthode peut paraître
incohérente pour les deux raisons suivantes :
– On utilise une formule s’appliquant au mouvement rectiligne uniforme (MRU) pour
le calcul de la position, alors qu’on utilise une formule s’appliquant au mouvement
rectiligne uniformément accéléré (MRUA) pour le calcul de la vitesse.
– Dans le calcul de la position, on utilise la nouvelle la vitesse, c’est-à-dire la vitesse à
la fin de l’étape considérée, et non la vitesse ~v0 au début de l’étape considérée.
Cependant des considérations mathématiques et physiques avancées permettent de jus-
tifier cette manière de faire et d’expliquer en quoi elle est efficace. En utilisant cette
méthode pour simuler l’exemple précédent, les lignes 14 et 15 du programme deviennent
v <- a*te+v0
y <- v*te+y0
et on obtient v = 3, 38 m/s, et y = −4, 55 m, ce qui est nettement plus précis qu’avec la
méthode présentée précédemment.
C Déroulement de la séquence d’enseignement
C.1 Première période :
La consigne de la première partie de la tâche est rappelée aux élèves et les expressions littérales
que l’on obtient sont écrites au tableau noir afin de permettre à tous les élèves de démarrer
la deuxième partie sur de bonnes bases. La consigne de la deuxième partie est distribuée et
présentée aux élèves, et le but ultime de la tâche, qui est de tenir compte de la force de
frottement de l’air, est mentionné. Ensuite, la première partie du polycopié et le corrigé de la
première partie de la tâche sont distribués aux élèves. Tout cela prend plus de 10 minutes. Une
brève présentation de la notion de programmation informatique est ensuite effectuée. Pour
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le moment, cette notion est présentée comme étant un simple « logiciel », en l’occurrence il
s’agit du logiciel « R », qui permet de réaliser des calculs numériques, et bien plus encore
(sans préciser quoi). Il est clair qu’une telle présentation est beaucoup trop simpliste, voire
même erronée, mais c’est la meilleure façon d’introduire cette notion en si peu de temps.
Pour illustrer cette notion, ainsi que l’utilisation du logiciel « R », l’exemple 1 du paragraphe
intitulé « Calcul numérique » du polycopié (y compris la sortie numérique permettant d’afficher
le résultat) est entièrement effectué au projecteur devant les élèves. Cette présentation prend
encore 10 minutes, et il reste donc 25 minutes aux élèves pour faire la deuxième partie de
la tâche. 5 minutes plus tard, les premiers élèves ont déjà terminé la deuxième partie de la
tâche et les résultats numériques sont écrits au tableau noir pour que les élèves puissent savoir
si leur résolution est correcte. Les élèves ayant terminé sont priés de commencer la troisième
partie en s’aidant du chapitre intitulé « Boucle » du polycopié. Après une dizaine de minutes,
certains élèves qui essaient de faire la troisième partie se plaignent de ne rien comprendre. Je
leur explique brièvement la notion de boucle, et les conseille sur la manière d’aborder la tâche.
A la fin de la période, l’ensemble des élèves travaillent sur la troisième partie, mais semblent
éprouver des difficultés très importantes. Le corrigé de la deuxième partie est distribué. Les
élèves ayant tous terminé la deuxième partie, aucun devoir à domicile n’est donné.
C.2 Deuxième période :
Un bref rappel de ce qui a été accompli lors de la réalisation des parties une et deux de la
tâche est présenté aux élèves : les valeurs du temps de chute jusqu’à l’ouverture du parachute
et de la vitesse du parachutiste lors de l’ouverture du parachute ont été calculées en négligeant
la force de frottement de l’air s’exerçant sur le parachutiste. Le but ultime de cette tâche, qui
est de tenir compte de cette force de frottement est ensuite rappelé : pour atteindre ce but, il
faut maîtriser la notion de boucle. Afin d’introduire le concept de boucle, l’exemple introductif
de la dernière fois est repris en considérant que l’on n’a pas qu’un seul objet de masse m = 3
kg, mais une caisse remplie de beaucoup d’objets de masses différentes, et que l’on aimerait
calculer la valeur de la force de pesanteur pour chacun des objets de la caisse. Cet exemple est
traité au projecteur. La présentation de cet exemple prend 15 minutes.
Il reste ensuite 30 minutes aux élèves pour effectuer la troisième partie de la tâche. La ma-
jorité des élèves ont des difficultés à ouvrir le fichier qu’ils ont enregistré la fois précédente.
Une explication de comment ouvrir un script avec « R » est donnée à l’ensemble de la classe.
Effectivement, cet élément manque au polycopié. Il aurait fallu ajouter un paragraphe inti-
tulé « Ouverture d’un programme précédemment sauvegardé ». Par ailleurs, une erreur ré-
currente commise par les élèves lors de cette deuxième période correspond au fait qu’ils ont
tendance à écrire l’expression mathématique d’un calcul numérique sans écrire le nom de la
variable dans laquelle le résultat du calcul doit être stocké. Par exemple, à la place d’écrire
t1 <- sqrt(2*(h0-h1)/g), ils écrivent seulement sqrt(2*(h0-h1)/g). Finalement, certains
élèves commettent l’erreur fréquente de ne pas écrire la condition de continuation correcte-
ment, et d’avoir un programme qui s’exécute à l’infini, ce qui donne l’impression que le logiciel
« R » s’est bloqué. Je dois alors leur indiquer l’icône sur lequel cliquer pour interrompre l’exé-
cution de leur programme. Idéalement, cet aspect aurait aussi dû être traité dans le polycopié.
L’élève le plus rapide termine la tâche après 10 minutes. Lorsqu’un élève a terminé, je vérifie
si ce qu’il a fait est correct. Si c’est le cas, le corrigé de la troisième partie de la tâche lui est
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distribué, ainsi que la consigne pour la quatrième partie de la tâche, et la seconde partie du
polycopié. Certains élèves se plaignent qu’il y a trop de feuilles distribuées. En effet, ils ne sont
pas habitués à recevoir autant de documents. A la fin de la période, le corrigé de la troisième
partie est distribué à ceux qui n’ont pas réussi à la terminer, et il leur est demandé de le lire
en devoir pour la prochaine période de physique la semaine suivante.
C.3 Troisième période :
La consigne de la quatrième partie de la tâche est distribuée aux élèves qui n’avaient pas fini
la troisième partie durant la deuxième période. L’objectif de la période est ensuite présenté : il
s’agit de résoudre le problème de la deuxième partie en tenant compte de la force de frottement
de l’air. Le schéma des forces est dessiné au tableau, et la raison pour laquelle il faut procéder
par simulation numérique est explicitée aux élèves, ce qui débouche sur la présentation du
principe de base de la simulation numérique et de la marche à suivre pour la réalisation d’une
simulation numérique. Cette présentation consiste en un bref résumé de ce qui est écrit dans
le polycopié. En revanche, l’exemple du polycopié n’est pas présenté afin d’éviter de dépenser
trop de temps. Pour illustrer la présentation, la marche à suivre du polycopié est projetée.
Les élèves ont de la peine à maintenir leur attention, et posent beaucoup de questions. Par
exemple « Pourquoi ce n’est pas un MRUA? », « Pourquoi est-ce qu’en un centième de seconde,
ça devient un MRUA? », « Pourquoi est-ce que ~v0, ça devient ~v ? ». J’ai le sentiment qu’ils ont
beaucoup de difficultés à comprendre mon explication malgré tout le travail qui a été fait en
amont pour élaborer une explication compréhensible par les élèves. La présentation nécessite
15 minutes. La seconde partie du polycopié est distribuée aux élèves qui n’avaient pas fini la
troisième partie durant la deuxième période. Les valeurs numériques qui doivent être obtenues
en réalisant le point l) de la quatrième partie de la tâche sont écrites au tableau noir afin que
les élèves puissent savoir si ce qu’ils obtiennent est correct ou pas.
Certains élèves ont de la peine à savoir comment s’y prendre pour démarrer la tâche. Je les
incite à lire le polycopié et à s’inspirer de l’exemple présenté dans ce dernier.
Une difficulté récurrente est constituée par le fait que certains élèves ne comprennent pas
la logique du schéma de la marche à suivre, et écrivent par exemple m <- nombre à la place
d’écrire m <- 80. Une autre difficulté concerne la syntaxe pour élever un nombre à une certaine
puissance. En effet, c’est la première fois que les élèves doivent utiliser cette commande.
A la fin de la période personne n’a encore terminé le point l) de la tâche, mais les meilleurs
sont sur le point de le terminer. Durant les 2 dernières minutes de la période, les graphiques
que l’on peut obtenir en réalisant le point m) sont rapidement présentés au projecteur, puis le
corrigé de la dernière partie est distribué aux élèves.
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D Questionnaire anonyme
Oui Non (En cas de doute, cocher la case du milieu.)
2 2 2 J’ai l’impression d’avoir compris en quoi consiste la programmation
informatique.
2 2 2 J’ai l’impression d’avoir compris en quoi consiste la simulation numérique.
2 2 2 J’ai l’impression d’être capable de résoudre un problème de dynamique
par simulation numérique.
2 2 2 Je trouve la méthode de résolution de problème par simulation numérique
plus simple que la méthode habituelle de résolution littérale des problèmes
de physique.
2 2 2 J’ai bien aimé cet exercice car j’aime bien travailler sur un ordinateur.
2 2 2 J’ai bien aimé cet exercice car il s’agissait de résoudre un problème plus
concret et plus intéressant que d’habitude.
2 2 2 J’aime bien la méthode de résolution de problèmes par simulation numé-
rique car elle permet de résoudre des problèmes de physique plus com-
plexes, mais aussi plus concrets et donc plus intéressants, et l’on peut
trouver des réponses plus réalistes.
2 2 2 Durant la réalisation de cet exercice, j’étais impatient d’obtenir le résultat
final parce que ce problème de parachutisme m’intéresse réellement.
2 2 2 Durant la réalisation de cet exercice, j’étais impatient d’obtenir le résultat
final pour savoir s’il y a une différence importante entre le résultat obtenu
par résolution littérale (en négligeant les frottements) et le résultat obtenu
par simulation numérique.
2 2 2 Je n’ai pas apprécié cet exercice car j’avais l’impression de ne pas com-
prendre pourquoi est-ce qu’il y a besoin de procéder différemment de
d’habitude.
2 2 2 Je n’ai pas apprécié cet exercice car il m’a semblé ne rien comprendre à
ce qu’il fallait faire.
2 2 2 Je n’ai pas apprécié cet exercice car il y avait trop de nouvelles informa-
tions en même temps, et je ne savais pas sur quoi focaliser mon attention.
2 2 2 Je pense que la réalisation de cet exercice est une opportunité pour mieux
comprendre la dynamique.
2 2 2 Je pense que la réalisation de cet exercice est une opportunité pour ap-
prendre la programmation informatique.
2 2 2 Durant la résolution de cet exercice, j’ai appris de nouvelles choses sur la
dynamique et/ou j’ai mieux compris certains concepts de dynamique.
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Pourquoi doit-on recourir à la simulation numérique pour résoudre certains problèmes ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Essayer de donner deux raisons pour lesquelles l’accélération du parachutiste n’est pas constante ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Pourquoi la durée te d’une étape de simulation numérique doit-elle être très courte ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Pourquoi utilise-t-on la durée te d’une seule étape de simulation numérique dans la formule du
calcul de la vitesse, et pas la durée totale t de la simulation ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Pourquoi le calcul de l’altitude doit-il se faire à l’intérieur de la boucle ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Pourquoi au début de chaque étape de la simulation, la valeur de l’altitude initiale doit-elle
prendre la valeur de l’altitude finale de l’étape précédente ?
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . .
Oui Non
2 2 2 J’ai utilisé le polycopié pour répondre à une ou à
plusieurs des questions ci-dessus.
2 2 2 J’ai utilisé le corrigé pour répondre à une ou à plu-
sieurs des questions ci-dessus.
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E Analyse des programmes des élèves
Avant toutes choses, il convient de préciser que certains élèves n’ont pas enregistré leur travail
dans le bon répertoire, ce qui n’a pas permis de le récupérer. En moyenne, une dizaine de
travaux d’élèves ont pu être analysés à chaque période. Par conséquent, les pourcentages donnés
ci-après sont arrondis à 10% près pour ne pas donner une fausse impression de précision.
Les programmes que les élèves ont rédigé ont été dupliqués pour obtenir deux versions iden-
tiques de chaque programme. La première version est considérée comme la version d’origine
réalisée par l’élève, et a été protégée en écriture. La seconde version est destinée à être testée
pour détecter toute erreur de manière rigoureuse, ce qui implique de modifier le fichier pour
compléter ce que l’élève n’a pas eu le temps d’écrire, ou pour corriger une première erreur afin
de pouvoir exécuter le programme pour détecter une deuxième erreur, et ainsi de suite.
En ce qui concerne la deuxième partie de la tâche, tous les élèves ont rédigé un programme
parfaitement correct qui s’exécute correctement, et qui effectue la tâche attendue.
En ce qui concerne la troisième partie, plus de 90% des élèves ont rédigé un programme
parfaitement correct qui s’exécute sans erreur, et qui effectue la tâche attendue. L’unique
élève ayant rédigé un programme erroné, d’une part, a écrit « while » avec une majuscule, ce
qui empêche l’exécution du programme, et, d’autre part, a écrit « h0 <- 5000+100 »à la place
d’écrire « h0 <- h0+100 », ce qui aurait impliqué une exécution perpétuelle du contenu de la
boucle.
En ce qui concerne la quatrième partie, aucun n’élève n’a réussi à rédiger un programme correct
et achevé, s’exécutant sans erreur. Un premier élève a rédigé un programme achevé qui contient
seulement une malheureuse faute de frappe empêchant l’exécution du programme. Un second
élève a rédigé un programme achevé qui contient également une faute de frappe, ainsi que
deux erreurs de signe (l’élève a écrit « a <- (FF+FP)/m », et « t <- t-te »à la place d’écrire
respectivement « a <- (FF-FP)/m », et « t <- t+te »). Cet élève a également omis d’écrire
un opérateur de multiplication (l’élève a écrit « FF <- alpha*v^2(1-beta*y)^gamma », à la
place d’écrire « FF <- alpha*v^2*(1-beta*y)^gamma »). Il s’agit des deux seuls élèves ayant
terminé la rédaction de leur programme avant la fin de la période. Un troisième élève a rédigé
un programme parfaitement correct s’exécutant sans aucune erreur, mais n’affichant aucun
résultat. Les deux dernières lignes du programme, qui affichent le résultat, étaient absentes.
L’élève en question n’a probablement pas eu le temps de les écrire. En somme, 60% des élèves
ont rédigé au moins un tiers du programme correctement, 50% des élèves ont rédigé au moins
la moitié du programme correctement, et seulement 40% des élèves ont rédigé au moins les
trois quart du programme correctement. Voici une liste des principales erreurs commises par
les élèves :
– Utilisation de variables non initialisées précédemment.
– Oubli de la fermeture de l’accolade de la boucle.
– Confusion entre y et y0.
– Nombres à virgule écrits avec une virgule et non un point.
– Confusion entre y, ~r, et/ou γ.
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F Résultats des questionnaires
Le tableau suivant résume les résultats du questionnaire. Les nombres indiqués dans les colonne
« Oui » et « Non » correspondent aux pourcentages d’élèves ayant répondu respectivement
« Oui » et « Non ». Le nombre écrit entre parenthèses après chaque question correspond au
numéro de la variable à laquelle la question se rapporte (voir paragraphe 4.2). Le fait que les
élèves avaient la possibilité de cocher une case d’indécision explique le fait que la somme des
pourcentages soit en général inférieur à 100%
Oui Non
1. 20 70 J’ai l’impression d’avoir compris en quoi consiste la
programmation informatique. (2)
2. 10 40 J’ai l’impression d’avoir compris en quoi consiste la
simulation numérique. (1)
3. 10 90 J’ai l’impression d’être capable de résoudre un pro-
blème de dynamique par simulation numérique. (1)
4. 0 80 Je trouve la méthode de résolution de problème par
simulation numérique plus simple que la méthode ha-
bituelle de résolution littérale des problèmes de phy-
sique. (3)
5. 0 60 J’ai bien aimé cet exercice car j’aime bien travailler
sur un ordinateur. (3)
6. 0 80 J’ai bien aimé cet exercice car il s’agissait de ré-
soudre un problème plus concret et plus intéressant
que d’habitude. (3)
7. 10 70 J’aime bien la méthode de résolution de problèmes
par simulation numérique car elle permet de résoudre
des problèmes de physique plus complexes, mais aussi
plus concrets et donc plus intéressants, et l’on peut
trouver des réponses plus réalistes. (3)
8. 0 80 Durant la réalisation de cet exercice, j’étais impatient
d’obtenir le résultat final parce que ce problème de
parachutisme m’intéresse réellement. (3)
9. 10 70 Durant la réalisation de cet exercice, j’étais impatient
d’obtenir le résultat final pour savoir s’il y a une dif-
férence importante entre le résultat obtenu par réso-
lution littérale (en négligeant les frottements) et le
résultat obtenu par simulation numérique. (3)
10. 70 20 Je n’ai pas apprécié cet exercice car j’avais l’impres-
sion de ne pas comprendre pourquoi est-ce qu’il y a
besoin de procéder différemment de d’habitude. (3)
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Oui Non
11. 70 0 Je n’ai pas apprécié cet exercice car il m’a semblé ne
rien comprendre à ce qu’il fallait faire. (3)
12. 60 30 Je n’ai pas apprécié cet exercice car il y avait trop
de nouvelles informations en même temps, et je ne
savais pas sur quoi focaliser mon attention. (3)
13. 20 80 Je pense que la réalisation de cet exercice est une
opportunité pour mieux comprendre la dynamique.
(4)
14. 20 40 Je pense que la réalisation de cet exercice est une
opportunité pour apprendre la programmation infor-
matique. (4)
15. 0 90 Durant la résolution de cet exercice, j’ai appris de
nouvelles choses sur la dynamique et/ou j’ai mieux
compris certains concepts de dynamique. (3)
16. 10 80 J’ai utilisé le polycopié pour répondre à une ou à
plusieurs des questions ci-dessus. (4)
17. 0 100 J’ai utilisé le corrigé pour répondre à une ou à plu-
sieurs des questions ci-dessus. (4)
En ce qui concerne les réponses aux questions ouvertes, elles permettent d’avoir une vague
idée du degré de compréhension des élèves en ce qui concerne la simulation numérique et la
programmation informatique, ainsi que du degré de compréhension de la situation physique
considérée. Selon les réponses à ces questions, 50% des élèves n’ont strictement rien compris
à la simulation numérique, 30% des élèves ont une mauvaise compréhension de la simula-
tion numérique, 20% ont une compréhension partielle, et aucun élève n’a une compréhension
satisfaisante de la simulation numérique. Quant à la programmation informatique, 10% des
élèves n’ont strictement rien compris à la programmation informatique, 50% ont une mauvaise
compréhension de la programmation informatique, 40% ont une compréhension partielle de la
programmation informatique, et aucun élève n’a une compréhension satisfaisante de la pro-
grammation informatique. Finalement 80% des élèves ont une compréhension partielle de la
situation physique considérée, 10% ont une compréhension satisfaisante de la situation phy-
sique considérée, et 10% ont une bonne compréhension de la situation physique considérée.
Bien entendu, les pourcentages indiqués ci-dessus sont extrêmement subjectif car il est difficile
de juger du degré de compréhension à partir de réponses à des questions. Il faut dont considérer
ces résultats comme n’étant que de vagues tendances approximatives.
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G Amélioration de la séquence d’enseignement
G.1 Modification de la marche à suivre du polycopié distribué
aux élèves
Comme discuté dans le paragraphe 6, une possibilité d’amélioration serait de baser la séquence
d’enseignement sur la boucle a priori à la place d’utiliser la boucle a postériori. Dans ce
cas, la « Marche à suivre pour la réalisation d’une simulation numérique d’un problème de
dynamique », contenue dans le polycopié distribué aux élèves serait la suivante :
1. Déclaration des grandeurs physiques intervenant dans le problème à simuler :
m = nombre;
g = 9.81;
2. Déclaration de la durée d’une étape :
te = 0.01;
3. Déclaration des valeurs initiales des variables :
t = nombre;
~v0 = vecteur;
~r0 = vecteur;
4. Boucle :
do
~F1 = expression mathématique;
~F2 = expression mathématique;
~F3 = expression mathématique;
...
~a =
Σ~F
m
;
~v = ~a · te + ~v0;
~r = 12 · ~a · t2e + ~v0 · te + ~r0;
t = t+ te;
~v0 = ~v;
~r0 = ~r;
until(condition d’arrêt)
5. Diverses commandes pour obtenir les valeurs qui nous intéressent.
6. Affichage des valeurs qui nous intéressent :
nombre
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G.2 Modification du corrigé du point l)
Comme discuté dans le paragraphe 6, une possibilité d’amélioration serait de baser la séquence
d’enseignement sur la boucle a priori à la place d’utiliser la boucle a postériori. Dans ce cas, le
corrigé du point l) (quatrième partie de la tâche donnée à faire aux élèves), serait le suivant :
m = 80;
alpha = 0.244;
beta = 2.26E-5;
gamma = 4.255;
h0 = 5000;
h1 = 1500;
g = 9.81;
te = 0.01;
t = 0;
v0 = 0;
y0 = h0;
do
FP = m*g;
FF = alpha*v0^2*(1-beta*y0)^gamma;
a = (FF-FP)/m;
v = a*te+v0;
y = 0.5*a*te^2+v0*te+y0;
t = t+te;
v0 = v;
y0 = y;
until(y<h1)
t1 = t;
v1 = v;
t1
v1
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G.3 Ajout d’un schéma
Le schéma suivant devrait être ajouté au polycopié distribué aux élèves, dans le chapitre
« Principe de base de la simulation numérique » :
traje
ctoi
re
Étape 1 : Étape 2 : Étape 3 :
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