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Abstrakt
Pra´ce se zaby´va´ metodou spektra´lnı´ho sledova´nı´ paprsku˚ a jejı´m prˇı´nosem prˇi synteti-
zova´nı´ obrazu˚. Jsou prˇedstaveny opticke´ jevy a vlastnosti rea´lny´ch materia´lu˚ za´visle´ na
vlnove´ de´lce sveˇtla. Prakticka´ cˇa´st se veˇnuje implementacı´ jak pro CPU, tak i pro GPU s
vyuzˇitı´m NVIDIA OptiX SDK.
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Abstract
Thesis consults spectral ray tracing and its benefits toward synthetic image generation.
Optical laws and wavelength dependant properties of materials are introduced. Practical
part pursues implementation for both CPU and GPU, later using NVIDIA OptiX SDK.
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master thesis
Seznam pouzˇity´ch zkratek a symbolu˚
CPU – Central Processing Unit
GPU – Graphics Processing Unit
CUDA – Compute Unified Device Architecture
SDK – Software Development Kit
GLSL – OpenGL Shading Language
OMP – Open Multi-Processing
MPI – Open Message Passing Interface
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51 U´vod
Pocˇı´tacˇova´ syntetizace fotorealisticky´ch obrazu˚ je oblastı´ pocˇı´tacˇove´ grafiky, ktera´ dovo-
luje vykreslit jakoukoliv umeˇle vytvorˇenou sce´nu tak, jak by vypadala v rea´lne´m sveˇteˇ.
Ovsˇem i prˇes skveˇle´ vy´sledky je sta´le potrˇeba tuto oblast zdokonalovat, jelikozˇ se kvu˚li
vy´pocˇetnı´m na´roku˚m sta´le zjednodusˇujı´ a aproximujı´ patrˇicˇne´ fyzika´lnı´ za´kony. V tomto
textu se podı´va´me na metodu zvanou spektra´lnı´ ray tracing (chcete-li spektra´lnı´ traso-
va´nı´), ktera´ umozˇnˇuje vypocˇı´tat jevy vznikajı´cı´ na rozhranı´ ru˚zny´ch opticky´ch prostrˇedı´.
Nejprve si prˇedstavı´me metodu beˇzˇne´ho ray tracingu, z neˇj odvozene´ho spektra´lnı´ho
trasova´nı´ a jake´ toto vylepsˇenı´ prˇina´sˇı´ vy´hody anevy´hody.Da´le se podı´va´mena teoreticke´
podklady, ktere´ je pro implementaci tohoto algoritmu potrˇeba zna´t. Zde si popı´sˇeme co
je vlastneˇ sveˇtlo, jake´ opticke´ vlastnosti majı´ materia´ly v rea´lne´m sveˇteˇ a jake´ opticke´
za´kony jich vyuzˇı´vajı´.
V prakticke´ cˇa´sti je popsa´no NVIDIA OptiX SDK, ktere´ nabı´zı´ vyuzˇitı´ graficky´ch
akcelera´toru˚ s podporou technologie CUDA pro vy´pocˇet algoritmu˚ ray tracingu. Take´ se
budeme zaby´vat implementacı´ spektra´lnı´ho trasova´nı´, a to jak na CPU, tak i na GPU s
vyuzˇitı´m vy´sˇe zmı´neˇne´ho NVIDIA OptiX SDK. Nakonec tyto implementace podrobı´me
testova´nı´ vy´konu.
62 Ray tracing
Metoda sledova´nı´ paprsku˚, neboli ray tracing, je velmi popula´rnı´m prˇı´stupem prˇi syn-
tetizaci pocˇı´tacˇovy´ch obrazu˚. Je to hlavneˇ dı´ky tomu, zˇe v umeˇly´ch sce´na´ch umozˇnˇuje
vypocˇı´tat sˇı´rˇenı´ sveˇtla s ohledem na vesˇkere´ opticke´ za´kony. Proto jsou tyto syntetizo-
vane´ obrazy velmi kvalitnı´. Vy´pocˇet probı´ha´ sledova´nı´m sˇı´rˇenı´ paprsku˚ sveˇtla ve sce´neˇ,
tedy paprsku˚, ktere´ vycha´zejı´ ze sveˇtelne´ho zdroje. Ve sce´neˇ je pak umı´steˇna kamera s
pru˚meˇtnou. Kamera prˇedstavuje oko pozorovatele a pru˚meˇtna vy´sledny´ obraz, do kte-
re´ho se ukla´dajı´ barvy z paprsku˚, ktere´ do nı´ dopadnou. Prˇi tomto prˇı´stupu se vsˇak pocˇı´ta´
spousta paprsku˚, ktere´ do pru˚meˇtny nikdy nedopadnou a pouze prodluzˇujı´ vy´pocˇet bez
jake´hokoliv prˇispeˇnı´ do obrazu. Z tohoto du˚vodu se trasova´nı´ rˇesˇı´ jako zpeˇtne´ sledova´nı´
paprsku˚, kdy jsou paprsky vysı´la´ny z kamery skrz pru˚meˇtnu do sce´ny a pocˇı´ta´ se pouze
jejich sˇı´rˇenı´ sce´nou. Tak se zajistı´, zˇe zˇa´dny´ paprsek nenı´ sledova´n zbytecˇneˇ.
Algoritmus se zpravidla implementuje rekurzivneˇ, tj. rekurzivnı´ ray tracing. Je to
proto, zˇe bez rekurze by vy´sledky trasova´nı´ sce´ny byly znacˇneˇ neu´plne´, chybeˇly by
odrazy a naprˇı´klad sklo by nebylo pru˚hledne´. Proto se prˇi dopadu kazˇde´ho paprsku
vysˇle z mı´sta dopadu dalsˇı´ paprsek, jehozˇ smeˇr se urcˇı´ podle geometricky´ch a opticky´ch
za´konu˚. Tak na´m vznikne rekurze, ktera´ zarucˇı´ kvalitneˇjsˇı´ vy´sledek. Za´rovenˇ se vsˇak
trasova´nı´ sta´va´ cˇasoveˇ velmi na´rocˇny´m a proto nevhodny´m pro simulace v rea´lne´m cˇase,
acˇkoliv soucˇasne´ technologie jizˇ umozˇnˇujı´ i tento prˇı´stup.
2.1 Whittedu˚v ray tracing
Whittedu˚v ray tracing je asi nejzna´meˇjsˇı´ algoritmus pro rekurzivnı´ sledova´nı´ paprsku˚.
Z kamery se skrz pru˚meˇtnu vysı´lajı´ tzv. prima´rnı´ paprsky. Pro neˇ zjisˇt’ujeme pru˚secˇı´ky s
objekty sce´ny. Z kazˇde´ho tohoto pru˚secˇı´ku se pote´ vysı´lajı´ sekunda´rnı´ paprsky. Teˇmito
paprsky jsou shadow ray - paprsek vyslany´ ke zdroji sveˇtla, oveˇrˇuje, zda je pru˚secˇı´k
dany´m sveˇtlem osvı´cen. Da´le pak reflected ray - paprsek odrazˇeny´ od povrchu da´le do
sce´ny a transmitted ray - paprsek, ktery´ vlivem lomu sveˇtla na rozhranı´ dielektricky´ch
prostrˇedı´ procha´zı´ teˇlesem. Rekurzivneˇ se pak tento postup opakuje pro kazˇdy´ odrazˇeny´



















Obra´zek 1: Uka´zka pru˚chodu Whittedova algoritmu sce´nou
7Na obra´zku je tento postup zna´zorneˇn. Paprsky p jsou vysı´la´ny ze strˇedu projekce
pru˚meˇtnou do sce´ny. Ty pak narazı´ na objektyA - nepru˚hledne´ teˇleso nebo B - dielektricke´
teˇleso. Od nich se nada´le odra´zˇı´ (r) nebo la´mou (t) podle norma´ly n v mı´steˇ dopadu. V
kazˇde´m mı´steˇ dopadu je pak kontrolova´no prˇı´me´ osveˇtlenı´ l.
Du˚lezˇity´m krokem je urcˇit maxima´lnı´ hloubku rekurze. Urcˇiteˇ nechceme, aby se al-
goritmus zanorˇoval do nekonecˇna. Proto se nejcˇasteˇji prˇedem definuje pozˇadovana´ ma-
xima´lnı´ hloubka rekurze, resp. jina´ ukoncˇovacı´ krite´ria. Na´sledujı´cı´ pseudoko´dy byly
prˇevzaty z textu [1] a upraveny do jazyka C++
{Ray je struktura obsaujici pocatek a smer paprsku.}
for ( int i = 0; i < image width; i++ )
{
for ( int j = 0; j < image height; j++ )
{
Ray ray = paprsek z kamery do pixelu (i, j )
Image(i, j ) = RayTrace( ray, 0 ) ;
}
}
Vy´pis 1: Pseudoko´d pro Whittedu˚v ray tracing
z ko´du vyply´va´, zˇe veˇtsˇinu pra´ce obstara´va´ funkce RayTrace. Ta pak vypada´ na´sledovneˇ
{Ray je struktura obsaujici pocatek a smer paprsku.}
{Color je vektor barevnych slozek r, g, b.}
Color RayTrace( Ray ray, int depth )
{
Jestlize depth > max depth vrat (0, 0, 0);
Najdi nejblizsi prusecik paprsku s objekty sceny;
Jestlize prusecik neexistuje, vrat (0, 0, 0);
X = prusecik nejblizsi pocatku paprsku;
Ray reflected = paprsek odrazeny v X;
Color Ir = RayTrace( reflected, depth + 1 ) ;
Ray refracted = paprsek lomeny v X;
Color It = RayTrace( refracted, depth + 1 ) ;
Color Il = intenzita v bode X od svetelnych zdroju;
Color c = Il + KrIr + KtIt ;
vrat c;
}
Vy´pis 2: Pseudoko´d funkce RayTrace
2.2 Spektra´lnı´ ray tracing
Vy´sledky beˇzˇne´ho ray tracingu, acˇkoliv jsou dobre´, nejsou sta´le opticky zcela spra´vne´.
Je to da´no mimo jine´ i tı´m, zˇe je ignorova´na vlnova´ povaha sveˇtla a vlastnostı´ materia´lu˚.
Tento nedostatek se snazˇı´ odstranit metody spektra´lnı´ho trasova´nı´. Zde se pra´veˇ vlnova´
povaha sveˇtla uvazˇuje a dı´ky tomu tento prˇı´stup doka´zˇe simulovat i vlnoveˇ za´visle´ op-
ticke´ jevy zpu˚sobene´ chromatickou disperzı´. Takzˇe lze trasovat naprˇı´klad duhu nebo
chromatickou aberaci. Nejjednodusˇsˇı´m zpu˚sobem, jak spektra´lnı´ trasova´nı´ implemento-
vat, je u´prava Whittedova algoritmu.
83 Teoreticke´ podklady
Abychom doka´zali spektra´lnı´ ray tracing implementovat, je potrˇeba sezna´mit se s po-
vahou sveˇtla a jeho chova´nı´m v rea´lne´m sveˇteˇ. Jelikozˇ je vsˇak sveˇtlo z pohledu fyziky
znacˇneˇ komplikovane´, budeme se zaby´vat pouze vlastnostmi, ktere´ jsou relevantnı´ pro
spektra´lnı´ trasova´nı´. Da´le si prˇedstavı´me akceleracˇnı´ struktury a barevne´ prostory, ktere´
take´ tvorˇı´ du˚lezˇitou cˇa´st implementace.
3.1 Sveˇtlo
Sveˇtlo jako takove´ je elektromagneticke´ za´rˇenı´, bez ohledu na jeho vlnovou de´lku. Na´s
vsˇak zajı´ma´ viditelne´ sveˇtlo, tedy elektromagneticke´ za´rˇenı´ o vlnove´ de´lce v rozmezı´
prˇiblizˇneˇ 380nm – 780nm. Tyto vlnove´ de´lky je lidske´ oko schopno vnı´mat a zpracova´-
vat je v obraz okolnı´ho sveˇta. Z historicke´ho pohledu se cha´pa´nı´ sveˇtla znacˇneˇ meˇnilo.
Naprˇı´klad Newton veˇrˇil, zˇe sveˇtlo je mechanicky´ proud cˇa´stic. Tyto cˇa´stice byly popsa´ny
jako tzv. cˇerna´ teˇlesa, tedy teˇlesa, ktera´ zˇa´dne´ sveˇtlo neodra´zˇı´. Tato teorie vsˇak nedoka´zala
uspokojiveˇ objasnit lom sveˇtla. Pozdeˇji prˇisˇla vlnova´ teorie, ktera´ prˇinesla nove´ poznatky.
Mezi neˇ patrˇı´ naprˇı´klad barva sveˇtla nebo jeho polarizace. Slabinou te´to teorie je vsˇak
prˇedpoklad, zˇe vlny k prˇenosu potrˇebujı´ neˇjake´me´dium. Proto se sveˇtlo nejcˇasteˇji uvazˇuje
jako obojı´, cˇa´stice i vlna. Nynı´ se blı´zˇe podı´va´me na sˇı´rˇenı´ sveˇtla prostrˇedı´m. Docha´zı´ zde
k du˚lezˇity´m jevu˚m.
3.1.1 Lom sveˇtla
Jednı´m z teˇchto jevu˚ je lom sveˇtla. K tomu docha´zı´ v prˇı´padeˇ, zˇe vlna prˇecha´zı´ z jednoho
opticke´ho prostrˇedı´ do jine´ho. Typicky´m prˇı´kladem je naprˇı´klad rozhranı´ vzduch - sklo.
Prˇi lomu sveˇtla za´rovenˇ docha´zı´ k jeho zpomalenı´ oproti rychlosti ve vakuu. Toto zpoma-
lenı´ je vyja´drˇeno indexem lomu (kapitola 3.2.5). Tı´m take´ docha´zı´ ke zmeˇneˇ vlnove´ de´lky.
Dı´ky tomu lze naprˇı´klad bı´le´ sveˇtlo pomocı´ hranolu rozlozˇit na jeho barevne´ slozˇky. To-
muto jevu se take´ rˇı´ka´ disperze sveˇtla (chromaticka´ disperze) a je tedy za´visla´ na vlnove´
de´lce. Dielektricke´ materia´ly, jak si rˇekneme pozdeˇji, majı´ pro ru˚zne´ vlnove´ de´lky ru˚zny´
index lomu, cozˇ je prˇı´cˇina zmı´neˇne´ disperze. Prˇı´my´m du˚sledkem lomu sveˇtla je naprˇı´klad
zna´me´ zkreslenı´ polohy objektu˚ umı´steˇny´ch ve vodeˇ.
Obra´zek 2: Uka´zka chromaticke´ disperze
9Vlivem chromaticke´ disperze pak mu˚zˇe v za´vislosti na vlastnostech disperznı´ho pro-
strˇedı´ docha´zet k dalsˇı´m jevu˚m, ktere´ se mohou projevovat jak uvnitrˇ, tak vneˇ tohoto
prostrˇedı´. Prvnı´ z teˇchto jevu˚ je chromaticka´ aberace a je to jev tzv. vnitrˇnı´ (vidı´me jej uv-
nitrˇ prostrˇedı´). Tento jev se vyskytuje u cˇocˇky, poprˇ. slozˇiteˇjsˇı´ch opticky´ch soustav cˇocˇek.
Docha´zı´ zde k tomu, zˇe ohniskova´ vzda´lenost cˇocˇky se meˇnı´ v za´vislosti na vlnove´ de´lce.
To je zpu˚sobeno tı´m, zˇe index lomu zpravidla nenı´ pro vsˇechny vlnove´ de´lky konstantnı´.
Vy´sledkem tohoto jevu je barevne´ lemova´nı´ v mı´stech, kde sousedı´ sveˇtle´ a tmave´ cˇa´sti
obrazu. Druhy´ jev se projevuje navenek a zna´me jej naprˇı´klad jako duhu prˇi desˇti. Opeˇt
prˇi vstupu sveˇtla do prostrˇedı´ (v tomto prˇı´padeˇ vody) docha´zı´ k jeho rozptylu. Tyto roz-
pty´lene´ paprsky sveˇtla se pak uvnitrˇ kapky opeˇt odrazı´ ven, kde je pak mu˚zˇeme spatrˇit v
atmosfe´rˇe jako duhu. O te´to duze se rˇı´ka´, zˇe vznikla odrazem. Je to proto, zˇe vidı´me roz-
pty´lene´ sveˇtlo odrazˇene´ uvnitrˇ kapek, kdy sluncemusı´memı´t za sebou. Dalsˇı´m prˇı´padem
je duha vznikla´ prˇi pru˚chodu sveˇtla hranolem. Princip je stejny´ jako u atmosfe´ricke´ duhy,
pouze s tı´m rozdı´lem, zˇe duhu nevidı´me dı´ky odrazu uvnitrˇ hranolu, ale jsou to paprsky,
ktere´ hranolem projdou. Prˇi vstupu do prostrˇedı´ je sveˇtlo rozpty´leno a prˇi vy´stupu je
jesˇteˇ jednou lomeno. K rozptylu uzˇ vsˇak nedocha´zı´, protozˇe paprsky jizˇ veˇtsˇinou prˇena´sˇı´
jednu vlnovou de´lku. Tato duha tedy vznika´ refrakcı´ sveˇtla.
3.1.2 Absorpce sveˇtla
Dalsˇı´m jevem, ke ktere´mu docha´zı´ prˇi sˇı´rˇenı´ sveˇtla, je absorpce. Prˇi dopadu sveˇtla na
povrch docha´zı´ k jeho cˇa´stecˇne´mu pohlcenı´, prˇicˇemzˇ se povrch za´rovenˇ slabeˇ zahrˇeje.
Proto se sveˇtlo odrazˇene´ od povrchu jizˇ nejevı´ tak jasne´, jako jeho pu˚vodnı´ zdroj. Kazˇdy´
atom, ze ktere´ho se povrch skla´da´, prˇitompohlcuje urcˇitou vlnovou de´lku. Barva povrchu
tedy za´lezˇı´ na jeho slozˇenı´, tj. na tom, ktere´ vlnove´ de´lky pohlcuje a ktere´ nikoli. Absorpce
se obecneˇ deˇlı´ na 3 skupiny
1. Selektivnı´ absorpce - docha´zı´ k pohlcova´nı´ pouze urcˇite´ cˇa´sti spektra. Ve spek-
tru sveˇtla se po absorpci nenacha´zı´ frekvence, ktere´ byly absorbova´ny povrchem.
Selektivnı´ absorpce se vyskytuje u veˇtsˇiny la´tek a tı´m zaprˇı´cˇinˇuje jejich obarvenı´.
2. Neutra´lnı´ absorpce - sveˇtlo je v dane´m rozsahu pohlcova´nı´ stejnou mı´rou.
3. Spojita´ a cˇa´rova´ absorpce - spojita´ absorpce znamena´, zˇe je sveˇtlo pohlcova´no
ve vsˇech vlnovy´ch de´lka´ch. Naopak cˇa´rova´ absorpce popisuje pohlcova´nı´ sveˇtla
pouze v urcˇity´ch spektra´lnı´ch cˇara´ch (zpu˚sobuje tak nedostatek fotonu˚ v u´zke´m
frekvencˇnı´m pa´smu).
Absorpcı´ sveˇtla prˇi pru˚chodu dielektricky´m prostrˇedı´m se da´le zaby´va´ kapitola 3.6 po-
pisujı´cı´ Beer-Lambertu˚v za´kon.
3.1.3 Velicˇiny
Nynı´ se podı´vejme na vlastnosti sveˇtla, ktere´ na´s zajı´majı´. Jsou jimi amplituda, vlnova´
de´lka a polarizace.
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Amplituda - zastupuje energii prˇena´sˇenou na dane´ vlnove´ de´lce, tedy energii, kterou
pak lidske´ oko vnı´ma´ jako jas barvy.
Vlnova´ de´lka - kazˇda´ vlnova´ de´lka viditelne´ho sveˇtla je lidsky´m okem vnı´ma´na jako
urcˇita´ barva. Ru˚zne´ barevne´ odstı´ny pak vznikajı´ dı´ky zastoupenı´ vı´ce vlnovy´ch de´lek ve
sveˇtle dopadajı´cı´m na sı´tnici oka.
Polarizace - polarizacı´ obecne´ho elektromagneticke´ho vlneˇnı´ rozumı´me, zˇe vy´chylky
vlny probı´hajı´ pouze v urcˇite´m smeˇru vu˚cˇi smeˇru jejı´ho sˇı´rˇenı´. Sveˇtlo je vsˇak obecneˇ
nepolarizovane´, tedy kmita´ chaoticky v ru˚zny´ch smeˇrech. K polarizaci sveˇtla mu˚zˇe dojı´t
naprˇı´klad prˇi dopadu vlny na rozhranı´ dvou dielektricky´ch prostrˇedı´ nebo pouzˇitı´m
polarizacˇnı´ho filtru. Uvazˇujme rovinu, ktera´ je definova´na smeˇrem sˇı´rˇenı´ sveˇtla a vektoru,
jenzˇ je kolmy´ na povrch dopadu, tedy norma´lu dane´ho bodu. Pak mu˚zˇe dojı´t k polarizaci
sveˇtla, resp. slozˇek jeho elektromagneticke´ho pole. Prvnı´m prˇı´padem je sveˇtlo, ktere´ je
polarizova´no paralelneˇ s rovinou dopadu. To oznacˇujeme symbolem p - parallel. Druhy´m
vy´sledkem je sveˇtlo polarizovane´ kolmo na danou rovinu. To je oznacˇeno s - z neˇmecke´ho
senkrecht, cozˇ v prˇekladu znamena´ ”kolmy´”. V prakticke´ implementaci jsou vsˇak tyto
prˇı´padypolarizace uvazˇova´ny pouze beˇhemvy´pocˇtu odrazivosti a transmisivity povrchu
ve Fresnelovy´ch rovnicı´ch, viz kapitola 3.5.
3.2 Fotometrie
Fotometrie je veˇda zaby´vajı´cı´ se meˇrˇenı´m sveˇtla pomocı´ ru˚zny´ch velicˇin a jak je vnı´ma´
lidske´ oko. To nenı´ stejneˇ citlive´ na vsˇechny vlnove´ de´lky. Fotometrie se toto snazˇı´ zo-
hlednit va´zˇenı´m energie na kazˇde´ vlnove´ de´lce hodnotou, ktera´ prˇedstavuje citlivost oka
pro danou vlnovou de´lku.
Sveˇtoveˇ uzna´vanou organizacı´, ktera´ se fotometriı´ zaby´va´, je komise CIE - Commis-
sion internationale de l’e´clairage, v prˇekladu Mezina´rodnı´ komise pro osveˇtlova´nı´. Do
jejı´ho zameˇrˇenı´ patrˇı´ zkouma´nı´ sveˇtla, osveˇtlova´nı´, barev a barevny´ch prostoru˚. V sou-
cˇasnosti majı´ 7 aktivnı´ch divizı´, jejichzˇ blizˇsˇı´ popis je k dispozici online [2]. Mezi jedny z
nejdu˚lezˇiteˇjsˇı´ch prˇı´nosu˚ te´to komise patrˇı´ definova´nı´ barevny´ch prostoru˚ CIE XYZ a CIE
RGB, referencˇnı´ch sveˇtelny´ch zdroju˚, standardnı´ho pozorovatele a funkcı´ poskytujı´cı´ch
matematicky´ popis chromaticke´ odezvy tohoto pozorovatele. Komise CIE da´le poskytuje
ru˚zna´ kolorimetricka´ data volneˇ ke stazˇenı´ [3].
Dalsˇı´ oblastı´, ktera´ se zaby´va´ barvami, je kolorimetrie. Ta se snazˇı´ kvantifikovat a
fyzika´lneˇ popsat lidske´ vnı´ma´nı´ barev, nejcˇasteˇji vztazˇene´ k CIE 1931 XYZ barevne´mu
prostoru. K teˇmto meˇrˇenı´m slouzˇı´ ru˚zne´ kolorimetricke´ na´storje.
Asi nejvy´znamneˇjsˇı´ stroj je tristimulovy´ kolorimetr. Ten se nejcˇasteˇji pouzˇı´va´ pro
kalibraci zobrazovacı´ch zarˇı´zenı´. Toho dosahuje pomocı´ vzorkova´nı´ viditelne´ho spektra
prˇes fotodetektory, jako jsou naprˇı´klad fotorezistory.
3.2.1 Lidske´ oko
Lidske´ oko je staveˇno tak, aby co nejle´pe zaostrˇovalo paprsky sveˇtla na sı´tnici. Proto jsou
























Obra´zek 3: Sche´ma lidske´ho oka, zdroj:Wikipedia [9]
Sveˇtlo do oka vstoupı´ prˇes rohovku a skrz zornici dopada´ na cˇocˇku. Rohovka a cˇocˇka
majı´ za u´kol paprsek spojit a zaostrˇit na sı´tnici. Zornice se pomocı´ duhovky stahuje cˇi
roztahuje, cˇı´mzˇ omezuje mnozˇstvı´ sveˇtla, ktere´ do oka dopadne. Take´ cˇocˇka pomocı´ svalu˚
meˇnı´ tvar, aby co nejle´pe zaostrˇila paprsky tak, aby se sbı´haly na sı´tnici. Sı´tnice pak
obsahuje cˇı´pky a tycˇinky, ktere´ jsou sveˇtlem stimulova´ny a tyto stimuly pak zrakovy´m
nervem putujı´ do mozku. Tycˇinky doka´zˇı´ rozlisˇovat pouze odstı´ny sˇedi a je jich kolem
130 milionu˚. Dı´ky jejich vysˇsˇı´ citlivosti na sveˇtlo umozˇnˇujı´ videˇt v horsˇı´ch sveˇtelny´ch
podmı´nka´ch. Proto v noci nenı´ cˇloveˇk schopen prˇı´lisˇ rozlisˇovat barvy. Zajı´maveˇjsˇı´ jsou
vsˇak cˇı´pky. Ty jsou rozdeˇleny do 3 druhu˚ (v za´vislosti na vazba´ch vitaminu A), kazˇdy´
pak ma´ jinou citlivost na cˇervene´, zelene´ a modre´ sveˇtlo. Nejvı´ce jsou nakupeny v tzv.
zˇlute´ skvrneˇ, kde se za´rovenˇ nenacha´zı´ zˇa´dne´ tycˇinky. Oko take´ obsahuje slepe´ mı´sto. Je
to tam, kde v sı´tnici vystupuje zrakovy´ nerv. Dı´ky jeho umı´steˇnı´ v oku a vza´jemne´ pozici
obou ocˇı´ jsou vsˇak tyto slepa´ mı´sta prˇekryta oblastı´ vnı´ma´nı´ druhe´ho oka a videˇnı´ tedy
nema´ zˇa´dny´ slepy´ bod.
3.2.2 Tristimulus
V prˇedchozı´ kapitole jsme se zmı´nili o cˇı´pcı´ch a jejich ru˚zne´m vnı´ma´nı´ spektra. Kazˇdy´
druh teˇchto buneˇkma´ vurcˇite´ cˇa´sti spektra nejvysˇsˇı´ citlivost. Vkra´tky´chvlnovy´chde´lka´ch
(S) v rozmezı´ 420 – 440 nm, strˇednı´ vlnove´ de´lky (M) 530 – 540 nm a dlouhe´ (L) 560 –
580 nm.
Dı´ky tomu lze jaky´koliv barevny´ vjemdocı´lit pomocı´ trˇı´ hodnot S,MaL, ktere´ prˇedsta-
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Obra´zek 4: Spektra´lnı´ citlivost cˇı´pku˚, zdroj:Wikipedia [10]
je zobrazit ve trˇı´rozmeˇrne´m prostoru, zvane´m LMS barevny´ prostor. Tento tristimulus
ve spojenı´ s barevny´m prostorem mu˚zˇeme cha´pat jako zastoupenı´ trˇi prima´rnı´ch barev v
aditivnı´m barevne´m modelu.
3.2.3 Standardnı´ pozorovatel
Standardnı´ pozorovatel je jeden z asi nejdu˚lezˇiteˇjsˇı´ch produktu˚ fotometrie komise CIE.
Je to soubor funkcı´, ktery´ popisuje, jak cˇı´pky v oku pru˚meˇrne´ho cˇloveˇka vnı´majı´ ru˚zne´
vlnove´ de´lky viditelne´ho spektra. Prˇesneˇji se jedna´ o soubor pru˚beˇhu˚ 3 funkcı´, ktere´




Obra´zek 5: Zorne´ u´hly standardnı´ho pozorovatele
Pru˚beˇh teˇchto funkcı´ je za´visly´ na rozsˇı´rˇenı´ zornic, tedy kde na sı´tnici sveˇtlo dopada´.
Roku 1931 CIE definovala standardnı´ho pozorovatele [4] pro 2◦ zorny´ u´hel, kde sveˇtlo do-
pada´ vy´hradneˇ do zˇlute´ skvrny. Tato specifikace se take´ nazy´va´ CIE 2◦ Standard Observer.
Pozdeˇji, v roce 1964, bylo definova´no rozsˇı´rˇenı´ funkce pozorovatele pro 10◦ zorny´ u´hel,
takzvany´ doplnˇkovy´ pozorovatel, kdy sveˇtlo dopada´ i mimo zˇlutou skvrnu.Motivacı´ te´to
definice bylo veˇdomı´, zˇe sveˇtlo v oku beˇzˇneˇ dopada´ na celou sı´tnici.
Na obra´zku 6 je zna´zorneˇn pru˚beˇh funkcı´ standardnı´ho pozorovatele pro 2◦ zorny´
u´hel. Funkcˇnı´ hodnoty prˇedstavujı´ citlivost cˇı´pku˚ na ru˚zne´ vlnove´ de´lky. Barevne´ roz-
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Obra´zek 6: Funkce standardnı´ho pozorovatele s 2◦ zorny´m u´hlem, zdroj:Wikipedia [10]
lisˇenı´ pak prˇedstavuje trˇi druhy cˇı´pku˚ podle barev, ktere´ vnı´majı´. Funkcˇnı´ hodnoty jsou
diskretizova´ny v rozsahu 380 – 780 nmkazˇdy´ch 5 nm, cˇı´mzˇ prˇes viditelne´ spektrumda´vajı´
81 vzorku˚. Tyto funkce se pote´ pouzˇı´vajı´ k prˇevodu spektra´lnı´ch vzorku˚ do barevne´ho
prostoru CIE XYZ, o cˇemzˇ se vı´ce zmı´nı´me v kapitole 3.8.
3.2.4 Standardnı´ zdroj sveˇtla
Standardnı´ zdroj sveˇtla je teoreticky´ zdroj sveˇtla, jehozˇ spektra´lnı´ profil byl zverˇejneˇn.
Zpravidla se pouzˇı´va´ jako referencˇnı´ bod prˇi porovna´va´nı´ obrazu˚. Prvnı´mi trˇemi byly
zdroje A, B a C zverˇejneˇne´ roku 1931 [4]. Ty meˇly prˇedstavovat, ve stejne´m porˇadı´,
beˇzˇnou zˇa´rovku, prˇı´me´ slunecˇnı´ sveˇtlo v poledne a pru˚meˇrne´ dennı´ sveˇtlo. Zdroje B a C
byly odvozeny z A pouzˇitı´m kapalinovy´ch filtru˚. Jsou vsˇak sˇpatnou aproximacı´ rea´lny´ch
zdroju˚ sveˇtla, a proto ustoupily se´rii D.
Se´rie D je se´rie zdroju˚ navrzˇena´ tak, aby odpovı´dala prˇirozene´mu dennı´mu sveˇtlu v
ru˚zny´ch cˇa´stech sveˇta. Jednotlivı´ za´stupci majı´ urcˇenou barevnou teplotu, cozˇ je teplota,
kterou by meˇly mı´t fotony z pohledu cˇa´stic - cˇerne´ teˇleso. Jedna´ se tedy o charakteristiku
spektra´lnı´ distribuce bı´le´ho sveˇtla. Tato teplota je oznacˇena dolnı´m indexem.Mezi zna´me´
za´stupce patrˇı´ D50, D55, D65 a D75. Na´s nejvı´ce zajı´ma´ D65. Tento zdroj popisuje polednı´
slunce v za´padnı´ a strˇednı´ Evropeˇ. Barevna´ teplota byla urcˇena na 6504◦K.
Dalsˇı´m standardnı´m zdrojem je E, ktery´ma´ na vsˇech vlnovy´ch de´lka´ch stejnou energii.
Tento zdroj se nepovazˇuje za zdroj cˇerny´ch teˇles, nema´ proto specifikovanou teplotu.
Obecneˇ se ale da´ aproximovat pomocı´ D55.
Poslednı´m za´stupcem je se´rie F. Tato se´rie zastupuje ru˚zne´ za´rˇivky. F1 azˇ F6 jsou beˇzˇne´
za´rˇivky. F7 azˇ F9 jsou sˇirokopa´smove´ za´rˇivky, ktere´ vyzarˇujı´ v cele´m spektru a F10 azˇ F12
jsou u´zkopa´smove´, svı´tı´cı´ prˇeva´zˇneˇ v oblastech cˇervene´, modre´ a zelene´ barvy.
3.2.5 Opticke´ vlastnosti materia´lu˚
Chceme-li syntetizovat obraz, potrˇebujeme zna´t opticke´ vlastnosti materia´lu˚ ve sce´neˇ,
abychom je doka´zali spra´vneˇ zobrazit. Pozˇadovane´ vlastnosti se vsˇak mezi beˇzˇny´m a
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spektra´lnı´m trasova´nı´m lisˇı´, proto si obeˇ varianty prˇedstavı´me.
Prˇi beˇzˇne´m trasova´nı´ uvazˇujeme pouze 3 vlnove´ de´lky, resp. barvy, ktere´ lidske´ oko
doka´zˇe vnı´mat. Jsou to cˇervena´, zelena´ a modra´, prima´rnı´ barvy RGB prostoru. Proto i
vlastnosti materia´lu˚ jsou omezeny na tyto 3 barevne´ slozˇky.
• Ambientnı´ koeficient - ka - 3 hodnoty pro ambientnı´ odrazivost
• Difuznı´ koeficient - kd - 3 hodnoty pro difuznı´ odrazivost
• Spekula´rnı´ koeficient - ks - 3 hodnoty pro spekula´rnı´ odrazivost
• Svı´tivost - s - konstanta urcˇujı´cı´ ostrost odlesku na povrchu teˇlesa
• Vyzarˇova´nı´ - 3 slozˇky barvy sveˇtla, ktere´ objekt vyzarˇuje v prˇı´padeˇ, zˇe je zdrojem
sveˇtla
• Nepru˚hlednost - konstanta v rozsahu ⟨0, 1⟩, urcˇuje, nakolik je materia´l pru˚hledny´
• Index lomu - konstanta urcˇujı´cı´ index lomu materia´lu
Tyto konstanty pak pouzˇı´va´me pro vy´pocˇet Phongova stı´nova´nı´, resp. u sledova´nı´ tras
(path tracing) v distribucˇnı´ch funkcı´ch. Vsˇechny tyto koeficienty jsou vsˇak pouze aproxi-
macı´ skutecˇnosti. V rea´lne´m sveˇteˇ se veˇtsˇina teˇchto hodnot nevyskytuje.
Nynı´ se podı´vejme na vlastnosti pozˇadovane´ prˇi spektra´lnı´m trasova´nı´. Ty uzˇ jsou
fyzika´lneˇ mnohem prˇesneˇjsˇı´, protozˇe se neomezujı´ na trˇi vlnove´ de´lky. Zpravidla by´-
vajı´ vzorkova´ny tak, aby odpovı´daly diskre´tnı´m vzorku˚m standardnı´ho pozorovatele. Z
hlediska optiky potrˇebujeme zna´t pouze spektra´lnı´ charakteristiku pro barvu, vyzarˇova-
nou barvu a index lomu. Pru˚hlednost materia´lu se urcˇı´ pomocı´ Fresnelovy´ch rovnic a
Beer-Lambertova za´kona. Jak bylo zmı´neˇno vy´sˇe, zbarvenı´ objektu˚ zpu˚sobuje selektivnı´
absorpce, potrˇebujeme tedy zna´t jejı´ pru˚beˇh prˇes na´mi zvolenou cˇa´st spektra. Obdobneˇ to
platı´ pro vyzarˇovanou barvu v prˇı´padeˇ, zˇe materia´l mu˚zˇe by´t take´ zdrojem sveˇtla. V tom
prˇı´padeˇ potrˇebujeme zna´t energie vyzarˇovane´ na jednotlivy´ch vlnovy´ch de´lka´ch. Nynı´





kde c ≈ 300000 kms−1 je rychlost sveˇtla ve vakuu a v je rychlost sˇı´rˇenı´ v prostrˇedı´. Z toho
vyply´va´, zˇe se jedna´ o pomeˇr mezi rychlostmi sveˇtla ve vakuu a meˇrˇene´m prostrˇedı´, tedy
kolikra´t pomaleji se sveˇtlo v dane´m prostrˇedı´ pohybuje. Nicme´neˇ, vzhledem k faktu, zˇe
prˇi sˇı´rˇenı´ sveˇtla docha´zı´ za´rovenˇ k jeho absorpci, je vhodne´ definovat tzv. komplexnı´ index
lomu:
n˜ = n+ ik . (2)
Promeˇnna´ n je zde index lomu a k je absorbance prostrˇedı´. Dı´ky te´to definici jsme schopni
jednodusˇeji popsat vlastnosti dielektricky´ch prostrˇedı´. Tyto vlastnosti jsou z pohledu
spektra´lnı´ho trasova´nı´ dostacˇujı´cı´. K vy´pocˇtu osveˇtlenı´ pak slouzˇı´ distribucˇnı´ funkce.
Na obra´zku 7 je uka´zka za´vislosti indexu lomu a absorbance safı´ru na vlnove´ de´lce
sveˇtla. Jak je patrne´, zmeˇny mohou by´t vcelku razantnı´. Tyto zmeˇny pak jsou prˇı´cˇinou
ru˚zny´ch obrazcu˚, ktere´ sveˇtlo procha´zejı´cı´ tı´mto prostrˇedı´m vytva´rˇı´.
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Obra´zek 7: Index lomu a absorbance safı´ru, zdroj: BayleeOnline [12]
3.3 Distribucˇnı´ funkce
Distribucˇnı´ funkce v pocˇı´tacˇove´ grafice prˇedstavujı´ matematicky´ popis, jak se sveˇtlo
odra´zˇı´ od povrchu objektu˚. Prˇesneˇji jde o vyja´drˇenı´ pomeˇru sveˇtla, ktere´ se v dane´m bodeˇ
odra´zˇı´ v urcˇite´m smeˇru vu˚cˇi sveˇtlu, ktere´ na dany´ bod dopada´ z okolı´:





Li (ωi, λ) cos θidωi
, (3)
kde E je intenzita za´rˇenı´ a L je za´rˇe na vlnove´ de´lce λ, θi je u´hel mezi dopadajı´cı´m
paprskem a norma´lou v bodeˇ x, ω prˇedstavuje paprsek. Index i oznacˇuje prˇı´chozı´ smeˇr a
r odrazˇeny´ smeˇr.
Abychom vsˇak mohli tuto distribucˇnı´ funkci pouzˇı´t prˇi vy´pocˇtu osveˇtlenı´, musı´me
zna´t jejı´ hodnoty pro vsˇechny dvojice dopadajı´cı´ch a odrazˇeny´ch paprsku˚. K tomu slouzˇı´
prˇı´stroj zvany´ gonioreflektometr. Ten se skla´da´ ze sveˇtelne´ho zdroje pro osvı´cenı´ materia´lu,
jehozˇ distribucˇnı´ funkce se meˇrˇı´, a senzoru, ktery´ zachyta´va´ sveˇtlo odrazˇene´ materia´lem.
Zdroj sveˇtla i senzor jsou na pohyblivy´ch ramenech, dı´ky nimzˇ lze meˇrˇit vesˇkere´ kombi-
nace prˇı´chozı´ch a odrazˇeny´ch smeˇru˚ paprsku˚ pod ru˚zny´mi u´hly (proto je v na´zvu gonio).
Takhle vznikla´ sada dat by vsˇak byla prˇı´lisˇ velka´. Proto se z nich pote´ analyticky zı´ska´va´
matematicky´ prˇedpis distribucˇnı´ funkce meˇrˇene´ho materia´lu. Cely´ proces je vsˇak vcelku
zdlouhavy´.
Distribucˇnı´ funkce se deˇlı´ do trˇı´ skupin:
• BRDF - Bidirectional Reflectance Distribution Function - modeluje odraz sveˇtla od
povrchu. Typicky´m za´stupcem je Lambertova reflektance.
• BTDF - Bidirectional Transmission Distribution Function - modeluje pru˚chod sveˇtla





Obra´zek 8: Hemisfe´ra kolem norma´ly v bodeˇ dopadu
• BSDF - Bidirectional ScatteringDistribution Function - je zobecneˇnı´m BRDF a BTDF,
ktere´ spojuje do jedne´. Slouzˇı´ tedy jako obecny´ popis jake´hokoliv povrchu, bez
ohledu na to, zda sveˇtlo pouze odra´zˇı´ nebo jej i propousˇtı´. V praxi se vsˇak pro
vy´pocˇty pouzˇı´vajı´ BRDF a BTDF.
Aby byla distribucˇnı´ funkce fyzika´lneˇ korektnı´, musı´ splnˇovat tyto podmı´nky:
1. pozitivita - funkcˇnı´ hodnota je pro jakoukoliv dvojici smeˇru˚ veˇtsˇı´ nebo rovna nule.
2. Helmholtzova reciprocita - f (ωi,ωr, λ) = f (ωr,ωi, λ)
3. za´kon zachova´nı´ energie
Konkre´tnı´ch modelu˚ distribucˇnı´ch funkcı´ existuje cela´ rˇada. Rozdı´ly mezi nimi jsou
prˇeva´zˇneˇ v tom, v jake´ mı´rˇe jsou fyzika´lneˇ korektnı´. Nynı´ si prˇedstavı´me ty, ktere´ byly v
pra´ci implementova´ny.
Difuznı´ BRDF - modeluje matny´ povrch, jako je naprˇı´klad beˇzˇna´ sˇkolnı´ tabule. Sveˇtlo
se na tomto povrchu odra´zˇı´ vsˇemi smeˇry, jeho intenzita je urcˇena Lambertovy´m kosino-
vy´m za´konem:
Id = n · lCIi , (4)
kde Id je intenzita odrazˇene´ho sveˇtla, C je barva povrchu, Ii je intenzita dopadajı´cı´ho
sveˇtla a n · l vyjadrˇuje kosinus u´hlu mezi norma´lou a smeˇrem dopadajı´cı´ho sveˇtla. Z
tohoto vztahu pak vyply´va´ distribucˇnı´ funkce:
f (ωi, λ) = C (λ)n · ωi . (5)
Zrcadlova´ BRDF - prˇı´pad idea´lneˇ leskle´ho povrchu. Sveˇtlo je zde odrazˇeno pouze
v jedine´m smeˇru podle za´kona odrazu, anizˇ by docha´zelo k jeho pohlcenı´. Vztah pro
vy´pocˇet je tedy jednoduchy´:
Id = Ii . (6)
V tomto prˇı´padeˇ tedy nelze hovorˇit o distribucˇnı´ funkci v prave´m slova smyslu, protozˇe
dopadajı´cı´ sveˇtlo se kompletneˇ odrazı´ v jedine´m smeˇru a nenı´ nijak distribuova´no do
okolı´.
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Phongova BRDF - prˇedstavuje Phongu˚v osveˇtlovacı´ model, cozˇ je empiricky´ model
loka´lnı´ho osveˇtlenı´:
f (ωi,ωr, λ) = C (λ) + ks
(R (ωr,n) · ωi)e
n · ωi , (7)
kde ks je spekula´rnı´ koeficient, e urcˇuje ostrost spekula´rnı´ho odrazu a R (ωr,n) vypocˇte
odraz paprsku ωr podle norma´ly n. Spekula´rnı´ koeficient a ostrost spekula´rnı´ho odrazu
jsou v rea´lne´m sveˇteˇ urcˇeny hrubostı´ povrchu. V implementaci byly nahrazeny vhodneˇ
zvoleny´mi konstantami.
Dielektricka´ BSDF - modeluje chova´nı´ sveˇtla prˇi dopadu na rozhranı´ dvou dielektric-
ky´ch prostrˇedı´. Vzhledem k tomu, zˇe zde mu˚zˇe docha´zet k odrazu i lomu paprsku, je tato
distribuce popsa´na jako BSDF. Reflexi a transmisi pak rˇesˇı´ Snellu˚v za´kon a Fresnelovy
rovnice.
3.4 Snellu˚v za´kon
Snellu˚v za´kon popisuje chova´nı´ paprsku na rozhranı´ dvou opticky´ch prostrˇedı´, naprˇı´-
klad vzduch - sklo. Prˇesneˇji uda´va´ vztah mezi smeˇrem dopadajı´cı´ho paprsku a paprsku˚










Obra´zek 9: Rozhranı´ opticky´ch prostrˇedı´
Na obra´zku 9 je zna´zorneˇna situace, kdypaprsekdopadne na rozhranı´ dvou opticky´ch
prostrˇedı´. V za´vislosti na materia´lu zde docha´zı´ jak k odrazu, tak lomu paprsku. Dle
za´kona odrazu platı´, zˇe θi = θr. Na tomto rozhranı´ mu˚zˇe dojı´t ke dveˇma jevu˚m. Jsou jimi
tota´lnı´ internı´ odraz a tota´lnı´ transmise.










V tomto prˇı´padeˇ nedocha´zı´ k lomu sveˇtelne´ho paprsku a ten se od povrchu pouze odrazı´.









V tomto prˇı´padeˇ docha´zı´ k u´plne´mu pru˚chodu paprsku rozhranı´m a nenı´ tedy zˇa´dny´
odraz.
Tyto jevy je potrˇeba si prˇi implementaci pohlı´dat, jelikozˇ majı´ take´ vliv na rea´lnost
vy´sledku.Nynı´mu˚zˇemeurcˇit smeˇr odrazˇene´ho a lomene´ho paprsku.Necht’vi je smeˇrovy´
vektor dopadajı´cı´ho paprsku an je norma´lovy´ vektor v bodeˇ dopadu, pak smeˇrovy´ vektor
odrazˇene´ho paprsku vypocˇteme vztahem
vr = vi + 2 cos (θi)n (10)










cos θi − cos θt,λ

n . (11)












Fresnelovy rovnice popisujı´ chova´nı´ sveˇtla na rozhranı´ dvou opticky´ch prostrˇedı´ z po-
hledu deˇlenı´ jeho energie. S jejich pomocı´ tedy spocˇteme transmisivitu a reflektivitu
dielektricke´ho povrchu. Jak uzˇ vı´me, sveˇtlo mu˚zˇe by´t polarizova´no dveˇma zpu˚soby. Pro
kazˇdy´ z nich je tedy potrˇeba spocˇı´tat reflektivitu podle na´sledujı´cı´ch vztahu˚
RS,λ =
n1,λ cos (θi)− n2,λ cos (θt)n1,λ cos (θi) + n2,λ cos (θt)
2 , (13)
RP,λ =
n1,λ cos (θt)− n2,λ cos (θi)n1,λ cos (θt) + n2,λ cos (θi)
2 . (14)






Transmisi pak zı´ska´me odecˇtenı´m reflektivity od jednicˇky, cˇili
Tλ = 1−Rλ . (16)
Tı´m bude dodrzˇen za´kon zachova´nı´ energie. Tyto rovnice platı´ v prˇı´padech pro rozhranı´
dvou dielektricky´ch prostrˇedı´. V prˇı´padeˇ, zˇe jednı´m z rozhranı´ je materia´l pohlcujı´cı´
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Hodnota nλ je zde index lomu materia´lu, do ktere´ho paprsek vstupuje a kλ prˇedstavuje
koeficient u´tlumu materia´lu. Celkova´ hodnota reflexivity se pak pocˇı´ta´ stejneˇ. Transmise
se v tomto prˇı´padeˇ veˇtsˇinou neuvazˇuje, jelikozˇ je te´meˇrˇ nulova´.
3.6 Beer-Lambertu˚v za´kon
Beer-Lambertu˚v za´kon popisuje u´tlum sveˇtla, ke ktere´mu docha´zı´ prˇi jeho pru˚chodu
dielektricky´m prostrˇedı´m. Absorbance se take´ neˇkdy nazy´va´ atenuacı´, ktera´ vyjadrˇuje
schopnost paprsku sveˇtla proniknout dany´m opticky´m prostrˇedı´m. Dı´ky tomuto jevu
pakdocha´zı´ k obarvenı´ ru˚zny´ch dielektricky´chmateria´lu˚, jako jsounaprˇı´kladdrahokamy.
Hodnota absorbance Aλ pro danou vlnovou de´lku je urcˇena jako
Aλ = e
−lαλ , (19)
konstanta l je vzda´lenost, kterou sveˇtlo v dane´m prostrˇedı´ urazı´ a αλ je absorpcˇnı´ koefi-





Jako u Fresnelovy´ch rovnic, hodnota k prˇedstavuje komplexnı´ cˇa´st indexu lomu mate-
ria´lu, neboli koeficient u´tlumu. λ pak prˇedstavuje patrˇicˇnou vlnovou de´lku. Du˚lezˇite´ je
uveˇdomit si, zˇe absorpcˇnı´ koeficientα a vzda´lenost l jsou rˇa´doveˇ rozlisˇne´, proto je potrˇeba




Obra´zek 10: Uka´zka pru˚chodu paprsku prostrˇedı´m
Na obra´zku 10 je zna´zorneˇn pru˚chod paprsku prostrˇedı´m teˇlesa. Vstupnı´ intenzita
sveˇtla je I1,λ. Intenzita popru˚chodu teˇlesem je I2,λ = AλI2,λ. Absorbance je tedykoeficient,
ktery´ urcˇuje jak velka´ cˇa´st sveˇtla pronikne danou vzda´lenostı´ v dane´m prostrˇedı´.
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3.7 Akceleracˇnı´ struktury
Prˇi trasova´nı´ potrˇebujeme pro kazˇdy´ paprsek zjistit, ktery´ nejblizˇsˇı´ polygon ve sce´neˇ
protne. Oveˇrˇujeme tedy jeho pru˚secˇı´k se vsˇemi polygony. Tento prˇı´stup je vsˇak znacˇneˇ
neefektivnı´, protozˇe velka´ cˇa´st polygonu˚ je zpravidla mimo dra´hu paprsku. Proto je
vhodne´ vybrat z nich jen ty, ktere´ paprsku stojı´ v cesteˇ nebo jsou v jejı´ blı´zkosti. Jak toho
ale dosa´hnout? S pouzˇitı´m akceleracˇnı´ struktury. Ta na´m umozˇnˇuje zjistit, kde v prostoru
se paprsek pohybuje a tı´m i urcˇit, ktere´ polygony mu˚zˇe potenciona´lneˇ protnout.
Princip fungova´nı´ je celkem jednoduchy´. Akceleracˇnı´ struktura je totizˇ hierarchie,
ve ktere´ je uchova´va´na dekompozice prostoru sce´ny na mensˇı´ podprostory, u nichzˇ si
za´rovenˇ pamatujeme, ktere´ polygony v nich lezˇı´. Tyto podprostory pak postupneˇ tvorˇı´
stromovou strukturu. Uva´zˇı´me-li, zˇe vı´me, kde ve sce´neˇ je pocˇa´tek paprsku a ktery´m
smeˇrem se bude pohybovat, mu˚zˇeme vybrat pouze ty podprostory, ktere´ prˇi sve´ cesteˇ
mu˚zˇe navsˇtı´vit a tı´m i znacˇneˇ omezit pocˇet polygonu˚, u nichzˇ je trˇeba zkontrolovat, zda
je paprsek protne cˇi nikoliv.
Z hlediska implementace se jedna´ o stromovou strukturu. V kazˇde´m uzlu je uchova´-
va´na informace o obalove´ strukturˇe a indexy polygonu˚, ktere´ obaluje. Kazˇdy´ tento uzel
pak ma´ dva cˇi vı´ce potomku˚, v za´vislosti na druhu akceleracˇnı´ struktury. Prˇi pru˚chodu
touto strukturou, cˇemuzˇ se take´ rˇı´ka´ traverzace, se zacˇı´na´ v korˇenove´m uzlu. Nejprve se
spocˇı´ta´, zda paprsek prˇi sve´ cesteˇ protne podprostor dane´ho uzlu. V prˇı´padeˇ, zˇe ano a
uzel nenı´ listem, se pokracˇuje pru˚secˇı´ky s potomky aktua´lnı´ho uzlu. Je-li uzel za´rovenˇ
listem, pocˇı´tajı´ se pru˚secˇı´ky s polygony, ktere´ jsou k dane´mu uzlu prˇirˇazeny. Takhle se
projde cela´ struktura, cozˇ na´m zajistı´, zˇe zˇa´dny´ polygon, ktery´ bymohl paprsek protnout,
nebude vynecha´n.
3.7.1 Obalove´ struktury
Obalove´ struktury (bounding box) majı´ za u´kol vymezit podprostor patrˇicˇne´ velikosti.
Typicky´m tvarem pouzˇı´vany´m pro tyto obaly jsou kva´dry (proto box). Cˇasto se pouzˇı´vajı´
naprˇı´klad pro zjednodusˇenı´ geometriı´ prˇi koliznı´ch testech ve fyzika´lnı´ch simulacı´ch.
Toto vyuzˇitı´ na´s vsˇak nezajı´ma´. V prˇı´padeˇ akcelerace slouzˇı´ k vymezenı´ prostoru, ve
ktere´m se nacha´zı´ polygony ve sce´neˇ, prˇı´padneˇ neˇjaka´ jejich cˇa´st - podprostor. Acˇkoliv
jsou tyto obalove´ struktury zpravidla obecne´ a mohou by´t v prostoru libovolneˇ rotova´ny,
prˇi konstrukci akceleracˇnı´ch struktur se nejcˇasteˇji pouzˇı´vajı´ osoveˇ zarovnane´ obalove´
struktury - Axis Aligned Bounding Box (AABB). Jejich osy jsou zarovna´ny s osami sou-
rˇadne´ho syste´mu prostoru a nelze s nimi rotovat. To znacˇneˇ ulehcˇuje jak implementaci
jejich vytvorˇenı´, tak i vy´pocˇet pru˚secˇı´ku paprsku s nimi.
Programoveˇ je dostacˇujı´cı´ u te´to struktury uchova´vat vektory, ktere´ prˇedstavujı´ roz-
meˇr obalu. Tento rozmeˇr je ulozˇen jakominima´lnı´ a maxima´lnı´ sourˇadnice ve vsˇech osa´ch
sourˇadne´ho syste´mu. Naprˇı´klad, pro troju´helnı´k definovany´ body A [0, 1, 4], B [2, 3,−1]
a C [1,−1, 2] bude minima´lnı´ rozsahMIN [0,−1,−1] a maxima´lnı´MAX [2, 3, 4]. Pomocı´
znalosti teˇchto rozsahu˚ pak jsme schopni sestavit patrˇicˇny´ kva´dr a spocˇı´tat s nı´mpru˚secˇı´k.
Dalsˇı´ du˚lezˇitou vlastnostı´ je slucˇova´nı´ dvou obalu˚ do jednoho. Ma´me-li dveˇ ru˚zne´
obalove´ struktury, mu˚zˇeme je sloucˇit, cˇı´mzˇ vznikne novy´ a veˇtsˇı´ obal. Uvazˇujme obal
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a) b)
Obra´zek 11: Uka´zka obalovy´ch struktur: a) obecny´ obal, b) AABB
A = MIN [0,−1,−1] ,MAX [2, 3, 4] a druhy´ obal B = MIN [−3, 5, 3] ,MAX [1, 8, 5],
vznikne jejich sloucˇenı´m obal C = MIN [−3,−1,−1] ,MAX [2, 8, 5]. Pomocı´ tohoto slu-
cˇova´nı´ obalu˚ jsme kolem jednotlivy´ch troju´helnı´ku˚ schopni vymezit prostor, ve ktere´m
se nacha´zejı´.
3.7.2 Bounding Volume Hierarchy - BVH
BVH je v soucˇasnosti jeden z nejpouzˇı´vaneˇjsˇı´ch druhu˚ akceleracˇnı´ strukutry, mimo jine´ i
dı´ky vy´zkumu spolecˇnosti NVIDIA, ktera´ se snazˇı´ tuto strukturu, resp. algoritmy pro jejı´
konstrukci, sta´le zdokonalovat (vı´ce v kapitole 4.3).
Jak bylo popsa´no vy´sˇe, BVH je stromova´ hierarchie podprostoru˚ sce´ny, prˇesneˇji se
jedna´ o bina´rnı´ strom. Kazˇdy´ uzel stromu ma´ tedy dva potomky, kterˇı´ da´le deˇlı´ podpro-
stor sve´ho rodicˇe. Ota´zkou je, jak toto deˇlenı´ probı´ha´, tedy jak je cela´ hierarchie vytvorˇena.
Prvnı´m krokem je vytvorˇenı´ korˇenu stromu. V neˇm se nacha´zı´ vsˇechny troju´helnı´ky sce´ny
a sestavı´ se pro neˇ obalova´ struktura. Pote´ je potrˇeba vzniklou oblast da´le rozdeˇlit. BVH
prˇi sve´ konstrukci oblast rozdeˇlı´ podle jedne´ z os prostoru, v prvnı´m kroku naprˇı´klad
podle osy x. Kdyzˇ je vybra´na osa deˇlenı´, setrˇı´dı´ se vsˇechny troju´helnı´ky podle jejich
sourˇadnice na te´to ose. Jejich interval se pak rozdeˇlı´ na dveˇ poloviny, ktere´ budou tvorˇit
potomky korˇenove´ho uzlu. Pro kazˇde´ho potomka se pak opeˇt sestavı´ podprostor, ktery´
jemu na´lezˇı´cı´ troju´helnı´ky zaujı´majı´, vybere se jina´ osa deˇlenı´ (zpravidla se postupuje
cyklicky prˇes x, y a z), opeˇt se troju´helnı´ky v dane´m uzlu setrˇı´dı´. Takto se rekurzivneˇ
pokracˇuje do te´ doby, dokud nenı´ splneˇno neˇjake´ krite´rium pro deˇlenı´. Tı´m je v tomto prˇı´-
pade maxima´lnı´ pocˇet troju´helnı´ku˚, ktery´ mu˚zˇe uzlu na´lezˇet. Vy´sledkem tohoto postupu
je pouzˇitelna´, ale ne optima´lnı´ akceleracˇnı´ struktura.
Obra´zek 12 ukazuje prˇı´klad BVH. Vlevo je sce´na, nad kterou je struktura vytvorˇena,
vpravo vy´sledny´ strom. Korˇen obsahuje celou sce´nu, tedy objekty A, B i C. Prostor
je na´sledneˇ rozdeˇlen podle osy x, vytva´rˇejı´cı´ dva potomky. Jeden obsahuje obejkt B a
je za´rovenˇ listem stromu, druhy´ objekty A a C. Na´sledneˇ je provedeno deˇlenı´ leve´ho
potomka v ose y, vytva´rˇejı´cı´ pro neˇj potomky (listy), kazˇdy´ obsahujı´cı´ jeden z objektu˚
podprostoru jejich rodicˇe.
Surface Area Heuristic (SAH) je pokrocˇily´ algoritmus konstrukce BVH, ktery´ prˇina´sˇı´
nove´ krite´rium pro deˇlenı´ uzlu˚, dı´ky neˇmuzˇ je kvalita vy´sledne´ hierarchie vysˇsˇı´. Zde se
rozhoduje, zda je vy´pocˇetneˇ lepsˇı´ projı´t uzel ve stavu, v jake´m je, nebo jej rozdeˇlit a projı´t








Obra´zek 12: Uka´zka BVH
Teˇmito konstantami jsou cena pro pru˚chod uzlem Ct a cena vy´pocˇtu pru˚secˇı´ku paprsku
s troju´helnı´kem Ci. S jejich pomocı´ jsme schopni rozhodnout, zda ma´ dojı´t k deˇlenı´ cˇi
nikoliv a podle jake´ osy se ma´ prˇı´padneˇ prove´st. Cena Csplit pru˚chodu prˇi uzlem prˇi jeho
deˇlenı´ se vypocˇı´ta´ dle vztahu







kde SA(..) vypocˇte povrch obalove´ struktury, BL je obal leve´ho potomka, BR prave´ho
a B rodicˇe, NL je pocˇet troju´helnı´ku˚ leve´ho potomka a NR pocˇet troju´helnı´ku˚ prave´ho
potomka. Cena pru˚chodu uzlem bez jeho rozdeˇlenı´ pak jako
Cparent = NCi , (22)
kdeN je pocˇet troju´helnı´ku˚ v uzlu. Pomocı´ porovna´va´nı´ teˇchto dvou cen jsmepak schopni
najı´t nejvhodneˇjsˇı´ mı´sto pro deˇlenı´ uzlu. V prˇı´padeˇ, zˇe Cparent je vzˇdy mensˇı´ nezˇ Csplit,
neexistuje vhodne´ mı´sto pro provedenı´ deˇlenı´ a uzel je sta´va´ listem stromu. Nevy´hodou
tohoto prˇı´stupu je, zˇe konstanty Ct a Ci se musı´ nastavovat experimenta´lneˇ a ne pro
kazˇdou dvojici se strukturu podarˇı´ vytvorˇit.
3.8 Barevne´ prostory
Nezˇ si prˇedstavı´me konkre´tnı´ barevne´ prostory, popı´sˇeme si, co to vlastneˇ barevny´ prostor
je. Za´kladem barevne´ho prostoru je barevny´ model, ktery´ na´m da´va´ abstraktnı´ matema-
ticky´ popis, jak lze barvy vyja´drˇit pomocı´ n-tic cˇı´sel, nejcˇasteˇji trojic - viz 3.2.2. Mezi
nejzna´meˇjsˇı´ barevne´ modely v dnesˇnı´ dobeˇ patrˇı´ RGB model. Model RGB pracuje se
trˇemi za´kladnı´mi barvami: cˇervenou, zelenou a modrou, z nichzˇ se odvı´jı´ i jeho na´zev.
Tyto barvy byly zvoleny na za´kladneˇ toho, jak cˇı´pky v lidske´m oku vnı´majı´ jednotlive´
za´rˇenı´. Za´rovenˇ je RGB aditivnı´ barevny´ model, cozˇ znamena´, zˇe se jednotlive´ barevne´
slozˇky mı´chajı´ a vy´sledkem jsou dalsˇı´ barevne´ odstı´ny, prˇı´padneˇ vysˇsˇı´ intenzita barvy.
Kdyzˇ k tomutomodelu definujeme, jakmajı´ by´t tyto n-tice interpretova´ny, dosta´va´me
barevny´ prostor. Barevny´ prostor je tedydefinova´n rozsahembarev, ktere´ doka´zˇe zobrazit.
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Obra´zek 13: CIE 1931 chromaticky´ diagram, zdroj:Wikipedia [10]
3.8.1 CIE 1931 XYZ
Prvnı´m matematicky definovany´m barevny´m prostorem je CIE 1931 XYZ [4]. Tento ba-
revny´ prostor neobsahuje zˇa´dne´ prima´rnı´ barvy, ktere´ by se daly generovat sveˇtelny´m
spektrem. Mu˚zˇeme v neˇm vsˇak vyja´drˇit vesˇkere´ okem viditelne´ barevne´ vjemy, ktere´
zna´zornˇuje chromaticky´ diagram, viz obra´zek 13. Je to dı´ky analogii X, Y a Z na hodnoty
S, M a L (viz tristimulus 3.2.2). Y prˇedstavuje svı´tivost, Z zhruba odpovı´da´ pru˚beˇhu S
(tedy stimulaci modre´ barvy) a X je linea´rnı´ kombinace pru˚beˇhu˚ S, M a L takova´, aby
nebyla negativnı´.
3.8.2 sRGB
Barevny´ prostor sRGB je zalozˇen na RGB barevne´m modelu. Jedna´ se tedy o aditivnı´
barevny´ prostor, kde tristimulus (0, 0, 0) prˇedstavuje cˇernou barvu a (1, 1, 1) bı´lou barvu.
Prima´rnı´mi barvami jsou cˇervena´, zelena´ a modra´. Slozˇky tristimulu majı´ stejne´ porˇadı´.
sRGB take´ obsahuje nelinea´rnı´ transformaci mezi intenzitou barev a skutecˇnou ulozˇenou
hodnotou. Ta byla navrzˇena tak, aby odra´zˇela gamma krˇivku rea´lne´ho monitoru, ktery´
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ma´ gamma hodnotu prˇiblizˇneˇ 2.2. Tento barevny´ prostor byl navrzˇen pro pouzˇitı´ trˇeba u
monitoru˚ a ko´dova´nı´ barev na internetu.
Hodnota Cˇervena´ Zelena´ Modra´ Bı´ly´ bod
x 0.6400 0.3000 0.1500 0.3127
y 0.3300 0.6000 0.0600 0.3290
Y 0.2126 0.7153 0.0721 1.0000



























Obra´zek 14: Gamut barevne´ho prostoru sRGB, zdroj:Wikipedia [11]
Obra´zek zna´zornˇuje gamut tohoto barevne´ho prostoru. Vidı´me zde vyznacˇeny´ bı´ly´
bod i vsˇechny trˇi prima´rnı´ barvy. Jak je patrne´, tento barevny´ prostor nedoka´zˇe zobrazit
vsˇechny barvy, ktere´ je lidske´ oko schopne´ vnı´mat.
3.8.3 Prˇevod spektra´lnı´ch vzorku˚ do sRGB
Du˚lezˇity´m krokem prˇi trasova´nı´ je prˇevod spektra´lnı´ch vzorku˚ tak, abychom je mohli
zobrazit. Tento prˇevod se skla´da´ ze 3 kroku˚. Prvnı´m z nich je prˇevedenı´ spektra´lnı´ch
























I (λ) y¯ (λ) dλ , (26)
kde x¯, y¯ a z¯ jsou funkce standardnı´hopozorovatele, I (λ)prˇedstavuje referencˇnı´ osveˇtlenı´ a
S (λ) je spektra´lnı´ vzorek, ktery´ prˇeva´dı´me. Cˇlen 1N je zdekvu˚li normalizaci jasuvzhledem
k referencˇnı´mu sveˇtlu.
Pote´ na´sleduje prˇevod z CIE 1931 XYZ do sRGB prostoru. Tento prˇevod ma´ dveˇ fa´ze.
Nejdrˇı´ve prˇevedeme hodnoty XYZ do linea´rnı´ho RGB prostoru, ten ma´ linea´rnı´ gamma
krˇivku a jeho hodnoty se zpravidla oznacˇujı´ maly´mi pı´smeny r, g, b. V tomto prˇı´padeˇ se
jedna´ o jednoduche´ na´sobenı´ matice a vektoru: rg
b




hodnoty pro matici [M ]−1 lze nale´zt naprˇı´klad na www.brucelindbloom.com [5]. Druhou a
poslednı´ fa´zı´ je gamma korekce. Necht’Clinear prˇedstavuje linea´rnı´ RGB hodnoty a Csrgb
hodnoty v sRGB prostoru, pak:
Csrgb =

12.96Clinear , Clinear ≤ 0.0031308
1.055C
1/2.4
linear − 0.055 , Clinear > 0.0031308
. (28)
Tento vztah se aplikuje na kazˇdy´ barevny´ kana´l samostatneˇ. Nynı´ jizˇ ma´me vy´slednou
barvu Csrgb prˇipravenou k zobrazenı´.
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4 NVIDIA OptiX SDK
OptiX je framework spolecˇnosti NVIDIA vyuzˇı´vajı´cı´ architekturu CUDA, ktery´ prˇena´sˇı´
ray tracing na graficke´ akcelera´tory. Dı´ky tomu je pouzˇitı´ fotorealisticky´ch zobrazovacı´ch
metod mnohem rychlejsˇı´ a jednodusˇsˇı´. OptiX je za´rovenˇ velmi flexibilnı´. Nenı´ totizˇ ome-
zen vestaveˇny´mi strukturami pro uzˇivatelska´ data, cˇı´mzˇ umozˇnˇuje vyuzˇitı´ i v oblastech
mimo renderova´nı´.
Dı´ky sve´ architekturˇe umozˇnˇuje vy´voja´rˇu˚m rychle sestavit software vyuzˇı´vajı´cı´ ray
tracing tak, jak to potrˇebujı´.Navı´c se odpada´ nutnost ucˇit se novy´ specificky´ programovacı´
jazyk. OptiX totizˇ poskytuje API pro jazyk C/C++. Funkce, ktere´ se vykona´vajı´ na GPU,
cozˇ jsou naprˇı´klad funkce pro vy´pocˇty osveˇtlenı´, se pisˇou v jazyce CUDA C/C++. Proto
je integrace OptiX SDK velmi jednoducha´.
OptiX da´le nabı´zı´ integrovanou interoperabilitu s OpenGL a Direct3D. To umozˇnˇuje
jednodusˇe zobrazit vy´sledek trasova´nı´, anizˇ by byla potrˇeba kopı´rovat data do pameˇti
hostitele. Samozrˇejmostı´ je spolupra´ce s CUDA kernely.
Licence pro pouzˇitı´ byla do neda´vna zdarma pro jake´koliv u´cˇely, tj. i pro komercˇnı´
vyuzˇitı´. To se vsˇak zmeˇnilo s prˇı´chodem verze 3.5, ktera´ prˇina´sˇı´ komercˇnı´ licenci. Za´rovenˇ
vsˇak poskytuje dalsˇı´ funkcˇnost a uka´zkove´ implementace, spolu s lepsˇı´ podporou, kterou
komercˇnı´ projekty vyzˇadujı´.
4.1 Vyuzˇitı´ OptiX SDK
Co se vyuzˇitı´ ty´cˇe, nabı´zı´ se cela´ rˇada oblastı´. Mimo zobrazovacı´ u´lohy jsou to trˇeba
opticke´/akusticke´ na´vrhy nebo sˇı´rˇenı´ za´rˇenı´ (naprˇı´klad teplo prˇi zkouma´nı´ chlazenı´),
jednodusˇe vsˇude tam, kde se k rˇesˇenı´ vyuzˇı´va´ sledova´nı´ paprsku˚. To je umozˇneˇno tı´m,
zˇe kazˇdy´ paprsek v OptiX mu˚zˇe ne´st libovolnou datovou strukturu a tak prˇi sve´ cesteˇ
sce´nou zaznamena´vat libovolna´ data.
Pro u´cˇely zrychlenı´ vykreslenı´ jej vyuzˇı´va´ naprˇı´klad filmove´ studio Pixar. Prˇed inte-
gracı´ OptiX do produkce museli spoustu efektu˚ ve sce´na´ch simulovat umeˇle, cozˇ vedlo k
vysoke´mu pocˇtu sveˇtel (vı´ce nezˇ 100). OptiX jim umozˇnil ve filmu Univerzita pro prˇı´sˇerky
nasvı´tit sce´nu pouze 12 sveˇtly, prˇicˇemzˇ kvalita vy´sledku byla stejna´ a cˇas vy´pocˇtu kratsˇı´.
Dalsˇı´ zajı´mavou oblastı´ je interaktivnı´ ray tracing, tedy ray tracing v rea´lne´m cˇase.
Dı´ky vysoke´ optimalizaci frameworku, neusta´le´mu vy´voji a sta´le rostoucı´mu vy´pocˇet-
nı´mu vy´konu graficky´ch akcelera´toru˚ s technologiı´ CUDA, se otevı´ra´ mozˇnost integrace
fotorealisticke´ho zobrazova´nı´ naprˇı´klad pro pouzˇitı´ v pocˇı´tacˇovy´ch hra´ch.
4.2 Architektura SDK
Architektura OptiX SDK je ve sve´ podstateˇ rozdeˇlena do cˇtyrˇ za´kladnı´ch cˇa´stı´, ktere´ vsˇak
v celkove´m efektu musı´ spolupracovat.
• Programy a promeˇnne´ - tato cˇa´st se stara´ o programy obsahujı´cı´ potrˇebne´ vy´pocˇty
a promeˇnne´, ktere´ jsou v nich pouzˇı´va´ny.
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• Geometrie - slouzˇı´ k popisu elementa´rnı´ch tvaru˚, ze ktery´ch se skla´da´ sce´na. Drzˇı´
informace o geometricky´ch vy´pocˇtech nad teˇmito tvary, naprˇı´klad o vy´pocˇtech
pru˚secˇı´ku˚ s paprsky.
• Stavba sce´ny - nabı´zı´ prvky, ktere´ umozˇnˇujı´ sestavit hierarchii objektu˚ ve sce´neˇ a
akceleracˇnı´ struktury prˇesneˇ podle potrˇeb implementovane´ aplikace.
• Data - pra´ce s buffery a texturami.
Podrobny´ popis lze najı´t v textu [6] a dokumentaci doda´vane´ s SDK (doporucˇuji projı´t
OptiX Programming Guide). V na´sledujı´cı´m textu se zameˇrˇı´me pouze na cˇa´sti pouzˇite´
v implementaci. Pro jednoduchost nebudou uvedeny parametry a na´vratove´ hodnoty
jednotlivy´ch funkcı´.
4.2.1 Kontext
Za´kladnı´m prvkem je trˇı´da RTcontext. Ten se vytva´rˇı´ funkcı´ rtContextCreate. Tato
trˇı´da ma´ za u´kol drzˇet vesˇkere´ informace potrˇebne´ pro trasova´nı´. Za´rovenˇ se nastavuje
neˇkolik du˚lezˇity´ch parametru˚.
• Velikost za´sobnı´ku -rtContextSetStackSize - nastavuje velikost za´sobnı´ku pro
kazˇde´ vla´kno, ktere´ v ra´mci kontextu pobeˇzˇı´. Tato hodnota je du˚lezˇita´, protozˇe ma´
prˇı´my´ vliv na to, jak hluboka´ mu˚zˇe by´t rekurze. Je-li za´sobnı´k prˇı´lisˇ maly´, dojde prˇi
zanorˇova´nı´ k jeho prˇetecˇenı´ a trasova´nı´ selzˇe. Naopak je-li prˇı´lisˇ vysoka´, nebude
kvu˚li nedostatku pameˇti spusˇteˇn maxima´lnı´ mozˇny´ pocˇet vla´ken. Nastavenı´ je tedy
potrˇeba zjistit experimenta´lneˇ.
• Pocˇet druhu˚ paprsku˚ - rtContextSetRayTypeCount - jak na´zev napovı´da´, jedna´
se o to, kolik ru˚zny´ch druhu˚ paprsku˚ se v kontextu bude pouzˇı´vat. Dı´ky tomu
mu˚zˇeme rozlisˇit paprsky v ra´mci pouzˇitı´ (naprˇı´klad pro osveˇtlenı´ a kontrolu zastı´-
neˇnı´).
• Pocˇet vstupnı´ch bodu˚ - rtContextSetEntryPointCount - vstupnı´ bod je pro-
gram, ktery´m zacˇı´na´ vy´pocˇet pixelu. Zpravidla zde docha´zı´ ke generova´nı´ paprsku˚.
Mu˚zˇeme tedy jednodusˇe spousˇteˇt ru˚zne´ druhy vy´pocˇtu˚ nad daty podle potrˇeby.
V okamzˇiku, kdy jsou vsˇechny data kontextu nastavena, jej mu˚zˇeme spustit. Nejdrˇı´ve
je vsˇak potrˇeba prove´st validaci pomocı´ rtContextValidate. Pote´ mu˚zˇeme kon-
text zkompilovat prˇes rtContextCompile. Nynı´ mu˚zˇeme prove´st samotne´ spusˇteˇnı´:
rtContextLaunchND, kde mı´sto N je dimenze spusˇteˇnı´ - 1, 2 nebo 3. Nakonec, kdyzˇ uzˇ
kontext nenı´ potrˇebny´, se znicˇı´ funkcı´ rtContextDestroy. Tı´m dojde ke spra´vne´mu
uvolneˇnı´ zdroju˚, ktere´ si kontext alokoval.
4.2.2 Programy
Dalsˇı´ podstatnou cˇa´st tvorˇı´ programy RTprogram. Ty se vytva´rˇejı´ z .PTX souboru˚ po-
mocı´ funkcertProgramCreateFromPTXFile. Programymajı´ ru˚zne´ u´cˇely, ktere´ si blı´zˇe
popı´sˇeme.
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• Ray Generation - rtContextSetRayGenerationProgram - tento program se
navazuje na vstupnı´ bod kontextu. V ra´mci ray tracingu jeho implementace definuje,
o jaky´ druh kamery se bude jednat. Mu˚zˇeme zde rˇesˇit supersampling, adaptivnı´
rozlisˇenı´ pro interaktivnı´ implementace a dalsˇı´.
• Intersection - rtGeometrySetIntersectionProgram - program obsluhuje vy´-
pocˇet paprsku s primitivem. Za´rovenˇ se zde mohou pocˇı´tat norma´ly, texturovacı´
sourˇadnice a jaka´koliv dalsˇı´ logika, kterou aplikace v tomto okamzˇiku potrˇebuje. V
ra´mci tohoto programu se, mimo jine´, mohou prova´deˇt dveˇ specificka´ vola´nı´. Prvnı´
z nich je rtPotentialIntersection. Ta oveˇrˇı´, zda je dany´ pru˚secˇı´k blizˇsˇı´ nezˇ
ten prˇedchozı´. Druhe´ vola´nı´ je rtReportIntersection. Tato funkce potvrzuje
pru˚secˇı´k a v parametru prˇeda´va´ index materia´lu, ktery´ se ma´ postarat o patrˇicˇne´
vy´pocˇty.
• Bounding Box - rtGeometrySetBoundingBoxProgram - obsluhuje vytvorˇenı´
obalove´ struktury prˇi konstrukci akceleracˇnı´ struktury.
• Closest Hit - rtMaterialSetClosestHitProgram - program obsluhujı´cı´ vy´-
pocˇet pro nejblizˇsˇı´ nalezeny´ pru˚secˇı´k dane´ho paprsku.Mu˚zˇe naprˇı´klad vysı´lat dalsˇı´
paprsky do sce´ny a ukla´dat vy´sledky do patrˇicˇny´ch struktur.
• Any Hit - rtMaterialSetAnyHitProgram - tento program je vola´n prˇi kazˇde´m
nalezenı´ pru˚secˇı´ku˚. Zpravidla se vyuzˇı´va´ prˇi zjisˇt’ova´nı´, zda na urcˇity´ bod dopada´
sveˇtlo.
• Miss - rtContextSetMissProgram - tento program se vyvola´ v okamzˇiku, kdy
paprsek nema´ zˇa´dny´ pru˚secˇı´k se sce´nou.Mu˚zˇeme zde naprˇı´klad nastavit konstantnı´
barvu pozadı´ nebo vzorkovat environmenta´lnı´ mapu.
• Exception - rtContextSetExceptionProgram - program slouzˇı´cı´ pro obsluhu
vy´jimek, ktery´ je va´za´n na konkre´tnı´ vstupnı´ bod. Mu˚zˇeme tedy definovat ru˚zne´
chova´nı´ pro ru˚zne´ vstupnı´ body.
Vsˇechny tyto programy se pı´sˇou jako kernely v CUDA C/C++ jazyce, nacˇezˇ se kom-
pilujı´ do .PTX souboru˚. Jedinou zmeˇnou je zde nahrazenı´ druhu CUDA kernelu, mı´sto
__global__ se pouzˇı´va´ RT_PROGRAM, cozˇ je jen prˇedefinovane´ __global__. Kernely
navı´c nesmı´ mı´t na´vratovou hodnotu, musı´ tedy by´t void. Na´zev kernelu je na vy´voja´rˇi,
prˇi nacˇı´ta´nı´ programu˚ z .PTX souboru˚ se tento na´zev uva´dı´, aby OptiX poznal, ktery´ ker-
nel ze souboruma´ nacˇı´st. Vstupnı´ parametry za´visı´ na druhuprogramu, viz dokumentace
SDK. Naprˇı´klad closest hit a any hit programy nemajı´ zˇa´dne´ vstupnı´ parametry. Take´ je
dobre´ poznamenat, zˇe podobneˇ jako u GLSL je mozˇne´ mezi intersection a closest/any hit
programy prˇeda´vat promeˇnne´ pomocı´ atributu˚.
4.2.3 Promeˇnne´
Dalsˇı´ nedı´lnou soucˇa´st tvorˇı´ promeˇnne´. Ty se deˇlı´ na 2 druhy. Jsou bud’to deklarova´ny v
ra´mci kontextu nebo pro urcˇity´ program.
29
Kontextove´ promeˇnne´ se deklarujı´ vola´nı´m rtContextDeclareVariable. Tyto
promeˇnne´ jsou pak prˇı´stupne´ ve vsˇech programech. Hodı´ se tedy pro prˇeda´va´nı´ globa´l-
nı´ch nastavenı´. K nastavenı´ hodnoty pak slouzˇı´ rtVariableSetN. N urcˇuje jaka´ data
se promeˇnne´ prˇirˇazujı´. rtVariableSet3f tedy nastavuje trˇı´slozˇkovy´ vektor hodnot s
plovoucı´ desetinnou cˇa´rkou.
Promeˇnne´ pro program se definujı´ funkcı´ rtProgramDeclareVariable. Dı´ky nim
lze naprˇı´klad mezi snı´mky prˇi interaktivnı´m trasova´nı´ meˇnit polohu a orientaci kamery.
V zdrojovy´ch souborech s kernely se promeˇnne´ deklarujı´ prˇes rtDeclareVariable.
Prˇes tyto promeˇnne´ je mozˇno vyuzˇı´t pro prˇı´stup k internı´m promeˇnny´m OptiX, jako jsou
naprˇı´klad soucˇasny´ paprsek nebo velikost spusˇteˇne´ho kontextu (rozmeˇry spusˇteˇnı´). Take´,
jak bylo zmı´neˇno vy´sˇe, jejich pomocı´ prˇeda´vat atributy mezi jednotlivy´mi programy. V
neposlednı´ rˇadeˇ slouzˇı´ i k prˇejı´ma´nı´ dat. Za´rovenˇmusı´ vsˇechnypromeˇnne´ deklarovane´ na
straneˇ hostitele (CPU), at’uzˇ kontextove´ nebo pro program,mı´t svu˚j protipo´l deklarovany´
vola´nı´m rtDeclareVariable.
4.2.4 Buffery
Buffery slouzˇı´ k ukla´da´nı´ dat a vytva´rˇı´ se funkcı´ rtBufferCreate. Jednı´m z parametru˚
te´to funkce je, jak se do bufferu bude prˇistupovat. Mozˇnostmi jsou RT_BUFFER_INPUT,
RT_BUFFER_OUTPUT nebo RT_BUFFER_INPUT_OUTPUT. RT_BUFFER_INPUT rˇı´ka´, zˇe
hostitel do neˇj mu˚zˇe pouze zapisovat a karta pouze cˇı´st. RT_BUFFER_OUTPUT je pravy´
opak, tedy hostitel pouze cˇte a karta pouze zapisuje. Poslednı´ mozˇnost umozˇnˇuje obeˇma
strana´m za´pis i cˇtenı´. Kdyzˇ je buffer vytvorˇen, musı´ se specifikovat jeho forma´t, tedy jaky´
datovy´ typ bude mı´t jeden prvek bufferu. K tomu slouzˇı´ funkce rtBufferSetFormat.
Zde je mozˇne´ pouzˇı´t bud’to prˇedem definovane´ datove´ typy, jako RT_FORMAT_FLOAT,
nebo vlastnı´ datovou strukturu pomocı´ RT_FORMAT_USER. V prˇı´padeˇ uzˇivatelske´ho for-
ma´tu je za´rovenˇ nutne´ definovat, kolik bytu˚ jeden prvek zabı´ra´. K tomu slouzˇı´ funkce
rtBufferSetElementSize. Je nutne´ si uveˇdomit, zˇe architektura CUDA pracuje s
daty zarovnany´mi na 16 bytu˚, tedy i velikost uzˇivatelske´ struktury musı´ by´t zarovnana´
na 16 bytu˚. Take´ je potrˇeba definovat rozmeˇry bufferu, tedy kolik prvku˚ bude obsahovat.
Toho lze dosa´hnout funkcı´ rtBufferSetSizeND, kde jako u rtContextLaunchND
konstanta N definuje rozmeˇr - 1, 2 nebo 3.
Kdyzˇ je buffer nastaven,mu˚zˇeme jej v prˇı´padeˇ potrˇeby (tedy u bufferu˚, ktere´ umozˇnˇujı´
za´pis hostitele) naplnit daty. Nejdrˇı´ve si jej funkcı´ rtBufferMap nava´zˇeme na void uka-
zatel v pameˇti hostitele. Pote´ na tento ukazatel nakopı´rujeme pozˇadovana´ data a na´sledneˇ
jej funkcı´ rtBufferUnmap opeˇt uvolnı´me. Nakonec si vola´nı´m rtBufferValidate
oveˇrˇı´me, zda spolu jednotliva´ nastavenı´ nekolidujı´.
4.2.5 Paprsky
OptiX SDK ma´ vnitrˇneˇ definovanou strukturu paprsku. Ta obsahuje pocˇa´tek a smeˇr
paprsku, index typu paprsku a minima´lnı´/maxima´lnı´ vzda´lenost, kterou mu˚zˇe ve sce´neˇ
urazit. Paprsky lze vytva´rˇet bud’to pomocı´ konstruktoru˚ nebo funkce make_Ray. Prˇi
jejich tvorbeˇ se urcˇujı´ vsˇechny parametry, ktere´ struktura obsahuje.
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Jak bylo napsa´no vy´sˇe, OptiX neomezuje vy´voja´rˇe v tom, jakou datovou strukturu si s
sebou paprsek mu˚zˇe ne´st. Tato struktura se take´ oznacˇuje termı´nem payload. Dı´ky tomu
mu˚zˇeme prˇi trasova´nı´ pocˇı´tat libovolna´ data.
OptiX da´le umozˇnˇuje paprsek, resp. veˇtev paprsku˚ v prˇı´padeˇ potrˇeby ukoncˇit funkcı´
rtTerminateRay. V prˇı´padech, kdy prˇi nalezenı´ pru˚secˇı´ku chceme prove´st neˇjakou
operaci a za´rovenˇ se zde paprsek nema´ zastavit, ale pokracˇovat da´l, pouzˇijeme funkci
rtIgnoreIntersection. Toto se hodı´ naprˇı´klad prˇi vy´pocˇtu zastı´neˇnı´ bodu pru˚hled-
ny´m teˇlesem. Tyto vola´nı´ vsˇak nelze prova´deˇt v libovolne´m programu, ale jsou zde jista´
omezenı´. Zde bych cˇtena´rˇe opeˇt odka´zal na podrobnou dokumentaci.
4.2.6 Geometrie a akcelerace









Obra´zek 15: Uka´zka hierarchie pro spra´vu geometriı´ v OptiX SDK
Za´kladem je trˇı´da RTgeometry. Ta definuje, z jaky´ch primitivnı´ch objektu˚ je sce´na
slozˇena. U te´to trˇı´dy se definujı´ intersection a bounding box programy a pocˇet primitiv.
Na stejne´ u´rovni je RTmaterial. Tato trˇı´da je jaka´si kolekce closest a any hit pro-
gramu˚ pro kazˇdy´ druhmateria´lu. Kdyzˇ se tedy v intersection programu nahla´sı´ pru˚secˇı´k,
indexem se vybere materia´l, ktery´ pak podle druhu paprsku aktivuje patrˇicˇny´ program,
ktery´ se o neˇj ma´ postarat. Vy´hodou je, zˇe u paprsku nemusı´ by´t specifikova´ny oba
druhy programu˚, tedy closest a any hit. Je vsˇak du˚lezˇite´ si pohlı´dat, aby nedosˇlo k vola´nı´
neprˇirˇazene´ho programu. V tom prˇı´padeˇ by trasova´nı´ selhalo.
Nad nimi je postavena trˇı´da RTgeometryinstance. Zde se prˇirˇazuje instance trˇı´dy
RTgeometry, funkcı´ rtGeometryInstanceSetMaterialCount se urcˇı´ pocˇet materi-
a´lu˚, ktere´ se starajı´ o paprskyana´sledneˇ sepomocı´rtGeometryInstanceSetMaterial
na jednotlive´ indexy prˇirˇadı´ konkre´tnı´ materia´ly.
Informace o akceleracˇnı´ strukturˇe obsluhuje trˇı´da RTacceleration. Pro tu exis-
tujı´ ru˚zne´ druhy konstrukce a pru˚chodu. Jejich seznam je obsazˇen v dokumentaci.
Druh konstrukce se specifikuje prˇes rtAccelerationSetBuilder, pru˚chod pomocı´
rtAccelerationSetTraverser. U akceleracˇnı´ struktury je za´rovenˇ velmi du˚lezˇite´
nastavit jı´ ukazatel na vertex a index buffery pomocı´ rtAccelerationSetProperty.
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U teˇchto bufferu˚ je za´rovenˇ potrˇeba definovat, kolik dat je mezi jednotlivy´mi pozicemi,
resp. troju´helnı´ky. Toto je vsˇak nutne´ pouze v prˇı´padeˇ, zˇe pozice vertexu˚ nebo indexy
jsou prokla´da´ny jiny´mi informacemi. Jsou-li nahusˇteˇny teˇsneˇ za sebou, nenı´ toto nasta-
venı´ vyzˇadova´no.
Trˇı´da RTgeometrygroup prˇedstavuje kontejner pro libovolny´ pocˇet geometry in-
stancı´. Patrˇı´ mezi tzv. ”top level”uzly v hierarchii a je tedy nad nı´ mozˇne´ spustit tra-
sova´nı´. To je mimo jine´ i proto, zˇe musı´ mı´t prˇirˇazenu akceleracˇnı´ strukturu funkcı´
rtGeometryGroupSetAcceleration. Za´rovenˇ se jı´ urcˇı´, kolik geometry instancı´ ob-
stara´va´ rtGeometryGroupSetChildCount a jednotlive´ instance se prˇirˇadı´ prˇes funkci
rtGeometryGroupSetChild.
Acˇkoliv v te´to hierarchii existujı´ i vy´sˇe polozˇeny´ uzel RTgroup, v Performance Gui-
delines z Optix Programming Guide je prˇı´mo uvedeno, zˇe se doporucˇuje deˇlat hierarchii
co nejmensˇı´.
4.3 Akceleracˇnı´ struktura
Jednou ze zajı´mavy´ch vlastnostı´ OptiX SDK je algoritmus konstrukce akceleracˇnı´ struk-
tury. Touto strukturou je SBVH, neboli Split BVH [7]. Motivacı´ vy´zkumu bylo odstranit
vza´jemne´ prˇekry´va´nı´ obalovy´ch struktur jednotlivy´ch uzlu˚ stromu tak, aby nedocha´zelo
k nepotrˇebny´m testu˚m pro ray/triangle pru˚secˇı´ky. Tyto nadbytecˇne´ testy byly zpu˚sobeny
tı´m, zˇe paprsek se trefil do dvou sousedı´cı´ch podprostoru˚ a proto bylo trˇeba porovnat
vsˇechny troju´helnı´ky v obou z nich. Vy´sledek konstrukce SBVHminimalizuje prˇekry´va´nı´
jednotlivy´ch podprostoru˚ a dı´ky tomu paprsek nakonec trefı´ pouze jednoho ze dvou
potomku˚ uzlu. Cenou za kvalitu vy´sledne´ struktury je vsˇak mala´ rychlost konstrukce.
Nehodı´ se tedy pro dynamicky se meˇnı´cı´ sce´ny.
Ve verzi SDK 3.5 je dostupny´ novy´ algoritmus nazvany´ Treelet Reordering BVH -
TRBVH [8]. Cı´lem tohoto vy´voje bylo poskytnout algoritmus, ktery´ by co nejvı´ce zachoval
kvalitu SBVH a za´rovenˇ byla jeho konstrukce co nejrychlejsˇı´. Toho je dosazˇeno pomocı´
u´prav stromu.
Jelikozˇ jsou oba prˇı´stupy komplikovaneˇjsˇı´, doporucˇuji cˇtena´rˇi v prˇı´padeˇ za´jmu projı´t
patrˇicˇne´ texty, v nichzˇ jsou algoritmy popsa´ny. Nerad bych zde uva´deˇl neprˇesne´ infor-
mace, protozˇe jsem se jimi hloubeˇji nezaby´val.
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5 Implementace
V te´to kapitole se podı´va´me na praktickou implementaci spektra´lnı´ho sledova´nı´ paprsku˚.
V pra´ci jsem vycha´zel z vy´sˇe popsane´ho Whittedova rekurzivnı´ho algoritmu. Potrˇebne´
u´pravy nebyly prˇı´lisˇ rozsa´hle´. Bylo nutne´ algoritmus pouze prˇepsat tak, aby pro kazˇdy´
pixel vypocˇı´tal vsˇech 81 spektra´lnı´ch vzorku˚, ktere´ se prˇed zobrazenı´mprˇevedly do sRGB.
V na´sledujı´cı´ kapitole se vsˇak nebudeme zaby´vat tı´m, jak nacˇı´tat data sce´ny ani imple-
mentacı´ samotne´ho Whittedova trasova´nı´. Budou popsa´ny pouze cˇa´sti implementace,
ktere´ se spektra´lnı´m trasova´nı´m prˇı´mo souvisı´, je tedy vhodne´, aby si cˇtena´rˇ, v prˇı´padeˇ
potrˇeby, zopakoval, jak se Whittedu˚v algoritmus implementuje.
Nejdrˇı´ve se vsˇak podı´vejme, jak lze k spektra´lnı´mu trasova´nı´ programoveˇ prˇistoupit.
V podstateˇ existujı´ 3 mozˇnosti, jak lze implementovat pru˚chod spektra´lnı´ sce´nou. Ty se
lisˇı´ v druhu pouzˇity´ch paprsku˚.
Prvnı´ mozˇnost je pouzˇitı´ monochromaticky´ch paprsku˚. Jak na´zev napovı´da´, tyto pa-
prsky reprezentujı´ pouze jednu barvu, cˇili vlnovou de´lku. Vy´hodou tohoto prˇı´stupu je
jednodusˇsˇı´ implementace. Programa´tor pak u kazˇde´ho paprsku pouze hlı´da´ prˇı´slusˇnou
vlnovou de´lku a podle nı´ prˇistupuje k informacı´m v materia´lech a sveˇtlech, cozˇ prˇina´sˇı´
i mozˇnost ko´d le´pe optimalizovat. Nevy´hoda tohoto prˇı´stupu vsˇak je, zˇe uzˇ na pocˇa´tku
trasova´nı´ pixelu je vysla´no 81 paprsku˚ pro kazˇdy´ vzorek spektra a pro kazˇdy´ z nich se
musı´ akceleracˇnı´ struktura procha´zet zvla´sˇt’. Toto zvysˇuje vy´pocˇetnı´ na´roky. Take´ traso-
va´nı´ jednotlivy´ch spektra´lnı´ch vzorku˚ potrˇebujeme azˇ prˇı´padeˇ, zˇe dojde k disperzi sveˇtla.
Kdyzˇ sce´na zˇa´dny´ disperznı´ materia´l neobsahuje, je tento prˇı´stup zbytecˇny´.
Druha´ mozˇnost jsou polychromaticke´ paprsky. Tyto paprsky jizˇ reprezentujı´ cele´ traso-
vane´ spektrum, cˇı´mzˇ na´s zbavujı´ nevy´hody nadbytecˇne´ho procha´zenı´ BVH z prvnı´ho
prˇı´stupu. Na pocˇa´tku se vysˇle jeden paprsek, takzˇe akceleracˇnı´ strukturu procha´zı´me
pouze jednou. Je vsˇak du˚lezˇite´ spra´vneˇ implementovat mozˇnost disperze sveˇtla. Toto je
nevy´hoda pouzˇitı´ teˇchto paprsku˚. V prˇı´padeˇ disperze jsme zpeˇt odka´za´ni na trasova´nı´
kazˇde´ho vzorku samostatneˇ, takzˇe opeˇt potrˇebujeme monochromaticke´ paprsky.
Tyto dva prˇı´stupy vsˇak prakticky neumozˇnˇujı´ pouzˇitı´ difuznı´ch textur. Mozˇnost, jak
jejich pouzˇitı´ dosa´hnout, je trasovat sce´nuvedvoupru˚chodech. Samostatneˇ pro spektra´lnı´
vzorky a pro texturova´nı´, nacˇezˇ se oba obrazy vhodneˇ zkombinujı´. Nebo pouzˇı´t trˇetı´
prˇı´stup k spektra´lnı´mu trasova´nı´. Tı´m je vyuzˇitı´ obvykly´ch RGB paprsku˚. Tyto paprsky
jsou stejne´ jako u beˇzˇne´ho trasova´nı´, tedy pocˇı´tajı´ prˇı´mo 3 barevne´ kana´ly. Dı´ky tomu
mu˚zˇeme do trasova´nı´ snadno integrovat texturova´nı´. Velkou nevy´hodou vsˇak je, zˇe v
kazˇde´m mı´steˇ dopadu je trˇeba spektra´lnı´ zastoupenı´ barvy prˇeva´deˇt na RGB, cozˇ jsou
zbytecˇne´ prˇepocˇty. Barvu na´m stacˇı´ prˇeve´st azˇ na konci trasova´nı´. Navı´c nasta´va´ proble´m
prˇi disperzi, kdy se opeˇt nevyhneme monochromaticke´mu prˇı´stupu.
Z prˇedchozı´ho textu vyply´va´, zˇe idea´lnı´ prˇı´stup je pouzˇı´t hybridnı´ implementaci
pomocı´ polychromaticky´ch a monochromaticky´ch paprsku˚. V me´ implementaci jsem
vsˇak pouzˇil prvnı´ prˇı´stup, tedy cˇisteˇ pouzˇitı´ monochromaticky´ch paprsku˚.
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5.1 Datove´ struktury pro spektra´lnı´ data
Prvnı´m krokem prˇi implementaci byl na´vrh vhodny´ch datovy´ch struktur pro ukla´da´nı´
spektra´lnı´ch dat. Je potrˇeba drzˇet informace o spektra´lnı´m rozlozˇenı´ pro jednotlive´ barvy,
ktere´ se pak vyuzˇı´vajı´ pro ukla´da´nı´ vlastnostı´ materia´lu˚, sveˇtel nebo pro prˇevod spekt-
ra´lnı´ch dat do sRGB barevne´ho prostoru.
5.1.1 ColorData
Tato struktura ma´ za u´kol drzˇet informace o spektra´lnı´m rozlozˇenı´ barvy, tj. ukla´da´ 81






for ( int i = 0; i < 81; i++ )
{




Vy´pis 3: Struktura ColorData
Struktura take´ obsahuje konstruktor, ktery´ inicializuje pole hodnot data_ na nuly, aby
nebylo potrˇeba rucˇneˇ tuto inicializaci prova´deˇt prˇed kazˇdy´m pouzˇitı´m.
5.1.2 Material
Struktura materia´lu potrˇebuje drzˇet informace o tom, jakou distribucˇnı´ funkci materia´l
zasta´va´, jeho barvu a index lomu. K drzˇenı´ informace o prˇidruzˇene´ distribucˇnı´ funkci









Vy´pis 4: Enumera´tor eBRDF
Implementace tohoto enumera´toruumozˇnˇuje jednodusˇe prˇida´vat dalsˇı´ distribucˇnı´ funkce
do programu, anizˇ by bylo trˇeba vy´razneˇ zkoumat samotnou strukturu programu. Sa-




eBRDF brdf type ; // Type of BRDF of material
ColorData color ; // Material color
ColorData n data ; // Index of refraction
ColorData k data ; // Absorbtion coefficient
};
Vy´pis 5: Struktura Material
Jak je videˇt, obsahuje informaci o distribucˇnı´ funkci, a spektra´lnı´ data o barveˇ, indexu
lomu a koeficientu u´tlumu.
5.1.3 Light
V programu existujı´ dva druhy sveˇtel. Jsou jimi bodova´ a plosˇna´ sveˇtla. Bodove´ sveˇtlo je
uka´za´no v na´sledujı´cı´m ko´du
struct PointLight
{
optix :: float3 position ; // Light position
ColorData color ; // Light color
};
Vy´pis 6: Struktura PointLight
Jak je patrne´, bodove´mu sveˇtlu stacˇı´ pouze jeho barva a pozice v prostoru. Obecna´ plosˇna´
sveˇtla jsou zjednodusˇena do troju´helnı´kovy´ch, ktera´ umozˇnˇujı´ prˇı´meˇjsˇı´ pra´ci prˇi zjisˇt’o-
va´nı´, zda dosˇlo k jejich zasazˇenı´ paprskem. K tomu je potrˇeba zna´t pozice jednotlivy´ch




optix :: float3 v1 , v2 , v3 ; // Light vertices
optix :: float3 normal ; // Light normal
ColorData color ; // Light color
};
Vy´pis 7: Struktura TriangleLight
Tento druh sveˇtel je potrˇebny´ v prˇı´padeˇ implementace path tracingu a vme´ implementaci
nebyl prakticky pouzˇit.
5.2 Akceleracˇnı´ struktura
Proakceleracˇnı´ struktury jsem implementoval reprezentaceobalove´ struktury, uzlu stromu
a samotne´ akceleracˇnı´ struktury.
Obalova´ struktura je popsa´na strukturou AABB, ktera´ je vcelku primitivnı´. Uchova´va´





void Merge( AABB & target );
};
Vy´pis 8: Struktura pro reprezentaci obalove´ struktury





BVHNode ∗ child nodes [2];
BVHNode( void );
BVHNode( int from, int to ) ;
bool IsLeaf( void ) ;
˜BVHNode();
};
Vy´pis 9: Struktura pro reprezentaci obaluzlu hierarchie
Vy´znam jednotlivy´ch vlastnostı´ je vcelku jasny´. bounds_ uchova´va´ obalovou strukturu
dane´ho uzlu a tedy i podprostor, ktery´ uzel prˇedstavuje. span_ je rozsah indexu˚ troju´-
helnı´ku˚, ktere´ do dane´ho uzlu na´lezˇı´, ulozˇeny jako ”od - do”. child_nodes_ ukazujı´ na
potomky dane´ho uzlu.
Akceleracˇnı´ struktura je implementova´na trˇı´douBVH, prˇicˇemzˇ vyuzˇı´va´ obou vy´sˇe
zmı´neˇny´ch struktur. Tato trˇı´da jizˇ zastupuje konkre´tnı´ stromovou hierarchii a obsahuje
obsluzˇne´ metody. Deklaraci trˇı´dy lze najı´t v prˇı´loze A. Tato trˇı´da obsahuje metody pro
obycˇejnou konstrukci, konstrukci s pouzˇitı´m SAH, pru˚chod stromem a take´ vy´pocˇty
osveˇtlenı´ pro ru˚zne´ BRDF.
Pro vytvorˇenı´ hierarchie se zavola´ konstruktor, do neˇjzˇ vstupujı´ datove´ buffery, nasta-
venı´ maxima´lnı´ hloubky zanorˇenı´ paprsku a maxima´lnı´ pocˇet polygonu˚ v listech stromu.
Tento konstruktor na´sledneˇ vola´ metodu BuildTree, ktera´ z dane´ho rozsahu polygonu˚
vytvorˇı´ uzel a podle potrˇeby jej podle zadane´ osy rekurzivneˇ rozdeˇlı´ na dva potomky.
Pro trˇı´deˇnı´ polygonu˚ je implementova´n algoritmus quicksort v metodeˇ Sort.
Metoda BuildSAH umozˇnˇuje sestrojenı´ stromu s vyuzˇitı´m surface area heuristiky.
Tento prˇı´stup vyuzˇı´va´ metod CalculateSA a CalculateISA pro vy´pocˇet povrchu
obalovy´ch struktur, resp. jejich inverznı´ch hodnot (v ra´mci vyhnutı´ se opera´toru deˇlenı´).
V praxi se mi bohuzˇel nepodarˇilo najı´t hodnoty pro Ct a Ci takove´, aby konstrukce rˇa´dneˇ
fungovala. Jelikozˇ vsˇak CPU implementace nebyla klı´cˇovou cˇa´stı´ pra´ce, rozhodl jsem se
tı´m prˇı´lisˇ neztra´cet cˇas.
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Pru˚chod hierarchiı´ se spousˇtı´ funkcı´ SpectralTrace, ktera´ pro zadany´ paprsek
zjistı´, ktery´mi uzly stromu projde a tı´m, ktere´ podprostory sce´ny tento paprsek protne.
Prˇi pru˚chodu stromem se vyuzˇı´va´ metoda RayBoxIntersection pro zjisˇt’ova´nı´, zda
paprsek prostor dane´ho uzlu protne cˇi nikoliv. V prˇı´padeˇ zˇe ne, pru˚chod dane´ veˇtve
koncˇı´. Kdyzˇ ano, pokracˇuje se v obou potomcı´ch stromu. Jakmile prˇı´ pru˚chodu paprsek
dospeˇje do listu, pomocı´ metody RayTriIntersection se zjisˇt’uje pru˚secˇı´k s kazˇdy´m
troju´helnı´kem, ktery´ do dane´ho listu patrˇı´. Jakmile je tento pru˚secˇı´k nalezen, zavola´ se
patrˇicˇna´metodapro vy´pocˇet osveˇtlenı´, v za´vislosti na druhudistribucˇnı´ funkcemateria´lu.
5.3 Vy´pocˇty osveˇtlenı´
Pro vy´pocˇty osveˇtlenı´ jsem implementoval metody, ktere´ rˇesˇı´ jednotlive´ BRDF. Parametry
teˇchto funkcı´ jsou paprsek, bod dopadu a norma´la. Tyto funkce jsou:
• Diffuse - jak na´zev napovı´da´, tato funkce pocˇı´ta´ difuznı´ distribucˇnı´ funkci, tedy
funkci, kdy je sveˇtlo v mı´steˇ dopadu sˇı´rˇeno stejneˇ vsˇemi smeˇry.
• Phong - funkce rˇesˇı´ Phongovu BRDF. Vzhledem k absence ostrosti spekula´rnı´ho
odrazuvpopisumateria´lu je tentokoeficient nastavenexperimenta´lneˇ nakonstantnı´
hodnotu.
• Mirror - zrcadlova´ BRDF, docha´zı´ pouze k odrazu paprsku, prˇı´me´ osveˇtlenı´ v mı´steˇ
dopadu se nerˇesˇı´.
• Dielectric - dielektricka´ BRDF, podle Snellova za´konu a Fresnelovy´ch rovnich do-
cha´zı´ k odrazu a lomu paprsku, kontroluje se i Brewsteru˚v a kriticky´ u´hel. Na´sledneˇ
se spocˇı´ta´ reflexivita a transmisivita povrchu.
• Conductor - podobneˇ jako Dielectric, ovsˇem lomeny´ parsek se nepocˇı´ta´, jeho prˇı´-
nos je nepodstatny´. Pouzˇı´vajı´ se take´ alternativnı´ Fresnelovy rovnice pro vy´pocˇet
reflexivity.
Kazˇda´ funkce na zacˇa´tku kontroluje hloubku rekurze. V prˇı´padeˇ, zˇe hloubka prˇekrocˇı´
stanovenou hranici, se osveˇtlenı´ nepocˇı´ta´. Da´le je ve funkcı´ch implementova´n importance
cutoff, ktery´ zajisˇt’uje, zˇe bude-li prˇı´speˇvekpaprskuvefina´lnı´ barveˇ nizˇsˇı´ nezˇ urcˇita´ hranice
(experimenta´lneˇ nastaveno na 0.1%), paprsek se trasovat nebude.
5.4 Paralelizace na CPU
Paralelizace algoritmunaCPUbyla provedena s vyuzˇitı´mknihovenOpenMPaOpenMPI.
Strategie pro paralelizaci byla vcelku prˇimocˇara´, a to pocˇı´tat co nejvı´ce pixelu˚ najednou.
Idea´lnı´m rˇesˇenı´m by bylo obraz rozdeˇlit na cˇa´sti podle toho, jak na´rocˇne´ vy´pocˇty v dany´ch
oblastech budou. To lze prove´st pouze v prˇı´padeˇ, zˇe prˇedem zna´me vstupnı´ sce´nu. Toto
se vsˇak obecneˇ nesta´va´ a proto je dobre´ prove´st deˇlenı´ dynamicky.
Knihovna OpenMPI slouzˇı´ ke spousˇteˇnı´ programu ve vı´ce procesech a komunikaci











Obra´zek 16: Paralelizace na CPU
Naprˇı´klad beˇzˇı´-li sˇest procesu˚, je obraz rozdeˇlen na sˇest cˇa´stı´, kde kazˇdy´ proces dostane
za u´kol spocˇı´tat jednu z nich. Toto deˇlenı´ obrazu je prova´deˇno na sˇı´rˇku, takzˇe z obrazu o
rozlisˇenı´ 1920x1080 pixelu˚ vznikne sˇest cˇa´stı´ o rozmeˇru 320x1080 pixelu˚. Kazˇdy´ proces si
podle sve´ho ID zjistı´, kterou cˇa´st obrazu ma´ pocˇı´tat a alokuje si potrˇebnou pameˇt’. Pote´ se
cˇeka´, nezˇ vsˇechny procesy dokoncˇı´ svou pra´ci pomocı´ MPI_Barrier. V okamzˇiku, kdy
jsou hotovy s vy´pocˇty, si master proces (s ID 0) alokuje pole, do ktere´ho ulozˇı´ cely´ obraz
a pomocı´ funkce MPI_Gather si vyzˇa´da´ dı´lcˇı´ vy´sledky od ostatnı´ch procesu˚
MPI Gather( &picture data, pixels per process ∗ 3, MPI FLOAT, t, pixels per process ∗ 3,
MPI FLOAT, 0, MPI COMM WORLD );
Vy´pis 10: MPI Gather pro zı´ska´nı´ pra´ce vsˇech procesu˚
Po zı´ska´nı´ dı´lcˇı´ch vy´sledku˚ je prˇekopı´ruje do OpenCV obrazu pro zobrazenı´.
Kazˇda´ cˇa´st obrazu v dane´m procesu je pote´ rozdeˇlena knihovnou OpenMP na vy´sˇku.
Mozˇny´m prˇı´stupem k tomuto deˇlenı´ by opeˇt bylo rozdeˇlit obraz podle pocˇtu vla´ken. Z
obrazu 320x1080 pixelu˚ by prˇi 4 vla´knech vznikly cˇa´sti o rozmeˇru 320x270 pixelu˚. Tato
oblast by pak byla prˇirˇazena jednomuvla´knu. Toto rˇesˇenı´ vsˇak nenı´ prˇı´lisˇ vhodne´, protozˇe
se mu˚zˇe sta´t, zˇe jedno vla´kno narazı´ na vy´pocˇetneˇ na´rocˇneˇjsˇı´ oblast nezˇ ostatnı´ a zatı´mco
bude pocˇı´tat, mohou zbyla´ vla´kna svou pra´ci dokoncˇit a cˇekat napra´zdno. Tı´m docha´zı´
ke zbytecˇne´ ztra´teˇ vy´pocˇetnı´ho vy´konu. Mnohem lepsˇı´ je vla´knu˚m prˇirˇazovat mensˇı´ cˇa´sti
obrazu dynamicky. Toho lze docı´lit v OpenMP na´sledujı´cı´m prˇı´kazem
#pragma omp parallel for schedule( dynamic, chunk size )




Vy´pis 11: #pragma prˇı´kaz pro OpenMP
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Tento prˇı´kaz rozdeˇlı´ prˇı´slusˇnou smycˇku mezi jednotliva´ vla´kna. Modifika´tor schedule
kompila´toru rˇı´ka´, jak ma´ by´t provedeno prˇirˇazova´nı´ pra´ce vla´knu˚m. Prvnı´ parametr
urcˇuje druh prˇirˇazova´nı´, nejcˇasteˇji static nebo dynamic. Jak je zrˇejme´, jedna´ se o
staticke´ nebo dynamicke´ prˇideˇlenı´. Druhy´m parametrem se urcˇuje jak velkou cˇa´st u´kolu
ma´ vla´kno dostat. Te´to velikosti se v oblasti rozkla´da´nı´ u´loh na mensˇı´ proble´my rˇı´ka´
granularita. Jejı´ volba je experimenta´lnı´. Prˇı´lisˇ jemna´ granularita mu˚zˇe ve´st k vysoky´m
na´kladu˚mna rezˇii vla´ken.Hruba´ granularita zasemu˚zˇe ve´st k vy´sˇe zmı´neˇne´muproble´mu
s uvı´znutı´m vla´kna ve vy´pocˇetneˇ na´rocˇne´ oblasti. Prˇi my´ch experimentech se nejvı´ce
vyplatilo prˇirˇazovat vla´knu˚m cˇa´sti po 10 rˇa´dcı´ch.
Celkoveˇ tedy hlavnı´ smycˇka programu vypada´ na´sledovneˇ:
for ( int i = processID ∗ pixel count; i < ( processID + 1 ) ∗ pixel count ; i++ )
{
#pragma omp parallel for schedule( dynamic, 10 )
for ( int j = 0; j < image height; j++ )
{
// Generovani paprsku, spusteni trasovani, ulozeni vysledku
}
}
Vy´pis 12: Hlavnı´ smycˇka programu
Tento postup na´mumozˇnˇuje pustit ko´d ve vı´ce vla´knech na vı´ce pocˇı´tacˇı´ch. Kazˇdy´ pocˇı´tacˇ
tak dostane za u´kol spocˇı´tat urcˇitou cˇa´st obrazu, kterou navı´c da´le rozdeˇlı´ mezi dany´ pocˇet
vla´ken. Na konci vy´pocˇtu se cˇa´stecˇne´ vy´sledky opeˇt odesˇlou rˇı´dı´cı´mu procesu, ktery´ je
slozˇı´ do vy´sledne´ho obrazu.
5.5 Prˇevod spektra´lnı´ch vzorku˚ do RGB
K teˇmto prˇevodu˚m byla vytvorˇena trˇı´da ObserverData, ktera´ obsahuje data o standard-





ObserverData( char ∗ observer data, char ∗ reference white );
˜ObserverData( void );
optix :: float3 GetRGB( ColorData ∗ spectral samples );
private:
optix :: float3 observer data [81];
ColorData ref white ;
float ref y ;
void LoadObserverData( char ∗ file name );
void LoadReferenceData( char ∗ file name );
};
Vy´pis 13: Definice trˇı´dy ObserverData
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V konstruktoru se pomocı´ priva´tnı´ch funkcı´ nacˇtou data standardnı´ho pozorovatele a
referencˇnı´ho osveˇtlenı´. Za´rovenˇ se vypocˇı´ta´ cˇlen 1N ulozˇeny´ v konstanteˇ ref_y_, ktery´ se
pouzˇı´va´ prˇi prˇevodu do sRGB. Funkce GetRGB prova´dı´ prˇevod ze vstupnı´ch spektra´lnı´ch
vzorku˚ do sRGB barevne´ho prostoru tak, jak bylo zmı´neˇno v sekci 3.8.3.
5.6 Implementace pro GPU
Pro zjednodusˇenı´ kontroly chyb byla implementace funkce checkRTError, ktera´ jako
parametr bere RTresult. Nenı´-li jeho hodnota RT_SUCCESS, vypı´sˇe se text chyby, ke
ktere´ dosˇlo. Vola´nı´ jake´koliv funkce, ktera´ ma´ na´vratovou hodnotu typu RTresult, je
tedy obaleno touto kontrolou chyb.
Prvnı´mkrokemprˇiGPU implementaci, pomineme-li nacˇı´ta´nı´ dat a inicializaci kamery,
je vytvorˇenı´ OptiX kontextu. U neˇj se nastavujı´ na´sledujı´cı´ parametry:
• Velikost za´sobnı´ku - experimenta´lneˇ nastavena na 4096 bytu˚. Prˇi nizˇsˇı´ch hodnota´ch
docha´zelo k prˇete´ka´nı´.
• Pocˇet paprsku˚ - v implementaci se pouzˇı´vajı´ 2 druhy paprsku˚. Pro vy´pocˇet osveˇtlenı´
a kontrolu stı´nu˚.
• Pocˇet vstupnı´ch bodu˚ - pouzˇı´va´ se pouze jeden pro generova´nı´ paprsku˚.
• Povolenı´ vy´pisu - nastavenı´ umozˇnı´ pouzˇı´t funkcirtPrintfuvnitrˇ CUDAkernelu˚.
Tato funkce se pouzˇı´va´ pro vy´pis vy´jimek v patrˇicˇne´m programu.
Da´le se vytva´rˇı´ kontextova´ promeˇnna´ max_depth, ktera´ definuje maxima´lnı´ hloubku za-
norˇenı´ rekurze. Take´ se specifikuje vy´stupnı´ buffer, do ktere´ho se ukla´dajı´ data z trasova´nı´.
Tento je trojrozmeˇrny´, kdy sˇı´rˇka a vy´sˇka jsou da´ny pozˇadovany´m rozlisˇenı´m vy´stupnı´ho
obrazu, hloubka je pak nastavena na 81. Ukla´dajı´ se tak vesˇkere´ fina´lnı´ spektra´lnı´ vzorky.
Forma´t prvku je RT_FORMAT_FLOAT.
Da´le se vytvorˇı´ datove´ buffery, ktere´ drzˇı´ informace o sce´neˇ a nahrajı´ se do nich
data. Teˇmito buffery jsou vertex buffer, indices buffer, material buffer a light buffer. Vsˇechny
jsou jednorozmeˇrne´. Za´rovenˇ jsou pro neˇ vytvorˇeny prˇı´slusˇne´ kontextove´ promeˇnne´, na
ktere´ jsou tyto buffery po naplneˇnı´ daty nava´za´ny. Zde je prˇehled teˇchto bufferu˚, jejich
forma´tova´nı´ a vyuzˇitı´:
• vertex buffer - RT_FORMAT_USER - jsou v neˇm ulozˇeny vsˇechny vertexy ve sce´neˇ,
ktere´ jsou definova´ny strukturou Vertex. Velikost jednoho prvku je tedy velikost
te´to struktury.
• indices buffer - RT_FORMAT_UNSIGNED_INT4 - obsahuje cˇtverˇice indexu˚ (v1, v2, v3,
m) popisujı´cı´ jeden troju´helnı´k. Indexy vi ukazujı´ na vrcholy troju´helnı´ku˚ ve vertex
bufferu,m je index materia´lu v material bufferu.
• material buffer - RT_FORMAT_USER - obsahuje struktury materia´lu˚
• light buffer - RT_FORMAT_USER - obsahuje bodova´ sveˇtla, velikost prvku je tedy
nastavena podle struktury PointLight.
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Kdyzˇ jsou nahra´na data, vytva´rˇejı´ se OptiXmateria´ly. Tytomateria´ly, jak bylo zmı´neˇno
v kapitole 4, prˇedstavujı´ funkce pro vy´pocˇty osveˇtlenı´ pro jednotlive´ druhy paprsku˚.
Stejneˇ jak na CPU, i na GPU je 5 ru˚zny´ch materia´lu˚ pro ru˚zne´ BRDF. Jejich vy´znam se
od CPU implementace nelisˇı´. Kazˇdy´ tento materia´l je implementova´n v samostatne´m .cu
souboru, nacˇı´ta´ se tedy z patrˇicˇne´ho .PTX. Vytva´rˇenı´ materia´lu pak probı´ha´ na´sledovneˇ.
Nejprve se materia´l inicializuje. Pote´ se z .PTX nacˇtou closest a any hit programy. Ty se
pomocı´ patrˇicˇny´ch funkcı´ prˇirˇadı´ materia´lu. Closest hit je prˇirˇazen paprsku˚m osveˇtlenı´
a any hit je prˇirˇazen paprsku˚m stı´nu˚. Vsˇechny tyto materia´ly se za´rovenˇ ukla´dajı´ do
za´sobnı´ku, protozˇe se da´le prˇirˇazujı´.
Pote´ se vytva´rˇı´ geometricka´ hierarchie. Nejprve je vytvorˇena samotna´ geometrie,
ktere´ se z geometry.cu.ptx nacˇtou a prˇirˇadı´ bounding box a intersection programy.
Na´sledneˇ je vytvorˇena geometry instance. Te´ se nastavı´ prˇedchozı´ geometrie, urcˇı´ pocˇet
materia´lu˚ a jednotlive´materia´ly nastavı´. Tytomateria´ly seprˇirˇazujı´ z prˇedemvytvorˇene´ho
za´sobnı´ku. Pote´ se vytva´rˇı´ akceleracˇnı´ struktury.V ra´mci volby algoritmukonstrukce jsem
zvolil Bvh. Prˇi nastavenı´ Sbvh byly vy´sledky trasova´nı´ neu´plne´, zrˇejmeˇ proto, zˇe docha´zı´
k u´praveˇ index bufferu. OptiX vsˇak zrˇejmeˇ nedoka´zˇe zapsat i dodatecˇna´ data (index
materia´lu pro troju´helnı´k), cozˇ vede k one´ neu´plnosti. Vsˇechny tyto cˇa´sti se pak sloucˇı´ v
geometry group. U nı´ se nastavı´ pocˇet potomku˚, ktery´ je pouze jeden a prˇirˇadı´ se. Da´le
se prˇirˇazuje vytvorˇena´ akceleracˇnı´ struktura.
Pote´ se nahra´va´ program obsluhujı´cı´ vstupnı´ bod pro trasova´nı´. Tento program gene-
ruje paprsky podle dostupny´ch indexu˚. Obsahuje rˇadu promeˇnny´ch:
• samples - urcˇuje pocˇet vzorku˚ na pixel pro u´cˇely supersamplingu
• eye - pozice kamery v prostoru
• u - osa x sourˇadne´ho syste´mu kamery
• v - osa y sourˇadne´ho syste´mu kamery
• w - osa z sourˇadne´ho syste´mu kamery
Na´sledneˇ se program prˇirˇadı´ kontextu k dane´mu vstupnı´mu bodu. Za´rovenˇ se zde nacˇı´ta´
exception program, ktery´ se take´ prˇirˇadı´ vstupnı´mu bodu amiss program, ktery´ se prˇirˇadı´
paprsku˚m osveˇtlenı´.
Nynı´ se mu˚zˇe spustit kontext. Kdyzˇ je trasova´nı´ dokoncˇeno, data se z GPU zkopı´rujı´
do RAM pameˇti, prˇepocˇtou pomocı´ trˇı´dy ObserverData do sRGB a zobrazı´.
5.7 Testy
Nynı´ se podı´va´me na nameˇrˇene´ vy´sledky prˇi testova´nı´ aplikace. V ra´mci prˇedmeˇtu Pro-
gramova´nı´ v prostrˇedı´ HPC (PvPHPC) jsemmeˇlmozˇnost otestovat CPU implementaci na
clusteru Anselm dı´ky docˇasne´mu studentske´mu prˇı´stupu. Tak jsem mohl otestovat, jak
dobrˇe se rˇesˇenı´ sˇka´luje naprˇı´cˇ vı´ce vy´pocˇetnı´mi uzly. Prvnı´m krokem bylo urcˇit optima´lnı´
pomeˇr OpenMPI procesu˚ a OpenMP vla´ken pro jeden uzel. Hardwarove´ specifikace uzlu
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jsou na´sledujı´cı´: 2×Intel Sandy Bridge E5-2665 @ 2.4 GHz (celkem 16 jader), 64 GB @
1600 Mhz DDR3 RAM.
Nastavenı´ pro test bylo na´sledujı´cı´: rozlisˇenı´ 320×180px, bez supersamplingu. Testo-
vacı´ sce´na byla Cornell Box, viz obra´zek 18. Nameˇrˇene´ cˇasy jsou v sekunda´ch. Pro kazˇdou
kombinaci jsem provedl peˇt meˇrˇenı´, ktere´ se nakonec zpru˚meˇrovaly
Kombinace Meˇrˇenı´ 1 Meˇrˇenı´ 2 Meˇrˇenı´ 3 Meˇrˇenı´ 4 Meˇrˇenı´ 5 Pru˚meˇr
1×MPI, 16× OMP 235.1 s 234.8 s 234.8 s 234.8 s 235.0 s 234.9 s
2×MPI, 8× OMP 168.9 s 167.7 s 167.8 s 168.1 s 168.1 s 168.1 s
4×MPI, 4× OMP 158.6 s 156.3 s 156.9 s 156.6 s 158.7 s 157.4 s
8×MPI, 2× OMP 172.3 s 172.2 s 172.9 s 172.2 s 173.1 s 172.6 s
16×MPI, 1× OMP 216.4 s 216.2 s 217.9 s 216.5 s 216.4 s 216.7 s
Tabulka 2: Cˇasy vy´pocˇtu pro ru˚zne´ kombinace MPI/OMP v ra´mci jednoho uzlu
Jak je zrˇejme´, idea´lnı´ kombinace jsou 4OpenMPIprocesy, kde kazˇdy´ beˇzˇı´ ve 4OpenMP
vla´knech, na jeden uzel. S tı´mto nastavenı´m jsem na´sledneˇ testoval sˇka´lovatelnost na
klastru prˇes jeden azˇ cˇtyrˇi uzly. Nastavenı´ sce´ny bylo stejne´, cˇasy jsou opeˇt v sekunda´ch.
Pocˇet uzlu˚ Meˇrˇenı´ 1 Meˇrˇenı´ 2 Meˇrˇenı´ 3 Meˇrˇenı´ 4 Meˇrˇenı´ 5 Pru˚meˇr
1 158.6 s 156.3 s 156.9 s 156.6 s 158.7 s 157.4 s
2 91.6 s 91.3 s 91.4 s 91.4 s 91.5 s 91.5 s
3 75.7 s 75.7 s 76.1 s 75.4 s 76.1 s 75.8 s
4 58.8 s 58.7 s 58.8 s 58.2 s 58.6 s 58.6 s
Tabulka 3: Tabulka sˇka´lovatelnosti CPU implementace naprˇı´cˇ clusterem
Z vy´sledku˚ je videˇt, zˇe sˇka´lovatelnost nenı´ linea´rnı´. To bude s nejveˇtsˇı´ pravdeˇpodob-
nostı´ zpu˚sobeno rezˇiı´ na spra´vu vla´ken/procesu˚ a komunikaci mezi nimi.
Nynı´ se podı´vejme na testy GPU implementace. Ta byla otestova´na na dvou ru˚zny´ch
akcelera´torech a peˇti ru˚zny´ch sce´na´ch. Prvnı´ testovacı´ sestavou byl mu˚j doma´cı´ PC, jehozˇ
specifikace je na´sledujı´cı´
GPU: NV GeForce GTX 560Ti – 384 jader @ 900 MHz, 1 GB GDDR5, 1.26 TFLOPS,
CUDA 2.1
CPU: AMD Phenom II X6 1075T – 6 jader @ 3512 MHz
RAM: 16 GB @ 1333 MHz, DDR3
Da´le jsem provedl testy u pana Ing. Petra Gajdosˇe, Ph.D. na jeho PC
GPU: NV GeForce GTX Titan – 2688 jader @ 837 MHz, 6 GB GDDR5, 4.5 TFLOPS,
CUDA 3.5
CPU: AMD FX-8150 – 8 jader @ 3610 MHz
RAM: 32 GB @ 1866 MHz, DDR3
Testovacı´ sce´ny vypadaly na´sledovneˇ:
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Cornell box (obr. 18): jednoducha´ sce´na, uprostrˇed se nacha´zı´ skleneˇna´ koule, v
prave´m rohu je oprˇene´ zrcadlo, v leve´m rohu stojı´ zˇelezna´ kostka. Tyto objekty jsou
uvnitrˇ mı´stnosti, ktera´ je obarvena s vyuzˇitı´m pru˚beˇhu˚ selektivnı´ absorpce. Slouzˇı´
pro uka´za´nı´ obecne´ funkcˇnosti implementace.
Cornell box 2 (obr. 19): modifikace prˇedchozı´ sce´ny. V prostoru se nacha´zı´ 2 dielek-
tricke´ kva´dry s ru˚znou tlousˇt’kou, demonstrujı´cı´ funkcˇnost Beer-Lambertova za´kona
a jeho vliv na zbarvenı´ dielektrik. Kva´dr vlevo je prˇiblizˇneˇ 5× sˇirsˇı´ nezˇ ten vpravo.
Jako materia´l pro neˇ byl zvolen safı´r.
Gems (obr. 20): druha´ modifikace Cornell boxu. V mı´stnosti jsou trˇi drahokamy.
Diamant, safı´r a smaragd. Opeˇt slouzˇı´ k demonstraci Beer-Lambertova za´kona.
Dragon (obr. 21): sce´na, kde na rovinne´ plosˇe stojı´ Stanfordsky´ drak, jehozˇ materia´l
je sklo. Model byl vybra´n kvu˚li sve´ vysˇsˇı´ komplexnosti.
Dragon – detail (obr. 22): Stejneˇ jako prˇedchozı´ sce´na, kamera je vsˇak prˇiblı´zˇena na
brˇicho draka, na ktere´m je videˇt chromaticka´ aberace.
Nastavenı´ pro trasova´nı´ bylo pro ru˚zne´ sce´ny rozdı´lne´, prˇesneˇji byly dveˇ sady:
Cornell box, Cornell box 2 a Gems: rozlisˇenı´ 1600×900 px, 16× supersampling,
maxima´lnı´ hloubka zanorˇenı´ 10
Dragon a Dragon – detail: rozlisˇenı´ 1600×900 px, 4× supersampling, maxima´lnı´
hloubka zanorˇenı´ 10
Nutnost teˇchto rozdı´lu˚ je da´na hardwarovy´m omezenı´m, prˇesneˇji velikostı´ pameˇti na
graficke´ karteˇ. U sce´n s drakem totizˇ docha´zı´ k velke´ hloubce rekurze a karta nema´
dostatek pameˇti, aby mohla prove´st sˇestna´ctina´sobne´ vzorkova´nı´ na kazˇdy´ pixel.
V na´sledujı´cı´ tabulce jsou konkre´tnı´ cˇasy trasova´nı´.
Karta Cornell Box Cornell Box 2 Gems Dragon Dragon – detail
GTX 560Ti 46.6 s 40.3 s 114.5 s 466.6 s 1139.4 s
GTX Titan 18.9 s 18.1 s 46.3 s 183.6 s 458.7 s
Tabulka 4: Tabulka cˇasu˚ vy´pocˇtu˚ GPU implementace
Podle HW specifikacı´ jednotlivy´ch akcelera´toru˚ lze ocˇeka´vat teoreticke´ zrychlenı´ prˇi-
blizˇneˇ 3.6× ve prospeˇch karty GTX Titan. Skutecˇne´ zrychlenı´ je vsˇak v pru˚meˇru cca 2.4×.
Du˚vodem, zˇe nenı´ dosazˇeno prˇedpokla´dane´ teoreticke´ zrychlenı´,mu˚zˇe by´t nı´zka´ slozˇitost
u´loh, takzˇe vy´pocˇetnı´ kapacita karty Titan nebyla plneˇ vyuzˇita.
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6 Za´veˇr
Cı´lem pra´ce bylo sezna´menı´ se spektra´lnı´m trasova´nı´m. To zahrnuje znalost barevny´ch
prostoru˚ a prˇevodu˚ mezi nimi, opticky´ch za´konu˚ a chova´nı´ sveˇtla v prostoru a opticke´
vlastnosti materia´lu˚. Druhou cˇa´stı´ pra´ce byla implementace spektra´lnı´ho trasova´nı´. Byla
implementova´na CPU i GPU verze algoritmu. Vy´sledky pra´ce jsou:
1. Trˇı´da popisujı´cı´ standardnı´ho pozorovatele, ktera´ prˇeva´dı´ spektra´lnı´ vzorky do
sRGB barevne´ho prostoru.
2. Funkce pro nacˇı´ta´nı´ potrˇebny´ch dat: 3D geometrie z forma´tuWavefront .OBJ, spek-
tra´lnı´ data pro materia´ly ve vlastnı´m jednoduche´m forma´tu a nacˇı´ta´nı´ spektra´lneˇ
definovany´ch sveˇtel. Tyto funkce data nacˇtou do struktur vhodny´ch pro vy´pocˇty.
3. Implementace spektra´lnı´ho trasova´nı´ pro CPU s vyuzˇitı´m knihoven OpenMP a
OpenMPI, umozˇnˇujı´cı´ distribuci vy´pocˇtu˚ na libovolny´ pocˇet vy´pocˇetnı´ch uzlu˚.
4. Implementace spektra´lnı´ho trasova´nı´ pro GPU zalozˇena´ na NVIDIA OptiX SDK.
Tyto vy´sledky tvorˇı´ solidnı´ za´klad pro syntetizaci fotorealisticky´ch obrazu˚. V bu-
doucnu bych pra´ci zkusil da´le vylepsˇit. Pro CPU i GPU implementaci existuje neˇkolik
spolecˇny´ch vylepsˇenı´. Prvnı´m z nich by byla hybridnı´ implementace s vyuzˇitı´m polychro-
maticky´ch a monochromaticky´ch paprsku˚, dı´ky nı´zˇ by meˇlo dojı´t ke zrychlenı´ vy´pocˇtu˚.
Take´ bych chteˇl prˇidat podporu pro vı´ce forma´tu˚ 3D modelu˚. Pro lepsˇı´ kvalitu vy´sledku˚
by byla uzˇitecˇna´ implementace technikymapova´nı´ norma´l, ktera´ ucˇinı´ povrch hrbolateˇjsˇı´.
Samozrˇejmostı´ by byly dalsˇı´ optimalizace programu, pameˇt’ove´ i vy´pocˇetnı´. V CPU im-
plementaci by bylo mozˇne´ naprˇı´klad pouzˇit lepsˇı´ konstrukcˇnı´ algoritmus pro akceleracˇnı´
strukturu, vyuzˇitı´ vektorovy´ch instrukcı´ a celkove´ zlepsˇenı´ programove´ struktury. Take´
by bylo vhodne´ implementovat GUI pro jednodusˇsˇı´ zacha´zenı´ s aplikacı´. GPU imple-
mentace by sˇla rozsˇı´rˇit o podporu akcelerace prˇes vı´ce graficky´ch karet, cozˇ OptiX SDK
umozˇnˇuje. Take´ by se daly optimalizovat datove´ struktury tak, aby bylo mozˇne´ vyuzˇı´t
moderneˇjsˇı´ch algoritmu˚ konstrukce BVH, tj. SBVH a TRBVH.
Da´le se chci pokusit o implementaci spektra´lnı´ho path tracing, ktere´ jesˇteˇ zvysˇuje
kvalitu vy´sledkudı´ky simulacı´ jevu˚, jako jsounaprˇı´kladmeˇkke´ stı´ny.Kvu˚li znacˇneˇ vysˇsˇı´m
vy´pocˇetnı´m na´roku˚m te´to metody vsˇak bude potrˇeba nejprve prove´st vy´sˇe zmı´neˇne´
optimalizace.
Dı´ky te´to pra´ci jsem zı´skal spoustu zajı´mavy´ch znalostı´ z oblasti, ktera´ mne velmi
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BVH( vector<Vertex> & vertex buffer, vector<triangle> & index buffer, vector<Material> &
material buffer, vector<PointLight> & light buffer, unsigned int max depth, int
max leaf items );
˜BVH( void );
float SpectralTrace( Ray ∗ ray ) ;
private:
// Root of the hierarchy tree
BVHNode ∗ root ;
// Data holders
vector<Vertex> vertex buffer ; // Vertices storage
vector<triangle> index buffer ; // Indices storage
vector<Material> material buffer ; // Materials storage
vector<PointLight> light buffer ; // Materials storage
unsigned int max depth ;
// Construction constants
int max leaf primitives ;
float intersection cost ;
float traversal cost ;
// Construction
BVHNode ∗ BuildTree( int from, int to, int axis ) ;
void Sort( int from, int to , int axis ) ;
// SAH
BVHNode ∗ BuildSAH( int from, int to );
float CalculateISA( AABB bounds );
float CalculateSA( AABB bounds );
// Traversal
void Traverse( Ray ∗ ray, BVHNode ∗ node );
bool RayBoxIntersection( Ray ∗ ray, AABB ∗ box );
bool RayTriIntersection( Ray ∗ ray, int tri index ) ;
// Shading
float Diffuse( Ray ∗ ray, Vec3 hit point , Vec3 hit normal ) ;
float Phong( Ray ∗ ray, Vec3 hit point, Vec3 hit normal ) ;
float Mirror( Ray ∗ ray, Vec3 hit point , Vec3 hit normal ) ;
float Dielectric ( Ray ∗ ray, Vec3 hit point , Vec3 hit normal ) ;
bool ShadowTest( Ray ∗ ray, BVHNode ∗ node, float light norm );
};
Vy´pis 14: Trˇı´da obsluhujı´cı´ akceleracˇnı´ strukturu
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B Uka´zky vy´sledku˚ implementace
Obra´zek 17: Detail chromaticke´ aberace
Obra´zek 18: Sce´naCornell box.Uprostrˇed je skleneˇna´ koule, vnı´zˇ se projevuje chromaticka´
aberace. Po prave´ straneˇ je zrcadlovy´ povrch, nalevo pak zˇelezna´ kostka.
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Obra´zek 19: Sce´na Cornell box 2. Uka´zka vlivu Beer-Lambertova za´kona. Oba objekty
majı´ stejny´ materia´l - safı´r. Objekt vlevo je prˇiblizˇneˇ 5× tlustsˇı´ nezˇ objekt vpravo.
Obra´zek 20: Sce´na Gems. Ve sce´neˇ se nacha´zı´ trˇi drahokamy. Jsou to diamant, safı´r a
smaragd. Na safı´ru je videˇt jeho zbarvenı´. U smaragdu jizˇ nenı´ tak patrne´, cozˇ bude
pravdeˇpodobneˇ kvu˚li chybeˇ v datech materia´lu.
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Obra´zek 21: Sce´na Dragon. Ve sce´neˇ je model cˇı´nske´ho draka ze Stanfordske´ univerzity.
Modelu bylo jako materia´l prˇirˇazeno sklo.
Obra´zek 22: Sce´na Dragon. Detail na brˇicho stanfordske´ho draka. Je zde jasneˇ videˇt
chromaticka´ aberace v opticky slozˇite´m prostrˇedı´.
