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ABSTRAKT
Tato diplomová práce se zabývá teoretickým rozborem možností a způsoby testování
SIP a IAX2 protokolů a zařízení. Rozebírám zde terminologii a metodologii pro zátě-
žové testování proxy serverů a serverů registrar popsanou v dokumentech RFC 7501 a
RFC 7502 organizace IETF. V praktické části je popsána realizace testeru vytvořeném v
programovacím skriptovacím jazyce PHP, využívající popsanou metodologii. Aplikace je
dostupná z webového rozhraní.
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ABSTRACT
This paper deals with ways and means of testing SIP or IAX2 based equipment and
protocols itselfs. I analyse terminology and methodology for benchmarking of proxy and
registrar servers as it was described in documents RFC 7501 and RFC 7502 from organi-
zation IETF. In the practical part is described the tester realization programmed in PHP
programming language witch will use described methodology. Aplication is available in
web based interface.
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ÚVOD
V dnešní době, kdy se datové sítě rozšířily do všech koutů lidského působení se díky
tomu upouští od klasických telefonních sítí a jsou tak nahrazovány technologiemi
Voice over IP, neboli technologii hlasových služeb přenášenými přes datovou síť. K
těmto technologiím řadíme například protokoly SIP (Session Initation Protocol),
H.323 nebo IAX2 (Inter-Asterisk Exchange version 2). V této diplomové práci se
zaobírám pouze dvěma z nich. Nejrozšířenějším protokolem SIP, který popisuju hned
v první kapitole, a proprietální protokol IAX2 rozebírám v kapitole druhé.
Zařízení implementací protokolů SIP a IAX2 existuje nepřeberné množství od
různých výrobců a je tak potřeba mít objektivní srovnání obou protokolů mezi sebou
a také srovnání ústředen založených na těchto protokolech od různých společnosti
vyrábějících tento typ zařízení. V kapitole 3 proto rozebírám metodologii a postupy
jednotného zátěžového testování zařízení sloužících v SIP sítích jako prostředníci při
sestavování spojení. Zaměřil jsem se na metody testování prezentované organizací
IETF (Internet Engineering Task Force) v dokumentech RFC 7501 a 7502. Popsal
jsem také definice základní terminologie spojené s tímto testováním, nastavení pa-
rametrů a informace, které by měly být uvedeny při prezentaci výsledků měření. V
těchto dokumentech je tato metodologie popsána jen pro zařízení podporující proto-
col SIP, ale může však být použita i pro zátěžová testování protokolu IAX2 a zařízení
s tímto protokolem pracujících.
K praktickému zavedení metod z kapitoly 2 je nezbytně nutné použití nástroje
schopného generovat SIP provoz a tím hrát roli koncových účastníků. K tomuto účelu
mi posloužil volně šiřitelný nástroj pro emulaci a testování SIPp popsaný v kapitole
4. V této části se také zaměřuji na tvorbu a úpravy XML souborů, které slouží
jako řídící scénáře pro testování tímto programem. V kapitole 5 potom rozebírám
Asterisk Manager API, která může sloužit stejnému účelu při testování protokolu
IAX2.
V praktické části této diplomové práce popisuji tester, který simuluje provoz
vybraného, SIP nebo IAX2, protokolu. V kapitole 6 také popisuji návrh testovacího
algoritmu postaveného podle metodologie rozebrané v kapitole 3. Tester je ovládaný
z webového prostředí, které taky zajišťuje přípravu souborů, jež jsou pro program
SIPp potřebné k zahájení testování. Celý tento skript je napsán v jazyce PHP a je
umístěn na školním serveru. Toto webové rozhraní je popsáno v poslední kapitole
diplomové práce.
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1 SESSION INITATION PROTOCOL
SIP (Session Inicialization Protocol) je klient - server signalizační protokol sloužící
k navázání, udržení a rozpojení spojení mezi dvěma i více účastníky vyměňujícími
si mediální obsah skrze komunikační prostředky podporující VoIP (Voice over IP).
Byl vyvinut organizací IETF (Internet Engineering Task Force) a vůbec poprvé
definován roku 1996jako RFC 2543 a v červnu roku 2002 definován již jako standart
v RFC 3621. [1] SIP je pouze signalizační protokol řešící navázání, řízení a rozpad
spojení. O samotnou výměnu mediálních zpráv se stará protokol RTP. Je to takzvaný
end to end signalizační protokol. [2] V této kapitole popíši funkčnost a funkční bloky
nezbytné pro chod sítě založené na tomto protokolu.
1.1 Síťové prvky v SIP prostředí
1.1.1 SIP User agents
Základní úkol protokolu SIP je sestavit, udržovat a ukončit spojení mezi takzvanými
user agenty (UA). Pod tímto pojmem je myšleno SIP podporující koncové zařízení,
které musí být schopno sestavit mediální relaci s jiným UA. [2]
Jak jsem zmínil výše, SIP je klient-server řešení. Z toho vyplývá, že každý UA
obsahuje jak klientskou aplikaci, tak serverovou aplikaci. Tím si každého UAmůžeme
rozdělit na:
• User Agent Client (UAC) – inicializuje žádosti
• User Agent Server (UAS) – generuje odpovědi [2]
1.1.2 SIP Servery
SIP servery jsou aplikace, které přijímají SIP žádosti a odpovídají na ně. SIP servery
by se ovšem neměly zaměňovat s UAS nebo s klient-server povahou SIP, kterou jsme
si popsali výše. SIP servery v tomto pojetí jsou popsány jako prvky, které poskytují
určité služby pro UA. Řadí se mezi ně především Proxy server, Registar server a
Redirect server. Interakce mezi jednotlivými elementy v síti SIP jsem vyobrazil na
obr: 1.1. [2]
Proxy server
Proxy server přijímá SIP požadavky od UA nebo jiného proxy serveru a jedná tak
jako prostředník mezi UA, kteří spolu chtějí komunikovat. Proxy server nikdy ne-
generuje SIP požadavky, pouze odpovídá a předává tyto požadavky mezi UA. Vý-
jimkou je požadavek CANCEL. Jak je patrné z obr: 1.1, proxy server nemá žádné
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Obr. 1.1: Interakce prvků v síti SIP
možnosti pro zpracování mediálního obsahu a mnohdy pakety nesoucí tento obsah
nesměřují přes tento typ serveru. Na základě informací z databáze nebo lokalizační
služby je schopen také rozhodnout o dalším předání požadavku buď koncovému UA
nebo dalšímu proxy serveru. Proxy server proto nepotřebuje porozumět SIP zprávě,
stačí mu pouze orientovat se v hlavičce paketu. Proxy server může pracovat jako
stavový i bezstavový. [2] Na obr: 1.2 potom můžeme vidět příklad sestavení spojení
za použití proxy serveru.
Redirect server
Redirect server, stejně jako proxy server, používá k vyhledávání koncových účast-
níků lokalizační službu nebo databázi. Informace použité ke směrování hovoru k
žádanému účastníku jsou však, narozdíl od proxy serveru, odeslány zpět ke koncové
stanici, která inicializuje spojení. [2]
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Obr. 1.2: Příklad sestavení spojení mezi dvěmi koncovými účastníky za použití proxy
serveru.
Registrar server
Registar server akceptuje pouze žádosti typu SIP REGISTER a podle nich aktuali-
zuje lokalizační databázi. Kontaktní informace z této žádosti jsou potom k dispozici
redirect serveru i proxy serveru uvnitř stejné administrativní domény. Registrační
zpráva musí obsahovat zdroj registrovaného obsahu, adresy a alias jméno uživatele.
[2]
1.2 Základní typy zpráv SIP
Výše jsem uvedl příklady komunikace UA s různými typy SIP serverů. Tato komuni-
kace je zajišťována tzv. SIP zprávami. SIP zprávy jsou děleny na ŽÁDOSTI neboli
METODY a SIP ODPOVĚDI. Tyto dva různé druhy SIP zpráv mají společnou
strukturu a jejich složení je následující:
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• startovací řádek,
• řádky hlavičky,
• řádek indikující konec hlavičky, který nenese žádné informace,
• tělo zprávy. [3]
SIP žádosti (metody)
SIP žádosti nebo metody jsou zprávy generované UAC, které si po cílovém UAS žá-
dají určitou akci. V následujícím seznamu uvádím šest původních, základních metod,
které se ve standartu SIP používají: [2]
• Metoda INVITE – je určena pro inicializaci a domluvení parametrů spojení
mezi UAC a UAS.
• Metoda ACK – je potvrzovací metoda a je potvrzení, že UAC přijal odpověď
na metodu INVITE.
• Metoda BYE – metoda sloužící k k žádosti o rozpojení probíhajícího spojení.
• Metoda REGISTER – je využívána k registraci k registrar serveru a nese
informace o současné poloze UA.
• Metoda OPTIONS – slouží UAC k vyžádání dostupných parametrů od UAS,
jako jsou například audio či video kodeky.
• Metoda CANCEL – slouží ke zrušení dosud nevyřízené metody.
SIP odpovědi
Odpovědi SIP znázorňují stav metody, kterou UAC poslal k UAS. Rozsah odpovědí
definovaných v protokolu SIP je číslován od 100 po 699 a jsou seskupeny do 6
kategorií:
• 1xx – dočasná odpověď informující UAC o doručení metody a jejím současném
zpracovávání.
• 2xx – finální zpráva o úspěšném zpracování metody.
• 3xx – odesílán prvkem redirect server nesoucí zprávu o nynější poloze cílového
UAS.
• 4xx – finální zpráva o selhání navázání spojení z důvodu chyby na straně UAC.
• 5xx – finální zpráva o selhání navázání spojení z důvodu chyby na straně UAS.
• 6xx – finální zpráva o selhání navázání spojení z důvodu globální chyby. Spojení
tak nemůže být sestaveno nikde v této síti SIP. [2, 3]
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2 PROTOKOL INTER-ASTERISK EXCHANGE
VERZE 2
Protocol Inter-Asterisk Exchange a následně jeho 2. revize byl vyvinut a nasazen
týmem vývojářů softwaru pro Asterisk. Původně byl navržen ke kontrole a přenosu
signalizačních a mediálních informací mezi pobočkovými ústřednami Asterix. Nyní
však slouží i jako alternativa k tradičním protokolům, jako jsou například proto-
koly SIP nebo H.323. To je ovšem podmíněno podporou tohoto řešení koncovými i
propojujícími zařízeními, které jsou použiti v určité VoIP síti. Protokol IAX2 není
výsledkem standartizačních skupin, jak tomu je například u protokolu SIP, ale spíše
spoluprací komunit. I proto je tento protokol open source a je popsán v RFC 5456
publikovaném v únoru roku 2010. [4, 5]
IAX2 je dobře vystavěný a jednoduchý protokol, který má všechny potřebné
vlastnosti pro nasazení v sítích podporující VoIP, kde jsou kladeny požadavky na
nízkou provozní režii a nízkou šířku přenosového pásma. Podporuje lokalizaci, regis-
traci uživatelů, vytváření, modifikaci a rozvázání mediálních přenosů mezi uživateli.
Pro přenos mediálních informací i signalizaci mezi uživateli je použit transportní
UDP protokol a port 4569, což je velký rozdíl oproti tradičně rozšiřenému protokolu
SIP. Použitím jednoho přenosového kanálu je předcházeno problémům způsobeným
překladem adres v NAT či průchodem přes firewall. K výše zmíněné redukci přeno-
sového pásma je IAX2 binárně orientovaným protokolem. Tím je záhlaví protokolu
IAX2 mnohem menší než při použití textového přístupu. [5, 6]
2.1 Typy IAX2 zpráv
Protokol IAX2 je bitově orientovaný, takže každá skupina bitů v odesílaných rámcích
má svůj význam. IAX2 využívám 2 typy rámců, tzv. F-rámce neboli Full frames a
M-rámce neboli Mini Frames. [5, 6]
M-rámce jsou zprávy, které slouží jednoduše pouze k přenosu audio a video in-
formací. Při hovoru je těchto rámců odesíláno mnohem více než F-rámců. Skládájí
se s jednoduchého 4 bajtového záhlaví, což je jedna z optimalizací, jak dosáhnout
vysoké využitelnosti dostupné šířky pásma. Tento typ zpráv není přenášen spoleh-
livě. Pokud je jedna ze zpráv ztracena, není již odeslána znovu. Jak můžeme vidět
na obrázku 2.1, tento rámec obsahuje na začátku značku F nastavenou na hodnotu
0, tím příjemce pozná, že se jedná o M-rámec, zdrojové číslo terminálu, které rámec
odeslalo a časovou značku. [5]
F-rámce jsou používány k sestavení, řízení a ukončení spojení a jsou přenášeny
spolehlivě a jejich příjem musí protistrana potvrdit zprávou. Pokud tento rámec
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Obr. 2.1: M-rámec protokolu IAX2.
potvrzen, je odeslán znovu. Tento typ rámce přenáší informaci o synchronizaci a
jsou mezi M-rámci posílány periodicky. F-rámec, ukázaný na obrázku 2.2 obsahuje
tato pole:
• F – pole indikuje, zda se jedná od M-rámec nebo F-rámec. V případě F-rámce
je toto pole nastaveno na hodnotu 1.
• Číslo zdrojového terminálu – 15 bitové celé číslo.
• R – nastaveno na hodnotu 1 pokud se jedná o již opakovaně odeslaný F-rámec.
Pokud je odesílán poprvé, je toto pole nastaveno na hodnotu 0.
• Číslo cílového terminálu – 15 bitové celé číslo.
• Časová značka – udávaná pro každý paket jiná.
• Odchozí sekvenční číslo – sekvenční číslo paketu, která je terminálem odeslán.
Vždy začíná 0.
• Příchozí sekvenční číslo – sekvenční číslo paketu, která je terminálem přijato.
Vždy začíná 0.
• Typ rámce - například rámec ACCEPT nebo ANSWER.
• C, podtřída - souvisí s podtřídami rámců.
• Data - uživatelská data. [2, 3]
2.2 Průběh spojení mezi dvěma terminály
Komunikační spojení při použití protokolu IAX2 má tři fáze zobrazené na obr. 2.3.
První fází je sestavení spojení, kdy pro navázání spojení vysílá inicializační termi-
nál A zprávu NEW, na kterou protější terminál B odpovídá zprávou ACCEPT a
první terminál potvrzuje dále pomocí ACK. Poté je terminálem B vyslána zpráva
RINGING, která informuje první terminál A o vyzvánění a je také potvrzena zprá-
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Obr. 2.2: F-rámec protokolu IAX2.
vou ACK. O vyzvednutí telefonu B terminál posílá zprávu ANSWER, která je opět
potvrzena ACK. Tím je navázání spojení kompletní. [5]
Další fází je potom udržování a obousměrná výměna takzvaných M rámců a F
rámců. Spojení je potom ukončeno jednoduše tím, že terminál, který chce ukončit
komunikaci zašle zprávu HANGUP. Oponent tuto zprávu potvrdí závěrečným ACK.
[5]
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Obr. 2.3: Průběh spojení za použití protokolu IAX2. [5]
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3 METODOLOGIE A TERMINOLOGIE PRO VÝ-
KONNOSTNÍ TESTOVÁNÍ SIP ZAŘÍZENÍ
Metodologie a terminologie, kterou popisuji popsaná v této kapitole se používá pro
výkonové testování SIP zařízení, jak serverů, tak i UA. Vycházím zde z dokumentů
IETF (Internet Engineering Task Force) a to konkrétně z dokumentů RFC 7501,
kde jsou popsány a přesně definovány pojmy spojené možnostmi měření SIP zařízení
a RFC 7502, která se zabývá konkrétní metodologii a postupy při tomto testování.
Účelem těchto dvou dokumentů je poskytnout normalizovanou sbírku postupů, které
umožní objektivní srovnávání různých SIP zařízení, plnících ovšem stejnou roli v síti
SIP. Nastavení stejných testovacích parametrů a použitých postupů k měření jsou v
tomto případě nezbytné z důvodu široké variabilty SIP protokolu. Různé nastavení
počátečních parametrů a použitá metodologie může totiž velice významně ovlivnit
výsledky měření. [7, 8]
3.1 Terminologie testování SIP zařízení
Pro správné pochopení principů výkonového testování SIP zařízení je potřeba si jed-
noznačně definovat pojmy, kterých budu při tomto popisu využívat. Pojem „výkon“
v tomto kontextu znamená vyjádření kapacit DUT (Device Under Test) použitých
ke zpracovávání SIP metod. [7]
3.1.1 Definice pojmů protokolových komponent SIP
Session – je kombinací signalizačních a mediálních zpráv a procesů, které tyto zprávy
zpracovávají, které tak umožňují navázání SIP audio či video hovoru nebo SIP re-
gistrace. [7]
Overload – jako Overload je definován stav, kdy DUT již nemá potřebné kapacity
pro úspěšné zpracování všech příchozích SIP metod. Je to stav, kdy již všechny
Session Attempt selžou z důvodu nedostatku kapacit DUT. [7]
Session attempt – stav odeslání SIP INVITE, tedy pokus o navázaní spojení s
jiným UA, nebo REGISTER od UA směrem k serveru. UA ovšem ještě nedostalo
odpověď na tyto SIP metody. [7]
Established session – Session, kdy UAC inicializující spojení již na svou metodu
INVITE dostal kladnou odpověď 200 OK. [7]
Session attemp failure – Session, kdy UAC inicializující spojení na svou metodu
INVITE přijal chybovou či odpověď o přesměrování, nikoli však odpověď 200 OK.
Na rozdíl od Overload se v tomto případě jedná pouze o ojedinělou chybu. [7]
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3.1.2 Komponenty testování
Device Under Test – je síťové propojující zařízení, které vychází z popisu uvedeném v
RFC 3261. Dokáže plnit roli serveru registrar, redirect, stavové proxy nebo B2BUA.
[7]
Emulated Agents (EAs) - hrají roli SIP UAs generující provoz, SIP metody i
odpovědi při vytvoření spojení v případě proxy, B2BUA, či redirect serveru nebo
žádosti o registraci v případě registrar serveru. Reprezentuje tedy koncové body
komunikace. [7]
Signaling server – zařízení v testovací topologii, které umožňuje vytvoření, správu
a ukončení Session. Toto zařízení je v našem případě DUT. [7]
SIP transport protocol – protokol využit pro přenos signalizační SIP zpráv, tzn.
metod a odpovědí. Výsledky výkonnostních testů se tak mohou lišit v závislosti na
použití protokolu TCP, UDP, či jiných. [7]
3.1.3 Počáteční parametry testu
Session Attempt Rate – nastavení EAs na určitý počet session za sekundu (sessions
per second – sps), kterými se EA snaží prostřednictvím služeb DUT vytvořit. Některé
tyto session nemusí být úspěšně navázány. [7]
Registration Attempt Rate – Nastavení EA na počet registrací za sekundu (re-
gistration per second – rps), které odesílá EA na DUT. [7]
Establishment Treshold Time – nastavení EA, znázorňující čas (sekundy), po
který EA klient čeká na SIP odpověď od EA serveru, než bude tento session attempt
prohlášen za session attemp failure. [7]
Session Duration – nastavení EA, které říká, po jakou dobu (sekundy) bude
udržována session mezi dvěma EAs přidružených v tomto testu. [7]
Media packet size – konfigurace EA na fixní vzorků, které mají být poslány v
každém RTP paketu, při použití DUT pro směrování mediálních paketů. [7]
Codec type – název kodeku použitého ke generování mediálního provozu. [7]
3.1.4 Výsledné parametry testu
Session Establishment Rate – znázorňuje maximální hodnotu Session Attempt Rate,
které DUT dokáže zpracovat za předem určenou testovací periodu s nulovým počtem
Session attempt failure. Udává se v jednotce sps. [7]
Registration Rate – je maximální hodnota Registration Attempt Rate, které do-
káže DUT (v tomto případě registrar server) zpracovat za určitou testovací periodu
s nulovým počtem chyb. Udává se v jednotkách registrací za sekundu (registration
per second – rps). [7]
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3.2 Topologie výkonového testování SIP zařízení
Níže popsané příklady testů jsou řešeny ve třech základních topologiích vhodných k
tomuto testování. První dvě uvedené topologie slouží pro zjišťování hodnoty parame-
tru Session Establishment Rate, třetí potom pro Registration Rate. Při provádění
testů popsaných v RFC 7501 a RFC7502 je nutné si uvědomit, že generují velké
množství provozu a zajistit tak bezproblémovou propustnost všemi síťovými prvky,
jako jsou switche a routery. [8]
Při zjišťování parametru Session Establishment Rate probíhá testování ve dvou
základních topologiích. První, při kterém DUT nezpracovává mediální provoz (viz.
obr: 3.1) a druhý, kde jsou RTP pakety zpracovávány a přeposílány cílovému EA,
což je znázorněno na obr: 3.1. V obou případech tester nebo EA posílá provoz
směrem k DUT i provoz od DUT přijímá. Obr: 3.1 a obr: 3.1 znázorňují logický tok
signalizačních zpráv a neříkají, jak by mělo vypadat fyzické zapojení jednotlivých
prvků při tomto testování. [8]
Obr. 3.1: DUT jako propojující prvek signalizačních zpráv, mediální provoz však
DUT neprochází. [8]
Na obr: 3.1 tedy vidíme příklad, kdy DUT slouží jako prostředník mezi dvěma
rozhraními EAs a pokud testovací scénář vyžaduje mezi dvěma EA také mediální
provoz, je tento provoz směrován jinou cestou bez využití DUT, tzn. přímo mezi
koncovými EAs. [8]
Obr: 3.1 také ukazuje příklad, kdy DUT slouží jako prostředník mezi dvěma
rozhraními Eas, s tím rozdílem, že při nutnosti využití mediálního toku při testování
jsou tyto RTP pakety směrovány přes DUT. [8]
Při testování parametru Registration Rate je použita topologie, kterou vidíme
na obr: 3.3. Zde se již nejedná o sestavení spojení mezi dvěma EAs, ale o žádost o
registraci k serveru registrar. Jak jsem již zmínil v předchozí kapitole, během tohoto
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Obr. 3.2: DUT jako propojující prvek signalizačního i mediálního provozu. [8]
procesu, registrace nebo re-registrace, může být DUT připojen k dalším síťovým
prvkům zajišťujícím lokalizační službu. Tyto prvky však nejsou na obr: 3.3 znázor-
něn, musí však být počítáno s tím, že odesílání informací o registraci EA bude mít
dopad na čas, za jaký DUT vygeneruje na metodu REGISTER danou odpověď. [8]
Obr. 3.3: Topologie pro testování parametru Registration Rate. [8]
3.3 Nastavení počátečních parametrů nezbytných
pro testování
Nastavení počátečních parametrů je nezbytné pro objektivní vyhodnocování vý-
sledků měření. RFC 7502 proto určuje parametry a způsob jejich nastavení, které
musí být před spuštěním testu zajištěny. [8]
Výběr SIP transportního protokolu – testovací scénáře můžou být vykonány za
použití různých transportních protokolů jako jsou například TCP (Transmission
Control Protocolo,), UDP (User Datagram Protocol), TLS (Transport Layer Secu-
rity) nebo jiné. Použitý protokol musí být uveden spolu s výsledky měření. Je zároveň
žádoucí, aby všechny prvky v použitých topologiích použily při určitém testu stejný
transportní protokol. [8]
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Strategie správy transportních spojení – SIP umožňuje UA otevření jednoho
transportního spojení a zasílaní většího množství žádostí skrze toto spojení a tímto
spojením jsou také přijímány jednotlivé odpovědi. Umožňuje také UA otevření no-
vého transportního spojení pro každou žádost zvlášť. Použitý přístup k transport-
nímu spojení má dopad na výsledky testů a musí být uveden spolu s výsledky tes-
tování. [8]
Signalizační server – jedná se o nastavená IP adresy DUT. [8]
Mediální obsah – pro některé testy je nezbytné zajištění generování mediálního
obsahu. Lze použít kterýkoli protokol pro mediální přenos, který SIP podporuje
jako například RTP a SRTP (SRTP) a také musí být uveden s výsledky měření.
Výsledky testování se také mohou lišit s počtem mediálních toků na jednu Session.
Výsledky budou rozdílné pro Session s pouze audio přenosem a pro Session s audio
i video přenosem. Musí být také uveden kodek použitý v jednotlivých mediálních
přenosech. Dokumentem RFC 7502 není omezeno, který kodek má být použit, to
závisí na možnostech jednotlivých UA. [8]
Doba SIP session – výsledky testů se budou také lišit při rozdílné době spojení,
tj. po jaké době po obdržení kladné odpovědi 200 OK na metodu INVITE bude
spojení pomocí metody BYE ukončeno. Při nastavení tohoto parametru na hodnotu
0 s, bude metoda BYE generována hned po obdržení 200 OK. Při nastavení hodnoty
větší než je délka testování nebude metoda BYE odeslána nikdy. [8]
Pokusů o spojení za sekundu (sps) – pro jiný počet pokusů o spojení, které
vygeneruje UA bude jiný počet spojení, které budou úspěšně navázána, proto tento
údaj musí být také uveden spolu s výsledky testování. [8]
3.4 Testovací algoritmus
Pro objektivitu výsledků testovacích scénářů uvedených v další kapitole by měl být
použit algoritmus uvedený v dokumentu RFC 7502. Cílem je zde najít nejvyšší
hodnotu R – Session Establishment Rate, které DUT dokáže zpracovat za předem
definovanou časovou periodu. Tato perioda je určena jako čas potřebný pro vyge-
nerování počtu N SIP Session, kde N je parametr testu. Algoritmus se zde blíží k
hodnotě R. [8]
Pokud je hodnota parametru R uvedena výrobcem konkrétního signalizačního
serveru (DUT) může testovací aplikace tuto hodnotu použít jako r. Pokud tento
teoretický parametr neznáme nastavíme parametr r na námi zvolenou hodnotu. Al-
goritmus dynamicky zvyšuje nebo snižuje tuto hodnotu, čímž se blíží k námi hledané
maximální hodnotě R [sps]. [8] Tento algoritmus blíže přiblížím v kapitole 4, kde se
zabývám samotným návrhem testeru SIP a IAX2 zařízení.
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3.5 Testovací scénáře definované v RFC 7502
V následující podkapitole uvedu testovací scénáře a jejich nastavení, která jsou přímo
definovaná v dokumentu RFC 7502. Praktické řešení této práce je založeno na těchto
scénářích nebo z nich případně vychází.
3.5.1 Výchozí počet vytvoření spojení pro testovací aplikaci
Tento testovací scénář slouží k zjištění možností Session Establishment Rate zvo-
lených EA s nulovým počtem chyb. Toto je testovací scénář k získání maximální
hodnoty Session Establishment Rate použitých EA bez zapojení DUT do testovací
topologie. Výsledky takovéhoto testu můžou být brány jako normála ke srovnání s
výsledky, kdy je DUT přítomen v topologii nebo jako srovnávání různých testovacích
aplikací. [8]
Procedura:
1. Nastavení EA podle testovací topologie na 3.1 bez zapojení DUT.
2. Nastavení počtu mediálních toků na hodnotu 0.
3. Spuštění testovacího algoritmu za účelem zjištění základní hodnoty Session
Establishment Rate bez přidruženého mediálního toku. [8]
3.5.2 Množství spojení za jednotku času bez mediálního
toku
Testovací scénář sloužící k zjištění parametru Session Establishment Rate daného
DUT s žádným přidruženým mediálním tokem bez výskytu chybového stavu. [8]
Procedura:
1. Nastavení EA podle testovací topologie na obr: 3.1 nebo obr: 3.2.
2. Nastavení počtu mediálních toků na hodnotu 0.
3. Spuštění testovacího algoritmu za účelem zjištění základní hodnoty Session
Establishment Rate bez přidruženého mediálního toku. [8]
3.5.3 Množství spojení za jednotku času s mediálním tokem
mimo DUT
Testovací scénář sloužící ke zjištění parametru Session Establishment Rate daného
DUT s přidruženým mediálním tokem bez výskytu chybového stavu. Přidružený
mediální tok je směrován mimo DUT. Očekává se, že parametr bude stejný jako
v případě scénáře uvedeného v podkapitole 2.5.2, jelikož DUT není tímto tokem
ovlivněn. [8]
Procedura:
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1. Nastavení DUT podle testovací topologie znázorněné na obr: 3.1.
2. Nastavení počtu mediálních toků na hodnotu minimálně 1.
3. Spuštění testovacího algoritmu za účelem zjištění hodnoty Session Establishment
Rate s přidruženým mediálním tokem. [8]
3.5.4 Množství spojení za jednotku času s mediálním tokem
mimo DUT
Testovací scénář sloužící ke zjištění parametru Session Establishment Rate daného
DUT s přidruženým mediálním tokem bez výskytu chybového stavu. Přidružený
mediální tok je směrován přes DUT. Získaná hodnota Session Establishment Rate
tak může být menší než ve scénáři popsaném v podkapitole 2.5.3, jelikož DUT slouží
k předávání mediálního obsahu. Tento scénář tak může být nápomocný k zjištění
dopadů tohoto způsobu řazení mediálního toku. Dopady na signalizaci však nejsou
zjistitelnými parametry tohoto testovacího scénáře. [8]
Procedura:
1. Nastavení EA podle testovací topologie znázorněné na obr: 3.2.
2. Nastavení počtu mediálních toků na hodnotu minimálně 1.
3. Spuštění testovacího algoritmu za účelem zjištění hodnoty Session Establishment
Rate s přidruženým mediálním tokem. [8]
3.5.5 Množství spojení za jednotku času s TLS
Testovací scénář sloužící ke zjištění parametru Session Establishment Rate daného
DUT za použití transportního protokolu TLS zabezpečující SIP signalizaci. Para-
metr Session Establishment Rate je očekáván nižší než tomu bylo při nezabezpečené
prosté textové SIP signalizaci. [8]
Procedura:
1. Nastavení DUT podle testovací topologie znázorněné na obr: 3.1 nebo obr: 3.2.
DUT zde musí plnit roli proxy serveru nebo B2BUA.
2. Nastavení testeru tak, aby podporoval použití TLS zabezpečení jako trans-
portní protokol během testování.
3. Nastavení počtu mediálních toků na hodnotu 0.
4. Spuštění testovacího algoritmu za účelem zjištění hodnoty Session Establishment
Rate bez přidruženého mediálního toku. [8]
3.5.6 Množství spojení za jednotku času s IPsec
Testovací scénář sloužící ke zjištění parametru Session Establishment Rate daného
DUT za použití protokolu IPsec zabezpečující SIP signalizaci. Parametr Session
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Establishment Rate je očekáván nižší než tomu bylo při nezabezpečené prosté textové
SIP signalizaci. [8]
Procedura:
1. Nastavení DUT podle testovací topologie znázorněné na obr: 3.1 nebo 3.2.
2. Nastavení testeru tak, aby podporoval použití IPsec zabezpečení během tes-
tování.
3. Nastavení počtu mediálních toků na hodnotu 0.
4. Spuštění testovacího algoritmu za účelem zjištění hodnoty Session Establishment
Rate bez přidruženého mediálního toku. [8]
3.5.7 Množství registrací za jednotku času
Testovací scénář sloužící ke zjištění maximální hodnoty parametru Registration Rate
daného DUT bez výskytu chybových stavů při prvotní registraci UA k registrar
serveru. [8]
Procedura:
1. Nastavení DUT podle testovací topologie znázorněné na obr: 3.3.
2. Nastavení vypršení registrace na hodnotu nejméně 3600 sekund.
3. Spuštění testovacího algoritmu za účelem zjištění hodnoty Registration Rate.
[8]
3.5.8 Množství opětovných registrací za jednotku času
Testovací scénář sloužící ke zjištění maximální hodnoty parametru Registration Rate
daného DUT bez výskytu chybových stavů při opětovné registraci EA k registrar
serveru. [8]
Procedura:
1. Nastavení DUT podle testovací topologie znázorněné na obr: 3.3.
2. Spuštění testu popsaného v podkapitole 2.5.7. Tím se provede registrace kon-
cových EA a k DUT získáme hodnotu parametru Registration Rate.
3. Minimálně po 5 minutách po provedení kroku 2, provedeme opětovnou regis-
traci EA k DUT. Tento krok je nutné provést do 10 minut po provedení kroku
2. [8]
3.6 Formát výstupní zprávy o testu SIP
V následujíci tab: 3.1 stručně uvádím položky, které by se měly při prezentaci testů
uvedených v RFC 7502 uvést.
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Tab. 3.1: Informace uvedené spolu s výsledky v testovacím reportu. [8]
Položka ve zprávě Popis
Typ transportního protokolu Uvádí jestli byl při testování použit TCP, UDP,
TLS či jiný.
Správa transportních spojení Uvádí, zda SIP zařízení vytváří pro jednotlivé
metody jednotlivá transportní spojení.
Parametr Session Attemp Rate Výchozí nastavená hodnota počtu pokusů o
spojení za sekund.
Parametr Session Duration Doba trvání spojení mezi EAs v sekundách.
Celkový počet spojení Udává počet sestavených spojení během celého
testu.
Počet mediálních toků Udává počet mediálních toků vytvořených
v jednom spojení.
Přidružená media Protokol použitý pro přenos mediálních
informací, např. RTP, SRTP nebo jiný.
Kodek Použitý mediální kodek.
Velikost paketu Počet bajtů v těle mediálního paketu. Uvádí se
pouze pro audio pakety.
Establihment Threshold Time Udává délku časového intervalu, po kterou
tester čeká odpověď na metodu INVITE.
Použitá TLS šifra Udává se pouze při použití protokolu TLS.
Použitý IPsec profil Udává se pouze při využití zabezpečení IPsec.
Session Establishment Rate Výsledný parametr testování udávající počet
sestavených spojení za jednotku času v sps.
DUT jako „media relay“ Udává informaci o tom, zda přes DUT
procházejí mediální pakety.
Parametr Registration Rate Výsledný parametr testování udávající počet
prvotních registrací za jednotku času v rps.
Pouze u scénáře uvedeného v kapitole 5.2.7.
Parametr Re – registration Rate Výsledný parametr testování udávající počet
opětovných registrací za jednotku času v rps.
Pouze u scénáře uvedeného v kapitole 5.2.8.
Poznámky Informace o specifických prvcích
či parametrech ovlivňujících měření.
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4 TESTOVACÍ NÁSTROJ SIPP
SIPp je volně šiřitelný nástroj určený ke generování SIP provozu. Je schopen emulo-
vat tisíce klientů využívajících určitý systém založený na protokolu SIP. Dokáže ge-
nerovat provoz simulující jak SIP signalizaci, tak mediální provoz přenášený pomocí
protokolu RTP. Základní instalace obsahuje několik jednoduchých přednastavených
scénářů, je ovšem umožněna aplikace uživatelem vytvořených scénářů. Ty se tvoří a
aplikují ve formě XML souborů. Poskytuje také dynamické zobrazování hodnot právě
probíhajících testů, podporu IPv6, SIP autentifikace, či tvorbu podmíněných scé-
nářů. [9]Testovací program SIPp byl původně vyvíjen společností Hewlett–Packard
nyní je však vydáván pod licencí GNU GPL Licence, s níž jsou spojeny všechny
podmínky této licence popsány v [11]. Společnost Hewlett–Packard tedy ohledně
nástroje SIPp nenabízí žádnou podporu či záruku. [10]
4.1 Instalace a spouštění programu SIPp
K listopadu 2015 je na webových stránkách nástroje SIPp dostupná verze 3.4. SIPp
je dostupný pro Linux a Cygwin. Na jiných systémech založených na UNIX jádru
je implementace možná, ovšem není testovaná. U platformy Cygwin je možná im-
plementace pro Windows XP a starší a to z důvodu podpory IPv6 adresace. Pro
úspěšnou instalaci a spuštění programu SIPp je potřeba splnit:
• přítomonost C++ kompileru;
• přítomnost knihovny curses nebo ncurses,
• pro podporu protokolu TLS – OpenSSL ve verzi 0.9.8 nebo vyšší. [10]
Příklad instalace je vypsána v ukázce: 4.1.
Ukázka 4.1: Instalace programu SIPp. [10]
1 # tar −xvzf s ipp −3 .3 .990 . ta r
2 # cd s ipp
3 # ./ con f i gu r e
4 # make
Program SIPp může být s spouštěn celou řadou parametrů, tím je zajištěn velký
počet možností funkcí tohoto programu. Standartně je SIPp spouštěn z příkazové
řádky terminálu. Základní příklad spuštění nástroje SIPp je zobrazen v ukázce: 4.2 a
ukázce: 4.3. V tab: 4.1 potom vypisuju některé základní parametry, které se definují
vždy před spouštěním programu. [10]
Důležitými parametry, které se zadávájí při spouštění nástroje SIPp je výběr
logů, tj. souborů, do nichž se ukládají údaje během běhu programu. Frekvence vy-
pisování těchto logů a jejich umístění se nastavuje parametry, popsanými v tab: 4.1.
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Tab. 4.1: Parametry použitelné při spouštění nástroje SIPp. [12]
Parametr Popis
-v Zobrazí verzi a informace o autorech.
-bg Spustí program SIPp na pozadí.
-d Kontroluje délku sestaveného spojení.
-l Nastaví maximální počet současně udržovaných spojení.
-i Nastavení lokální IP adresy.
-p Nastavení lokálního čísla portu.
-r Nastavení počtu spojení za sekundu. Tato hodnota může
být měněna během chodu programu SIPp příslušnými
kontrolními příkazy, které jsou vypsány v další tabulce.
-t Nastavení transportního spojení.
-aa Povolení automatických SIP odpovědí „200 OK"pro metody
INFO a NOTIFY.
-f Nastavení frekvence zapisování údajů při testování
na obrazovku. Výchozí hodnota je 1 sekunda.
-fd Nastavení frekvence zapisování údajů do výstupních log
souborů. Výchozí hodnota je 60 sekund.
-inf Nastavení souboru, ze kterého se budou načítat údaje
pro řídící XML scénář. Po použití tohoto parametru
je potřeba definovat absolutní nebo relativní cestu k souboru
obsahující tyto údaje.
-nd Vypnutí veškerých výchozích nastavení a chování
programu SIPp.
-ip_field Nastavení rozsahu IP adres, které budou použity k nastavení
jednotlivých SIP URI emulovaných koncových uživatelů.
-m Tento parametr zastaví testování, když jsou všechny
hovory obsažené v XML scénáři provedeny.
-max_recv_loops Hodnota maximálního počtu přijatých SIP zpráv za jeden
cyklus. Ovlivňuje tak omezení, či zvýšení provozu. Výchozí
hodnota je 1000.
-max_retrans Maximální hodnota opětovného odesílání mediálních
UDP paketů, než bude hovor, kvůli nepřijímání těchto
paketů, ukončen jako TIMEOUT.
-max_invite_retrans Nastavení maximálního počtu znovu odesílání metody
INVITE, než bude pokus o spojení, kvůli nepřijímání
této metody, ukončen jako TIMEOUT.
-max_non_invite_retrans Nastavení maximálního počtu znovu odesílání metod
jiných než INVITE, než bude spojení, kvůli nepřijímání
těchto metod, ukončen jako TIMEOUT.
30
-nr Vypnutí všech možností znovuodesílání.
-pause_msg_ign Program bude ignorovat všechny zprávy přijaté během
pauzy definované v XML scénáři.
-rp Specifikuje tzv. míru periody tvorby spojení. Ve spojení
s parametrem -r to umožňuje mít určitý počet pokusu
o spojení za libovolnou dobu (v milisekundách).
-rate_increase Udává zvyšování míry tvorby spojení po sekundách.
Udává se ve spojení s parametrem -fd.
-rate_max Pokud je nastaven parametr -rate_increase, potom je,
po překročení této hodnoty míry tvorby
spojení, testování ukončeno.
-rtp_echo Přijaté RTP pakety jsou při této volbě potvrzovány
jejich odesílateli.
-sd Nebude bráno v úvahu žádné ze zvolených výchozích
XML scénářů.
-sn Použití výchozích testovacích scenařů. Parametr se
používá spolu se zadáním názvu využitého XML scénáře.
Názvy výchozích řídících XML scénářů:
– ’uas’
– ’uac’
– ’regexp’
– ’branchc’
– ’branchs’
-sf Načtení alternativních scénářů definovaných uživatelem.
Po použití tohoto parametru je potřeba definovat
absolutní nebo relativní cestu k souboru obsahující
XML scénář.
-stat_delimiter Nastavení oddělovače souboru obsahující statistiky
testování.
-stf Nastavení názvu souboru obsahující statistiky testování.
-t Určuje, jaký transportní protokol bude využit.
–’u1/t1’: UDP/TCP s jednou socket pro všechny hovory,
–’u2/tn’: UDP/TCP s jednou socket na jeden hovor,
–’ui’: UDP s jednou socket na jednu IP adresu.
-timeout Nastavení globální hodnoty TIMEOUT.
-ap Nastavení hesla pro scénáře, ve kterých je vyžadována
autentifikace.
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Ukázka 4.2: Základní spuštění programu SIPp jako UAS. [10]
1 # ./ s ipp −sn uas
Ukázka 4.3: Základní spuštění programu SIPp jako UAC s IP lokální smyčky. [10]
1 # ./ s ipp −sn uac 1 2 7 . 0 . 0 . 1
Při použití výchozího nastavení se logy ukládají do složky, ze které je načítán ří-
dící XML scénář. Jejich název je dán použitým XML scénářem, PID procesem, pod
kterým je instance tohoto určitého testování spuštěna a typem informací, které jsou
v tom daném logu uchovány. Výpis logu, spolu s příkazy, kterými jsou tyto logy
vytvořeny udávám tab: 4.2. [10] [12]
Nástroj SIPp také umožňuje dodatečnou interaktivní kontrolu srze klávesnici.
Jsou podporovány dva přístupy - jednotlivé klávesy, které mohou být stisknuty v
jakýkoli okamžik, či spuštění příkazového modu. Lze tak dodatečně měnit para-
metry nastavené v řídícím XML scénáři nebo definované při spuštění jednotlivých
instancích tohoto programu. Klávesy, které takto mohou ovlivňovat průběh testování
vypisuju v tab: 4.3. Při vstupu do příkazového modu lze potom zadávat celoslovné
příkazy zobrazené v tab: 4.4. [10]
Jak bylo výše zmíněno, SIPp generuje SIP provoz podle zadaných parametrů
při spuštění nebo řídícího XML scénáře, což může být mnohdy pro síť, ve které je
testování prováděno, velice obtižné tento zvýšený provoz bez problému zpracovat.
Měření by tedy mohlo být ovlivněno nedostatkem prostředků pro zvládnutí tohoto
provozu. Některými parametry při spuštění, klávesami a příkazy v tab: 4.1, tab: 4.3
a tab: 4.4 může být tomuto jevu zabráněno. Například v ukázce: 4.4 je SIPp spuštěn
s výchozím XML scénářem uac.xml, parametrem -r je nastavena hodnota 12 hovorů
za sekundu a tato perioda je změněna parametrem -rp na 12 hovorů za 4 sekundy.
Tato hodnota je dále už po spuštění programu doupravena příkazy set call rate 10
a set rate-scale 2000 na 10 hovorů za 2 sekundy. [10]
Ukázka 4.4: Ukázka kontroly datového toku v programu SIPp. [10]
1 # ./ s ipp −sn uac −r 12 −rp 4000
2 # se t c a l l r a t e 10
3 # se t rate−s c a l e 2000
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Tab. 4.2: Parametry pro vytváření souborů obsahující informace o testování a jejich
názvy. [12]
-trace_msg Zobrazuje přijaté a odeslané SIP zprávy v souboru
<nazev XML scénáře>_<PID>_msg.log.
-trace_screen Do logu se ukládá obsah textového výstupu, který se objeví po
spuštění programu. Uloží se buď ukončením testování nebo
stisknutím klávesy "s"při testování. Název souboru je
.
-trace_err Vypisuje chybové stavy a neočekávané SPI zprávy při testování.
Uloženo v souboru <název XML scénáře>_<PID>_errors.log.
-trace_timeout Zobrazuje stavy, kdy nastal TIMEOUT, který se dá nastavit
spouštěcím parametrem -timeout.
Název souboru je <název XML scénáře>_<PID>_timeout.log.
-trace_rtt Vyčítá časouvé údaje o intervalech mezi zasláním metody a přijetím
SIP odpovědi. Uloženo v <název XML scénáře>_<PID>_rtt.log.
-trace_stat Zajišťuje ukládání veškerých statistických údajů do souboru
<název XML scénáře>_<PID>_.csv. Pro detailnější výpis
možno tento příkaz dodat příkazem -h_stat.
-trace_logs Vypisuje záznam o tom, co vše se vy pisuje do výše zmíněných
souborů s názvem <název XML scénáře>_<PID>_logs.log.
Tab. 4.3: Klávesy přímo ovlivňující průběh testovací program SIPp. [10]
+ Zvýšení míry tvorby spojení na dvojnásobek původní hodnoty.
* Zvýšení míry tvorby spojení na desetinásobek původní hodnoty.
- Snížení míry tvorby spojení na polovinu původní hodnoty.
/ Snížení míry tvorby spojení na desetinu původní hodnoty.
c Vstup do příkazového režimu.
q Program nejprve dokončí navázané spojení a poté se ukončí.
Q Program nečeká na dokončení spojení a ukončí se hned.
s Výstup všech aktuálních zobrazených informací do souboru
<název XML scénáře>_<PID>_screen.log
p Dočasné zastavení provozu.
1-5 Přepínání mezi aktuálními obrazovkami textového výstupu.
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Tab. 4.4: Klávesy přímo ovlivňující průběh testovací program SIPp. [10]
dump tasks Vytisknutí aktivních úloh, většinou hovorů do souboru
<název XML scénáře>_<PID>_errors.log.
set rate X Nastaví míru tvorby spojení na určitou hodnotu.
set rate-scale Nastaví zvyšování nebo snižování míry tvorby spojení
za sekundu. Tento parametr může být ovlivňován
klávesami +,*,-,/.
set users X Nastavení počtu uživatelů.
set limit X Nastavení maximálního počtu otevřených spojení.
trace <log> <on|off> Zapnuté nebo vypnutí vypisování do logu. Platné hodnoty
pro <logs> jsou errors, logs, messages, shortmessages.
4.2 Tvorba XML souborů řídících program SIPp
Jak již bylo zmíněno výše, testovací program SIPp je řízen pomocí takzvaných XML
scénářů. Díky těmto scénářům je nástroj velice lehce nastavitelný a je možno vytvá-
řet nejrůznější situace, které mohou při navazování spojení mezi dvěma UA nastat.
Program SIPp obsahuje několik základních scénářů, spustitelných při zadání para-
metru –sn, dostupných po instalaci. Příkazy spouštění těchto scénářů jsou ukázány
v ukázce: 4.2 a 4.3. [10]
Tyto základní scénáře však zdaleka nestačí pro potřeby testování složitých si-
mulací. Proto je zde dostupná i možnost vytváření vlastních, komplexnějších XML
scénářů, které budou vyhovovat dané aplikaci. Lze v těchto scénářích simulovat růz-
nou délku hovoru, různou délku čekání na odpověď při zaslání metody INVITE a
mnoho další. Při spuštění uživatelského XML scénáře je nutné znát z kořenového
adresáře ke konkretnímu scénáři a programu SIPp jej při spuštění předat, pomocí
parametru –sf a cesty k použitému XML scénáři. Musí však být i definována IP ad-
resa vzdáleného systému. Tato adresa je potom použita v XML scénáři. Spouštění
vlastního XML scénáře vypisuji v ukázce: 4.5. [10]
Ukázka 4.5: Nastavení vlastního XML scénáře a spuštění programu SIPp. [10]
1 # ./ s ipp −s f −v la s tn i_scenar . xml
Scénář vždy začíná tagem <scenario> a jednotlivé kroky, například zasílání me-
tody INVITE nebo metody REGISTER, je řízeno pomocí příkazů. To zajišťuje širo-
kou škálu aplikací na specifické případy. Základní příkazy s jejich atributy vypisuji
v tab: 4.5. [10]
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Tab. 4.5: Příkazy použité v XML scénářích pro obsluhu programu SIPp. [10]
Příkaz Atribut Popis
<send> Slouží k zasílání SIP zpráv.
retrans Definuje časovou hodnotu, po jejíž vypršení bude znovu
zaslána určitá zpráva.
lost Emuluje ztrátu vyslané zprávy. Udává hodnotu
v procentech.
start_txn Určuje typ posílané SIP metody.
ack_txn Každý start_txn musí mít k sobě přidružený ack_txn,
potvrzující přijetí odpovědi na metodu.
<recv> Slouží k definování očekávané akce.
response Udává očekávanou odpověď na vyslanou metodu.
request Udává očekávanou SIP metodu.
auth Pokud je přijata autentifikace, záhlaví této zprávy je
poté uloženo a použita k vytvoření klíčového
slova [autentification].
lost Emuluje ztrátu zprávy, která má být přijata. Udává
hodnotu v procentech.
timeout Definuje časový interval, jak dlouho má být očekávána
zpráva.
action Specifikuje akci, který je provedena po přijetí zprávy.
<recvCmd> action Specifikuje akci, který je provedena po přijetí zprávy.
<pause> milliseconds Definuje časový interval, po který program vyčkává,
než postoupí ve scénáři dále.
Všechny tagy, použité pro příkazy, jsou párové. To znamená, že musí být uzavřeny
zakončujícím tagem </>. Například do příkazu <send> je tímto možnost vnořit SIP
zprávy. Musí však být ohraničeny na začátku tagem ve tvaru <![CDATA a ukončeny
]]>. Vše mezi těmito tagy bude odesláno cílovému systému. Ve scénářích se také
využívá klíčových slov umístěných v [ ], za které program SIPp doplňuje hodnoty
a parametry využitelné při testování. Tyto parametry mohou představovat číslo
volajícího, použitý transportní protokol a mnoho dalších. Při nevyplnění tohoto pole
konkrétní hodnotou, je v některých případech nahrazen výchozí hodnotou. Klíčová
slova řídícího XML scénáře se nastavují pomocí parametrů daných při spouštění
programu SIPp nebo jsou načítány z externího CSV souboru, jak popisuji níže. [10]
V tab: 4.5 přikládám popis některých základních klíčových slov s krátkým popisem
a výchozím nastavením.
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Tab. 4.6: Klíčová slova užitá v řídících scénářích. [10]
Klíčové slovo Výchozí Popis
[remote_ip] IP adresa vzdáleného systému.
[remote_port] 5060 Port aplikace vzdáleného systému.
[transport] UDP V závislosti na volbě parametru -t při
spuštění SIPp je zvolen transportní protokol
TCP nebo UDP pro signalizaci.
[local_ip] Hodnota definovaná parametrem -i.
[local_ip_type] Závisí na parametru -i a udává, zda je
použita Ipv4 nebo IPv6 adresa.
[local_port] systémový Nastavován parametrem -p. Jedná se o číslo
portu aplikace.
[call_number] Volané číslo, které začíná na nejnižší zadané
hodnotě a postupně se inkrementuje
o hodnotu 1 za každý hovor.
[call_id] Identifikuje každý jednotlivý nový hovor
generovaný SIPp. Při spouštění klientských
scénářů je toto pole povinné.
[file name=<filename>] Načítá hodnoty z externího CSV souboru
do scénáře. Tyto hodnoty budou nahradí
zvolené klíčová slova.
[authentification] Využito k vytvoření hlavičky autentifikace
buď z externího CSV souboru nebo definovány
při spouštění pomocí parametrů -au nebo -s.
[users] Pokud je toto pole specifikováno, obsahuje
číslo uživatele, jehož hovor právě emulován.
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4.2.1 Struktura řídících XML scénářů
Řídící XML scénáře se základně dělí na scénáře klientské a serverové. Klientské
scénáře začínají vždy tagem <send>, jelikož žádají spojení musí tedy nejdříve ge-
nerovat metodu INVITE či REGISTER při žádosti o spojení k PROXY serveru
nebo žádosti o registraci k REGISTRAR serveru. V této části musí být definovány
nejdůležitější parametry jako IP adresa ústředny nebo volaného UAC v případě, že
jeho IP známe, dále port na kterém zařízení přijímá tento typ komunikace, IP ad-
resa a port zařízení, které inicializuje komunikaci a také číslo volaného. [10] Ukázka
inicializace spojení z výchozího řídícího scénáře UAC.xml je zobrazena na ukázce:
4.6.
Ukázka 4.6: Inicializace spojení pomocí řídícího scénáře UAC.xml. [10]
1 <scenario name=" Basic S ips tone UAC">
2 <send>
3 <![ CDATA [
4
5 INVITE sip : [ service ] @ [ remote_ip ] : [ remote_port ] SIP /2 .0
6 Via : SIP /2 . 0 / [ transport ] [ local_ip ] : [ local_port ] ; branch=[branch ]
7 From : sipp <sip : sipp@ [ local_ip ] : [ local_port ] >; tag=[call_number ]
8 To : sut <sip : [ service ] @ [ remote_ip ] : [ remote_port ]>
9 Call−ID : [ call_id ]
10 CSeq : 1 INVITE
11 Contact : sip : sipp@ [ local_ip ] : [ local_port ]
12
13 ]] >
14 </send>
Po odeslání metody musí systém očekávat číselnou odpověď na tuto metodu.
Definice očekávané odpovědi se udává do tagu <recv>. V tomto tagu se také definuje
typ odpovědi, která má UAC na metodu přijímat. SIP odpovědi 100 Trying a 180
Ringing jsou volitelné, odpověď 200 OK musí být v scénáři zahrnuta. [10] Tento
zápis je ukázán v ukázce 4.6.
Ukázka 4.7: Definice očekávání SIP odpovědi. [10]
1 <recv response=" 100 " optional=" true ">
2 </recv>
3
4 <recv response=" 180 " optional=" true ">
5 </recv>
6
7 <recv response=" 200 ">
8 </recv>
V ukázce 4.8 je znázorněn zápis následného odeslání potvrzení sestavení spojení
pomocí odeslání ACK opět uvozeného tagem <send>. Je zde také použit příkaz
37
<pause> pro zastavení čtení XML scénáře, čímž je zajištěno, že po sestavení spojení
nebude hned přikročeno k jeho ukončení. To je potom zobrazeno v ukázce 4.9, kde
je zaslána metoda BYE a očekává se odpověď 200 OK. Celý scénář je zakončen
ukončovacím tagem </scenario>. [10]
Ukázka 4.8: Zaslání potvrzení o sestavení spojení a zastavení čtení XML. [10]
1 <send>
2 <![ CDATA [
3
4 ACK sip : [ service ] @ [ remote_ip ] : [ remote_port ] SIP /2 .0
5 Via : SIP /2 . 0 / [ transport ] [ local_ip ] : [ local_port ] ; branch=[branch ]
6 From : sipp <sip : sipp@ [ local_ip ] : [ local_port ] >; tag=[call_number ]
7 To : sut <sip : [ service ] @ [ remote_ip ] : [ remote_port ] >[ peer_tag_param ]
8 Call−ID : [ call_id ]
9 CSeq : 1 ACK
10 Contact : sip : sipp@ [ local_ip ] : [ local_port ]
11
12 ]] >
13 </send>
14 <pause milliseconds =" 5000 "/>
Ukázka 4.9: Ukončení hovoru a celého scénáře. [10]
1 <send>
2 <![ CDATA [
3
4 BYE sip : [ service ] @ [ remote_ip ] : [ remote_port ] SIP /2 .0
5 Via : SIP /2 . 0 / [ transport ] [ local_ip ] : [ local_port ] ; branch=[branch ]
6 From : sipp <sip : sipp@ [ local_ip ] : [ local_port ] >; tag=[call_number ]
7 To : sut <sip : [ service ] @ [ remote_ip ] : [ remote_port ] >[ peer_tag_param ]
8 Call−ID : [ call_id ]
9 CSeq : 2 BYE
10 Contact : sip : sipp@ [ local_ip ] : [ local_port ]
11
12 ]] >
13 </send>
14
15 <recv response=" 200 ">
16 </recv>
17 </scenario>
Serverové řídící scénáře vždy začínají očekáváním příchozí metody, jelikož server
nikdy aktivně neinicializuje spojení. Je zde opět použito příkazu <recv> a následně
je odeslána odpověď na metodu k UAC pomocí příkazu <send>. Oproti klientským
scénařům se liší jen v tom, co je přijímáno a odesíláno, jinak je jejich zápis stejný.
Začátek scénáře UAS.xml, který slouží jako výchozí serverový scénář programu SIPp
je znázorněn v ukázce: 4.10. [10]
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Ukázka 4.10: Začátek výchozího serverového UAS.xml programu SIPp. [10]
1 <scenario name=" Basic UAS responder ">
2
3 <recv request="INVITE">
4 </recv>
5
6 <send>
7 <![ CDATA [
8
9 SIP /2 .0 180 Ringing
10 [ last_Via : ]
11 [ last_From : ]
12 [ last_To : ] ; tag=[call_number ]
13 [ last_Call−ID : ]
14 [ last_CSeq : ]
15 Contact : <sip : [ local_ip ] : [ local_port ] ; transport=[transport ]>
16
17 ]] >
18 </send>
4.2.2 Vkládání hodnot testování z externího CSV souboru
Žádný XML scénář neobsahuje konkrétní informace o adresách uživatelů. Při použití
parametru –inf <file_name> definujeme soubor formátu CSV, ze kterého bude řídící
soubor XML čerpat údaje o tom, jaké uživatele bude program SIPp emulovat. Výpis
části jednoto takového CSV souboru je ukázán v ukázce 4.11. [10]
Ukázka 4.11: Výpis ze souboru CSV. [10]
1 SEQUENTIAL
2 #RANDOM
3 #ca l l_ id /call_number ; a u t e n t i f i c a t i o n
4 1 000 ; [ authentication username=1000 password=asdf ]
5 1 0 0 1 ; [ authentication username=1001 password=asdf ]
6 1 0 0 2 ; [ authentication username=1002 password=asdf ]
7 . . .
První řádek vždy musí začínat slovy SEQUENTIAL nebo RANDOM. Hodnota
SEQUENTIAL znamená, že data budou ze souboru vyčítána popořadě, tzn. že první
hovor využije řádek první, druhý hovor využije data z druhého řádky až k posled-
nímu nebo pokud již v XML souboru nebudou definovány další. Pokud bude zadána
hodnota RANDOM, budou řádky vyčítány náhodně do XML souboru. Každý jeden
řádek je vázán k jednomu hovoru nebo spojení. Jednotlivé položky jsou odděleny
středníkem. Tyto položky jsou potom do XML souboru vyčítány jednotlivě podle
obrázku 4.1. V XML souboru jsou na místě, kam má být zapsán první údaj, je pou-
žito klíčové slovo field0, pro další údaj potom field1 a tak dále až je postoupeno na
konec řádku. Řádky ani sloupce nejsou limitovány žádnou maximální hodnotou. Li-
mitován je pouze počet otevřených spojení, které SIPp může vytvořit a to hodnotou
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Obr. 4.1: Ukázka načítání údajů z externího CSV souboru. [10]
definovanou v parametru -max_socket a nebo hodnotu tohoto parametru ignorovat
pomocí -skip_rlimit. [10] [12]
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5 ASTERISK MANAGER INTERFACE API
Asterisk Manager Interface API je rozhraní, se kterým je možné spravovat pobočkové
ústředny Asterisk. Nabízí klient – server řešení za využití transportního protokolu
TCP a protokolu IP. Umožňuje kompletní správu pobočkové ústředny, vytváření ho-
vorů, kontrolu statusu mailboxu ústředny, monitorování využitelnosti kanálů, sledo-
vání tvorby front a také provádění příkazů pro ústředny Asterisk. Asterisk Manager
Interface API je uživatelem ovládané pomocí příkazů zadavaných z CLI rozhraní.[13]
Asterisk Manager Interface je na serveru nakonfigurováno a definováno v konfigu-
račním souboru /etc/asterisk/manager.conf, ve kterém musí být možnost takového
způsobu přístupu k ústředně zapnuta. Při použití výchozího nastavení server naslou-
chá na TCP portu 5038. V souboru manager.conf musí být nastavení určití uživatelé,
kteří mohou Asterisk Manager Interface využívat. Těmto uživatelům jsou přidělená
práva čtení a zapisování. Právo pro zapisování představuje možnost uživatelů posílat
Asterisk serveru tzv. ACTION zpráv a čtení představuje jejich možnost k přijímání
tzv. EVENT zpráv. [13]
Tzv. ACTION označujeme zprávu, která je odeslán klientem k Asterisk serveru.
Tato zpráva nese informaci o tom, jakou operaci má Asterisk server provést, napří-
klad vytváření nových kanálů, přihlášení nových uživatelů atd. Ten potom odpoví
pomocí zprávy RESPONSE, obsahující většinou hodnotu success nebo failure. Tyto
RESPONSE pakety obsahují také identifikátory, které korespondují s identifikátory
jednotlivých ACTION zpráv. Tímto způsobem si klient může jednoduše přiřadit jed-
notlivé RESPONSE zprávy ke zprávám ACTION. Třetí typ zpráv, zprávy EVENT
jsou využívány dvěma různými způsoby. První způsob je informování klienta o stavu
změn, které klient pomocí zpráv ACTION provedl na server. Druhý způsob je po-
tom k přenášení dat určitých zpráv RESPONSE, které přenášejí větší množství dat
o ACTION provedené na Asterisk serveru. Vždy může být odeslána jen jedna zpráva
ACTION na kterou musí být odeslána zpráva RESPONSE, aby mohla být server
odeslána další zpráva ACTION. [14, 13]
Před prováděním jakýchkoli změn na serveru je nutné vytvořit mezi klientem a
serverem TCP spojení a přihlásit klienta k požadovanému serveru. To se provádí
zasláním login ACTION zprávy. To ovšem vyžaduje, aby klient, který tuto zprávu
posílá, byl zapsán v souboru manager.conf. Uživatelský účet obsahuje seznam povo-
lených IP adres, heslo a seznam přidělených práv. Každá třída je přidělena s právem
pro čtení, zapisování nebo čtení i zapisování zárověň. V ukázce 5.1 vypisuji příklad
obecné zprávy ACTION a příklad zprávy “login“ ACTION potom vypisuji v ukázce
5.2. [14]
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Ukázka 5.1: Obecný tvar zprávy ACTION. [14]
1 Action : <action type>
2 <Key1>: <Value1>
3 <Key1>: <Value1>
Ukázka 5.2: Tvar zprávy ACTION použité pro přihlášení uživatele k aplikaci. [14]
1 Action : login
2 username : administrator
3 secret : asdf
V tabulce 5.1 uvádím některé základní zprávy ACTION, používané při práci
v příkazové řádce Asterisk Manager API. Podobný výpis, obsahující ovšem vice
příkazů lze obstarat přímo v CLI pomocí příkazu manager show commands. [14]
Tab. 5.1: Příkazy užívané pro ovládání Asterisk Manager API. [14]
Příkaz Popis
login Přihlášení uživatele.
logoff Odhlášení z Asterisk Manager API.
ping Odeslání zprávy echo request.
originate Sestavení hovorů.
listCommands Vypsání dostupných příkazů.
redirect Přesměrování hovorů.
monitor Sledování komunikačních kanálů.
stopMonitor Ukončení sledování komunikačních kanálů.
changeMonitor Změna monitorovaného kanálu.
extensionState Zjištění statusu klapky.
Hangup Uzavření komunikačního kanálu.
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6 VLASTNÍ NÁVRH TESTOVÁNÍ ZAŘÍZENÍ
PODPORUJÍCÍ PROTOKOL SIP A IAX2
V této kapitole předkládám návrh testovacího nástroje použitelného k funkčnímu i
zátěžovému testování jak zařízení s těmito protokoly pracujícími, tak i testování sa-
motných protokolů a jejich chování. Tento tester bude ovládán z grafického webového
rozhraní. V tomto grafickém rozhraní zadá uživatel parametry testování. Hlavním
parametr je vybrání testovaného protokolu. Podle toho se testovací nástroj rozhodne,
zda k emulaci a testování použije program SIPp pro SIP nebo bude využita Aste-
risk Manager API pro protokol IAX2. Tyto programy potom zajišťují výměnu SIP
nebo IAX2 zpráv a tím i výstavbu, kontrolu a ukončení spojení mezi simulovanými
klienty. Toto ukazuji na obrázku 6.1.
Obr. 6.1: Způsob komunikace mezi testovaným zařízením a testerem.
Skript napsaný v PHP příjme všechny nastavené parametry a vytvoří soubory
potřebné pro emulující programy. Toto ukazuji na obrázku 6.2.
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Obr. 6.2: Struktura testeru zařízení SIP a IAX2.
6.1 Návrh skriptu sloužícího obsluze nástrojů pro
emulaci koncových stanic
Na obrázku 6.3 je zobrazen princip fungování testeru SIP a IAX2 zařízení. Ovládání
testeru bude zajišťováno pomocí webového rozhraní. Rozhodující parametr, podle
kterého se tester bude řídit bude výběr protokolu SIP nebo IAX 2.
Při výběru protokolu SIP v tomto webovém rozhraní bude nutno nastavit IP
adresu testovaného serveru, typ testu a rozsah čísel pro potřebu testu. Informace
o rozsahu emulovaných zařízení bude obsažena v XML souboru. Tyto data budou
pomocí skriptu obsluhující program SIPp tomuto programu předána. Skript tedy
bude vykonávat spuštění tohoto programu a vypsání logů, které vygeneruje testovací
nástroj SIPp. Skript poté zajistí zobrazení výsledků ve vhodné formě ve webovém
rozhraní. Skript je realizován a podrobněji popsán v kapitole 7.
Z obrázku 6.3 je také patrné chování skriptu při výběru protokolu IAX2. Uživatel
zde také zadá stejné parametry jako při výběru protokolu SIP. Skript vytvoří sou-
bor pro konfiguraci ústředny iax.conf. Část tohoto souboru pro názornost vypisuji v
ukázce 6.1. Hlavní rozdíl při výběru protokolu IAX2 je ten, že skript nekomunikuje
s aplikací SIPp, ale aplikací Asterisk Manager API. Pomocí této aplikace budou si-
mulován koncoví uživatelé a spojení mezi nimi. PHP skript by také zajistil vytvoření
řídícího scénáře pro tento program. Tento řídící scénář by obsahoval skript, ve kte-
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Obr. 6.3: Princip fungování testeru SIP a IAX2 zařízení.
rém jsou zadávány příkazy ovládající samotnou Asterisk manager API a tím i celou
ústřednu. Jsou tak zasílány zprávy ACTION ze strany klienta a zprávy EVENT
ze strany ústředny. Formát a význam některých zpráv, které by byly využity jsem
popsal v kapitole 5. Za využití těchto zpráv, například zpráva ACTION monitor,
ústředna monitoruje komunikační kanály. Některé mohou být volné, některé vytí-
žené. Tyto informace jsou potom předány do PHP skriptu, zpracovány a nabídnuty
uživateli ve webovém rozhraní.
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Ukázka 6.1: Ukázka souboru iax.conf.
1 [ general ]
2 ;#####User adds gene ra l s e t t i n g s.######
3
4 [ user1 ]
5 callerid=user1
6 username=user1
7 secret=asdf
8 type=friend
9 host=dynamic
10 context=test
11
12 [ user2 ]
13 callerid=user2
14 username=user2
15 secret=asdf
16 type=friend
17 host=dynamic
18 context=test
19 . . .
6.2 Návrh algoritmu zátěžového testování
Algoritmus pro zátěžové testování již byl nastíněn v kapitole 2.4. V této kapitole
přiblížím jeho implementaci do mého řešení a jeho podobu ve skriptovacím jazyce
python. Na obrázku 6.4 jsem ukázal tento algoritmus ve formě vývojového diagramu.
Výpis kodu algoritmu, která jsem přepsal do jazyku python je vypsán v příloze
1. Nejprve jsem nastavil tyto parametry:
• globální maximum N – jakmile bude dosaženo výsledného parametru Session
Establishment Rate, bude posláno tolik žádostí N. Tím je zjištěno, zda sku-
tečně bude takovému počtu žádostí odeslána kladná odpověď 200 OK,
• ostatní atributy m – další atributy ovlivňující výsledky měření. Zde spadá
například použitý protokol pro přenos mediálních zpráv nebo zda-li jsou vůbec
mediální zprávy přenášeny apod.,
• vstupní hodnota Session Attempt Rate r – nastavení podle potřeby uživatele
například podle údajů poskytnutými výrobci testovaného zařízení,
• míra zvyšování provozu w – nejmenší hodnota 0,1, nejvyšší 1,
• míra snižování provozu d – nejmenší hodnota 0,1, nejvyšší 1.
Funkce maxsps vykonává iterativní proces nejvyšší hodnotu parametru Session
Attempt Rate r, která byla dosažena při sestavování spojení. Je zde posíláno r po-
žadavků k DUT, do doby, kdy již bylo posláno n žádostí o spojení. Tato funkce v
konečné fázi konverguje k parametru R, Session Establishment Rate.
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Obr. 6.4: Vývojový diagram algoritmu pro zátěžové testování SIP a IAX2 zařízení.
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7 WEBOVÉ ROZHRANÍ TESTERU
Výše navrhnutý tester je ovládán z grafického HTML rozhraní umístěném na školním
serveru a zpřístupněném webovým serverem Apache 2. Hlavní účel tohoto rozhraní je
zprostředkovat uživateli možnost nastavení vlastních parametrů testování a zajišťuje
tak vytvoření a přípravu vlastních souboru, které by následně ovládaly samotné
testování. K tomuto účelu využívám skriptovací programovací jazyk PHP. Vizuální
styl toho grafického rozhraní jsem definoval do souboru formátu CSS style.css.
Po zadání adresy http://192.168.80.30/polasek/tester.html do webového pro-
hlížeče je zpřístupněn soubor tester.php. Tuto úvodní stránku, s již vyplněnými
parametry testování, zobrazuji na obr: 7.1.
Tento soubor obsahuje formulář, do kterého uživatel zadává základní parametry
testování. Nejdříve je vybírán protokol, který bude testován. Na výběr jsou zde
dva výše popisované protokoly SIP a IAX2. Dále je vybírán počet uživatelů, kteří
budou v síti simulováni, první a poslední uživatel z rozsahu telefoních čísel a také
heslo těchto koncových stanic, které je pro účely jednoduchosti testování zvoleno pro
všechny stejné. Tyto tři hodnoty jsou závislé na nastavení testované ústředny a musí
s touto konfigurací korespondovat. Důležitým parametrem, který je nutné zadat je
i IP adresa testovaného systému. Jako poslední položku v tomto formuláři, uživatel
zvolí XML soubor, který bude na server načten z uživatelova zařízení. Uživatel musí
zajistit bezchybnost tohoto XML souboru aby korespondoval s vytvořeným CSV
souborem ukázaném níže. Formát řídícího XML souboru popisuji v kapitole 4.
Po stisknutí tlačítka odeslat je načten soubor form.php a je také proveden skript,
který je v tomto souboru definován. Načtení souboru form.php ukazuji na obrázku
7.2. Pomocí metody POST jsou načteny údaje, které uživatel zadal v předcho-
zím formuláři a můžeme tak s nimi dále pracovat. Na začátku skriptu je zde také
zajištěno nahrání zvoleného XML souboru na server do složky /home/polasek/-
web_polasek/uploads/.
Výše zmíněný soubor CSV je vystavěn podle části kódu vypsaného v ukázce:
7.1. Je zde nadefinováno sekvenční vyčítání řádků do XML scénáře a také zako-
mentované záhlaví tohoto souboru. Poté je pomocí funkce fopen otevřen soubor in-
jectfile.csv ve složce /home/polasek/- web_polasek/uploads/. Funkce fwrite zapíše
obsah proměnné injectfile do otevřeného souboru. Následně funkce fclose uloží změny
provedené v tomto souboru a soubor zavře. Tím jsou připraveny konkrétní údaje o
klientech, kteří budou emulováni programem SIPp při testování. Pokud nejsou uživa-
telé, které chceme emulovat registrováni k ústředně, je nutné nejdříve spustit scénář,
který je k ústředně zaregistruje. Až poté je možné uskutečnit testování, během kte-
rého budou emulovány hovoru klientů, obsažených v souboru injectfile.csv.
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Obr. 7.1: Formulář pro zadávání parametrů testování.
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Obr. 7.2: Výpis rozhraní po provedení skriptu obsaženém v souboru form.php.
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Ukázka 7.1: Zapsání zadaných hodnot do zdrojového CSV souboru.
1 $injectFile = "SEQUENTIAL\n#ca l l_ id /call_number ; remote_ip ; s e r v i c e ; ←˒
au t h e n t i f i c a t i o n \n" ;
2 f o r each ( $injectArray as $record ) {
3 $injectFile .= $record [ 0 ] . " ; " . $record [ 2 ] . " ; [ au then t i c a t i on username=" . ←˒
$record [ 0 ] . " password=" . $record [ 1 ] . " ] \ n " ;
4 }
Jak jsem zmínil výše, je nutné aby testovaná ústředna byla nastavena na uživa-
tele, kteří budou simulování při testování. Proto tento skript zajišťuje také genero-
vání konfiguračního souboru sip.conf, který v ústřednách Asterisk slouží k definici
uživatelů, kteří se mohou k této ústředně pomocí metody REGISTER registrovat.
Tento soubor poskytuje pouze základní konfiguraci ústředny a uživatel si jej může
dle svých požadavků upravit nebo jej také nemusí použít vůbec. V ukázce 7.2 je
vypsána část skriptu, která tento zápis provádí a v ukázce 7.3 ukazuji část tohoto
souboru.
Ukázka 7.2: Část kódu zapisující údaje do souboru pro konfiguraci testované
ústředny.
1 $sipConfFile = " [ g ene ra l ] \ n;#####User adds gene ra l s e t t i n g s.######\n\n" ;
2 f o r each ( $sipArray as $record ) {
3 $sipConfFile .= " [ " . $record [ 0 ] . " ] \ ntype=f r i e nd \nhost=dynamic\ n s e c r e t=" . ←˒
$record [ 1 ] . " \ n c a l l e r i d=" . $record [ 0 ] . " \ ncontext=;User adds context ←˒
name . \ n\n" ;
4 }
Ukázka 7.3: Vytvořený soubor pro konfiguraci testované ústředny.
1 [ general ]
2 ;#####User adds gene ra l s e t t i n g s.######
3
4 [ 1 0 0 0 ]
5 type=friend
6 host=dynamic
7 secret=asdf
8 callerid=1000
9 context=;User adds context name .
10
11 [ 1 0 0 1 ]
12 type=friend
13 host=dynamic
14 secret=asdf
15 callerid=1001
16 context=;User adds context name .
Po provedení skriptu v souboru form.php obsahuje složka na serveru /home/-
polasek/web_polasek/uploads/ 3 soubory, jak je ukázáno na ukázce 7.4. Nyní máme
všechny potřebné soubory připraveny pro spuštění testu. Jak je ukázáno na obrázku
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Obr. 7.3: Výpis skriptu runSipp.php.
7.2, je zde potřeba zadat počet spojení, které bude program SIPp emulovat. Po
kliknutí na tlačítko "Run test", je načten soubor runSipp.php ukázaný na obrázku
7.3.
Ukázka 7.4: Vytvořený soubory pro konfiguraci testované ústředny.
1 polasek@SRV2−test : ~/ web_polasek/uploads$ ll
2 total 32
3 drwxrwxrwx 2 polasek polasek 4096 May 18 15 :07 . /
4 drwxrwxrwx 4 polasek polasek 4096 May 8 00 :12 . . /
5 −rw−r−−r−− 1 www−data www−data 6531 May 15 21 :05 injectfile . csv
6 −rw−r−−r−− 1 www−data www−data 9343 May 15 21 :05 sip . conf
7 −rw−r−−r−− 1 www−data www−data 1954 May 15 21 :05 test_scenario . xml
Tento soubor obsahuje skript, který z předchozích zadaných parametrů vystaví
příkaz ke spuštění programu SIPp. Ten je pomocí funkce shell_exec na serveru vy-
konán a program SIPp je spuštěn. Formát tohoto příkazu je vypisuji v ukázce 7.5.
Ukázka 7.5: Vystavění příkazu spouštějícího program SIPp.
1 $command = "/home/ po lasek / sipp −3.3.990/ s ipp $dutIP −s f uploads /
2 $xmlfi leName −bg − i n f uploads / i n j e c t f i l e . csv −sk ip_r l im i t −trace_msg
3 −t race_err −t race_logs −t race_stat −m $cal lCount −nostd in " ;
4
5 she l l_exec ( "$command" ) ;
Po kliku na tlačítko "logs"je zobrazena webová stránka definovaná v souboru
logs.php. Tato stránka slouží k zobrazení obsahu složky /home/polasek/web_polasek-
/uploads/ a nabízí stažení vytvořených testovacích souborů, ve kterých jsou obsa-
ženy výsledky testování. Lze také tímto způsobem stáhnout soubory, které byly
vytvořeny před testováním skriptem v souboru form.php. Uživatel má také možnost
vrátit se na úvodní stránku a zahájit nové testování. Doporučuji stáhnout soubory,
které byly vytvořeny skriptem v souboru form.php, protože při dalším spuštění to-
hoto skriptu budou data v těchto dvou souborech, injectfile.csv a sip.conf, přepsána.
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Obr. 7.4: Zobrazení souborů pro stažení po dokončení testování.
Výpis této stránky ukazuji na obrázku 7.4.
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8 ZÁVĚR
V této práci byl byly rozebrány možnosti testování zařízení v sítích, kde jsou využity
protokoly SIP a IAX2. Z důvodu objektivního přístupu k výsledkům takovýchto
měření je potřeba k testování přistupovat pomocí stejné metodologie. K tomu je
nutné definovat vstupní a výstupní parametry. Testování, popsaná v této práci,
definují jako výstupní výsledky parametry Session Establishment Rate udávaný v
jednotce sessions per second (spc) a Registration Rate, registrations per second (rps).
K testování protokolů IAX2 a SIP je nutné mít k dispozici nástroje, které do-
káží efektivně simulovat provoz v těchto sítích. Není možné vytvářet provoz jen za
pomoci reálných klientských stanic. K tomuto účelu jsem využíval programu SIPp,
který dokáže emulovat velké množství uživatelů a také scénáře, podle kterých budou
jednotlivá spojení realizována. Tyto scénáře ve formě XML souborů dávají obrov-
ské možnosti testování. Lze vytvářet různorodé scénáře navázání spojení, simulace
problémů v síti a mnoho dalších. K testování protokolu IAX2 tuto funkci může pl-
nit program Asterisk Maneger API. Nenabízí však takovou volnost a různorodost
testování, jako program SIPp.
Rozebíral jsem také návrh vlastní implementace výše popsaného zátěžového tes-
tování. K tomuto účelu bych využil programovací jazyk Python. Uživatel by k to-
muto programu přistupoval pomocí vhodného grafického rozhraní umístěného na
webovém serveru. Zde uživatel nastaví všechny potřebné vstupní parametry a tes-
tování spustí. Program potom zajistí spuštění nástroje SIPp, který bude emulovat
koncové účastníky. Po skončení testu bude provedeno vyhodnocení výsledků testu a
prezentováno opět uživateli ve webovém rozhraní.
V poslední části je popsán skript, který zajišťujě funkční testování protokolu SIP.
Ve webovém rozhraní uživatel nejdříve vybere testovaný protokol. Testování proto-
kolu IAX2 je v této práci pouze navrhnuto za využití výše zmíněného programu
Asterisk Manager API. Testování protokolu SIP zajišťuje programovací skriptovací
jazyk PHP. Dále uživatel v tomto webovém rozhraní zadá rozsah testovaných čí-
sel, počet uživatelů, IP adresu testované SIP ústředny a výběr XML scénáře. PHP
skript připraví soubory pro program SIPp a tento program je také následně spuštěn.
Uživatel si poté může stáhnout záznamy o testování a testování začít znovu. Tento
skript je umístěn na školním serveru a dostupný z webového prohlížeče na adrese
192.168.80.30/polasek/tester.php.
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A PŘÍLOHA 1: UKÁZKA ALGORITMUS PRO
ZATĚŽOVÉ TESTOVÁNÍ SIP ZAŘÍZENÍ V
JAZYCE PYTHON
1 N := 50000
2 m := { . . . }
3 r := 100
4 w := 0 .10
5 d := max(0 . 1 0 , w / 2)
6
7 def find_R ( ) :
8 R = maxsps (r , m , N )
9 def max_sps (r , m , n ) :
10 s := 0
11 old_r : = 0
12 h := 0
13 count : = 0
14 whi le TRUE
15 s = send_traffic (r , m , n )
16 i f ( s == n )
17 i f ( r > old_r )
18 old_r = r
19 e l s e
20 count = count + 1
21 i f ( count >= 10)
22 h = max(r , old_r )
23 break
24 r = f l o o r ( r + ( w ∗ r ) )
25 e l s e
26 r = f l o o r ( r − ( d ∗ r ) )
27 d = max(0 . 1 0 , d / 2)
28 w = max(0 . 1 0 , w / 2)
29 return h
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B PŘÍLOHA 2: UKÁZKA SOUBORU TESTER.PHP
1 <html>
2 <head>
3 <t i t l e>VoIP Protocol Tester</ t i t l e>
4 <l i n k h r e f=" s t y l e . c s s " r e l=" s t y l e s h e e t " type=" text / c s s ">
5 </head>
6 <body>
7 <div c l a s s=" l o g i n ">
8 <ul>
9 <form enctype=" mult ipar t /form−data " ac t i on=" form . php " method=" post ">
10 <p>Select protocol :</p>
11 <s e l e c t name=" pro to co l ">
12 <opt ion value=" 0 " s e l e c t e d=" s e l e c t e d ">Choose</opt ion>
13 <opt ion value=" s i p ">SIP</opt ion>
14 <opt ion value=" iax ">IAX</opt ion>
15 </ s e l e c t>
16 <p>Number of users :</p>
17 <input type=" text " name=" hostCount ">
18 <p>User accounts numbers :</p>
19 <p c l a s s=" subtext ">Start number : <input type=" text " name="←˒
startNumber "></p>
20 <p c l a s s=" subtext ">End number : <input type=" text " name="endNumber←˒
"></p>
21 <p>Passwords :</p>
22 <input type=" text " name=" pass "><p c l a s s=" subtext ">( All users will←˒
have same password . )</p><br>
23 <p>DUT IP address :</p>
24 <input type=" text " name=" dutIP "><br>
25 <p>Upload xml scenario :</p>
26 <input type=" f i l e " name=" s c ena r i o " id=" s c ena r i o " accept=" text /xml←˒
">
27 <p><input type=" submit "></p>
28 </form>
29 </ ul>
30 </div>
31 </body>
32 </html>
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C PŘÍLOHA 3: UKÁZKA SOUBORU FORM.PHP
1 <?php
2 // load ing data from web form
3 $protocol = $_POST [ " p r o to co l " ] ;
4 $hostCount = $_POST [ " hostCount " ] ;
5 $startNumber = $_POST [ " startNumber " ] ;
6 $endNumber = $_POST [ " endNumber " ] ;
7 $pass = $_POST [ " pass " ] ;
8 $dutIP = $_POST [ " dutIP " ] ;
9
10 //moving XML sc ena r i o f i l e from t e s t e r . html to f o l d e r uploads
11 i f ( i s s e t ( $_FILES [ ' s c ena r i o ' ] ) ) {
12 $errors = array ( ) ;
13 $xmlfileName = $_FILES [ ' s c ena r i o ' ] [ 'name ' ] ;
14 $fileTmp = $_FILES [ ' s c ena r i o ' ] [ 'tmp_name ' ] ;
15 $fileType = $_FILES [ ' s c ena r i o ' ] [ ' type ' ] ;
16 $fileExt = st r t o l owe r ( end ( explode ( ' . ' , $_FILES [ ' s c ena r i o ' ] [ 'name ' ] ) ) ) ;
17
18 $expensions = array (
19 " xml "
20 ) ;
21
22 i f ( in_array ( $fileExt , $expensions ) === f a l s e ) {
23 $errors [ ] = " extens i on not al lowed , p l e a s e choose a XML f i l e . " ;
24 }
25
26 i f ( empty ( $errors ) == true ) {
27 move_uploaded_file ( $fileTmp , " uploads / " . $xmlfileName ) ;
28 } e l s e {
29 pr int_r ( $errors ) ;
30 }
31 }
32
33 // wr i t i ng to i n j e c t i o n f i l e . csv
34 $intStartNumber = in t v a l ( $startNumber ) ;
35 $intEndNumber = in t v a l ( $endNumber ) ;
36 $intHostCount = in t v a l ( $hostCount ) ;
37 $injectArray = array ( ) ;
38
39
40
41 f o r ( $intStartNumber , $size = 0 ; $size <= $intHostCount ; ++$intStartNumber ) {
42 $injectArray [ $size ] = array (
43 $intStartNumber ,
44 $pass ,
45 $dutIP
46 ) ;
47 ++$size ;
48 }
49
50 $injectFile = "SEQUENTIAL\n#ca l l_ id /call_number ; remote_ip ; s e r v i c e ; ←˒
au t h e n t i f i c a t i o n \n" ;
51 fo r each ( $injectArray as $record ) {
52 $injectFile .= $record [ 0 ] . " ; " . $record [ 2 ] . " ; [ au then t i c a t i on username=" . ←˒
$record [ 0 ] . " password=" . $record [ 1 ] . " ] \ n " ;
60
53 }
54
55 $injectHandler = fopen ( ' uploads / i n j e c t f i l e . csv ' , 'w ' ) ;
56 fwrite ( $injectHandler , $injectFile ) ;
57 f c l o s e ( $injectHandler ) ;
58
59 // wr i t i ng to s i p . conf
60 $intStartNumber = in t v a l ( $startNumber ) ;
61 $sipArray = array ( ) ;
62
63 f o r ( $intStartNumber , $size = 0 ; $size <= $intHostCount ; ++$intStartNumber ) {
64 $sipArray [ $size ] = array (
65 $intStartNumber ,
66 $pass
67 ) ;
68 ++$size ;
69 }
70
71 $sipConfFile = " [ g ene ra l ] \ n;#####User adds gene ra l s e t t i n g s.######\n\n" ;
72 fo r each ( $sipArray as $record ) {
73 $sipConfFile .= " [ " . $record [ 0 ] . " ] \ ntype=f r i e nd \nhost=dynamic\ n s e c r e t=" . ←˒
$record [ 1 ] . " \ n c a l l e r i d=" . $record [ 0 ] . " \ ncontext=;User adds context ←˒
name . \ n\n" ;
74 }
75
76 $sipConfHandler = fopen ( ' uploads / s i p . conf ' , 'w ' ) ;
77 fwrite ( $sipConfHandler , $sipConfFile ) ;
78 f c l o s e ( $sipConfHandler ) ;
79 ?>
80 <html>
81 <head>
82 <title>VoIP Protocol Tester</title>
83 <l i n k href=" s t y l e . c s s " rel=" s t y l e s h e e t " type=" text / c s s ">
84 </head>
85 <body>
86 <div class=" l o g i n ">
87 <ul>
88 <form enctype=" mult ipar t /form−data " action=" runSipp . php " method=" post←˒
">
89 <p>Used protocol :</p>
90 <p>
91 <input type=" text " name=" pro to co l " value=<?php
92 echo " $pro toco l " ;
93 ?>>
94 </p>
95 <p>DUT IP address :</p>
96 <p>
97 <input type=" text " name=" dutIP " value=<?php echo " $dutIP " ;
98 ?>>
99 </p>
100 <p>Call count :</p>
101 <input type=" text " name=" ca l lCount "><br>
102 <p>Run with xml scenario :</p>
103 <p>
104 <input type=" text " name=" xmlfi leName " value=<?php
105 echo " $xmlfi leName " ;
106 ?>>
107 </p>
108 <p><input type=" submit " value="Run t e s t "></p>
61
109 </form>
110 <ul>
111 </div>
112 </body>
113 </html>
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D PŘÍLOHA 4: UKÁZKA SOUBORURUNSIPP.PHP
1 <?php
2 // pass ing data from form . php
3 $protocol = $_POST [ " p r o to co l " ] ;
4 $dutIP = $_POST [ " dutIP " ] ;
5 $callCount = $_POST [ " ca l lCount " ] ;
6 $xmlfileName = $_POST [ " xmlfi leName " ] ;
7
8 // putt ing u s e r s data in to command
9 $command = "/home/ po lasek / sipp −3.3.990/ s ipp $dutIP −s f uploads /$xmlfi leName −bg −←˒
i n f uploads / i n j e c t f i l e . csv −sk ip_r l im i t −trace_msg −t race_err −t race_logs −←˒
t race_stat −m $cal lCount −nostd in " ;
10
11 // running SIPp
12 she l l_exec ( "$command" ) ;
13 ?>
14 <html>
15 <head>
16 <title>VoIP Protocol Tester</title>
17 <l i n k href=" s t y l e . c s s " rel=" s t y l e s h e e t " type=" text / c s s ">
18 </head>
19 <body>
20 <div class=" l o g i n ">
21 <ul>
22 <form enctype=" mult ipar t /form−data " action=" l o g s . php " method=" post ">
23 <p>SIPp is currently testing . Press logs to l i s t l og files .</p>
24 <p><input type=" submit " value=" Logs "></p>
25 </form>
26 <ul>
27 </div>
28 </body>
29 </html>
63
E PŘÍLOHA 5: UKÁZKA SOUBORU LOGS.PHP
1 <html>
2 <l i n k href=" s t y l e . c s s " rel=" s t y l e s h e e t " type=" text / c s s "/>
3 <?php
4 // l i s t o f s to r ed f i l e s
5 i f ( $handle = opendir ( ' . / uploads ' ) ) {
6 whi l e ( f a l s e !== ( $file = readd i r ( $handle ) ) ) {
7 i f ( $file != " . " && $file != " . . " ) {
8 $thelist .= '<l i ><a c l a s s ="hyper l ink " h r e f="uploads / ' . $file . ' "> ' ←˒
. $file . '</a></l i > ' ;
9 }
10 }
11 c l o s e d i r ( $handle ) ;
12 }
13 ?>
14 <title>VoIP Protocol Tester</title>
15 <div class=" l o g i n ">
16 <h2>List of stored files :</h2>
17 <ul>
18 <?php
19 echo $thelist ;
20 ?>
21 </ul>
22 <ul>
23 <p> Press F5 f o r refresh . </p>
24 </ul>
25 <form enctype=" mult ipar t /form−data " action=" t e s t e r . php " method=" post ">
26 <ul>
27 <p><input type=" submit " value="New t e s t " align=" cente r "></p>
28 </ul>
29 </form>
30 </div>
31 </html>
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