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ABSTRAK 
Dalam suatu konstruksi yang mengalami beban lateral akan mengakibatkan 
terjadinya defleksi, bila defleksi ini melebihi batas yang diijinkan maka akan terjadi 
sesuatu yang tidak kita inginkan. Begitu pula halnya dengan defleksi pada floating 
dock dan kapal. Dengan menggunakan metode optimasi (volume tangki ballast 
sebagai variabel) kita dapat mengestimasi besarnya defleksi yang terjadi akibat 
beban-beban tersebut. 
Dalam perhitungan beban floating dock dan kapal yang naik dok bila defleksi keel 
block diabaikan (dianggap sama) maka defleksi floating dock dan kapal akan sama 
(selisih = 0). Apabila beban yang terdiri dari berat dock, ballast, buoyancy dan berat 
kapal, kita anggap tetap maka reaksi keel block akan menjadi variabel untuk 
mendapatkan w dock dan w kapal sama. Reaksi keel block diperoleh dengan 
menggunakan metode Newton Raphson dengan variabel banyak. Untuk 
mendapatkan harga minimum dari defleksi digunakan metode optimasi yaitu dengan 
metode anealing. 
Dari hasil program didapatkan besarnya harga defleksi minimum adalah sekitar 0. 03 
mm. Harga ini jauh lebih kecil dari batas yang diijinkan untuk defleksi pada floating 
dock yaitu sekitar 100 mm sehingga defleksi yang terjadi sangat kecil. 
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Dalam proses pengedokan kapal di floating dock khususnya di floating dock di PT. 
PAL Surabaya sampai dengan saat ini belum ada prosedur yang mengatur aspek-
aspek teknis secara benar. 
Pelaksanaan docking kapal hanya berpedoman pada pengalaman dan prinsip 
mempertahankan kerataan ( dalam hal ini trim) dalam proses pengangkutan kapal 
(pemompaan ). 
Seperti diketahui dalam proses pengedokan kapal akan terjadi distribusi beban yang 
diterima dok berasal dari beban kapal dan gaya buoyancy pada waktu pemompaan 
maupun sebagai fungsi benda terapung. 
Pada Tugas Akhir karya Yani Rusihadi telah dilakukan pembuatan program untuk 
menghitung reaksi keel block dengan memberikan harga awal dari beban-beban 
yang bekerja pada floating dock. Program tersebut memberikan hasil atau output 
berupa harga defleksi (Rusihadi, 1997). 
Dari hasil tersebut timbul pertanyaan apakah harga defleksi tersebut sudah 
minimum. Untuk memperoleh harga defleksi yang benar-benar minimum maka 
dicoba untuk menerapkan metode optimasi. Dalam metode ini yang berfungsi 
sebagai variabel adalah volume tangki ballast. 
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Dengan penggunaan metode optimasi diharapkan harga defleksi yang dihasilkan 
nantinya benar-benar minimum. Dan juga volume tiap tangki ballast dapat diketahui 
harganya sehingga dapat dihindarkan hal-hal yang tidak diinginkan seperti terjadinya 
buckling pada floating dock. 
1.2. PERUMUSAN MASALAH 
Harga defleksi yang dihasilkan oleh program pada Tugas Akhir karya Yani Rusihadi 
tidak dapat dikatakan sebagai harga minimum. Selain itu apabila jumlah keel block 
ditambah maka kecepatan dari metode invers yang ada yaitu metode Gauss Jordan 
berkurang. 
Oleh karena itu dalam Tugas Akhir ini akan dibahas mengenai cara untuk mengatasi 
kedua masalah tersebut diatas yaitu : 
•!• Pemilihan metode invers yang lebih baik sehingga kecepatan dari invers tidak 
berkurang meskipun jumlah keel block dinaikkan mendekati jumlah 
sebenarnya. 
•!• Penggunaan metode optimasi untuk mengatur distribusi volume tangki ballast 
agar defleksi yang terjadi menjadi seminim mungkin. 
1.3. TUJUAN 
Tujuan dari penulisan Tugas Akhir ini adalah : 
• Agar tidak terjadi kerusakan pada floating dok dan kapal yang naik dok 
• Agar floating dok tidak mengalami buckling 
• Agar dapat memperpanjang umur pakai dari floating dok 
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• Dapat digunakan sebagai guidance atau petunjuk bagi operator dok dalam 
pengoperasian floating dok 
1.4. METODOLOGI PENELITIAN 
Prosedur yang akan dilakukan adalah sebagai berikut : 
• Input data berupa harga beban-beban yang bekerja pada floating dock dan 
kapal. 
• Melakukan perhitungan invers matriks beban dengan menggunakan metode 
LU decomposition. Dibandingkan dengan metode Gauss-Jordan, metode ini 
memerlukan 1/3 N3 eksekusi inner loop dan mempunyai faktor kecepatan 3 
kali lebih baik. Selain itu kekurangan pada Gauss-Jordan adalah semua 
komponen di ruas kanan harus diketahui terlebih dahulu (AI-Khafaj, 1986). 
• Perhitungan reaksi keel blok baru. 
• Pengecekan harga reaksi keel blok dengan batasan ketelitian yang telah 
ditentukan. 
• Penggunaan metode optimasi dalam hal ini metode Anealing untuk mencari 
harga defleksi minimum dengan volume tangki ballast sebagai variabel. 
Karena yang akan diminimumkan adalah defleksi maka fungsi obyektif adalah 
jumlah kuadrat defleksi. 
• Output dari proses optimasi yaitu harga defleksi dicek apakah sudah 
memenuhi syarat optimum. Adapun syarat optimum adalah apabila fungsi 
obyektif kurang dari not atau dengan probabilitas exp( -de/t) dimana de adalah 
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fungsi obyektif dan t adalah parameter suhu yang harganya telah ditentukan 
terlebih dahulu (Press, 1989). 
• Jika memenuhi maka langkah tersebut dicatat sebagai langkah yang berhasil 
(mencapai optimum) dan dilakukan juga pengacakan harga volume tangki 
ballast. Hal ini dilakukan untuk memperoleh volume tangki ballast yang 
berbeda. 
• Proses perhitungan diulangi lagi dari awal hingga batas iterasi yang telah 
ditentukan misalnya 100 iterasi. Atau iterasi dihentikan bila jumlah langkah 
yang berhasil (mencapai optimum) telah mencapai batas yang ditentukan 
misalnya 50 langkah. 
1.5. BATASAN MASALAH 
Pada Tugas Akhir ini permasalahan dibatasi pada : 
• Defieksi kapal dan floating dok dianggap sama 
• Jumlah keel blok sebanyak 20 buah 
• Variabel masukan untuk metode optimasi adalah distribusi tangki ballast 
• Pengisian tangki ballast kiri dan kanan adalah sama 
• Panjang dan Iebar tangki ballast adalah tetap. 
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Sebuah balok akan mengalami defleksi dari kedudukannya semula bila berada 
dibawah pengaruh gaya yang bekerja pada balok tersebut. 
Sebagai pendekatan awal untuk menentukan besar dari gaya geser dan momen 
yang terjadi pada badan kapal diasumsikan bahwa kapal dan floating dok sebagai 
balok yang elastis. Sedang suatu konstruksi dapat disebut balok jika pada konstruksi 
tersebut hanya menerima beban tegak lurus dengan garis sumbu konstruksi tersebut 
atau dapat dikatakan beban yang bekerja adalah beban lateral. Untuk memenuhi 
persamaan kompatibilitas diasumsikan bahwa bidang penampang melintang balok 
akan tetap datar dan tegak lurus dengan sumbu balok setelah deformasi (Popov, 
1989). 
2.1.1. PEMODELAN 
Pemodelan yang dipakai sama dengan pemodelan yang digunakan dalam Tugas 
Akhir karya Yani Rusihadi (Rusihadi, 1997). 
Model Pembebanan Kapal 
Beban pada kapal = beban kapal sendiri - reaksi keel blok 
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berat dok 
z 
'j keel blok 
Gambar Model Pembebanan Kapal 
Beban floating:::: gaya apung- (reaksi keel blok + berat ballast+ berat dok) 
reaksi keel blok + berat dok + ballast 
z floating dok 
gaya apung 
Gambar Model Pembebanan Floating Dock 
berat kapal reaksi keel blok 
z 
keel blok 
gaya apung reaksi keel blok + ballast + berat dok 
Gambar Pembebanan Gabungan 
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Dari grafik diatas akan diperoleh dua gaya yaitu gaya yang bekerja pada kapal Q1capa1 
dan gaya yang beke~a pada floating dock qdock. Sarna seperti mencari harga defleksi 
pada balok maka gaya lintang didapatkan setelah dilakukan integral pertama 
terhadap beban~beban tersebut. 
Kemudian untuk mendapatkan momen lengkung dilakukan integral terhadap gaya 
lintang. Selanjutnya harga sudut lentur (stope) diperoleh setelah dilakukan integral 
terhadap momen lengkung. Harga defleksi kita peroleh setelah dilaksanakan integral 
terhadap slope. 
Karena pada floating dock yang berfungsi sebagai penumpu kapal adalah keel block 
maka beban yang bekerja tersebar pada keel block tersebut. Sehingga persamaan 
yang ada mempunyai banyak variabel. Salah satu cara untuk menyelesaikan 
persamaan jenis ini adalah dengan metoda Newton Raphson. 
2.1.2. METODE NEWTON RAPHSON 
Pada batasan masalah diatas disebutkan bahwa keel block dianggap tidak 
mengalami defleksi, sehingga defleksi dok dan defleksi kapal harus sama. Agar 
harga kedua defleksi tersebut sama maka harus dihitung terlebih dahulu harga gaya 
reaksi keel block tiap station. 
Salah satu metoda untuk mencari harga variabel (reaksi keel block) yang banyak 
dengan dua persamaan atau lebih adalah menggunakan metode Newton Raphson 
dengan variabel banyak. 
Dalam (AI~Khafaj, 1986) diterangkan : 
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dj1(X1) dj1(X2) djl(Xk) 
dxl dx2 dxlc 
dj 2(X1) df z(x2) df2(x~c) h1 j1(X;) 
dxl dx2 dxk h2 j2(X;) dj3(X1) dj3(X2) df3(x~c) 
- -
dxl dx2 dxk 
h~c n(X;) 
dfi(Xl) d.fi(X2) dfi(x~c) 
dxJ dx2 dxk 
{ h } adalah vektor increment dan { f } adalah matriks fungsi. 
d/1:4) artinya defleksi 1 (kesatu) akibat perubahan harga reaksi keel blok ke 4 
(empat) yaitu harga reaksi keel blok x.. + ~ , dimana harga ~ = x.. * 10"7. 
Sedangkan harga reaksi keel blok lainnya tetap. 
Jadi dengan mengadakan perubahan satu reaksi keel brok kita akan mendapatkan 
satu kolom harga matrik Jacobian. 
Dalam bentuk persamaan matematis dapat ditulis sebagai : 
[J]{h} = {f} ...... (1) 
{ h } = -[ J ] -1 { f} 
dimana: 
hn = Xn- Xn 
maka persamaan diatas dapat ditulis ulang menjadi : 
{X } = { X } • [ J r 1 { f} 
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Kemudian dilakukan iterasi sehingga memenuhi kriteria dalam batas toleransi yang 
telah ditetapkan yaitu : 
T ~ V (h1)2 + (h2)2 + .... + {hn)2 
2.2. METODE INVERS 
Untuk menyelesaikan persamaan ( 1) diatas, kita harus mengetahui invers matrik. 
Ada beberapa metode untuk mendapatkan harga invers matrik. Dalam Tugas Akhir 
ini digunakan metode LU decomposition yang mempunyai beberapa kelebihan 
dibandingkan metode Gauss Jordan yang digunakan pada Tugas Akhir karya Yani 
Rusihadi. Untuk memperoleh perbandingan antara metode invers berikut akan 
dijelaskan secara umum mengenai beberapa metode invers serta kekurangan dan 
kelebihan dari metode tersebut. 
2.2.1. Aturan Cramer 
Meskipun metode ini kurang efisien dalam menyelesaikan persamaan linear 
homogen dalam bentuk banyak tetapi dapat digunakan untuk menjelaskan masalah 
yang berkaitan dengan penyelesaian persamaan aljabar linear (AI-Khafaj, 1986). 
Misalnya diberikan dua persamaan tidak homogen seperti dibawah ini : 
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Perkalian bentuk diatas dengan transpose matrik dari kofaktor matrik koefisien 
menghasilkan : 
[ 
a22 - a12] [all al2J {xx
2
I} = 
- a21 all a21 a22 
j a22 - a12] {bl} 
[a21 all b2 
yang dapat disederhanakan menjadi : 
[
alla22 -0 al2a21 0 l {xx21} = {bb2t} alla22- a12a2~ 
a22bl- al2b2 
alla22- al2a21 
allb2- a2lbl 
alla22- al2a21 
= 
= 
bl al2 
b2 a22 
all al2 
a21 a22 
all bl 
a21 b2 
all a12 
a2l a22 
Secara umum dapat ditulis: [ aii] { Xj} = { ~} 
dimana i = 1, .. . ,n danj = 1, .... ,n 
- jAil X·--
l !AI 
2.2.2. Eliminasi Gauss 
Merupakan metode yang paling popular dan efisien dalam menyelesaikan n x n 
sistem persamaan (AI-Khafaj, 1986). 
Diberikan contoh soal yaitu : 
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Persamaan diatas disusun menjadi bentuk matrik dimana a11 = 1 
4 1 -3' 1 
o 2 4 I 6 
3 -8 2 I 2 
1 0.25 
0 2 
3 -8 
1 0.25 
0 2 
-0.75 1 
4 I 
2 I 
-0.75 
4 
0.25 
6 
2 
0.25 
6 
R11 4 
0 -8.75 4.25 1.25 - 3Rl + R3 
1 0.25 -0.75 0.25 
0 1 2 3 R212 
0 - 8.75 4.25 1.25 
1 0.25 -0.75 
0 1 2 
0 0 21.75 
I o.25 
I 3 
I 21.s 
Dalam bentuk persamaan aljabar : 
x1 + 0.25 x2 - 0. 75 -'<3 = 0.25 
X3 = 1.264 
Dengan cara substitusi didapat hasil : 
X3 = 1.264 
8.75R2+R3 
11 
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x2 = 0.472 X1 = 1.080 
2.2.3. Eliminasi Gauss-Jordan 
Metode ini merupakan pengembangan dari metode Gauss. Perbedaan yang utama 
adalah tidak dipertukan substitusi. 
Dengan tidak adanya substitusi maka waktu yang diperlukan untuk memperoleh 
invers akan lebih singkat (lihat Af-Khafaj, 1986). 
2.2.4. LU Decomposition 
Misalnya diberikan matrik A sebagai berikut : 
all a12 al3 a14 
a21 a22 a23 a24 
a31 a32 a33 a34 
a41 a42 a43 a44 
Matrik tersebut diatas dapat ditulis sebagai produk dari dua matrik yaitu : 
L . U =A 
dimana L adalah triangular bawah (hanya mempunyai elemen pada diagonal dan 
dibawah diagonal) dan U adalah triangular atas (hanya mempunyai elemen diagonal 
dan diatas diagonal). 
all 0 0 0 
a21 a22 0 0 
L = 
a31 a32 a33 0 
a41 a42 a43 a44 
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Pll p12 p13 p14 
0 p22 p23 p24 
u = 
0 0 p33 P34 
0 0 0 P44 
Tetapkan aii = 1 untuk i = 1, .... ,N 
Untuk j = 1 ,2,3, ... ,N lakukan dua prosedur yaitu : 
Untuk i = 1 ,2, ... ,j gunakan rumus : 
aii=1 i=1, ... ,N 
i- 1 
sehingga: J3ii = aii- ,Laikpkj 
k= 1 
Untuk i = j +1, j + 2, ... , N gunakan rumus i > j <X.;1f31i + <X.;2f32i + ... + aiif3ij = aii 
sehingga: 
1 [ j-1 J aii = - .. aii- .Laikp~j fJJJ k= 1 
Lakukan langkah diatas untuk setiap j 
Setelah diketahui harganya maka matrik disusun menjadi : 
~11 ~12 ~13 ~14 
a21 ~22 ~23 ~24 
a31 a32 ~33 ~34 
a41 a42 a43 ~44 
13 
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Setelah dilakukan invers maka akan diperoleh matrik yang kemudian dikalikan 
dengan matrik fungsi defleksi. 
Untuk memperoleh harga defleksi yang minimum, dilakukan pengaturan distribusi 
volume tangki ballast. Olah karana itu digunakan metoda optimasi dengan jumlah 
kuadrat defleksi sebagi fungsi obyektif. 
2.3. METODE OPTIMASI 
Metode Optimasi adalah suatu metoda yang digunakan untuk mencari harga 
optimum dari suatu fungsi . Dalam manentukan titik optimum dari suatu fungsi 
terdapat banyak metoda yang dapat digunakan. 
Dalam Tugas Akhir ini digunakan metoda Anealing. Pamilihan ini dikaranakan bila 
dalam suatu fungsi tardapat banyak lembah yang mamuat titik minimum lokal maka 
metode ini dapat keluar dan akan mancari titik minimum global yang sebenarnya. 
Barikut akan sedikit dibahas tentang beberapa metoda optimasi dengan 
menggunakan variabel banyak. 
2.3.1. Metode Downhill Simplex 
Metoda ini didasarkan pada Neider dan Mead. Metode ini hanya mengevaluasi 
fungsi dan tidak perlu menurunkannya. Hal ini sangat tidak efisien bila dilihat dari 
jumlah fungsi yang harus dievaluasi. Namun demikian metode ini masih menjadi 
pilihan yang terbaik untuk menyelesaikan masalah komputasi dengan beban 
perhitungan yang ringan (lihat Press, 1989). 
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2.3.2. Metode Direction Set (Powell) 
Metode ini tidak melibatkan perhitungan eksplisit dari gradien. Algoritma linmin 
didefinisikan sebagai berikut : input berupa vektor P dan vektor n serta fungsi f, cari 
skalar A. untuk meminimalkan f(P + A.n). Ganti P dengan P + A.n. Ganti n dengan A.n. 
Ambil sekumpulan unit vektor e1, e2, e3, ... , en sebagai set of direction. Dengan 
menggunakan linmin, fungsi digerakkan ke arah pertama menuju titik minimum, 
kemudian dari titik tersebut ke arah kedua menuju titik minimum kedua dan 
seterusnya. 
Kelemahan dari cara diatas adalah bila fungsi yang akan diminimalkan merupakan 
fungsi dua dimensi dimana arah ke harga· minimum merupakan lembah yang sempit 
sehingga untuk menuju ke harga minimum diperlukan banyak step. Hal ini tentu saja 
memperlama waktu optimasi. 
Dalam metoda Powell, cara yang digunakan yaitu dengan mengupdate atau 
memperbaharui set of direction bersamaan dengan berjalannya metoda (lihat 
Press, 1989). 
2.3.3. Metode Conjugate Gradien 
Metoda ini digunakan jika harga fungsi f(P) dan gradien (vektor turunan parsial 
pertama) Ll f(P) dapat dihitung pada titik P dengan dimensi N tertentu. 
Dua metoda conjugate gradien yang umum adalah metode Fletcher-Reeves dan 
metode Polak-Ribiere. Kedua metoda tersebut didasarkan pada teorema berikut : 
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Bita A adalah matrik n x n, definit positif dan simetris. Jika Qo adalah vektor arbitrary 
dan ho = Qo. Untuk i = 0,1 ,2, .... , tentukan dua vektor berikut: 
dimana ~ dan Y1 dipilih sedemikian hingga 9i+1 . g, = 0 dan hi+1 . h1 = 0 
sehingga: 
~ = gi.gi 
gi.A.hi 
gi + t.A.hi Yi = - ..;;;__ _ _ 
hi. A. hi 
Pembahasan lebih lanjut dapat dilihat pada Polak. 
2.3.4. Metoda Metrik Variabel 
Tujuan dari metode ini adalah mengakumulasikan informasi dari garis minimasi yang 
berurutan sehingga menuju ke bentuk kuadratik minimum dalam dimensi N. 
Metrik variabel menggunakan pendekatan yang berbeda dari metoda conjugate 
gradien yaitu dengan menyimpan dan mengupdate informasi yang dikumpulkan. 
Sehingga metoda ini hanya memerlukan matrik N x N. 
Ada dua metoda metrik variabel yang sering digunakan yaitu algoritma Davidon -
Fletcher - Powell dan algoritma Broyden - Fletcher - Goldfarb - Shanno. Perbedaan 
keduanya hanya terletak pada round-off error dan toleransi konvergensi (lihat Press, 
1989). 
2.3.5. Metode Anealing 
Metoda merupakan teknik yang sekarang banyak digunakan untuk menyelesaikan 
problem optimasi dengan skala besar. 
-- ---- ----------- ---
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Inti metode ini adalah analogi dengan termodinamika yaitu cara fluida atau cairan 
membeku dan mengkristal atau logam menjadi dingin dan aneal. Seperti kita ketahui, 
molekul fluida bergerak bebas satu terhadap yang lain. Bila cairan tersebut 
melepaskan panasnya secara perlahan-lahan, mobilitas thermal akan hilang. Atom-
atom akan membentuk kristal murni. Kristal ini merupakan kondisi energi minimum 
untuk sistem tersebut. Yang mengagumkan adalah alam mampu menemukan kondisi 
minimum tersebut untuk sistem yang membeku secara perlahan-lahan. T etapi proses 
pembekuan berlangsung secara drastis maka fluida tersebut tidak akan mencapai 
kondisi minimum tadi malah akan berakhir pada kondisi dengan tingkat energi yang 
lebih tinggi. 
Jadi esensi dari proses ini adalah pembekuan perlahan-lahan yang akan 
memastikan tercapainya kondisi minimum. 
Meski analogi tersebut tidak sempurna tetapi kalau kita melihat metode terdahulu 
seperti metoda Powell, metoda downhill simplex dll menunjukkan proses pembekuan 
yang berlangsung cepat. Mengapa demikian? Karena dalam metode-metode 
tersebut kita selalu berusaha untuk menuruni lembah sejauh mungkin. Hal ini 
mengakibatkan titik minimum yang diperoleh adalah titik minimum lokal bukan global. 
Algoritma optimasi alam didasarkan atas prosedur yang berbeda yang disebut 
distribusi probabilitas Boltzmann, 
Prob ( E ) - exp ( - E I kT } 
Persamaan diatas mengekspresikan ide bahwa sistem pada keseimbangan thermal 
pada suhu T mempunyai energinya sendiri yang secara probabilitas didistribusikan 
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pada semua tingkatan energi E. Walaupun pada suhu yang rendah terdapat 
kemungkinan meski sangat kecil bahwa sistem berada dalam tingkat energi tinggi. 
Oleh karena itu selalu terdapat kemungkinan bagi sistem untuk mencapai titik 
minimum global. K (konstanta Boltzmann) adalah konstanta yang menghubungkan 
temperatur dengan energi. Dengan kata lain sistem dapat naik dan juga turun. 
Pembahasan lebih lengkap dapat dilihat pada (Press, 1989). 
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BAB3 
PEMBUATAN PROGRAM 
3.1. PROGRAM YANG DIGUNAKAN 
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Dalam Tugas Akhir ini program yang digunakan adalah bahasa Delphi versi 3. 
Bahasa program ini merupakan bahasa program tingkat tinggi karena bahasa 
program ini mudah untuk dipahami dan banyak digunakan. Dalam pembuatan 
sebuah program, Delphi menggunakan sistem yang disebut RAD (Rapid Application 
Development) . Sistem ini memanfaatkan bahasa pemrograman visual yang membuat 
seorang programer lebih mudah mendesain tampilan program (user interface). 
Dengan menggunakan cara ini, merancang program yang bekerja dalam sistem 
operasi Windows lebih mudah. Dengan bahasa pemrograman non visual, programer 
harus merancang atau mendesain tampilan program dan mengatur bagaimana user 
berinteraksi dengan program tersebut seperti membuat efek penekanan tombol, 
mengatur pergerakan mouse dan sebagainya. 
Dibandingkan dengan bahasa pemrograman visual lainnya seperti Visual Basic, 
Delphi mempunyai beberapa kelebihan. Karena Delphi dibangun dari bahasa Pascal 
yang merupakan bahasa pemrograman non visual paling banyak dipakai maka bagi 
para programer yang sebelum akrab dengan Pascal tidak akan menemui kesulitan 
untuk pindah ke Delphi. 
Bab 3 Pembuatan Program 20 
Program dibagi dalam beberapa prosedur. Pembagian ini bertujuan bila terjadi 
penambahan atau perubahan rutin dapat dilakukan dengan hanya mengganti rutin 
yang ada didalam prosedur tersebut. Selain itu juga untuk mempermudah analisa 
alur program (Okianto, 1997). 
Dalam Tugas Akhir ini, flow chart yang digunakan merupakan pengembangan dari 
flow chart yang terdapat pada Tugas Akhir Yani Rusihadi (Rusihadi, 1997). 
3.2. FLOW CHART PROGRAM UTAMA 
Jumlah dari keel blok ditentukan terlebih dahulu yaitu sebanyak 20 buah. Lalu harga-
harga untuk panjang dok, Iebar dok, leg kapal dan leg dok ditetapkan terlebih dahulu. 
Input data dibaca dari file teks yang berisikan data berat dok, volume tangki ballast, 
harga reaksi kapal, harga buoyancy dok, harga inersia kapal dan harga inersia dok. 
Data ini kemudian merupakan input dari prosedur Reaksi. 
Jalannya proses adalah sebagai berikut : input data merupakan asumsi awal yang 
akan digunakan untuk menghitung. 
Harga defleksi yang dihasilkan oleh prosedur REAKSI dicek oleh prosedur ANEAL 
untuk mengetahui apakah harga tersebut sudah memenuhi parameter yang 
ditentukan (dapat dikatakan optimum). 
Apabila memenuhi maka langkah yang berhasil dicatat dalam variabel Sukses 
sehingga nantinya dapat diketahui jumlah langkah yang diperlukan untuk mencapai 
optimum. 
Setelah itu dilakukan lagi pengaturan harga tangki ballast dalam prosedur ACAK. 
Dalam prosedur ini dilakukan pengacakan volume tiap tangki ballast dengan 
- - --- - -- ---
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memanfaatkan perintah Random. T entu saja terdapat batas maksimum dan minimum 
dari volume tersebut. Pembatasan dilakukan pada tinggi air ballast karena panjang 
dan Iebar tangki ballast adalah konstan. 
Apabila tidak memenuhi maka volume tangki ballast juga diacak. 
Setelah volume tangki ballast diatur ulang, prosedur REAKSI dijalankan kembali . 
Harga defleksi yang diperoleh dari prosedur tersebut diproses lagi dalam prosedur 
ANEAL untuk dibandingkan dengan harga defleksi sebelumnya. 
Proses optimasi diatas diulang terus menerus hingga harga variabel k yang 
menyatakan banyaknya iterasi total lebih besar dari atau sama dengan harga 
variabel nover yang menyatakan jumlah maksimum iterasi total. Selain itu juga 
dibatasi hingga harga variabel nsucc yang menyatakan jumlah iterasi yang berhasil 
lebih besar dari atau sama dengan harga variabel nlimit yang menyatakan jumlah 
maksimum iterasi yang berhasil (lihat Lampiran, Prosedur ReaksiOptimum). 
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START 
Input Data 
... 
Prosedur Reaksi 
- Asumsi awal harga ballast 
- Defleksi dok dan kapal 
- Reaksi keel blok 
Prosedur Aneal 
- Hitung fungsi obyektif 
- Cek fungsi obyektif dengan parameter 
No 
Syarat batas Set j = j + 1 
.. 
Nsucc ~ nlimit or k ~ nover Volume ballast diacak 
Yes 
END 
3.3. FLOW CHART METRO 
Prosedur ini adalah prosedur untuk mengecek apakah harga yang dihasilkan 
memenuhi syarat optimum. Dikatakan optimum bila harga variabel ans berharga true. 
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Input dari prosedur ini adalah total kuadrat defleksi yang merupakan fungsi obyektif. 
Bila harga defleksi kurang dari not maka variabel ans akan berharga true dan proses 
dilanj!,Jtkan lagi dengan mengacak volume tangki ballast yang nantinya merupakan 
input untuk prosedur reaksi selanjutnya. 
Dan bila harga defleksi lebih besar dari nol maka variabel ans berharga true dengan 
probabilitas exp( defleksi I t) dim ana t adalah suhu yang harganya telah ditentukan 
terlebih dahulu. 
Output atau hasil berupa variabel ans yang bernilai true bila fungsi obyektif kurang 
dari not atau dengan probabilitas exp(-de/t) dimana de adalah fungsi obyektif dan t 
adalah suhu yang harganya telah ditentukan terlebih dahulu (lihat Lampiran, 
prosedur Anealing). 
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Obyektif Function 
Defleksi dok ( de ) 
Parameter Optimasi 
de < 0.0 No 
atau exp( - de I t ) 
3.4. FLOW CHART REAKSI 
Prosedur ini digunakan untuk menghitung harga defleksi yang terjadi dengan volume 
tangki ballast sebagai variabel. 
Untuk menghitung defleksi kapal dilakukan langkah-langkah berikut : 
F(x) kaptt = Reaksi keel blok koreksi (x) - LWT ~capat(X) 
Dari beban yang bekerja dapat dicari harga gaya lintang V(x), harga momen M(x), 
harga slope q(x) dan harga defleksi w(x). 
x-1 
V~a~pat io<x = L ( q lcapel i ,i+1 * 1) 
i=O 
dimana: V~cape~ ;.x = harga gaya lintang kapal pada station ke-x 
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q kapal i ,i+1 = harga beban merata kapal pada station ke-i sampai i+1 
= jarak station 
dimana : M1capa1 i=x = harga momen lengkung kapal pada station ke-x 
V kapal i = harga gaya lintang kapal pada station ke-i 
V kapal i+1 = harga gaya lintang kapal pada station ke-i+1 
8kapal i=x = ± _ 1 - ( ( Mkap&i + Mkapali + I) * 1 ) 
i=O Ellipali 2 
dimana : 8kapal i=x = harga slope kapal pada station ke-x 
M kapal i = harga momen lengkung kapal pada station ke-i 
M kapal i+1 = harga momen lengkung kapal pada station ke-i+1 
E = modulus elastisitas baja (200 x 1 09 N/m2) 
I kapal i = inersia kapal pada station ke-i (m4 ) 
dimana: wkapal i-=x = harga defleksi kapal pada station ke-x 
8 kapal i = harga slope kapal pada station ke-i 
8 kapal i+1 = harga slope kapal pada station ke-i+1 
Sedang untuk memperoleh defleksi floating dock dilakukan langkah berikut : 
F(x)dok = koreksi buoyancy(x)- reaksi blok(x)- LWT dok(x)- ballast(x)_ 
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x- 1 
vdok i:ox = L: <q doki .1•1 • 1) 
r=O 
dimana : = harga gaya lintang dok pada station ke-x 
q doki ,i+1 = harga beban merata dok pada station ke-i sampai i+1 
= jarak station 
dimana : = harga momen lengkung dok pada station ke-x 
v doki = harga gaya lintang dok pada station ke-i 
v doki+1 = harga gaya lintang dok pada station ke-i+1 
edok izx = ± _1_ ( (Mook.i + Mdoki +I) * 1 ) 
i=O Elooio 2 
dimana: 
M c1o1c1 
M doki+1 
E 
I dok i 
= harga slope dok pada station ke-x 
= harga momen lengkung dok pada station ke-i 
= harga momen lengkung dok pada station ke-i+1 
= modulus elastisitas baja (200 x 1 09 N/m2) 
= inersia dok pada station ke-i (m4) 
Wdok i=x = ± ( (6dok:i + edok:i + 1} * 1 ) 
i=O 2 
dimana: = harga defleksi dok pada station ke-x 
= harga slope dok pada station ke-i 
e doki+1 = harga slope dok pada station ke-i+1 
Dari kedua harga defleksi kapal dan dok, didapatkan selisih defleksi w(x). 
w(x) = w c1o1c (x) - w kapat (x) 
26 
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Kemudian dapat diperoleh matrik kolom defleksi { w(x) }. Untuk menyelesaikan 
persamaan dengan variabel banyak digunakan metode Newton Raphson. 
Persamaan Newton Raphson : 
dwJ(X1) dw1(xz) dwl(Xk) 
dx1 dxz dx~c 
dwz(x1) dwz(x2) dw2(Xk) hi WI( Xi) 
dx1 dxz dXk hz W2(Xi) dw3(x1) dw3(xz) dw3(Xk) = -
dx1 dxz dx~c 
ht Wn(Xi) 
dwi(x1) dwi(x2) dwi(Xk) 
dX1 dX2 dXk 
dw1(x4) adalah wt(X4 + 6x4)- w1(x4) 
dx4 6x4 
dimana: 
w1(x..) adalah selisih defleksi dok dan defleksi kapal pada station 1 
w1( x.. + ~) adalah selisih defleksi dok dan kapal pada station 1 dengan harga 
reaksi keel blok pada station 4 ditambah ~ sedang harga reaksi keel blok lainnya 
tetap yaitu harga reaksi keel blok yang sudah dikoreksi. 
Karena w1 = w dok 1 - w kapaJ 1 maka : 
dWI(X4) : Wdoki(X4 + 6X4)- Wdokl(X4) 
dX4 6X4 
dimana: 
Wlcapaii(X4 + 6X4)- Wkapsii(X4) 
L\X4 
w dok 1 (x..+~) adalah defleksi dok pada station 1 bila harga reaksi keel blok pada 
station 4 ditambah ~ sedang harga reaksi keel blok lainnya tetap. 
w dok 1 (X..) adalah defleksi dok pada station 1. 
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w 1capa11 (><4+~) adalah defleksi kapal pada station 1 bila harga reaksi keel blok pada 
station 4 ditambah ~ sedang harga reaksi keel blok lainnya tetap. 
w 1capa11 (><4) adalah defleksi kapal pada station 1. 
Untuk mendapatkan matrik Jacobian : 
Reaksi keel blok pada station 1 ditambah dengan Ax1 sedang harga reaksi keel blok 
lainnya tetap. Operasi ini dilaksanakan pada kapal dan dok. Selanjutnya dihitung 
harga defleksi akibat perubahan tersebut dari station 1 sampai station akhir. 
wdok1 (x1+L\x1) ..... . .. .. ... . ... .. ... .... . wdok1oo(x1+.£\x1) 
w kapat1 (X1 + L\ X1) . . . . . . . . . . . . . . . . . . . . . . . . . . . w 1capa11oo (x1 + L\ x1) 
Kemudian harga defleksi tersebut dikurangi dengan harga defleksi tanpa 
penambahan reaksi keel blok. 
w dok 1 (x1 + L\ x1)- wdok 1 (X1) .. . ... . .. .. . . .. . .. ... w dok 100 (x1 + L\ x1)- wdok 100 (x1) 
w 1capa11 (X1 + L\ x1) - Wkapet 1 (x1) . . . . . . . . . . . . . . . . . . w kllpa1100 (x1 + L\ X1) - W~capat 100 (x1) 
Lalu harga defleksi dok dikurangi harga defleksi kapal. 
dwt(Xl) : Wdokt(Xt + dx1)- Wdok!(Xl) 
dx1 dx1 
Wkapell(Xl + dx1)- Wkapall(Xt) 
.£\XI 
Langkah tersebut diteruskan sampai station ke 1 00 hingga didapatkan harga satu 
kolom matrik Jacobian. Untuk memperoleh matrik Jacobian, dilakukan perhitungan 
perubahan reaksi keel blok sampai station ke 1 00. 
Dari matrik Jacobian kemudian diinvers sehingga diperoleh matrik Jacobian invers. 
Harga reaksi keel blok baru didapatkan dari pengurangan reaksi keel blok lama oleh 
hasil perkatian matrik jacobian invers dengan matrik kolom selisih defleksi. 
Bab 3 Pembuatan Program 29 
Pada iterasi pertama harga {Xk} adalah harga reaksi keel blok awal yang telah 
dikoreksi dan selanjutnya harga reaksi keel blok baru menjadi reaksi keel blok lama. 
Sebagai parameter bahwa iterasi dapat dihentikan adalah defleksi kapal dan defleksi 
dok sama atau mendekati harga yang ditentukan (T). 
20 
T = L(h~ ) 5 0.01 
k=l 
Lihat lampiran, prosedur ReaksiOptimum. 
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Distribusi Beban Dok Wd(x) 
Distribusi Beban Kapal Ws(x) 
Distribusi Bouyancy Dok B(x) 
Distribusi Ballast Dok Ba(x) 
Set n = 0 
Asumsi Reaksi Keel Blok 
Koreksi Reaksi Keel Blok Rcor 
Koreksi Distr. Bouyancy Dok Bcor 
Tentukan harga I!J.x 
I!J.x = 1 x 10-7 x Rcor 
Fungsi Beban Kapal 
Fungsi Beban Dok 
Defteksi Kapal 
Defleksi Dok 
F ungsi Defleksi 
F(x) = Fd(x)- Fa(X) 1-----.t 
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A .. ... 
Ofd 
-
ax 
Ofs 
-
ax 
= 
= 
fd(X + L\x ) - fd(X) 
L\x 
fs(x + L\x) - f.(x) 
L\x 
Matrik Jacobian 
Ofd Of. 
[ J ]i,k = Ox - Ox 
lnvers Jacobian 
[ J ] -1 
{ h } = { Rt} - { Rt}n+1 
Tennination 
T=~ 
8 
No 
T < 0.01 1------1 .. ~ Set n = n + 1 .. 
i Yes 
END 
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3.5. FLOW CHART KOREKSI BUOYANCY DOCK 
LCG = L.WiXarm; 
L.W; 
12Mmm 
(arm;) t; = 0.5Ls f 
START 
I {B) I 
[
((LsI 2)- (i -l).h).t;] [((LsI 2)- (i) .h).t;] 
W; = (LsI 2) + (LsI 2) .Bd.h.y 
2 2 
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3.6. FLOWCHART KOREKSI REAKSI KEEL BLOCK 
LCG = 'i.LWTiXarm; 
'i.LWT. 
START 
(:) 
33 
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3. 7. FLOWCHART SHEARING FORCE 
Beban Merata {F} 
vi = vi-1 + ( Ft . h) 
Gaya GeserM 
~ MILIK PERPUSTflltUii fl 
\Vi 1'1 ·-
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3.9. FLOWCHART SLOPE CURVE 
Bending Momen {M} 
3.10. FLOWCHART DEFLECTION CURVE 
Slope Curve {9} 
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3.11. PROSEDUR ACAK 
Input untuk prosedur ini adalah tinggi tangki ballast yang dipanggil melalui perintah 
Random. 
Prosedur ini digunakan untuk memperoleh harga volume tiap tangki ballast yang 
berbeda antara tangki satu dengan yang lain. 
Harga Iebar dan panjang tiap tangki adalah konstan sehingga yang menjadi variabel 
adalah tinggi air di tiap tangki. Agar sesuai dengan kondisi sebenarnya tinggi air 
diberi batasan minimal dan maksimal. Batasan minimal adalah 0 m sedangkan tinggi 
maksimal adalah 3.6 m. 
Untuk memperoleh harga yang berbeda-beda digunakan perintah Random. Supaya 
harga yang diperoleh tidak sama sebelum perintah Random dieksekusi maka 
dijalankan dahulu perintah Randomize. Perintah ini bertujuan mengambil bibit (seed) 
yang berbeda-beda sehingga nantinya hasil akhir dari Random tidak sama (lihat 
lampiran, prosedur ReaksiOptimum). 
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START 
... 
~, 
T entukan tinggi tangki (t) 
dengan random 
~, 
Pengecekan t Tidak 
t < 3. 6 m atau t > 0 m 
Ya 
, 
Hitung volume tangki ballast 
~ 
END 
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BAB4 
HASIL PROGRAM 
4.1. TAMPILAN PROGRAM 
Program dibuat dalam bahasa Delphi versi 3.0. Setelah dieksekusi , program akan 
menampilkan menu utama. Menu ini terdiri dari File, Tool dan Help. 
Menu File mempunyai beberapa sub menu yaitu sub menu Open untuk membuka file 
data yang berupa database, sub menu Close untuk menutup file data yang sedang 
dibuka dan sub menu Exit yang berfungsi untuk keluar dari program dan kembali ke 
Windows. 
Menu Tool terdiri dari sub menu Optimize dan sub menu Show Graphic. Sub menu 
Optimize digunakan untuk menjalankan proses optimasi dengan menggunakan file 
data yang sedang aktif. Sedang sub menu Show Graphic digunakan untuk 
menampilkan hasil optimasi dalam bentuk grafik. 
Menu Help digunakan untuk menampilkan keterangan mengenai program. 
H.i.\\ UILIK PEP?.usn" M.tl \ 
\Vi R _.. 1 
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Berikut adalah tampilan menu utama dari program. 
Gambar 4.1. Tampilan utama program 
11.•nao 50.53JOO 10997000 7.9J.400 
20.75480 50.53000 109.87000 7.29600 23.74000 
48.21140 50.53000 10987000 7.90400 23.74000 
50.35260 50.53}()() 109.87000 7.29600 23.74000 
13.~ 50.53000 109.91000 7.79400 23.74000 
61 .72360 50.53000 109.87000 7.01Ei00 23.74000 
36.53990 50.53)()0 10991000 7.60!M5 23.74000 
40.70960 50.53000 109.97000 6.65520 23.74000 
43.70800 50.53000 109.87000 5.60360 23.74000 
39.58380 50.5:BIO 109.87000 5.3779J 23.7o4000 
Gambar 4.2. Tampilan data beban 
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Dari kedua grafik defleksi diatas ternyata diperoleh hasil : 
Defleksi sebelum dioptimasi adalah 0.006775263 m 
Defleksi setelah dioptimasi adalah 8.48 * 1 o-s m 
46 
Titik maksimum defleksi setelah dioptimasi bergeser ke kanan dikarenakan adanya 
perbedaan distribusi ballast dengan kondisi awal. Perbedaan ini disebabkan adanya 
pengacakan tinggi ballast dalam tangki untuk memperoteh defleksi yang optimum. 
Program ini dapat dikembangkan dengan ukuran utama kapal sebagai input dimana 
perubahan yang harus dilakukan adalah dalam hal penyebaran berat kapal dan 
model pembebanan pada dok. Kemudian jumlah keel blok dapat diperbanyak 
sehingga mendekati kondisi yang sebenamya yaitu sebanyak 120 buah keel blok. 
Lampi ran 
PROGRAM UTAMA 
unit Utama; 
interface 
uses 
Windows, Messages, SysUtils, Classes, Graphics, Controls, Forms, Dialogs, 
Menus, Grids; 
type 
TFormTA = class(TForm) 
MainMenu1: TMainMenu; 
FiJe1: TMenultem; 
Reaksi1: TMenultem; 
Help1: TMenultem; 
About1: TMenultem; 
Keluar1: TMenultem; 
Optimasi1: TMenultem; 
Hasil1: TMenultem; 
procedure Keluar1Ciick(Sender: TObject); 
procedure About1 Click( Sender: TObject); 
procedure Optimasi1Ciick(Sender: TObject); 
procedure Hasii1Ciick.(Sender. TObject); 
private 
{ Private declarations } 
public 
{ Public declarations } 
end; 
var 
FormTA: TFormTA; 
implementation 
uses Pribadi, ReaksiOptimum, TampiiHasil; 
{$R *.DFM} 
procedure TFormTA.Keluar1Ciick(Sender: TObject); 
begin 
close; 
end; 
procedure TFormT A.About1 Click(Sender: TObject); 
begin 
FormTentang := TFormTentang.Create(Self); 
FormTentang.ShowModal; 
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FormTentang.Free; 
end; 
procedure TFormTA.Optimasi1Ciick(Sender: TObject); 
begin 
FormOptimasi := TFormOptimasi.Create(Self); 
FormOptimasi.ShowModal; 
FormOptimasi. Free; 
end; 
procedure TFormTA.Hasii1Ciick(Sender: TObject); 
begin 
FormHasil := TFormHasii.Create(Self); 
FormHasii.ShowModal; 
FormHasil. Free; 
end; 
end. 
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PROSEDUR 2 
unit prosedur2_cad; 
interface 
const 
max= 20; 
arm : array [1 .. 201 of real = 
(47.5,42.5,37.5,32.5,27.5,22.5, 17.5, 12.5,7.5,2.5,-2.5, 
-7.5,-12.5,-17.5,-22.5,-27.5,-32.5,-37.5,-42.5,-47.5); 
stat: array [1 .. 20) of byte= (1 ,2,3,4,5,6, 7,8,9, 10,11, 12, 13, 14, 15, 
16, 17, 18, 19,20); 
type 
data =array [1 .. max} of extended; 
integ = array [1 .. max} of integer; 
matrix = array [1 .. max, 1 .. max] of extended; 
procedure stopper(nb : integer; 
vdel :data; 
var test: double); 
procedure matr_mul(row_x, col_x, col_y: integer; 
mx, my : matrix; 
var mz : matrix); 
procedure matr_sub(nb :integer; 
mat1, mat2 : matrix; 
var mat3 : matrix); 
implementation 
procedure stopper; 
var 
nn : integer; 
summ :double; 
begin 
summ := 0; 
for nn := 1 to nb do 
summ := summ + sqr(vdel[nn]); 
test := sqrt(summ); 
end; 
procedure matr_mul; 
var 
k,m,n :integer; 
begin 
form := 1 to row_x do 
for n := 1 to col_y do 
begin 
mz[m,n] := 0; 
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fork := 1 to col_x do 
mz[m,n] := mz[m,n]+(mx[m,k)*my[k,n]); 
end; 
end; 
procedure matr_sub; 
var 
k, b : integer; 
begin 
fork:= 1 to nb do 
forb:= 1 to nb do 
mat3[k,b] := mat1[k,b}-mat2[k,b]; 
end; 
end. 
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PROSEDUR3 
unit prosedur3 _cad; 
interface 
uses prosedur2_ cad; 
procedure Joading(nb :integer; 
wd,bad,cor_bod,wedge: data; 
var load_dat :data); 
procedure loading1 (nb : integer; 
ilcg,spx,ls : real; 
shipw : data; 
rb :data; 
var wedge : data); 
procedure loading2(nb :integer; 
wd,bad,bod,wedge : data; 
dlcg,spx,br,beam: real; 
var cor_bod : data); 
procedure loading3(nb : integer; 
shipw : data; 
wedge : data; 
var load_dat: data); 
procedure shearing(nb : integer; 
spx :real; 
load_dat :data; 
var shear_dat: data); 
procedure bending(nb :integer; 
spx :real; 
shear_dat :data; 
var bend_dat: data); 
procedure sloping(nb : integer; 
spx :real; 
bend_dat :data; 
ine :data; 
young : real; 
var slope_dat: data); 
procedure curving(nb : integer; 
spx :real; 
slope_dat :data; 
var cfd_dat : data); 
procedure dock_cur(nb :integer; 
wd,bad,bod,wedge : data; 
dlcg,spx,br,beam :real; 
ine1 :data; 
young 1 : real; 
var cfs : data; 
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var cfd : data); 
procedure dock_ cur2(nb : integer; 
wd,bad,cor_bod,wedge : data; 
spx :real; 
ine1 :data; 
young1 :real; 
var cfs : data; 
var cfd :data); 
procedure ship_cur(nb :integer; 
ilcg,spx,ls : real; 
shipw : data; 
rb,wedge :data; 
ine2 :data; 
young2 :real; 
var cfs : data; 
var cfd : data); 
procedure ship_cur2(nb :integer; 
shipw : data; 
wedge :data; 
spx :real; 
ine2 :data; 
young2 :real; 
var cfs :data; 
var cfd : data); 
procedure make_mat1(nb : integer; 
wd,bad,cor_bod,wedge : data; 
spx :real; 
ine1 :data; 
young1 :real; 
delx :data; 
var mat1 : matrix); 
procedure make_mat2(nb :integer; 
spx :real; 
ine2 :data; 
young2 :real; 
shipw : data; 
wedge,delx :data; 
var mat2 : matrix); 
procedure mat_maker1(nb :integer; 
dat1 :data; 
var mat_x1 :matrix); 
procedure mat_maker2(nb :integer; 
dat2 :data; 
var mat_x2 : matrix); 
procedure jacobian(nb :integer; 
mat1 ,mat2 : matrix; 
dat1,dat2,delx : data; 
var jac : matrix); 
~ MILIK PERPUSTAKAAN 
~ 11u 
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implementation 
procedure loading; 
var 
p: integer; 
begin 
for p := 1 to nb do 
begin 
load_dat[p] := (cor_bod{p]-(wedge[p]+wd[p]+bad[pJ)); 
end; 
end; 
procedure loading1; 
type 
ship_data = record 
berat,mmt,qd,qb,lcg,Jwt,brt,lwg : real; 
end; 
var 
:integer; p,ns 
sdt : "ship_data; 
load_ tot, sum_ tot, 
ttk_brt,jumlah_lwt, ttk_lwt, 
momen_lwt,jumlah_abo 
axx :real; 
beda :real; 
tinggi,abo,abo1 ,abo2,momen, 
:real; 
ttbrt,lng,dist,dist1,dist2 : data; 
begin 
new(sdt); 
sdtA.Iwt := 0.00; 
for p := 1 to nb do 
begin 
sdt".lwt := sdt".lwt + shipw[p]; 
end; 
sdt".brt := 0.00; 
for p := 1 to nb do 
begin 
sdtA.brt := sdtA.brt + (shipw[p]*arm[p]); 
end; 
sdtA.Iwg := sdtA.brtfsdtA.fwt; 
sdtA.berat := 0.00; 
for p : = 1 to nb do 
begin 
sdtA.berat := sdtA.berat+rb{p]; 
end; 
sdt".mmt := 0.00; 
for p := 1 to nb do 
begin 
sdtA.mmt := sdt".mmt+(rb[p]*arm[p]); 
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end; 
sdt".lcg := sdt".mmt/sdtA.berat; 
beda := sdtA.fwg-sdt".lcg; 
if (abs(beda) > 0.001) then 
begin 
spx := ls/nb; 
ns := nb+1; 
axx := ((6*sdt".berat)*(sdt".lwg))/sqr(ls); 
sdt".qd := ((sdtA.berat)/ls)-axx; 
sdt".qb := ((sdtA.berat)/ls)+axx; 
for p := 1 to ns do 
tinggi(p] := ((ls-(p-1)*spx)/ls)*(sdt".qb-sdt".qd)+sdt".qd; 
for p := 1 to nb do 
begin 
wedge(p] := ((tinggi[p]+tinggi[p+1])/2)*spx; 
end; 
load_tot := 0.00; 
for p := 1 to nb do 
load_ tot:= load_ tot+ wedge[p]; 
for p := 1 to nb do 
abo1{p] := tinggi[p+1]*spx; 
forp := 1 to nb do 
abo2[p] := ((tinggi[p]-tinggi[p+1])*spx)/2; 
for p : = 1 to nb do 
abo[p] := abo1[p}+abo2[p]; 
for p : = 1 to nb do 
momen[p] := abo2{p]*(spx/6); 
for p := 1 to nb do 
ttbrt[p] := momen[p]/(abo(p]); 
for p := 1 to nb do 
begin 
lng[p] := arm[p]+ttbrt[p]; 
end; 
jumlah_abo := 0.00; 
for p := 1 to nb do 
begin 
jumlah_abo := jumtah_abo+abo[p]; 
end; 
sum_tot := 0.00; 
for p : = 1 to nb do 
begin 
sum_tot := sum_tot+(abo[p]*lng{p]); 
end; 
ttk_brt := sum_tot/jumlah_abo; 
for p := 1 to nb-1 do begin 
dist1 [p] := wedge[p ]*(0. S+((ttbrt[p]+( spx/2) )/spx)); 
dist2[p] := wedge[p]*(0.5-((ttbrt[p]+(spx/2))/spx}); 
dist1 [nb] := wedge[nb}*(O.S+((spx/2)-ttbrt[nb])/spx); 
dist2[nb] := wedge[nb]*(0.5-((spx/2)-ttbrt[nb])/spx); 
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end; 
dist[1] := dist1 [1 ]; 
for p := 2 to nb-2 do 
begin 
dist[p] := dist2[p-1]+dist1[p]; 
dist[nb-1] := dist2[nb-2]+dist1 [nb-1 ]+dist2[nb ]; 
dist[nb] := dist1[nb]+dist2[nb-1]; 
end; 
jumlah_lwt := 0.00; 
for p := 1 to nb do 
begin 
jumlah_lwt := jumlah_lwt+dist[p]; 
end; 
momen_lwt := 0.00; 
for p := 1 to nb do 
begin 
momen_lwt := momen_lwt+(dist[p]*arm[p]); 
end; 
ttk_lwt := momen_lwt/jumlah_lwt; 
for p := 1 to nb do wedge[p] := dist[p]; 
end else 
begin 
for p := 1 to nb do 
begin 
wedge[p) := rb[p); 
end; 
end; 
dispose( sdt); 
end; 
procedure loading2(nb : integer; 
var 
wd,bad,bod,wedge: data; 
dlcg,spx,br,beam : real; 
var cor_bod : data); 
p,ns :integer; 
trim_x,wedge1 ,abot1 ,abot2, 
abot,momen,ttbrt,lng,distr,distr1,distr2 : data; 
lcg,lcb : real; 
t_dt, p_dt : data; 
t_wx,summ,b_tx,m_trim,d_trim,b_dt, 
jumlah_baji,jumlah_abot,jumlah_wedge1, 
bouyancy,bou,momen_baji :real; 
begin 
for p := 1 to nb do 
p_dt[p] := wedge[p]+wd{p]+bad[p]; 
t_wx := 0.00; 
for p := 1 to nb do t_wx := t_wx+p_dt[p]; 
for p := 1 to nb do t_dt[p] := p_dt[p]*arm[p]; 
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summ := 0.00; 
for p := 1 to nb do summ := summ+t_dt[p]; 
leg := summit_ wx; 
m_trim := t_wx*Jcg; 
d_trim := (6*m_trim)/(1.025*br*sqr(beam)); 
ns := nb+1; 
spx := beam/nb; 
for p := 1 to ns do 
trim_x[p] := (((beam*0.5)-(p-1 )*spx)/(beam*0.5))*d_trim; 
for p := 1 to nb do 
begin 
wedge1[p] := ((trim_x(p]+trim_x[p+1J)/2)*spx*br*1.025; 
end; 
jumlah_wedge1 := 0.00; 
for p := 1 to nb do 
jumlah_wedge1 := jumlah_wedge1+wedge1[p]; 
for p := 1 to nb do 
if p < 11 then 
begin 
abot1[p] := (trim_x[p+1]*spx*br*1.025); 
abot2[p] := (trim_x[p]-trim_x[p+1))*(spx/2)*br*1.025; 
end else 
begin 
abot1 [p} := (trim_x[p]*spx*br*1.025); 
abot2[p) := (trim_x[p+1)-trim_x[p])*(spx/2)*br*1.025; 
end; 
for p := 1 to nb do abot[p] := abot1[p]+abot2[p]; 
jumlah_abot := 0.00; 
for p := 1 to nb do jumlah_abot := jumlah_abot+abot[p]; 
for p := 1 to nb do momen[p) := abot2[p]*(spx/6); 
for p := 1 to nb do ttbrt(p} := momen{p]/abot[p]; 
for p := 1 to nb do 
if p < 11 then 
begin 
lng[p] := arm[p]+ttbrt[p}; 
end else 
begin 
lng(p] := arm[p]-ttbrt(p]; 
end; 
momen_baji := 0.00; 
for p : = 1 to nb do 
momen_baji := momen_baji+(abs(abot[p))*lng[p]); 
for p := 1 to 9 do begin 
distr1(p) := abot[p]*(0.5+(((spx/2)+ttbrt{p))/spx)); 
distr2[p] := abot[p]*(0.5-(((spx/2)+ttbrt[p])/spx)); 
end; 
distr1(10] := abot{10]*(0.5+(((spx/2)-ttbrt[10])/spx)); 
distr2[1 0] := abot[1 O}*(O.S..(((spx/2)-ttbrt{1 0])/spx)); 
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for p := 20 downto 12 do begin 
distr1[p] := abot[p]*(0.5+(((spx/2)+ttbrt[p])/spx)); 
distr2[p} := abot[p]*(0.5-(((spx/2)+ttbrt[p])/spx)); 
end; 
distr1 [11] := abot[11 ]*(0.5+{((spx/2)-ttbrt[11])/spx)); 
distr2[11] := abot[11)*(0.5-(((spx/2)-ttbrt[11]}/spx)); 
distr[1J := distr1[1]; 
for p : = 2 to 8 do 
distr[p] := distr2[p-1]+distr1 [p); 
distr[9] := distr2[8}+distr1[9]+distr2[10]; 
distr[10] := distr2[9)+distr1[10); 
distr[20] := distr1 [20]; 
for p := 19 downto 13 do 
distr[p} := distr2[p+1]+distr1(p]; 
distr[12] := distr2[13]+distr1[12]+distr2[11]; 
distr[11] := distr2[12]+distr1{11]; 
jumlah_baji := 0.00; 
for p := 1 to nb do jumlah_baji := jumlah_baji+distr[pJ; 
if (abs(dlcg-lcg) > 0.0001) then 
begin 
for p := 1 to nb do cor_bod[p] := bod[p]+distr[p]; 
end else 
begin 
for p := 1 to nb do cor_bod[p] := bod(p]; 
end; 
bouyancy := 0.00; 
for p := 1 to 10 do bouyancy := bouyancy+(distr[p]*arm(p]); 
bou := bouyancy*2; 
b_tx := 0.00; 
for p := 1 to nb do b_tx := b_tx+cor_bod(p]; 
b_dt := 0.00; 
for p := 1 to nb do b_dt := b_dt+(arm[pJ*cor_bod[p]}; 
lcb := b_dt/b_tx; 
end; 
procedure toading3; 
var 
p: integer; 
begin 
for p := 1 to nb do 
begin 
load_dat[p] := (wedge[p)-shipw(p]); 
end; 
end; 
procedure shearing; 
var 
p,ns : integer; 
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s_dt :data; 
begin 
ns := nb+1; 
s_dt[1] := load_dat[1]*spx; 
for p : = 2 to nb do 
s_dt[p] := s_dt[p-1]+(1oad_dat[p]*spx); 
for p := 1 to nb do 
shear_dat[p] := s_dt[p]; 
end; 
procedure bending; 
var 
p,ns : integer; 
s_dt :data; 
begin 
ns := nb+1; 
s_dt[1] := O.OO+{(O.OO+shear_dat[1])/2)*spx; 
for p := 2 to nb do 
s_dt[p] := s_dt[p-1J+(((shear_dat[p-1]+shear_dat[p})/2)*spx); 
for p := 1 to nb do bend_dat[p] := s_dt[p]; 
end; 
procedure sloping; 
var 
p,ns 
s_dt,m_dt 
begin 
:integer; 
:data; 
ns := nb+1; 
for p := 1 to nb do m_dt[pJ := bend_dat[p]/(ine(p)*young); 
s_dt[1] := O.OO+{(O.OO+m_dt[1])/2)*spx; 
for p := 2 to nb do 
s_dt[p] := s_dt[p-1]+{((m_dt(p-1]+m_dt[p])/2)*spx); 
for p := 1 to nb do slope_dat[p] := s_dt[p]; 
end; 
procedure curving; 
var 
p,ns 
s_dt 
begin 
:integer; 
:data; 
ns := nb+1; 
s_dt[1] := O.OO+({O.OO+slope_dat[1])/2)*spx; 
for p := 2 to nb do 
s_dt[pJ := s_dt[p-1]+(((slope_dat[p-1]+slope_dat[p])/2)*spx); 
for p := 1 to nb do cfd_dat[p] := s_dt[p]; 
end; 
procedure dock_ cur; 
var 
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dat1,dat2,dat3,dat4 : data; 
begin 
loading2(nb,wd,bad,bod,wedge,dlcg,spx,br,beam,dat1); 
loading(nb,wd,bad,dat1,wedge,dat2); 
shearing(nb,spx,dat2,dat3); 
bending(nb,spx,dat3,dat4); 
sloping(nb,spx,dat4,ine1,young1,cfs); 
curving(nb,spx,cfs,cfd); 
end; 
procedure ship_cur; 
var 
dat1,dat2,dat3,dat4 : data; 
begin 
loading 1 (nb, ilcg,spx,ls,shipw, rb,dat1 ); 
loading3(nb,shipw,dat1 ,dat2); 
shearing(nb,spx,dat2,dat3); 
bending(nb,spx,dat3,dat4); 
sloping(nb,spx,dat4,ine2,young2,cfs); 
curving(nb,spx,cfs,cfd); 
end; 
procedure dock_cur2; 
var 
dat2,dat3,dat4 :data; 
begin 
loading(nb,wd,bad,cor_bod,wedge,dat2); 
shearing(nb,spx,dat2,dat3); 
bending(nb,spx,dat3,dat4); 
sloping(nb,spx,dat4,ine1 ,young1 ,cfs); 
curving(nb,spx,cfs,cfd); 
end; 
procedure ship_cur2; 
var 
dat2,dat3,dat4 : data; 
begin 
loading3(nb,shipw,wedge,dat2); 
shearing(nb,spx,dat2,dat3); 
bending(nb,spx,dat3,dat4); 
sloping( nb, spx, dat4, ine2, young2, cfs); 
curving(nb,spx,cfs,cfd); 
end; 
procedure make_mat1; 
var 
kol,brs : integer; 
dsp,dcur,temp_x :data; 
begin 
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for kol := 1 to nb do 
temp_x[kol] := wedge(kol]; 
for kol := 1 to nb do 
begin 
temp_x[kol] := wedge(kol]+delx[kol]; 
dock_ cur2(nb, wd,bad,cor_bod, temp_x,spx, ine1 ,young 1,dsp,dcur); 
for brs := 1 to nb do 
begin 
mat1 [brs,kol] := dcur[brs]; 
end; 
temp_x[kol) := wedge[kol]; 
end; 
end; 
procedure make_mat2; 
var 
kol,brs : integer; 
dsp,dcur,temp_x : data; 
begin 
for kol := 1 to nb do 
temp_x[koiJ := wedge[kol]; 
tor kol := 1 to nb do 
begin 
temp_x[kol} := wedge{kol)+delx[kol); 
ship_cur2(nb,shipw,temp_x,spx,ine2,young2,dsp,dcur); 
for brs := 1 to nb do 
begin 
mat2[brs,kol] := dcur[brs]; 
end; 
temp_x[kol] := wedge[kol]; 
end; 
end; 
procedure mat_maker1; 
var 
k,b : integer; 
begin 
for k : = 1 to nb do 
begin 
forb:= 1 to nb do mat_x1[b,k] := dat1[b] 
end; 
end; 
procedure mat_maker2; 
var 
k,b : integer; 
begin 
for k := 1 to nb do 
begin 
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forb := 1 to nb do mat_x2[b,k] := dat2[b] 
end; 
end; 
procedure jacobian; 
var 
k,b :integer; 
begin 
fork := 1 to nb do 
begin 
forb:= 1 to nb do 
jac[b,k] := ( (mat1 [b,k]-dat1 [b])/delx[b])-((mat2[b,k]-dat2[b])/delx[b]); 
end; 
end; 
end. 
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PROSEDUR LU DECOMPOSITION 
unit Dekomposisi_ cad; 
interface 
uses prosedur2_cad; 
procedure ludcmp(var a : matrix; 
n: integer; 
var indx : integ; 
var d : real); 
procedure lubksb(var a : matrix; 
n: integer; 
var indx: integ; 
var b : data); 
procedure invers(n : integer; 
a :matrix; 
vary : matrix); 
implementation 
procedure ludcmp(var a : matrix; 
n: integer; 
var indx : integ; 
var d : real); 
const 
tiny= 1.0e-20; 
var 
k,j,imax,i : integer; 
sum,dum,big :real; 
vv :"data; 
begin 
new(vv); 
d := 1.0; 
fori := 1 ton do begin 
big:= 0.0; 
for j : = 1 to n do 
if abs(a[i,j])>big then big:= abs(a[i,j]}; 
if big= 0.0 then begin 
writeln('pause in Ludcmp- singular matrix'); 
read In; 
end; 
vv"[i] := 1.0/big; 
end; 
for j := 1 ton do begin 
fori:= 1 to j-1 do begin 
sum := a{i,j); 
fork:= 1 to i-1 do 
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sum := sum-a(i,k]*a[k,j]; 
a[i,j] := sum 
end; 
big:= 0.0; 
fori:= j ton do begin 
sum := a[i,j]; 
for k : = 1 to j-1 do 
sum := sum-a[i,k]*a(k,j]; 
a[i,j] := sum; 
dum:= vvA[i]*abs(sum); 
if dum >= big then begin 
big :=dum; 
imax:=i; 
end 
end; 
if j <> imax then begin 
fork:= 1 ton do begin 
dum:= a[imax,k]; 
a[imax,k] := a[j,k]; 
a[j,k] := dum 
end; 
d :=-d; 
vvA[imax) := vvA[jJ 
end; 
indx[j] := imax; 
if a[j,j] = 0.0 then a[j,j] := tiny; 
if j <> n then begin 
dum := 1.0/a[j,j]; 
for i : = j+ 1 to n do 
a[i,j] := a[i,j]*dum 
end 
end; 
dispose(vv); 
end; 
procedure lubksb(var a : matrix; 
n :integer; 
var indx : integ; 
var b :data); 
var 
j,ip,ii1i : integer; 
sum: real; 
begin 
ii := 0; 
fori:= 1 ton do begin 
ip := indx{i]; 
sum := b(ip]; 
b{ip] := b[i}; 
if ii <> 0 then 
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ran3ma[i] := ran3ma[i]-ran3ma[1+((i+30) mod 55)]; 
if ran3ma[i} < mz then 
ran3ma[i] := ran3ma[i]+mbig 
end 
end; 
ran3inext := 0; 
ran3inextp := 31; 
idum := 1 
end; 
ran3inext := ran3inext+1; 
if ran3inext = 56 then 
ran3inext := 1; 
ran3inextp := ran3inextp+1; 
if ran3inextp =56 then ran3inextp := 1; 
mj := ran3ma[ran3inext]·ran3ma[ran3inextp]; 
if mj < mz then mj := mj+mbig; 
ran3ma[ran3inext] := mj; 
ran3 := mj*fac 
end; 
function irbit1 (var iseed : integer): integer; 
const 
ib 1 = 1 ; ib3 = 4; 
ib5 = 16; ib14 = 8192; 
var 
newbit : boolean; 
begin 
newbit := (iseed and ib14) <> 0; 
if iseed and ib5 <> 0 then neWbit :=not newbit; 
if iseed and ib3 <> 0 then newbit := not newbit; 
if iseed and ib1 <> 0 then newbit :=not newbit; 
iseed := iseed shl1; 
if newbit then 
begin 
irbit1 := 1; 
iseed := iseed or ib1 
end else 
irbit1 := 0 
end; 
procedure metro(KeeiReaksi,t : real; 
var ans :boolean); 
begin 
metropjdum : = ·1; 
ans := (KeeiReaksi < 0.0) or (ran3(metropjdum) < exp(-KeeiReaksi/t)) 
end; 
end. 
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end; 
closefile(fz); 
end; 
procedure TFormOptimasi.Simpan; 
var 
a,p : integer; 
begin 
sopo := 'Hasil Optimasi.txt'; 
assignfile(hasil, sopo); 
rewrite(hasil); 
for a:= 1 tor do begin 
writeln(hasii,'Selisih Defleksi: ',ite_dat.nilai(a]:5:15); 
end; 
writeln(hasii,'Calculation terminated after: ',r:3,' iterations'); 
writeln(hasii,'Delta when terminated : ',tester:20:15); 
writeln(hasii,'Total keel block reactions : ',lwtship:10:18); 
for p := 1 to nkeel do begin 
writeln(hasii/Reaksi keel blok pada station ',p,': ', 
blocks[p):5: 15,' [tim]'); 
end; 
for p := 1 to nkeel do begin 
writeln(hasil,'ballast di ',p,': ',dock_dat.ba_dat{p]:5:15); 
end; 
for p := 1 to nkeel do vdelta[p]:=abs(def_1[p]-def_2[p]); 
writeln(hasii,'Station Dock deflection Ship deflection Delta'); 
for p := 1 to nkeel do begin 
writeln(hasil,p:length("Station'),def_1[p]:15,' ',def_2[p]:15,' ', 
vdelta[p]: 15); 
end; 
closefile(hasil); 
if ioresult = 0 then 
begin 
PlaySound('c:\Win\Media\The Microsoft Sound.wav',O,snd_sync); 
if MessageDig('File berhasil disimpan' ,mtConfirmation,[mbOK], 0) 
= mrOK then begin 
close; 
end; 
end else 
begin 
if MessageDig('File gagal disimpan !!',mtError,[mbOK],O) = mrOK 
then begin 
close; 
end; 
end; 
end; 
procedure TFormOptimasi.Acak; 
Jabel10; 
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canst 
var 
min= 0.00; 
max= 3.60; 
tinggi 1, sementara : real; 
i :integer; 
vol1 :real; 
begin 
10: 
Randomize; 
tinggi1 :=random; 
- ----------
if (tinggi1 <min) or (tinggi1 >max) then goto 10 
else vol1 := tinggi1*2.4*25.4; 
sementara := vol1/10; 
fori := 1 to 20 do ballast[i] := sementara; 
for i := 1 to nkeet do begin 
dock_dat.ba_dat[i] :::: battast[i]; 
end; 
end; 
procedure TFormOptimasi.Sukses; 
var 
q :integer; 
jumlah : real; 
begin 
Acak; 
jumtah := 0.00; 
for q := 1 to nkeel do 
jumtah := jumlah + dock_dat.wd_dat[q}; 
for q := 1 to nkeel do 
dock_ dat. rs _ dat[ q] : = { 1 0987 -jumfah-dock_ dat. ba_ dat[q])/1 00; 
end; 
procedure TF ormOptimasi. Optimum; 
var 
p,q,s,t,a :integer; 
begin 
r := 0; 
repeat 
if r > 0 then 
loading1 (nkeel,intcg,spur,bm,dock_ dat. ws_dat,dock_ dat.rs_dat,blocks); 
loading3(nkeel,dock_dat.ws_dat,blocks,blocks1); 
loading2(nkeel,dock_dat.wd_dat,dock_dat.ba_dat,dock_dat.bd_dat,blocks, 
lcgdock,spur,breadth,bm,co_bod); 
{t := r + 1 ;} 
for q := 1 to nkeel do xdel(q]:=(blocks[q})*1.0e-11-{0.0001*(r-1)); 
dock_cur{nkeel,dock_datwd_dat,dock_dat.ba_dat,co_bod,blocks,tcgdock, 
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spur,breadth,bm,dock_dat.in_dat,mdock,slop_1 ,def_ 1); 
ship_cur(nkeel,inlcg,spur,bm,dock_dat.ws_dat,dock_dat.rs_dat,blocks, 
dock_dat.i_dat,mship,slop_2,def_2); 
loading(nkeel, dock_ dat. wd_ dat, dock_ dat.ba_ dat, co _bod, blocks, blocks 1); 
dock_cur2(nkeel,dock_dat.wd_dat,dock_dat.ba_dat,co_bod,blocks,span, 
dock_dat.in_dat,mdock,slop_1,def_1); 
ship_ cur2(nkeel, dock_ dat. ws _ dat, blocks, span, dock_ dat. i_ dat, mship, 
slop_2,def_2); 
for q:= 1 to nkeel do vfunct[q, 1]:=def_ 1[q]-def_2[q]; 
make_mat1(nkeel,dock_dat.wd_dat,dock_dat.ba_dat,co_bod,blocks,span, 
dock_ dat.in_ dat,mdock,xdel,mat_ c); 
make_mat2(nkeel,span,dock_dat.i_dat,mship,dock_dat.ws_dat,blocks, 
xdel, mat_ d); 
mat_maker1 {nkeel,def_1 ,mat_ a); 
mat_maker2(nkeel,def_2,mat_b); 
matr_sub(nkeel,mat_a,mat_b,mat_e); 
jacobian(nkeel, mat_ c,mat_ d,def_ 1 ,def_2,xdel,jacob ); 
lnvers(nkeel,jacob,jacob_inv); 
matr _mul(nkeel, nkeel, 1 ,jacob _inv, vfunct,jacob 1); 
for q := 1 to nkeel do temp_blocks[q] := blocks[q]; 
for q := 1 to nkeel do blocks[q] := temp_blocks[q]-Oacob1[q, 1]); 
lwtship := 0.00; 
for q := 1 to nkeel do lwtship := lwtship + blocks[q]; 
for q := 1 to nkeel do vdelta[q] := blocks{q]- temp_blocks[q]; 
for q := 1 to nkeel do temp_blocks[q] := blocks[q]; 
stopper{nkeel, vdelta, tester); 
r := r + 1; 
ite_dat.nx[r] := r; 
ite_dat.nilai[r] :=tester; 
for q := 1 to nkeel do dock_dat.rs_dat[q] := temp_blocks[q]; 
until r = 20; 
{(abs(tester) <= 0.00000000001);} 
KeeiReaksi := 0; 
for q := 1 to nkeel do 
begin 
KeeiReaksi := KeeiReaksi + sqr(def_2[q]); 
end; 
end; 
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procedure TFormOptimasi.Reaksi(Sender: TObject); 
const tfactr = 0.09; 
var nsucc,idum : integer; 
nover,nlimit : integer; 
j,k : integer; 
t :real; 
ans : boolean; 
begin 
nkeel := 20; 
bm := 100.00; 
breadth := 26.00; 
inlcg := 8.5214827296; 
lcgdock := 0.00; 
buka; 
spur := bm/nkeel; 
span:= bm/(nkeel-1); 
mdock := 2e11; mship := 2e11; 
nover := 1*nkeel; 
nlimit := 1*nkeel; 
idum := -1; 
t := 0.5; 
for j := 1 to 25 do 
begin 
nsucc := 0; 
k := 0; 
repeat 
k := k + 1; 
Optimum; 
metro(KeeiReaksi,t,ans); 
if ans then 
begin 
nsucc := nsucc+1; 
Sukses; 
end else begin 
Sukses; 
end; 
until (nsucc >= nlimit) or (k >= nover); 
end; 
t ::::: t * tfactr; 
for j := 1 to nkeel do begin 
DefleksiUJ := (O/nkeel)*def_1[nkeel])-def_10]; 
end; 
Simpan; 
end; 
end. 
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