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Zusammenfassung
Virtual Engineering beschreibt den kollaborativen Prozess der Produktentwicklung in
den Phasen der Konstruktion und Simulation/Analyse mit Hilfe von computergestu¨tzten
Methoden in unterschiedlichen Entwicklungsabteilungen. Dabei entsteht in verschiedenen
Entwicklungsbereichen eine Vielzahl von heterogenen, komplex-strukturierten Dokumenten,
Produktdaten und Wissen, welche voneinander abha¨ngen. Da Produktmodelle zur Integrati-
on von Konstruktion und Verhaltensanalyse die Sichten der Entwickler in den verschiedenen
Bereichen einschra¨nken, soll in dieser Arbeit eine Link-Datenbank vorgestellt werden, die
durch externe Links und Annotationen Abha¨ngigkeiten verwaltet, ohne die lokalen Daten-
modelle zu vera¨ndern. Die Integration erfolgt, a¨hnlich zu Social-Tagging-Systemen, durch
die interaktive Annotation der Daten in ihrer jeweiligen Entwicklungsumgebung und der
Erstellung von Abha¨ngigkeiten zwischen den Bereichen.
1 Einleitung
Im globalen Wettbewerb ist es notwendig, die Entwicklungszyklen von Produkten zu verku¨rzen,
um schneller auf den Markt reagieren und neue Produkte kostengu¨nstig anbieten zu ko¨nnen.
Die konsequente und durchgehende Nutzung von computergestu¨tzten Methoden und virtuellen
Prototyping-Techniken [9] in den Phasen Konstruktion und Simulation/Analyse des Produkt-
lebenszyklus [6] ist eine Mo¨glichkeit diese Anforderung zu erfu¨llen. Die Entwicklungsprozesse,
Virtual Engineering (VE) genannt, nutzen CAD-Systeme zur Konstruktion sowie verschiedenste
Simulationswerkzeuge (CAE-Systeme) zur fru¨hen Analyse des Verhaltens eines Produktes. Eine
effiziente Unterstu¨tzung erfordert eine Integration von CAD- und CAE-Daten.
Abb. 1 skizziert drei Datenquellen und verschiedene Aktionen in einem VE-Prozess zur
Entwicklung eines Industrieroboters. Ausgehend von dem Ergebnis des konzeptuellen Entwurfs
(nicht gezeigt) wird in einem CAD-System der Roboter konstruiert. Um zu u¨berpru¨fen, ob das
initiale Design die gegebenen Anforderungen erfu¨llt, wird ein Simulationsmodell mit Hilfe der
Informationen aus dem CAD-Modell erstellt und parametrisiert. Dieser Schritt erfolgt manuell
oder automatisch durch angepasste Werkzeuge (z.B. [3]). Mit Hilfe zusa¨tzlicher Produktdaten
u¨ber Elektromotoren und Materialien wird das Simulationsmodell vervollsta¨ndigt. Anschließend
werden verschiedene Alternativen getestet. Die Ergebnisse der Tests mu¨ssen an die Konstruk-
teure zuru¨ckgegeben werden, um eventuelle A¨nderungen ausfu¨hren zu ko¨nnen. Diese Schritte
werden zyklisch durchgefu¨hrt bis das Produktdesign den Anforderungen entspricht. Aus der
Analyse verschiedener VE-Prozesse ergeben sich folgende Anforderungen fu¨r die Datenverwal-
tung:
Integration: In den verschiedenen Entwicklungsbereichen, Doma¨nen genannt, liegen Daten
u¨ber dieselben Artefakte, d.h. Real-World-Objekte, aus unterschiedlichen Blickwinkeln vor. Die
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Abbildung 1: Beispielszenario
dabei auftretende Redundanz von Information muss verhindert oder verwaltet werden. Eine
Mo¨glichkeit ist die Nutzung von integrierten Produktmodellen, in denen versucht wird CAD-
und CAE-Daten zu integrieren (eine U¨bersicht ist in [5] gegeben).
Unterstu¨tzung von Entwicklersichten: Jeder Ingenieur hat seine vertraute Entwicklungs-
umgebung, die eine bestimmte Datenverwaltung sowie ein bestimmtes Datenmodell und -schema
voraussetzt, woraus sich eine doma¨nen- und entwicklerspezifische Sicht auf die Produktentwick-
lung ergibt. Diese unterschiedlichen Sichten werden von integrierten Produktmodellen nur ein-
geschra¨nkt unterstu¨tzt. Deswegen wurden lightweight Integrationsmodelle vorgeschlagen, welche
die Daten in den lokalen Datenmodellen belassen, und nur die Abha¨ngigkeiten verwalten [1].
Semantik/Beschreibung: Es ist notwendig die Ideen und Konzepte hinter einer Entwicklung
dauerhaft zu speichern, um spa¨tere Projekte von diesem Wissen durch bessere Dokumentation
und Suchmo¨glichkeiten profitieren zu lassen. Diese Informationen sollen idealerweise direkt zu
dem VE-Datenobjekt zugeordnet sein, welches sie beschreiben. Die Beschreibungen ihrerseits
sollen ebenfalls organisiert sein, bspw. durch eine Ontologie. Durch Beachtung von Entwickler-
sichten stellt der Aufbau von doma¨nen- und projektpezifischen Ontologien und deren Integration
einen großen Aufwand dar.
Soziale Interaktion: In einem VE-Prozess arbeiten verschiedene Teams und Personen zusam-
men, die miteinander interagieren mu¨ssen. Somit ist es von Interesse, Kommentare und das
Wissen von Personen u¨ber Ressourcen innerhalb des VE-Prozesses auszutauschen und zu nut-
zen.
Um diese Anforderungen zu erfu¨llen, wird in dieser Arbeit eine externe Link-Datenbank
LinkDB vorgeschlagen, die nach dem Vorbild einer Folksonomy [7, 8] aufgebaut ist. Dabei stellen
Datenobjekte und Beziehungen zwischen Datenobjekten die Menge der Ressourcen dar, die
unabha¨ngig von der Doma¨ne definiert sind. Strukturierte Annotationen werden von Nutzern in
einem Bottom-Up-Prozess angelegt und den Ressourcen zugeordnet. Desweiteren ermo¨glicht das
System die explizite Definition von Abha¨ngigkeiten zwischen Doma¨nen, um die Integration zu
ermo¨glichen. Im Folgenden wird der prinzipielle Aufbau des Systems vorgestellt, die Struktur
der LinkDB beschrieben und der Integrationsprozess erla¨utert.
2 Architektur
Abb. 2 skizziert die Architektur des Systems und dessen Arbeitsweise. Die Entwickler benutzen
doma¨nenspezifische Werkzeuge, die ihre Daten in den jeweiligen Formaten in lokalen Repositories
verwalten. Die Repositories haben die Aufgaben, eine lokale Versionsverwaltung anzubieten und
den Zugriff auf Datenobjekte mittels eines Uniform Resource Identifiers u¨ber eine Webservice-
Schnittstelle zu ermo¨glichen. Der LinkDB-Server implementiert die Integrations- und Annota-
tionsfunktionalita¨t. Alle dazu notwendigen Informationen verwaltet ein relationales Datenbank-
system. Darauf aufbauend wird der LinkDB-Server Dienste zur Registrierung und U¨berwachung
von lokalen Datenquellen und zur Annotierung von Ressourcen anbieten. Der Server erlaubt























die Suche nach Ressourcen und Experten und implementiert eine Abha¨ngigkeitskontrolle zwi-
schen Doma¨nen. Diese Dienste sind u¨ber Webservice-Schnittstellen verfu¨gbar und somit in an-
wendungsspezifische Werkzeuge integrierbar. Ein webbasierter Annotations-Client bietet einen
doma¨nenunabha¨ngigen Zugriff auf die LinkDB-Dienste.
3 Link-Datenbank
Die Struktur der LinkDB folgt grundsa¨tzlich der Struktur einer Folksonomy, d.h. es existieren
Ressourcen, Nutzer, Annotationen und die Beziehungen zwischen diesen Mengen [8].
Werte in Annotationen ko¨nnen verschiedenen Datentypen angeho¨ren. Die Datentypen sind
in der Menge T = String ∪ Integer ∪ Date ∪ ... zusammengefasst. Daru¨ber hinaus gibt es
zwei spezielle Mengen: URI ⊂ String umfasst alle Uniform Resource Identifier (URI) und
Label ⊂ String beinhaltet alle gu¨ltigen Bezeichner.
Eine VE-Ressource repra¨sentiert ein Objekt in einem lokalen Daten-Repository, das durch
eine URI eindeutig identifiziert ist. Die Koordinaten in einer 2D- oder 3D-Geometrie ko¨nnen
in der URI kodiert werden, d.h. Ressourcen ko¨nnen auch mittels der Geometrie spezifiziert
werden. Desweiteren wird der Ressource in der LinkDB ein Bezeichner zugeordnet. Somit wird
die Menge der VE-Ressourcen als R = URI × Label definiert. In der Beispiel-Datenbank in
Abb. 3 werden Ressourcen aus drei Quellen (CAD-Modell, Mehrko¨rpersimulation (MBS), E-
Motor-DB) als Boxen dargestellt. Auf die URIs wurde in der Darstellung verzichtet, aber jede
Ressource stellt einen Link zu einem lokalen Objekt dar.
Ein Nutzer, z.B. u2 = (user2,Hans Mu¨ller) in Abb. 3, wird durch einen eindeutigen Nutzer-
namen sowie wie den realen Namen dargestellt. Reale Namen ermo¨glichen die direkte Kommu-
nikation und werden deshalb in Enterprise-Folksonomies eingesetzt [4]. Im vorgestellten System
ist die Menge der VE-Nutzer als U = Label × String spezifiziert. Weitere Nutzerdaten wie
Kontaktdaten ko¨nnen hinzugefu¨gt werden.
VE-Ressourcen stehen in verschiedenen Beziehungen zueinander, die entweder doma¨nenspe-
zifisch sind (z.B. partOf-Beziehung in einem CAD-System), in allen Doma¨nen vorkommen (z.B.
versionOf-Beziehung) oder die Abha¨ngigkeiten zwischen Doma¨nen widerspiegeln. Weiterhin
existieren Beziehungen zwischen Ressourcen und Nutzern. Die Menge der VE-Beziehungen ist
als gerichtete Kantenmenge E = V×V×Label definiert, wobei V = U ∪R die Menge der Knoten
ist. Jede Kante hat einen Bezeichner, wodurch mehrere Kanten pro Knotenpaar mo¨glich sind.
In Abb. 3 sind diese Beziehungen als durchgehende Linien dargestellt, auf die Bezeichner wurde
in der Darstellung verzichtet.
Ressourcen und Beziehungen haben weder einen Typ noch eine Beschreibung. Diese Informa-
tionen sollen durch Annotationen geliefert werden. Eine Annotation ist eine bezeichnete Menge
von Label-Wert-Paaren. Annotationen haben eine komplexe Struktur, sind aber wie in einem
Social-Tagging-System frei durch den Nutzer definierbar. Die Menge aller Label-Wert-Paare ist
als LV = Label × T definiert und P(LV ) bezeichnet die entsprechende Potenzmenge. Somit
stellt die Menge A = Label × P(LV ) die Menge der Annotationen dar. In Abb. 3 ist z.B. die
Annotation (manuell, {(description,manuelle U¨bernahme)}) dargestellt, welche eine Kante als






























manuelle U¨bernahme von Parameterwerten beschreibt.
Der Zusammenhang zwischen Ressourcen R und Kanten E , Nutzern U sowie Annotatio-
nen A wird durch Beziehung Annotierung ausgedru¨ckt. Die Beziehung ist als Relation AN =
(R ∪ E) × U × A × Date definiert. In Abb. 3 werden Annotierungen durch gestrichelte und
gepunktete Linien dargestellt. Das Element (UpperArm, u2, ObererArm, date) ∈ AN bedeutet
(siehe Abb. 3), dass der Nutzer user2 der Ressource UpperArm im Mehrko¨rpermodell (MBS)
die Annotation ObererArm zum Zeitpunkt date zugeordnet hat. Wie in der Abbildung zu sehen,
kann eine Annotation verschiedenen Ressourcen zugeordnet werden. Der Zeitpunkt der Annotie-
rung ist no¨tig, um den Status der Produktentwicklung mit der Annotation in Beziehung setzen
zu ko¨nnen, welches gerade bei iterativen Produktentwicklungsprozessen wichtig ist [7]. Nachdem
alle Komponenten beschrieben sind, ist die Link-Datenbank definiert als
LinkDB = (R,U , E ,A,AN ).
In Abb. 3 sind Beziehungen von Ressourcen zwischen verschiedenen Doma¨nen mit Hilfe der
Annotation depends bezeichnet. Diese Annotation wird fu¨r alle interdoma¨nen-Beziehungen ver-
wendet und ist eine vordefinierte Systemannotation. Weitere Systemannotationen sind u.a. ver-
sionOf zur Darstellung einer Versionsabha¨ngigkeit oder createdBy zur Darstellung, dass eine
Ressource durch einen Nutzer erzeugt wurde.
4 Integrationsprozess und weitere Applikationen
Aufbauend auf der Architekturbeschreibung und der Datenbankstruktur wird in diesem Ab-
schnitt der interaktive Prozess der Integration beschrieben, welcher sukzessiv die Datenbank
aufbaut. Der Prozess besteht folgenden Schritten:
1. Registrierung von Datenquellen: Nutzer registrieren sich und die lokalen Repositories
beim LinkDB-Server. Damit stehen die Daten fu¨r weitere Dienste zur Verfu¨gung. Die lokalen
Repositories stellen sicher, dass die Daten in einem XML-Format beschrieben werden, bspw.
ModelicaXML fu¨r die Simulationssprache Modelica, und u¨ber eine URI zugreifbar sind.
2. Erstellung von Ressourcen: Mit Hilfe des Annotationsclients, der XML-Daten darstel-
len kann, exportiert der Nutzer seine lokalen Daten und deren Beziehungen als VE-Ressourcen
und VE-Beziehungen. Dadurch werden diese Daten fu¨r die Annotatierung und die Nutzung
durch andere User zuga¨nglich.
3. Erstellung von Annotationen: Durch die Zuweisung von Annotationen an eigene und
fremde Ressourcen beschreiben Nutzer die VE-Daten in einem Bottom-Up-Prozess. Somit wird
sukzessive eine Beschreibung der Informationen aufgebaut.
4. Erstellung von Abha¨ngigkeiten: Interdoma¨nen-Beziehungen werden im Annotati-
onsclient erstellt. Die Beziehungen erhalten jeweils die Annotation depends. In Zukunft sollen
spezielle Transformationswerkzeuge(z.B.[3]) integriert werden, um die Aufgabe zu erleichtern.
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5. Beschreibungen von Abha¨ngigkeiten: Interdoma¨nen-Beziehungen werden ebenfalls
mittels Annotatierungen durch den Nutzer beschrieben.
Durch die Datenbank ko¨nnen die im Abschnitt 1 genannten Aufgaben wie folgt erfu¨llt werden:
Integration bei Beibehaltung der Entwicklersichten: Bei der Erstellung einer neuen Ver-
sion eines Datenobjekts werden die Beziehungen der zugeho¨rigen Ressource u¨berpru¨ft. Werden
hierbei Abha¨ngigkeiten durch Verfolgung von Kanten zu anderen Doma¨nen erkannt, ko¨nnen die
jeweiligen Nutzer durch das System u¨ber A¨nderungen benachrichtigt werden.
Dokumentation und Beschreibung: Annotationen beinhalten automatisch die Beschreibung
der Daten. Durch die Annotierungen werden sie zu den Datenobjekten direkt zugeordnet. Somit
wird es mo¨glich, Beschreibungen zu speichern, im VE-Prozess allgemein zuga¨nglich zu machen
und erweiterte Suchmo¨glichkeiten zu implementieren.
Soziale Interaktion: Da Nutzer explizit modelliert sind, ist es mo¨glich wie in Social-Tagging-
Systemen [4] ”Experten” fu¨r bestimmte Aufgaben zu finden, indem man deren annotierte Res-
sourcen untersucht.
5 Zusammenfassung
Ziel dieser Arbeit war die Entwicklung einer Struktur fu¨r eine Link-Datenbank, die Darstellung
der Architektur und die zugeho¨rigen Integrationsprozesse als Grundlage der interaktiven Inte-
gration und Beschreibung von heterogenen, komplex-strukturieren Daten in VE-Prozessen. Im
Moment wird das System umgesetzt. Im Anschluss soll eine erste Akzeptanz bei Projektpartnern
im Bereich des Maschinenbaus getestet werden. In einem weiteren Schritt sollen die Annotationen
durch die Nutzung von Ontologien organisiert werden, wie bspw. in [2] fu¨r wissenschaftliche Da-
ten vorgeschlagen. Durch die Informationen in den Ontologien sind weitere Konsistenzpru¨fungen
mo¨glich. Weiterhin wird daran gearbeitet, doma¨nenspezifische Anwendungen mit dem LinkDB-
Server zu koppeln, sowie automatische CAD-zu-CAE-Transformationsprozesse zur Erzeugung
von Abha¨ngigkeiten zu nutzen. Beides soll dazu beitragen, die Akzeptanz im Anwendungsbe-
reich zu erho¨hen.
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