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Abstract
Time-lapse microscopy is routinely used to follow cells within organoids, allowing direct
study of division and differentiation patterns. There is an increasing interest in cell tracking
in organoids, which makes it possible to study their growth and homeostasis at the single-
cell level. As tracking these cells by hand is prohibitively time consuming, automation using
a computer program is required. Unfortunately, organoids have a high cell density and fast
cell movement, which makes automated cell tracking difficult. In this work, a semi-auto-
mated cell tracker has been developed. To detect the nuclei, we use a machine learning
approach based on a convolutional neural network. To form cell trajectories, we link detec-
tions at different time points together using a min-cost flow solver. The tracker raises warn-
ings for situations with likely errors. Rapid changes in nucleus volume and position are
reported for manual review, as well as cases where nuclei divide, appear and disappear.
When the warning system is adjusted such that virtually error-free lineage trees can be
obtained, still less than 2% of all detected nuclei positions are marked for manual analysis.
This provides an enormous speed boost over manual cell tracking, while still providing track-
ing data of the same quality as manual tracking.
Introduction
Increasingly, scientists are looking at development and homeostasis of organs at the single-cell
level [1–3]. The invention of organoids, which are mini-organs grown in vitro that mimic the
cellular structure and some of the functionality of an organ [4], has made it possible to study
tissues at a level of detail that was not possible before. Nowadays, organoids are able to mimic
an increasing number of organs with an improving accuracy and complexity [5, 6]. The ability
to follow individual cells would allow one to directly reveal the historical genealogical relations
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between cells, their changing spatial organization, their cell divisions and deaths, and may be
combined with markers for cell differentiation and other vital cellular processes. Elucidating
these cellular spatio-temporal dynamics will be central to understanding organ development
and tissue homeostasis, as well as associated pathologies.
Since the 1960’s, researchers have used algorithms to automatically detect cells from
microscopy images [7]. Traditionally, automated cell tracking algorithms have been rule-
based, i.e. they relied on sets of discrete rules to detect cells. Such approaches have been suc-
cessfully employed to automatically detect and track cells in highly complex, multicellular sys-
tems, such as early fruit fly, zebrafish and mouse embryos [8]. However, organoids often
represent adult (epithelial) tissues and therefore pose specific challenges for automated cell
tracking using rule-based approaches, compared to early embryogenesis. First, during cell divi-
sions in adult epithelia, cell nuclei rapidly move from the basal to the apical side of the cell, and
back again after the division [9]. This rapid nuclear movement is challenging as cell trackers
typically rely on detection of fluorescently labeled cell nuclei for tracking. Second, in epithelia
nuclei are closely-packed, with microscopy images often showing overlap in the fluorescence
signal between adjacent nuclei due to limits in optical resolution. Finally, in adult epithelia
cells rapidly turn over, which makes cell death a common occurrence [10]. The resulting cell
debris has an visual appearance similar to nuclei of live cells, and hence must be ruled out as
false positives. In recent years, systematic comparison of the performance of cell trackers has
shown that convolutional neural networks outperform rule-based approaches in accuracy of
cell detection [11]. Convolutional neural networks have already been used successfully for
microscopy cell images in 2D [12–16] as well as in 3D [17–19]. Therefore, we decided to use
convolutional neural networks as a basis for developing an approach to track most, if not all
individual cells in time-lapse movies of growing organoids.
A key challenge for using convolutional neural networks is obtaining enough annotated
microscopy data for training. Training data is typically generated by hand initially, and then
often augmented by rotating, rescaling and varying the brightness and contrast of the images
[18], or even by using neural networks that generate synthetic microscopy images to supple-
ment the training data [19]. To detect fluorescently-labelled nuclei in time-lapse movies, two
different approaches have emerged. In the first approach, neural networks are trained to seg-
ment individual nuclei [20]. This has the advantage that it provides information not only on
cell position, but also nuclear shape and volume, that can be used to identify the same nucleus
in subsequent frames. However, this comes with the disadvantage that creating manually seg-
mented training data is very challenging. In the second approach, neural networks are trained
to only predict the center locations of each nucleus [13, 17, 21]. While this provides little infor-
mation on nuclear shape, generating training data is significantly easier, as only a single point
needs to be annotated for each nucleus. Here, we follow the latter approach, allowing us to
make use of an extensive collection of manually annotated imaging data generated by us. We
combine it with the technique of providing the image input coordinates to the neural network
[22], allowing for optimized cell detection for various depths within the image stack.
To link cell positions generated by the convolutional neural network into cell trajectories,
and to correctly keep track of cell identities during cell divisions, we use a min-cost flow solver
[23] that we further optimized for detection of cell divisions in organoids. Tracking all cells
and their divisions in entire organoids raises the possibility of directly measuring cell lineages,
e.g. the division patterns by which adult stem cells generate differentiated cells. To achieve
this, cell detection and linking needs to take place with high accuracy, as a single switch in cell
identities can have a profound impact on the resulting cell lineage. For that reason, we fol-
lowed to approach in Refs. [24–26] and implemented tools for manual curation of the
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automatic tracking data to eliminate such mistakes, with the software flagging tracking data
that is likely erroneous for subsequent examination by the user.
We tested the ability of this approach to perform automated tracking of all cells in intestinal
organoids, which are organoids that model the small intestinal epithelium [10]. The intestinal
epithelium rapidly renews itself; in mammalians every five days the stem cells replace almost
all of the differentiated cells. This results in a flow of cells from the stem cell compartment
(crypt) to the compartment where fully differentiated cells die (villus). Intestinal organoids
contain all cell types from the intestinal epithelium [27], making them a highly valuable model
system for intestinal biology. Using our approach we could obtain tracking data of the same
quality as the manually annotated training data, but for entire organoids and at vastly higher
speed. Using the tracked data, we could for the first time establish complex cell lineages of up
to five generations and visualize spatial patterns of cell division and cell death over the entire
organoid. Such data will allow tissue-level study of cell divisions, movement and death at high
time resolution, and will likely give new insight in how and when cells make their cell fate
decisions.
Results
Overview of cell tracking approach
We are interested in tracking cells in time lapse videos of growing intestinal organoids. In the
videos, we observe the nuclei of the cells which was made fluorescent using H2B-mCherry.
The videos are up to 65 hours in length with the time resolution set to 12 minutes, resulting in
videos of 84 to 325 time points. Each pixel is 0.32 x 0.32 μm in size, and the separation between
two z-layers is 2 μm. As can be seen in Fig 1, the images have irregular fluorescence intensity,
which is not only caused by intrinsic variations of nucleus fluorescence, but also by the loca-
tion of the cells: some parts of the organoids are oversaturated, while parts deeper inside the
organoids are undersaturated. Especially in the oversaturated parts of the images, the nuclei
can appear to visually overlap. In addition, the organoids exhibit high nuclear density, with
large variation in the shape, orientation and intensity of nuclei. Moreover, the requirement to
limit phototoxicity results in low-contrast images. Finally, images suffer from low resolution in
the z-direction. All of these factors make it challenging to automatically recognize nuclei.
The imaged area of the organoid typically contains over 200 cells, which makes manual
tracking unfeasible. Instead, we had previously obtained (to be submitted) manual tracking
data for a part of the imaged area, namely the crypt region. For that region, the center position
of about 70 nuclei was recorded manually. The center position of each nucleus was gauged by
eye and may therefore be a few pixels off. Additionally, links were created between the same
nuclei in different time points, so that the nuclei could be tracked over time. In total, manual
tracking was done for 2826 time points, coming from 17 different organoids.
In our cell tracking approach, we use a convolutional neural network for cell detection, a
min-cost flow solver [23] for linking cells over time and a small set of rules to detect improba-
ble cell tracking data that the user needs to verify and correct. This complete approach is dis-
played schematically in Fig 2. Step 1 is formed by the convolutional neural network: using raw
images, it outputs images with peaks at the center location of the nuclei. This network needs to
be trained using ground-truth data, which is done using the manual tracking data. Then, in
Step 2 the cells are linked using a min-cost flow solver that can handle cell divisions [23],
which optimizes for the smallest cell movement in between time points, for the smallest
changes in nucleus volume in between time points and for the longest cell tracks. Finally, in
Step 3 the program reports all cell tracks that it sees as suspicious based on a small set of rules,
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which the user needs to inspect. For us, this workflow resulted in cell tracks of the same quality
as manual tracking though obtained vastly faster.
Step 1: Automated cell detection
The nucleus center positions from our manually annotated tracking dataset were used to train
a fully convolutional neural network, where the input and output are 3D images of the same
shape. We trained the network with 3D microscopy images as the input images. Here, each
image represents a single time point. The network architecture follows a standard U-Net [20]
type architecture with all the convolutional layers replaced by the CoordConv layer [22]
adapted for 3D images (Fig 3A). The CoordConv layer concatenates the absolute location of
pixels to each convolution input. Compared to the simple convolution layer which is transla-
tion equivariant, this layer is useful for cases where the absolute position of the pixels is impor-
tant to the task.
For the output images of the network, we want images where the brightness of each pixel
corresponds to the chance of that pixel being a nucleus center. As multiple pixels close together
can have a high likeliness of being a nucleus center, this results in mostly dark output images
with bright spots at the locations of the nucleus centers. To make the neural network produce
such output images given microscopy images at the input images, it needed to be trained on
pairs of microscopy images and artificially generated output images. The generated output
images are black images that contain bright, Gaussian-shaped spots with standard deviations
of 2 px at the locations of the nuclei (Fig 3B). The locations of the nucleus centers were deter-
mined from the manual tracking data. The Gaussian shape of the spots acknowledges the fact
Fig 1. Example of a tracked organoid. Microscopy image slices in the xy and xz planes using H2B-mCherry to
visualize the cell nuclei. Blue arrows indicate that both image slices in the same panel represent the same pixels. Note
that the resolution in the z-direction is lower. The images show that there is both variation in intensity and visual
overlap in the nuclei (indicated by the orange arrows), especially in the z-direction. The scale bar is 10 μm.
https://doi.org/10.1371/journal.pone.0240802.g001
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that there is an uncertainty in the exact location of the nucleus center. Because the resolution
in the z axis of the images is lower than in the x and y axes, the Gaussians for the labeled vol-
umes are in 2D and don’t cross several xy-planes.
We trained the network on 9 organoids, containing 1388 time points in total. For training,
columns of 64x64 px from random locations within the images were used. This made the train-
ing algorithm use less memory compared to using the full 512x512 px, and also randomized
the x and y coordinates of the nuclei, but unfortunately it does prevent the network from using
information in the images that is located further away from the nucleus. To make the training
more robust, random perturbations were applied to the training images [20]. The images were
randomly flipped in the x, y and/or z direction, rotated a random number of degrees (0-360),
scaled to 80%-120% of their original size, made brighter or darker with at most 10% of the
maximum intensity in the image and finally the contrast was adjusted according to Inew = (I −
hIi) � c + hIi where Inew is the resulting intensity of a pixel, I the original intensity of that pixel,
hIi the mean intensity of all pixels in the image and c the contrast factor, which varied from 0.5
to 1.5. We use a weighted mean squared error as the loss function between the network output
and the labeled volume. Because the labeled volumes were mostly composed of zeroes, we gave
more importance to the Gaussian spots by applying weights that correspond to the percentage
of non zero values in the labeled volume.
Once the network was trained, it generated output images that show where the nucleus cen-
ters are located (Fig 3C). Each pixel in the 3D image represents the probability of that pixel
being the nucleus center, resulting in a probability distribution with small peaks at the location
of the nucleus centers. We interpolated linearly the empty space between the slices so that the
Fig 2. Overview of the tracking software. Using ground-truth data of nucleus locations in microscopy images
(obtained from manual detection) a convolutional neural network is trained. This trained network is then used to
detect (step 1) cells in new images. The detections are then linked over time (step 2), after which the user manually
corrects the output with the help of an error checker (step 3). In principle, the manually corrected data can be used as
additional ground-truth data to improve the training of the convolutional neural network, leading to an efficient,
iterative improvement in performance of the convolutional neural network (dashed line).
https://doi.org/10.1371/journal.pone.0240802.g002
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resulting volume had the same resolution in the z axis as in x and y. This allows us to apply a
3D peak detection algorithm (peak_local_max in scikit-image 1.1.0 [28]) to detect these
local maxima in the interpolated 3D volumes. The resulting 3D coordinates are considered to
be the locations of the nucleus centers in the full 3D volume. We then map back these coordi-
nates to the closest image slice.
To evaluate the performance of the network, we needed to know how many of the detec-
tions are true positives or false positives, and how many false negatives there are. To do this,
we compared the automatic tracking data to manual tracking data of 8 organoids (1438 time
points) that were not used for training the neural network. Because these images are from
Fig 3. Automated detection of cell nuclei by a convolutional neural network. (A) Schematic overview of the network. The network is a
standard convolutional network with absolute pixel coordinates added as input values. This makes it possible to adjust its detection network
both for cells deep inside the organoid and cells near the objective. (B) Example of training data. On the left a slice of a 3D input image, on
the right Gaussian predictions created from manual tracking data. The brightness of each pixel represents the likeliness of that pixel being
the nucleus center. (C) Example of a network prediction, which shows the probability of each pixel being a nucleus center, according to the
neural network. (D) Accuracy of the neural network over time compared to manual tracking data obtained in a subsection of a single
organoid. For six time points (annotated with red circles) tracking data was compared to manually annotated data for an entire organoid. In
this case, we observed a lower precision. For this organoid, the recall is 0.97 while the precision is 0.98. (E) Same data as in Panel d, now
plotted over z. The accuracy of the network drops at the deepest imaged parts, likely because part of each nucleus falls outside the image
stack here.
https://doi.org/10.1371/journal.pone.0240802.g003
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separate organoids, we can use this tracking data to evaluate the model generalization. One
challenge in the performance evaluation was that it is difficult to measure the number of false
positives from the neural network, as only 30% to 40% of all cells visible in the images were
tracked. Therefore, at any location where the neural network reports the presence of a nucleus
while the manual annotations do not, we cannot a priori be sure whether there is a false posi-
tive or whether that part of the image was simply not manually annotated. To overcome, we
used the following approach.
Any nucleus center detected by the neural network was assigned to the closest nucleus cen-
ter from the manually tracking data, under the condition that the distance was no longer than
5 μm. Every nucleus center cannot have more than one assignment. Each successful assign-
ment was a true positive. Then, any manually tracked nucleus center that was left with no
assignments became a false negative. Finally, any nucleus center from the neural network that
was left with no assignments was regarded as a false positive if it was within 5 μm from a man-
ually tracked nucleus center, otherwise it was rejected. This ensured that misdetections within
the manually tracked area were still detected.
We measured three values to quantify the performance of the network: the precision, recall
and the F1 score. The precision is the fraction of the nucleus detections done by the neural net-





with TP the number of true positives and FP the number of false positives. The recall is the
fraction of nucleus detections in the ground truth that was detected by the neural network,





with FN the number of false negatives. For a neural network it is important that both the preci-
sion and the recall are high. In one extreme example, if a neural network would mark almost
every pixel as a nucleus center, it would have a high recall, but a precision of almost zero. In
the other extreme, if the neural network would only find back the most obvious nuclei, it
would have a high precision but a low recall. To express the quality of a neural network as a
single number, the harmonic average of the precision and recall was calculated, which is
known as the F1 score:




The precision turned out to be 0.98 with a standard deviation of 0.007, which means that
98% of the detections done by the neural network were consistent with the manual data. The
recall turned out to be on average 0.96 with a standard deviation of 0.02, which means that
96% of all manually tracked cells were detected by the neural network. Based on these values
for the precision and the recall, the F1 score of the network is 0.97.
Fig 3D displays the accuracy over time, which shows that the accuracy did not degrade over
time, when the organoids have grown larger. As we can see in Fig 3E, the accuracy is the high-
est close to the objective and then drops before levelling off from 20 μm. In the deepest part of
the organoid, the accuracy drops further. This is because the full nucleus is no longer visible;
part of the nucleus now falls outside of the image stack.
PLOS ONE Cell tracking using machine learning and manual error correction
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The manually tracked region may not be representative for the whole organoid as there are
also untracked regions which mostly consist of fluorescent material coming from dead cells.
To check the performance of the network for the organoid as a whole, for six time points all
nuclei were manually annotated in the entire image stack. This resulted in 1318 nuclei being
annotated. The recall for these images was still 0.96, but the precisions, shown in Fig 3D as red
dots, decreased to 0.87. By observation of the locations of false positives, we observed that this
was mainly because dead cell material was recognized by the neural network as if it were a live
cell nucleus. Together, this indicates that the recall is approximately consistent for the entire
image, but that the precision is lower in regions with more dead cell material. To obtain cor-
rect cell tracking data, any spurious annotations of dead cell material will need to be filtered
out later in the tracking process. This could be done either during the automatic linking step
or during the manual error correction step.
In addition to calculating the F1 score of the neural network for our organoids, we also cal-
culated the detection accuracy (DET) score. The DET score is another measure for the accu-
racy of identifying cells [29]. The software available to calculate DET scores requires cell
segmentation masks, not just cell positions as is the case for our cell tracker [11]. Therefore, we
drew a pseudo-mask of the nuclei, which was a sphere with a of 5 μm around each detected
position. In closely-packed regions of the organoid, this sphere is larger than the nucleus.
Therefore, multiple spheres can overlap. If this happens, each pixel in the overlapping region
of multiple spheres was assigned to the closest detected position. To make sure that detected
positions outside the manually tracked area were not regarded as false positives, we removed
all positions outside the manually tracked region. The approach was the same as for the F1
score: any detected nucleus center more than 5, m away from a nucleus center in the manual
tracking data was deleted. The DET score, calculated in this manner for the 8 organoids, was
0.93±0.03, with a score of 1.00 corresponding to error-free detection. These scores are in the
high range of scores obtained by other trackers for developmental data sets of similar complex-
ity [11]. Overall, these results indicate that our approach can accurately detect most cell nuclei
in our organoids. The next step is to link the nucleus detections at different time points
together, such that nuclei can be followed over time.
Step 2: Linking of cell positions
To follow cells over time, the locations of the same cell nucleus at different time points need to
be linked together. A link goes from a detected nucleus center at time point t to the same
nucleus center imaged at time point t + 1. Normally, every nucleus has one link to the next
time point and one link to the previous time point. However, in case of a division a nucleus
will split into two nuclei and therefore the nucleus will also have two links to the next time
point. A straightforward way to create these links is to always assume that the nearest detected
nucleus in the previous time point represents the same nucleus; this is called nearest neighbor
linking. By going back in time, in theory we get detection of cell divisions for free: if two nuclei
at time point t + 1 both have the same, single nucleus at time point t as their closest nucleus, a
division is generated.
Unfortunately, nearest-neighbor linking does not provide us with accurate lineage trees.
We can see in Fig 4A that nearest neighbor linking creates unrealistically short cell cycles.
Moreover, although rare, there is nothing that prevents a mother cell from having three or
more daughters. Clearly, the assumption of the nearest nucleus always being the same nucleus
does not hold. For this reason it is necessary to let the linking algorithm also consider links to
nuclei further away than the nearest neighbor. In our method we consider all links that are at
most two times further away in distance than the nearest neighbor. For most detected cell
PLOS ONE Cell tracking using machine learning and manual error correction
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positions, this results in multiple linking options for creating links (Fig 4C). Each of those
options is given a score (an energy), of which the sum of all created links is minimized. This
minimization is carried out using a min-cost flow solver adapted for tracking of dividing cells,
developed by Haubold et al. [23]. Here, we used the following rules:




, with ΔX the change in position in μm, and
ΔV the change in volume of the nucleus in μm3 This ensures that links with the lowest change
in position and volume are favored.
2. Every track end is given a penalty of 1. This favors creating longer tracks over multiple
shorter tracks, which allows for the occasional long-distance link.
3. Every track start is given a penalty of 1. Again, this favors the creation of longer tracks.
4. Every cell position that is ignored by the linking algorithm results in a penalty of 1. This
ensures that as much as possible of the data from the neural network is linked. If this rule
would not exist, a globally optimal score could be reached by not creating any links at all.
5. Cell divisions have a scoring system based on the change in volume and intensity. This scoring
system is described in S1 Appendix. A score below 1 means that a cell division here is
unlikely, in which case no division is allowed here.
Fig 4. Overview and results of the linking algorithm. (A) Lineage trees obtained by linking using the nearest-neighbor method. (B) Raw
lineage trees obtained by our linking algorithm. (C) Example of a network of links. There are many possibilities to link the cell detections in
different time points together. Of all possible links (displayed as arrows), the most likely ones (displayed as blue arrows) are selected using a
scoring system. (D) Original microscopy image, Gaussian fit and intensity profile of both. The intensity profile runs along the marked row in
the image. We have chosen a section that highlights the fact that our approach can select nuclei and ignore cell debris, even though both have a
similar fluorescence intensity profile. (E) Nucleus volume of three nuclei extracted from a Gaussian fit. The volume (V = Cov(x, x) � Cov(y, y) �
Cov(z, z)) is calculated for three non-dividing cells. The outliers are caused by errors in the Gaussian fit. (F) Accuracy of the linking algorithm
presented here for a single organoid, over time and over the image depth. Note that the precision is higher than for nearest-neighbor linking.
https://doi.org/10.1371/journal.pone.0240802.g004
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6. If the cell division score is at least 1, the score from rule 1 is halved. In the time around a cell
divisions, the cell nuclei are expected to quickly move and change their volume, so it is
appropriate to lower the penalty for position and volume changes.
The scores resulting from rules 1 to 5 are multiplied by a factor specified by the user of the
software. Here, these factors are 20, 100, 150, 150 and 30, respectively. By changing these val-
ues, the scoring system can be tuned. For example, if the neural network accidentally detects
dead fluorescent material as living cells, resulting in many short paths, this can be fixed by
increasing the penalty for appearances and disappearances of cells. In this way, the high penal-
ties at the beginning and end of the track together are larger than the penalty of ignoring those
detected nucleus positions. As a result, the track is not created at all. To give another example,
if the cells in a system tend to move slowly, the movement penalty can be increased, so that the
likeliness of creating long-distance links is decreased. We used this in our system, to avoid cre-
ating a link to a neighbor nucleus when the correct nucleus was not detected by the neural net-
work. For us this works well, because a cell track that abruptly ends will easily be found if the
user rechecks all track ends, while a switch in cell identity resulting from a link to another cell
is harder to detect.
For evaluating rule 1 and 5 it is necessary to know the volume of the nuclei. This volume is
estimated using a 3D multivariate Gaussian fit. While nuclei do not always have a Gaussian-
like shape, they can still be approximated by a Gaussian function in order to get an estimate of
their volume [30]. Because we only want to fit Gaussian functions to living nuclei and not to
fluorescent material coming from dead cells, we cannot fit the image as a whole. Instead, we
need to separate dead cell material from the living nuclei, and only fit Gaussian functions to
the latter. This is done by first performing a segmentation to divide the image into clusters,
each containing zero, one or multiple cell positions detected by the neural network. The seg-
mentation starts by performing an adaptive threshold on the original image Iimage to separate
the foreground and background, resulting in a mask named Imask. This mask is then improved
by first removing all pixels from Imask that in the original image Iimage have a negative iso-inten-
sity Gaussian curvature [30], which means that all pixels of lower intensity in between two
places with higher intensity are removed. This is expected to remove the pixels in between two
nuclei. Next, all holes in the mask are filled, resulting in the mask named Imask,filled. On this
mask, three rounds of erosion are performed with a 3x3x1 cross-shaped kernel on the mask.
This step makes the area of foreground smaller, which makes the foreground fall apart into
separate clusters. For that reason, this eroded mask was called Imask,eroded. From the convolu-
tional neural network, we know how many cells there are in each cluster and where their
nucleus centers are. A Gaussian fit is then performed on Imask,filled, which was the mask before
erosion was applied. One Gaussian function is fit for each nucleus position and each Gaussian
function is centered around the position given by the neural network, using a default intensity
and a default covariance matrix. The following function is used to fit a single nucleus:
Gð~xÞ ¼ a eð~x   ~mÞT S  1 ð~x   ~mÞ ð4Þ
Here, a is the maximum intensity of the function, μ is a vector representing the mean and S is
the covariance matrix. Together, these three variables describe the intensity, the position and
the shape of the cell nucleus, respectively. ð~x   ~mÞT denotes that we are taking the transverse of
ð~x   ~mÞ, which results in a row vector. These functions are fitted to a blurred version of the
original image, Iimage;blurredð~xÞ, so that the nuclei have a more Gaussian-like shape. For all pixels
~x in the cluster, the quadratic difference between that image and the outcome of the Gaussian
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In Fig 4D, we can see an example of the Gaussian fit. The panel shows that not only the
Gaussian fit correctly follows the intensity profile of the cells, but also that the fit ignores the
debris of dead cells, which was previously filtered out by the neural network. To show the con-
sistency of the Gaussian fit over time, we have plotted a volume (Cov(x, x) � Cov(y, y) � Cov(z,
z)) over time for three arbitrary cells in Fig 4E. As can be seen in that figure, the Gaussian fit
predicts a volume over time without significant noise. However, sometimes the fit predicts a
volume more than twice the median volume, and sometimes only predicts a very low volume.
This can happen if the fit of two nuclei results in one large Gaussian shape that covers both
nuclei, and one very small Gaussian shape.
In Fig 4B the raw lineage trees obtained from the linking algorithm are displayed. By com-
paring both these lineage trees and lineage trees obtained from nearest-neighbor linking (Fig
4A) to lineage trees from manual tracking data (S1 Fig) it is clear that the method proposed
here is more accurate than nearest-neighbor linking. To quantitatively measure the accuracy
of our method, we need to calculate the precision (Eq (1)) and recall (Eq (2)). For this it is nec-
essary to define true positives, false positives and false negatives in terms of links. We consid-
ered all detected nuclei at most 5 μm from the location of the manually annotated nucleus. If
any of these nearby nuclei centers at time point t had a link to any of the nearby nuclei centers
at time point t + 1, this was considered to be the same link and hence a true positive. If no link
existed between the nearby positions, this was considered to be a false negative. Naturally,
every link in the manual tracking data can only be assigned to one corresponding link the
automatic tracking data. Every remaining link in the automatic tracking data with no corre-
sponding link in the manual tracking data was therefore in principle a false positive. However,
as not the whole organoid was tracked, links were rejected if, at both time points, they did not
have any nucleus centers in the manual tracking data within 5 μm.
Using this approach, we calculated the precision, recall and F1 score for the same 8 orga-
noids (1438 time points) as used for evaluating the detection performance. The recall of all
organoids is 0.91 with a standard deviation of 0.04, the precision is 0.94 with a standard devia-
tion of 0.02 and the F1 score is therefore 0.93. Note here that the recall score is limited by the
recall of the neural network: if the neural network fails to detect a nucleus, the two links of that
nucleus will automatically also not be created. As can be seen in Fig 4F, the results are relatively
constant over time, but not over depth: the accuracy is worse near the edge of the imaged area.
In addition, we calculated the tracking accuracy (TRA) score, a different measure of how well
cells are tracked in time [11, 29], using the approach outlined for calculation of the DET score.
We obtained a TRA score of 0.92±0.04 averaged over 8 different organoids, with a score of
1.00 corresponding to error-free tracks. Like the DET score, these TRA score are in the high
range of scores obtained by other trackers for developmental data sets of similar complexity
[11]. Overall, our analysis shows that our automated cell detection and tracking approach
yields cell tracking data of high quality, although not yet sufficient for error-free tracking.
Hence, a subsequent step of manual data correction is required to achieve this.
Step 3: Manual error corrections
While the lineages trees obtained from the previous step already show promising results, still
the lineage trees are not correct: divisions are missed, cell are switched in identity, cell tracks
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end prematurely and cell divisions are created where there are none. Based on these results,
manual error correction is needed to obtain reliable tracking data. Time-wise, it would not be
practical to revisit each nucleus at every time point. For this reason, the program flags all nuclei
that violate one the following rules, so that the user can manually make corrections:
1. Cells must have a link to the previous and to the next time point. This detects cells that are
appearing out of nowhere and cells disappearing into nothing. These cases usually indicate
that a cell was not detected at a time point, or that a cell was detected where there was none.
In case the cell actually dies, or if the cell goes out of the microscope view, the user can
ignore this rule violation.
2. At least 10 hours must have passed before a cell divides again. A violation of this rule indi-
cates that a cell identity switch has happened. The exact number of hours can be changed.
3. Cells must not have moved more than 10 μm in between two time points. Such a quick
movement can point to a switch in cell identity. The exact number of micrometers can be
changed.
4. The nucleus volume of a dividing cell must be larger than the volume of the daughter cells
combined. This rule helps identifying misdetected divisions.
5. The volume of a nucleus may not shrink more than 3 times. This rule helps finding switches
in cell identity and missed cell divisions.
6. Two cells may not merge together, and cells may not have more than two daughters. Even
though linking does not allow these situations, this rule can be violated if a person makes a
mistake while manually correcting the tracking data.
Any violations of the above rules are automatically flagged by an error checker runs as the
last step of the linking process. The program guides the user through the list of errors, prompt-
ing the user to either suppress them, or to manually correct the tracking data. While correcting
the tracking data, the error checker immediately checks every edit done by the user. As a result,
if the user accidentally creates a cell division with three daughter cells, the user will immedi-
ately see a cross appearing on the mother cell. The strictness of the rules can be varied, with
stricter rules leading to more false warnings, but a lower risk for missing tracking errors.
When we adjusted the parameters such that we got tracking data of the same quality as manual
tracking data, 1 to 2% of all cell detections needed to be manually verified.
To evaluate the efficiency and performance of the manual data correction step based on the
above rules, we compared the output of our cell tracker before and after manual data correction
against manually annotated data in our training data set for two organoids. Before data correc-
tion, the recall was 0.93±0.02 and the precision 0.95±0.01. After data correction, the first orga-
noid produced identical lineage trees compared to the manual tracking data, while the other
organoid contained one tracking mistake: the wrong cell was declared dead. To evaluate how
many of the warnings were false positives, we quantified what percentage of these errors led to a
change in the tracking data. If the annotated nucleus position was moved or deleted, or if there
was a change in the locations of the nuclei it was linked to, the warning was considered to be a
true positive. For both organoids, we found that 80% of the warnings were true positives.
Comparison to existing methods
Currently, other methods exist that combine automated tracking with manual correction,
albeit without using neural networks, with one example being TrackMate [25]. Using such a
rule-based approach to cell detection, rather than using neural networks, has the advantage
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that no large set of training data is required. As the creation of such datasets is often a time-
consuming and laborious process, one could wonder if our effort to create such a training
dataset was justified here. How well would TrackMate perform when applied on our images?
To test this, we used the so-called Downsampled Laplacian of Gaussian detector of Track-
Mate, which is the only detector suitable for spots larger than 20 pixels, according to its docu-
mentation. The detector has three parameters, the spot size, the downsampling factor and the
detection threshold. By manual optimization, we arrived at a spot size of 10 μm, a downsam-
pling factor of 2 and a threshold of 1. Like for our neural network, we measured the perfor-
mance by only considering the manually tracked region of the organoid. The recall was on
average 0.66, with a standard deviation of 0.04 across the organoids. This means that in our
hands, TrackMate missed a third of all cells in the image. For comparison, the neural network
only missed 4% of all cells. The precision was higher: 0.969 with a standard deviation of 0.006,
which is almost as high as the precision of the neural network (0.98). This indicates that Track-
Mate is conservative at recognizing nuclei, but when it does recognize a nucleus, it is almost
always correct. However, in total this results in an F1 score of only 0.79, which is considerably
lower than the score of the neural network, which was 0.97.
Even though one third of the nuclei were not detected, we still made an attempt at linking
using the LAP tracker of TrackMate, using its default settings. For the 8 testing organoids
together, the recall was 0.55 with a standard deviation of 0.04 and the precision was 0.79 with a
standard deviation of 0.04. This results in an F1 score of 0.65. This result means that almost
half of the correct links are already missing. Extensive manual correction would be required to
establish cell tracks at similar quality as we produced with our approach. Overall, these results
underscore to importance of efficient and accurate cell detection, as we achieved here using
neural networks.
Analysis of tracking data
In Fig 5 we show the results of this whole-organoid tracking approach. First, this approach
makes it possible to connect lineage dynamics to spatial position of cells in an organoid. In Fig
5A 2D slices of microscopy images of an organoid are displayed, with its 3D reconstruction
shown in Fig 5B. In the reconstruction, the cells have been colored by lineage: selected cells
were colored based on which cell they originated from in the first time point. Videos of both
panels are included as S1 and S2 Videos. In Fig 5C lineage trees are shown of the same orga-
noid and using the same coloring. We can see that cells of the same lineage tree tend to stay
connected in space, although cells of multiple lineage trees do intermingle. In addition, we can
see that the largest lineage trees reside at the lowest position in the crypt region, which is the
growing protruded region in Fig 5B.
Next, we used our tracking data to study dynamics of cell divisions in space and time. We
observed that almost all cell divisions are happening in the crypt (S3 Video), which is consis-
tent with the literature [31]. We could see that at the bottom of the crypt, the number of divi-
sions is the largest. However, there were a few cells at the bottom of the crypt that, in sharp
contrast to their neighbors, did not divide, or divided only once. These are likely to be Paneth
cells, which are differentiated cells that reside in the stem cell compartment [32]. In Fig 5D we
saw that divisions were initially synchronized, while later in time this synchronization was less
apparent.
Software
Source code and software packages are available at https://github.com/jvzonlab/
OrganoidTracker. Documentation including tutorials is available at the same address. The
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trained model used for this article has been made available in the DANS data repository:
https://doi.org/10.17026/dans-274-a78v [33]. This model is suitable for 3D confocal images of
cell nuclei, with a resolution of approximately 0.32 μm/px, z-separation of 2 μm and low back-
ground noise. Another model is available for trained for the lower resolution of 0.40 μm/px,
still with the same z-separation and noise tolerance.
The released software is capable of manual tracking, training the neural network, using the
neural network to detect nuclei in microscopy images, linking nucleus detections from differ-
ent time points and assisting with the correction of automated tracking data. To correct the
warnings, one would normally use an interface to jump from warning to warning. Instead, one
can also jump from warning to warning within a single lineage tree. Additional tools are avail-
able to highlight all cells within a (sub)lineage, or to jump from a point in a lineage tree to the
cell tracking data.
The software was written in Python 3.6, making use of the established software packages
Mahotas 1.4.4 [34], matplotlib 2.2.2 [35], numpy 1.15.1 [36], OpenCV 3.4.1 [37], PyQT 5.9.2
[38] and Tensorflow 1.9.0 [39]. Image loading support is provided by tifffile 2020.2.16 [40] and
nd2reader 3.1.0 [41]. The software saves all tracking data as JSON files.
Fig 5. Analysis of a fully tracked organoid. (A) Single microscopy image slices of an intestinal organoid from a time lapse movie of 65 hours,
in steps of 16.25 hours. H2B-mCherry was used to visualize the nuclei. Scale bar is 40 μm.(B) Digital reconstruction of the same organoid as in
Panel a. Cells of the same color originate from the same cell at the beginning of the experiment. (C) Selected lineage trees. The colors match the
colors in the reconstruction from Panel b. (D) Number of cellular divisions over time in a single organoid. (E) Number of times each cell
divided during the time-lapse integrated over time, from 0 (white) to 5 (red). For gray cells, we could not count the amount of divisions because
the cell was outside the image at an earlier point in time.
https://doi.org/10.1371/journal.pone.0240802.g005
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3D visualization is possible by exporting the nucleus positions to Paraview [42], which can
render those points as spheres. The software is also able to load and save files in the data format
of the Cell Tracking Challenge [11], which makes it possible to exchange data with most other
cell trackers. The software supports loading scripts written in Python, which can be used for
data analysis. These scripts can be reloaded while the program is running, making it unneces-
sary to restart the program if you made a change to your analysis script.
Discussion
We have developed a program for cell tracking based on nuclear markers inside organoids that
uses a convolutional neural network for detection and a min-cost flow solver for linking cell
positions. For our dataset 91% of all links in the ground truth were recognized. This is mainly
because the neural network was only able to recognize 96% of the cells, and a single missing
detection already means that the linking algorithm cannot reconstruct the cell track. However,
the software facilitates manual error-correction so from this data cell lineages at the same qual-
ity as for manual tracking can still be obtained.
The convolutional neural network and the min-cost flow solver used for linking are both
very generic: they make no assumptions on the microscopy pictures, other than that they are
grayscale 3D images. In contrast, the Gaussian fit, which is used to provide an estimate of the
nucleus volume and to recognize cell divisions, is quite specific to our images: it assumes bright
nuclei on a dark background with not too much noise. Currently, eliminating the Gaussian fit
is not possible, as the recognition of cell divisions depends on this.
As this approach uses a supervised form of machine learning, it is necessary to have a
diverse set of training data available. Although the network will already automatically generate
variations of your training data by adjusting the brightness, scale and rotation, still the network
can have suboptimal performance for microscope images taken with different settings, like for
example images with a different contrast or resolution. To solve this, one needs to retrain the
network on training data created with those settings.
It is possible to think of further improvements to the algorithm. One could start training
the neural network with a smaller training dataset, which results in a cell tracker of which its
output requires a large amount of manual curation to get error-free results. After this correc-
tion step is over, it is then possible to use the manually corrected data to retrain the neural net-
work. In this way, a feedback loop is created that improves the neural network every time
more tracking data becomes available (Fig 2). In this paper no such feedback loop has been
used: because we already had a large amount of training data beforehand, for us it was not
helpful to retrain the network.
In general, we believe the way forward is to make the neural network as accurate as possible,
and then give the linking algorithm the smallest possible amount of options to create links. As
long as the biologically correct option is still part of this smaller set of options the linking algo-
rithm can choose from, this approach would reduce the chance of the linking algorithm mak-
ing mistakes. One possible step in this direction would be to let the neural network also
classify cells: if the network could point out where the mother and daughter cells are, the link-
ing algorithm could be restricted to only creating divisions at those locations.
In conclusion, we are now able to observe a growing organoid at the cellular level using cell
tracking in microscopy videos. For this, we have developed a cell tracker using a convolutional
neural network for cell detection, a min-cost flow solver [23] for linking of cell positions and a
small set of rules to assist with data curation. It is our hope that cell tracking, with its coupling
of lineage tree dynamics to time and space, will lead to in a better understanding of organoid
growth and maintenance.
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Supporting information
S1 Fig. Full lineages of the manual tracking data of the same organoid displayed in Fig 5.
Red crosses denote the positions where a cell death was observed in the microscopy images.
This figure will also become part of an upcoming publication.
(PDF)
S1 Video. Microscopy video of a growing organoid. Pixels are colored by depth. Stills of this
organoid were included in the main text (Fig 5A).
(MP4)
S2 Video. Reconstruction of an organoid using spheres. Manually selected lineages have
been colored. Stills of this video were included in the main text as Fig 5B.
(MP4)
S3 Video. Visualization of dividing cells in an organoid. Nuclei are again drawn as spheres,
but are now colored by the time to the next division. The closer the next division, the redder
the sphere of a nucleus becomes.
(MP4)
S1 Appendix. Cell division scoring system. Explanation and equations of the scoring system
used to determine whether a given nucleus is a mother cell.
(PDF)
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23. Haubold C, Aleš J, Wolf S, Hamprecht FA. A generalized successive shortest paths solver for tracking
dividing targets. In: European Conference on Computer Vision. Amsterdam, The Netherlands: Springer;
2016. p. 566–582.
PLOS ONE Cell tracking using machine learning and manual error correction
PLOS ONE | https://doi.org/10.1371/journal.pone.0240802 October 22, 2020 17 / 18
24. Winter M, Wait E, Roysam B, Goderie SK, Ali RAN, Kokovay E, et al. Vertebrate neural stem cell seg-
mentation, tracking and lineaging with validation and editing. Nature Protocols. 2011; 6(12):1942–1952.
https://doi.org/10.1038/nprot.2011.422 PMID: 22094730
25. Tinevez JY, Perry N, Schindelin J, Hoopes GM, Reynolds GD, Laplantine E, et al. TrackMate: An open
and extensible platform for single-particle tracking. Methods. 2017; 115:80–90. https://doi.org/10.1016/
j.ymeth.2016.09.016 PMID: 27713081
26. Han H, Wu G, Li Y, Zi Z. eDetect: A Fast Error Detection and Correction Tool for Live Cell Imaging Data
Analysis. iScience. 2019; 13:1–8. https://doi.org/10.1016/j.isci.2019.02.004
27. Wallach TE, Bayrer JR. Intestinal Organoids: New Frontiers in the Study of Intestinal Disease and Phys-
iology. Journal of Pediatric Gastroenterology and Nutrition. 2017; 64(2):180–185. https://doi.org/10.
1097/MPG.0000000000001411
28. Van der Walt S, Schönberger JL, Nunez-Iglesias J, Boulogne F, Warner JD, Yager N, et al. scikit-
image: image processing in Python. PeerJ. 2014; 2:e453. https://doi.org/10.7717/peerj.453 PMID:
25024921
29. Matula P, Maska M, Sorokin DV, Matula P, Ortiz-De-Solórzano C, Kozubek M. Cell tracking accuracy
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