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RESUMEN  
Hoy en día, la mayoría de las organizaciones se encuentran adaptando sus procesos de 
negocios a los nuevos escenarios económicos y tecnológicos, a efectos de poderse 
mantener competitivas en estos.  En ese sentido, la modernización e integración de sus 
Sistemas de Software son tareas indispensables para lograr ese objetivo. En algunas 
organizaciones, el portafolio de Sistemas de Software esta compuesto por los llamados 
Sistemas Heredados, los cuales en la mayoría de casos,  por dar soporte a funciones de 
misión crítica de la organización, es necesario modernizar e integrar.      
La modernización e integración de Sistemas Heredados no es una tarea fácil sino 
imposible de lograr, dada las características de estos sistemas, como por ejemplo tener 
una estructura monolítica, estar desarrollados con tecnología obsoleta, poseer poca o 
nula documentación, etc. Tradicionalmente, los esfuerzos de integración de estos 
sistemas apuntan al reemplazo total (rediseño) o gradual (migración) de estos sistemas.  
En muchos casos, estos esfuerzos han fracasado dado que los nuevos sistemas no tenían 
las mismas funcionalidades de los Sistemas Heredados, debido principalmente a que la 
documentación era muy pobre. Una estrategia mas simple, es la de dotar de un nuevo 
visual al sistema, o sea desarrollar una especie de “envoltorio” grafico (wrapping) que 
permita acceder a sus funcionalidades.  Esta estrategia es muy ampliamente utilizada. 
Con el advenimiento del concepto de Reuso de Software y dado que los Sistemas 
Heredados poseen funcionalidades que han demostrado su confiabilidad a lo largo de los 
años, seria interesante “exponer” estas para que puedan ser utilizadas en la construcción 
de otros sistemas. En ese sentido, la aparición de nuevas tecnologías computacionales, 
como por ejemplo Web Services, permite que estas funcionales puedan ser reutilizadas 
en el desarrollo de nuevos sistemas, con lo cual se consigue “revitalizar” a los Sistemas 
Heredados.      
Es objetivo de esta tesis, es mostrar la utilización de la tecnología de Web Services 
como una nueva estrategia de integración de Sistemas Heredados. 
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CAPÍTULO 1 
INTRODUCCIÓN 
1.1 Objetivo 
Tradicionalmente, las estrategias de integración de Sistemas Heredados están centradas 
en: (1) reemplazar, de forma total o gradual, el Sistema Heredado o (2) dotar de un 
nuevo visual (entorno gráfico) al sistema. En ambos casos, no se permite reutilizar las 
funcionalidades existentes, las cuales han probado ser confiables a lo largo de la vida de 
este tipo de sistemas. Hoy en día, los nuevos sistemas son desarrollados reutilizando 
funcionalidades existentes en otros sistemas. En ese contexto, y dado que los Sistemas 
Heredados poseen funcionalidades que serian convenientes reaprovechar, se hace 
necesario explorar una nueva estrategia de integración que permita esto. 
Uno de los principios de integración de sistemas señala que estas no deben ser 
invasivas, es decir, no se debe modificar el código de estos [52]. En ese sentido,  la 
nueva estrategia de integración de Sistemas Heredados debe incorporar ese principio. La 
aparición de nuevas tecnologías con especificaciones estándares, permite el desarrollo 
de sistemas sin tener que “atar” estos a la tecnología utilizada.   
La aparición de la tecnología de Web Services, permite el desarrollo de sistemas por 
medio de la invocación de servicios (funcionalidades implementadas en otros sistemas) 
utilizando tecnología basada en la Web. Una característica interesante de la tecnología 
de Web Services  es que permite que los sistemas puedan “exponer” sus servicios a 
cualquier otro sistema que lo necesite sin que sea necesaria su modificación.   
El objetivo de la presente tesis, es el de mostrar de forma sistematizada, la utilización 
de la tecnología de Web Services como una nueva estrategia de integración de Sistemas 
Heredados, para lo cual se implementara un prototipo.    
 
 
 
 1.2 Organización de la Tesis 
La presente tesis se ha estructurado de la siguiente forma: 
En el Capítulo 2, se describe la importancia de la integración de sistemas de Software y 
cuáles son las dificultades inherentes en esa integración. Un aspecto central en este 
capítulo, es el estudio de las estrategias actuales de integración de Sistemas Heredados.  
En el Capítulo 3, se detalla las características funcionales más importantes de la 
tecnología de Web Services, las cuales servirán de fundamento al capítulo 4.  
En el Capítulo 4, se presenta la arquitectura conceptual, como propuesta para la 
integración de Sistemas Heredados, la cual servirá para la implementación mostrada en 
el capítulo 5.  
En el Capítulo 5, se demuestra la implementación de la estrategia de Web Services, 
basada en la propuesta del capítulo 4.  
En Capítulo 6, se presentan las conclusiones, recomendaciones y trabajos futuros de la 
presente tesis.  
 
En el Anexo 1, se muestra la utilización del UML para representar en forma grafica los 
componentes para la implementación de integración de Sistemas Heredados utilizando 
Web Services. 
En el Anexo2, se muestra las interfaces del Sistema Heredado. 
En el Anexo 3, se muestra las interfaces del Web Services. 
En el Anexo 4, se muestra las interfaces de la Aplicación de Consumo. 
 
CAPÍTULO 2 
INTEGRACIÓN DE SISTEMAS HEREDADOS 
En el presente capítulo, se presenta el problema de integración de sistemas de Software. 
Una de cuyas características es la presencia de los llamados Sistemas Heredados. Se 
estudia en  detalle las  características  de los  Sistemas  Heredados,  sus  problemas  de 
integración y cuáles son sus estrategias más utilizadas para su integración. 
2.1 Caracterización del Problema de Integración de Sistemas 
En la mayoría de las organizaciones, los sistemas de software presentan las siguientes 
características: (1) autonomía y (2) heterogeneidad. 
Los sistemas son autónomos porque su construcción, mantenimiento y operación se 
realizan de forma independiente y sin tomar en consideración la integración con otros 
sistemas existentes en la organización. Esta autonomía trae como consecuencia la 
aparición de una plataforma de sistemas altamente heterogéneos, pues favorecen a la 
utilización de diferentes tecnologías de hardware y de software en su desarrollo. Es 
decir, estos sistemas autónomos han sido construidos utilizando una amplia diversidad 
de tecnologías computacionales, incluyendo plataformas de hardware, sistemas 
operativos, tecnologías de bases de datos, formatos de representación de datos, y 
lenguajes de programación. [54][55]. (Ver figura 2.1). 
 
 
 
 Figura 2.1 – Autonomía de Sistemas [52] 
 
En la figura 2.1, se observa como cada función de servicio de una organización es 
soportada por un sistema autónomo. 
Otro problema [52], que dificulta la integración de los sistemas es la existencia de la 
heterogeneidad, se producen debido a la incompatibilidad de las representaciones de 
modelos que cada sistema posee. Por decir, generalmente cada sistema posee una visión 
en particular del dominio de la aplicación al cual pertenece, incluye modelos de 
información, y también estructuras de datos. 
 
La heterogeneidad de sistemas tiene las siguientes características: 
 
 Heterogeneidad  Tecnológica: Diferentes  tecnologías  de  hardware  y  
software utilizadas. 
 Heterogeneidad Sintáctica: Diferentes formatos y estructuras de datos. 
 Heterogeneidad Semántica: Diferentes representaciones de dominio. 
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 En  ese  contexto,  se  podría  decir  que  esta  plataforma  de  sistemas  no  facilita  la 
integración  de  los  mismos,  para  proveer  el  soporte  requerido  por  los  procesos  de 
negocio de una organización. Por lo tanto, estos sistemas autónomos y heterogéneos, 
demandan la construcción de “puentes” que puedan integrarlas. 
 
2.2 Aspectos a considerar para la Integración de Sistemas 
La importancia de la integración de sistemas, es poder permitir que los sistemas puedan 
interoperar, compartir informaciones y procesos de forma transparente, sin tomar en 
cuenta las diferencias tecnológicas ni las diferencias de representación de información 
[57]. 
 
En [56] es definida la interoperabilidad como la habilidad de que dos o más 
componentes de software puedan cooperar, sin considerar sus diferencias en lenguajes 
de programación, interfaces y plataformas de ejecución. 
 
Según [57], la integración de sistemas puede ser definida como los procesos de 
integración para crear un sistema mayor con el objetivo de proveer servicios integrales. 
 
Entonces, se podría decir que para una solución de integración de sistemas se deben de 
especificar algunas infraestructuras genéricas para poder permitir la coordinación y el 
intercambio de informaciones entre estos sistemas, de forma transparente [58].   Un 
objetivo adicional a alcanzar con una solución de integración de sistemas es el poder 
proporcionar una independencia de las tecnologías computacionales utilizadas en el 
desarrollo de los sistemas a ser integrados. 
 
Para la integración de los sistemas existen, los componentes a ser considerados, tales 
como la conectividad física y la conectividad lógica, forman parte de una estructura de 
comunicación de sistemas. 
 
 
A continuación, se definen los tipos de conectividad existentes: 
 Conectividad física: Los sistemas son tomados en cuenta para que estos 
puedan operar en plataformas tecnológicas diferentes. Los aspectos físicos de 
conexión de sistemas caracterizan el uso de protocolos de software y 
mecanismos que interconecten los diferentes tipos de sistemas permitiéndoles a 
estos que puedan intercambiar información. Dentro de estos mecanismos de 
integración física podemos enumerar: gateways de Bases de Datos sobre ODBC 
(Open Database Conectivity), middlewares orientados a mensajes, interfaces 
de software, servicios de transporte de mensajes, y servicio de ruteamiento de 
mensajes. 
 Conectividad lógica: Son los que ofrecen un mayor grado de complejidad, 
tienen que ver con  los significados de las informaciones utilizadas por  
algún  tipo de sistema. Es decir, describir como la información es utilizada, 
de forma diferente, por cada sistema. 
 
Ya  definidos  algunos  aspectos  claves  de  integración,  ahora  mostramos  una 
arquitectura de integración definida en dos capas básicas. (Ver figura 2.2) 
 
                                   
Figura 2.2 - Capas de funcionalidades para la integración de sistemas [52] 
 
A continuación, se describe las dos capas funcionales que se mostraron en la figura 
2.2: 
 
 
 Capa de Transformación de Información: Esta capa tiene como principal 
función, modificar los formatos y las representaciones de las informaciones, de 
tal  forma,  que  los  sistemas  receptores  puedan  utilizar  las  informaciones 
enviadas por otros sistemas. 
 Capa de Conectividad y Transporte: Esta capa posee dos funciones básicas: 
(1) crear las conexiones necesarias entre los sistemas existentes, y (2) mover las 
informaciones de un sistema a otro, utilizando generalmente un mecanismo de 
intercambio de mensajes. 
 
2.3  Estrategias  de  Integración  de  Sistemas  de  Software 
Heterogéneos 
A lo largo de los años diversas estrategias están siendo propuestas para resolver el 
problema  de  integración  de  Sistemas  Heredados  [58]  [59].  De  las  cuales  se  hace 
mención a las siguientes: 
Transformación de información 
Conectividad y Transporte 
 Un  único  proveedor  [59]: Esta estrategia implica construir un  nuevo  
sistema, comprendiendo que todo sistema o subsistema sea de un único 
proveedor. Esta alternativa   permite   reducir   substancialmente   la   
heterogeneidad   tecnológica, sintáctica y semántica, sin embargo presenta otros 
problemas. Generalmente, los proveedores utilizan tecnologías y procedimientos 
propietarios, que a largo plazo dificulta el mantenimiento y actualización de los 
sistemas. Otro problema en esta estrategia  es  que  no  siempre  un  único  
proveedor  posee  la  experiencia  y conocimiento necesario para atender a todas 
las necesidades de la organización. 
 Creación de Bases de Datos Centralizadas: En esta estrategia todas las Bases 
de Datos de los Sistemas Heterogéneos existentes son almacenados dentro una 
única Base de Datos Centralizada [60]. Esta estrategia permite eliminar la 
duplicidad de los datos, pero aparece la existencia de modelos de datos 
propietarios y problemas de acceso a la Base de Datos, debido a que se 
incrementa el número de aplicaciones con acceso a las Bases de Datos 
Centralizadas, la cual se torna en un “cuello de botella”. (Ver figura 2.3). 
 
 
  Sistema A      Sistema B      Sistema C 
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Figura 2.3 – Bases de Datos Centralizados [60] 
 
 
 Interfaces Punto a Punto: Otra estrategia que ha sido ampliamente utilizada es 
la construcción de interfaces punto a punto para interconectar pares de sistemas 
según las  necesidades  de  los  usuarios  [58]  [59].  Esto  permite  que  un  
sistema  pueda invocar funciones de otro sistema, como si esas funciones fuesen 
parte del sistema que ejecuta la invocación. De forma general, una interfase es 
responsable por una visión interna de los servicios que un sistema opera. Las 
tecnologías de interfaces son diversas e incluyen adaptadores, conectores, 
gateways, etc. La principal diferencia entre estas tecnologías esta en la 
complejidad. Un conector punto a punto puede ser un bloque de programa 
“grande” que ejecuta traducciones básicas (manipulación de caracteres, rutinas 
de conversión de datos, filtrados de datos), suministra mecanismos de seguridad, 
ofrece acceso a las API´s de procesos, y sabe cómo usar diferentes servicios de 
transporte implementados. El desenvolvimiento de las interfaces punto a punto 
pueden ser una tarea que consume mucho tiempo, además de tener un alto costo, 
debido a que las interfaces precisan tener un amplio conocimiento de 
funcionamiento de los sistemas que se interrelacionan. (Ver figura 2.4). 
 
Sistema A             Sistema B 
Figura 2.4 – Integración Punto a Punto [58] [59] 
 
 Middleware   Orientado   a   Mensajes:   Con   la   integración   punto   a   
punto anteriormente mencionada, el número de interfaces necesarias crece 
espontáneamente. Esto puede ser reducido para un crecimiento lineal a través 
del uso de tecnologías de middlewares. Según [61], un middleware es un 
software de conectividad que pertenece a un conjunto de servicios para permitir 
que varios Sistemas Heterogéneos de diferentes plataformas puedan integrarse. 
De forma general, un middleware facilita la comunicación de pedidos de 
servicios entre sistemas a través de la utilización de mensajes o interfaces 
definidas. La tecnología de middleware es más  utilizada para propósitos de 
integración. El Middleware Orientado  a  Mensajes  permite  una  
comunicación  asíncrona  entre  sistemas, utilizando  mensajes  y  filas  de  
mensajes.  En  esta  estrategia  cada  sistema  es conectado por un bus de 
mensajes a través de un adaptador o interfase. De esta forma, cada sistema tiene 
solamente una interfase, aquella que varía para el bus de mensajes. (Ver figura 
2.5). 
 
                          
Figura 2.5 – Integración utilizando Bus de mensajes [61] 
 
 Message Broker: Esta estrategia es una evolución de la anteriormente 
mencionada. Un controlador coordina los movimientos de información entre los 
sistemas integrados acorde con el flujo de procesamento definido para los 
sistemas [62]. En otras palabras, un controlador explícitamente coordina el 
flujo de comunicación entre sistemas que se interrelacionan. Un message broker 
es un ejemplo típico de un controlador o intermediador. Un message broker 
suministra la habilidad de encaminar  y manipular los mensajes de los 
sistemas, de forma inteligente. Por ejemplo, un message broker podría 
recibir pedidos de compra de una aplicación Web y encaminar esos pedidos 
a uno o más sistemas, tomando en consideración una información de pedido. 
Un message broker, también, podría incluir un mecanismo de transformación 
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de información. De esta forma, la transformación seria hecha en un message 
broker y no en los adaptadores específicos de cada tipo de sistema. Un 
beneficio de utilización de un message broker es simplificar la construcción de 
interfaces adaptadores de conexión, debido a que elimina la necesidad de definir 
interfaces lógicas de manipulación de mensajes individuales entre cada par de 
sistemas independientes que están siendo integrados. De esta forma, se hace una 
modificación en el flujo de procesamiento de un sistema, solamente una 
interfase tendría que ser actualizada, aquella en el cual el sistema está siendo 
modificado. (Ver figura 2.6). 
 
 
Figura 2.6 - Integración utilizando message broker [62] 
 
2.4 Integración de Sistemas Heredados 
Los Sistemas Heredados son aquellas aplicaciones que se caracterizan por ser antiguos 
debido al periodo de vida desde que estos sistemas fueron puestos en producción, son 
de tecnología obsoleta, es decir están siendo trabajados en una o muchas plataformas de 
hardware/software antiguos, no tienen técnicas de estructuración de sistemas, es decir 
son sistemas de tipo monolíticos al no estar constituidos entre arquitecturas de capas, 
son de documentación pobre dificultando así la modificación de los mismos, y en la 
mayoría de los casos estos sistemas dan soporte a funciones de misión crítica dentro de 
una organización. 
Los Sistemas Heredados [53], constituyen un activo para la organización pero, como 
todo activo, debe ser objeto de cuidados, mantenimiento y adecuación continua a las  
necesidades cambiantes de los negocios y la tecnología. 
En la literatura, el término “Sistemas Heredados” se define como sigue: “Los Sistemas 
Heredados  son  aplicaciones  importantes,  imprescindibles  para  el  funcionamiento 
normal de una organización y que están en producción desde hace cinco o más años” 
[53]. 
A los efectos de este trabajo se extiende el concepto de Sistemas Heredados incluyendo 
a los sistemas adquiridos o desarrollados por una organización para cubrir las 
necesidades de uno o más sectores críticos, con independencia del tiempo transcurrido 
desde su puesta en producción. 
De esta manera, consideramos Sistema Heredado a todo sistema en producción cuyo 
funcionamiento es esencial para que una organización pueda operar normalmente en las 
actividades que dicho sistema atiende. 
El hardware, los sistemas operativos, el software de base de datos y demás herramientas 
de base (a medida que se fueron extendiendo y aceptando los estándares) se han ido 
convirtiendo en “comodities”. Mientras que los Sistemas Heredados son difícilmente 
sustituibles.  Esto  se debe a distintos  factores:  su  alto  costo  de desarrollo,  por ser 
dependientes de los fabricantes (“propietarios”) o por haber requerido mucho tiempo de 
trabajo para adaptarlos a las necesidades de la empresa y fundamentalmente por ser los 
depositarios de las reglas de negocios y de los procedimientos operativos que competen 
a su rol [53]. 
De  hecho,  en  general  son  sustituidos  como  consecuencia  de  una  reingeniería  de  
procesos de negocios y no por necesidades de adecuación tecnológica. 
El concepto dominante de este trabajo con relación a los Sistemas Heredados, es que 
estos implementan funcionalidades importantes para la organización, las cuales deben 
ser reutilizables desde otros sistemas. Es necesario pues, estudiar la forma de realizar 
esto, sin pérdida de identidad de los Sistemas Heredados y sin poner en riesgo la 
confiabilidad e integridad de sus procedimientos y datos. 
Según [63] un Sistema Heredado puede ser definido como “un sistema de software 
amplio que no sabemos cómo tratarlo y que es vital para la organización”. En [64] un 
Sistema Heredado es definido como “un sistema que significativamente resiste la 
modificación y evolución para atender nuevas necesidades de una organización”. (Ver 
figura 2.7). 
 
Figura 2.7: Sistemas Heredados 
Fuente: Elaboración Propia 
Para un mejor entendimiento, en la figura 2.7, se aprecia cómo están constituidos los 
Sistemas Heredados dentro de una organización: (Web-Help-Desk, Cliente/Servidor, 
Hojas de tiempo, 3270-Contratos, ASP.NET-Librería Virtual, Propietario-Contactos,  
etc.), estos  sistemas trabajan de forma autónoma. 
 
2.4.1 Problemática de Integración de Sistemas Heredados 
Según [9] los sistemas informáticos van evolucionando a lo largo del tiempo conforme 
lo hacen tanto los modelos organizacionales, como los requerimientos operativos y para 
ello es necesario contar con herramientas que faciliten la adaptación de los sistemas 
conforme se van produciendo cambios. 
En ese sentido, como parte de la plataforma de sistemas se encuentran los Sistemas 
Heredados, los cuales en la mayoría de las organizaciones, dan soporte a funciones de 
misión crítica dentro de la organización. Según [9], estos sistemas, en la mayoría de 
veces, componen el núcleo central de la infraestructura de tecnología de la información 
dentro de una organización. Por lo tanto, la adaptación e integración de este tipo de 
sistemas se vuelve necesaria. 
Para  la  integración  de  Sistemas  Heredados  hay  que  tomar  en  consideración  los 
siguientes aspectos [9]: 
 Distribución  y  heterogeneidad: Cada una de las aplicaciones que integran 
un sistema   pueden   estar   en   distintos   equipos,   pueden   operar   sobre   
diversas arquitecturas compuestas por hardware, sistemas operativos, lenguajes 
de programación, herramientas para administrar datos, soporte de 
comunicaciones, etc. 
 Reuso: En la medida en que las operaciones y servicios, pasen a ser 
reutilizables desde otros tipos de sistemas, nada impide que un servicio pueda 
ser utilizado desde diferentes tipos de operaciones, e incluso más de una sola vez 
dentro de la misma, mediante interfaces de programas bien definidos. 
 Documentación   y   estado   del   sistema:   La   falta   de   actualización   de   
la documentación, afecta al estado del sistema, los cuales pueden ser fuentes de 
problemas y errores. 
 Impacto de los cambios realizados en los Sistemas Heredados: Hay que 
tener en cuenta un  mecanismo  de administración  de versiones  y notificación  
de  nuevas funcionalidades. 
 Riesgos de alterar el funcionamiento del Sistema Heredado: La pertenencia 
de un Sistema Heredado no debe afectar el funcionamiento interno de cada tipo 
de sistema. 
 Derechos de uso y autenticación de usuarios: La administración de 
usuarios se torna algo muy complejo ya sea por la autenticación de los usuarios 
como también la asignación de los derechos para cada uno de los servicios a los 
que estos acceden. 
 Seguridad y privacidad de los datos: Existen ambientes operativos que 
requieren la utilización de transmisión de datos en entornos que pueden ser 
públicos, privados o mezclas de ambos. 
 Integridad transaccional: Se deben instrumentar todo tipo de procedimientos 
para deshacer todas las operaciones ejecutadas satisfactoriamente antes de la 
ocurrencia de una falla. 
 Adaptar los Sistemas Heredados: Para integrar Sistemas Heredados a un 
entorno de aplicaciones   es   necesario   adaptar   aquellas   piezas   de   
software   cuyas funcionalidades sean requeridas por la organización. 
 Administración y gestión de sistemas: Integrar sistemas es una tarea que 
requiere conformar equipos de trabajo, fijar metas comunes, acordar estándares, 
construir un equipo de dirección, instrumentar control de calidad a nivel de 
integración, administración de cambios y demás elementos propios del ciclo de 
vida de un sistema. 
 Son de gran tamaño. Un sistema puede tener un total de millones de líneas 
de código fuente. 
 Técnicas y lenguajes de programación obsoletos. Generalmente están 
codificadas en lenguajes Assembler, COBOL, C++, Visual Basic 6.0, y Power 
Builder. 
 Plataformas  de hardware obsoletas. Dan soporte a estos sistemas, factor 
que dificulta  el poder hacer mantenimiento a estas plataformas. 
 El mantenimiento. Es difícil y tienen un alto costo, debido principalmente a la 
falta de documentación y detalles de funcionamiento de estos tipos de sistemas. 
 Adición  de  nuevas  funcionalidades.  Es  una  tarea  muy  difícil,  muchas  
veces imposible. 
 Falta de interfaces bien definidas. Para acceso de datos y funcionalidades de 
los sistemas, es uno de los principales obstáculos para la integración con 
otros tipos sistemas dentro de una organización. 
Continuando con las definiciones de los problemas ya mencionados con anterioridad, 
los Sistemas Heredados son aplicaciones monolíticas que mezclan funciones de acceso 
a los datos, funciones de lógica de negocio y funciones de interfaces de usuario. En 
otras palabras, no existe una delimitación de funciones individuales. Esto no se torna 
difícil, si no imposible, separar o distribuir estas funciones en capas. 
 
2.4.2 Estrategias de Integración de Sistemas Heredados 
De acuerdo con [65] [66], existen tres estrategias que posibilitan la integración de 
Sistemas Heredados: 
 Redesarrollo.  Esta  estrategia  implica  la  concepción  y desenvolvimiento  de  
un nuevo sistema utilizando nuevas plataformas de hardware y arquitecturas 
modernas, para sustituir totalmente al Sistema Heredado existente. 
 Migración.  Esta estrategia propone el cambio  gradual de los componentes 
del Sistema Heredado por otros componentes desenvueltos con nuevas 
tecnologías, preservando los datos y funcionalidades organizacionales del 
sistema. 
 Wrapping. Esta estrategia implica la adaptación de los componentes 
existentes (datos, programas, interfaces) con nuevas interfaces de acceso a estos 
componentes. Estas nuevas interfaces son llamadas wrappers [67]. 
Según la clasificación presentada por Harry Sneed [36] ordena los componentes 
de software del Wrapper de la siguiente forma: 
 Nivel  de  Adaptación  de  Procesos/Jobs.  Un Job corresponde a un 
proceso batch, que toma uno o más archivos de input y produce un 
resultado sobre un archivo de output. (Ver figura 2.8). 
 
 Figura 2.8: Adaptación de Jobs [67] 
 
 Nivel de Adaptación de Transacción. Una transacción es una operación 
online invocada  desde  una  terminal  al  enviar  un  input  map  y  finaliza  
cuando  la terminal recibe un output map. Un Wrapper deberá simular la 
terminal del usuario. (Ver figura 2.9). 
 
 
Figura 2.9: Adaptación de Transacciones [67] 
 Nivel de Adaptación de Programas. Un programa es una unidad de 
proceso que  se  dispara  mediante  un  procedimiento  de  control  el  cual  le  
pasa  los nombres de los archivos de input y output. Es similar al Job. No 
necesariamente es un proceso batch y puede interesar adaptar parte de sus 
funcionalidades. Este programa no tiene interfaz de usuario, ni tiene interfaz 
de sistemas, en consecuencia habrá que hacer algunos cambios en el código 
para poder adaptarlo. (Ver figura 2.10). 
 
Figura 2.10: Adaptación de Programas [67] 
 
 Nivel  de  Adaptación  de  Módulos.  Un  módulo  es  una  pieza  de  
software diseñada para ser invocada por otras. En consecuencia tiene su 
interfaz de sistemas definida. El Wrapper, adapta la interfaz a los 
requerimientos de arquitectura del sistema e invoca al módulo. (Ver figura 
2.11).
 Figura 2.11: Adaptación de Módulos [67] 
 
 Nivel de Adaptación de Procedimientos. Un procedimiento es una 
función codificada dentro de un programa a la cual se la pretende invocar en 
forma individual. Este tipo de funciones no tiene interfaz propia y por lo 
tanto hay que modificar el código fuente. Este tipo de modificación no es 
menor, no porque vaya a modificar la lógica del programa o de la función, 
sino porque implica un mayor grado de entendimiento del programa y está 
fuertemente afectado por la documentación existente. (Ver figura 2.12).
 Figura 2.12: Adaptación de Procedimientos [67] 
 
2.5 Adaptadores de Software 
Básicamente la función de un adaptador de software o “adapter”, es permitir adaptar 
una interfaz a otra a fin de que el objeto que es adaptado, pueda colaborar con otro que 
requiere una interfaz diferente [53]. Los adaptadores son una pieza fundamental para la 
interoperabilidad y el reuso de la lógica existente en una organización. 
La adaptación consiste en hacer evolucionar solamente aquellas partes de un sistema 
que son necesarias para cumplir con requerimientos específicos, sin realizar cambios 
profundos y sin comprometer el comportamiento y la confiabilidad de los sistemas [53]. 
Los casos más típicos para aplicar técnicas de adaptación responden a necesidades de 
cambios [53]: 
 En la presentación a los usuarios: adaptación de interfaz gráfica. 
 En la forma de almacenar la información: adaptación de archivos a bases de 
datos. 
 Necesidad de intercambiar información fluida con otros sistemas: Adaptación 
por requerimientos de interoperabilidad. 
 Adaptación  de  funciones,  para permitir su  invocación  desde otros  
ambientes  y sistemas: Adaptación de funcionalidades mediante Wrapping 
(reuso). 
Evidentemente, si en el marco de una política de evolución en la cual se marcan los 
objetivos  tecnológicos  a  alcanzar,  se  establece  un  diseño  de  la  arquitectura  final 
deseada y si el estado en el que se encuentra el sistema lo permite, es posible mediante 
adaptaciones  sucesivas  evolucionar  un  sistema.  De  todas  formas,  es  importante 
observar que en ninguno de los casos de adaptación que se señalaron anteriormente se 
menciona la realización de adaptaciones al núcleo central de los sistemas ni ha sido 
necesario profundizar en el entendimiento del sistema, ya que todas estas adaptaciones 
se  realizan  mediante  técnicas  de  caja  negra  y  caja  gris  valiéndose  del  uso  de 
adaptadores de software [53] 
En párrafos anteriores a este capítulo se analizó la técnica de adaptación, conocida 
como “wrapping”, mientras que en capítulos posteriores se trabajarán específicamente 
los “wrappers” vinculados a la extracción de componentes a partir de Sistemas 
Heredados, concretamente adaptadores para programas  y adaptadores para terminal 
(interfaz de usuario) [53]. (Ver figura 2.13). 
 
 
Figura 2.13. Wrapper de integración de Sistemas Heredados [67] 
 
Este  elemento  Erich  Gamma  [31]  lo  presenta  como  “patrón”  estructural  según  se 
muestra a continuación. (Ver figura 2.14). 
 
Cliente Objetivo
+ Petición()
Adaptador
+ Petición()
Adaptable
+ PeticiónConcreta()
adaptable ->PeticiónConcreta()
 
Figura 2.14. Patrón Adapter [31] 
 Objetivo 
Define la interfaz específica del dominio que usa el Cliente. 
 Cliente 
Colabora con objetos que se ajustan a la interfaz Objetivo. 
 Adaptable 
Define una interfaz existente que necesita ser adaptada. 
 Adaptador 
Adapta la interfaz de Adaptable a la interfaz Objetivo. 
Esta es, sin duda, una técnica que posibilita la construcción de un “wrapper” de interfaz 
de usuario a partir de la aplicación de un programa que acepta la entrada/salida de otro 
programa, la interpreta y extrayendo los elementos importantes al intercambio de 
información, los pone a disposición de otras aplicaciones, mediante una interfaz de 
sistema adecuado y público[53]. 
Los distintos escenarios en los que se pueden presentar estos sistemas se establecen por 
combinaciones de elementos tecnológicos que vienen a conformar la arquitectura 
particular de cada uno. Otros elementos no menos importantes son la diversidad 
generacional y la calidad de la documentación [53]. 
Se presentan dos elementos claros que impactan fuertemente tanto sobre el diseño de la 
infraestructura que sustente la integración, como sobre los procesos de transformación 
que  puedan  ser  necesarios  para  integrar  los  Sistemas  Heredados  a  un  entorno 
cooperativo [53]. 
 La heterogeneidad que requiere del diseño de soluciones particulares a cada 
caso, así como a la necesidad de recurrir a instrumentos adicionales de 
conectividad, básicamente gateways. 
 La documentación que puede presentar un obstáculo importante y que debe ser 
analizada con particular rigurosidad antes de iniciar el proceso de integración y 
de cuyo estudio deben surgir recomendaciones claras y procedimientos 
concretos a fin de llevar la documentación al nivel de certeza necesario para no 
introducir errores respecto del funcionamiento actual. Existen procedimientos y 
herramientas de software que permiten combatir algunos de los inconvenientes 
derivados de la falta de documentación, por ejemplo mediante el uso de 
adaptadores de software “wrappers” de caja negra. Asociado a la 
documentación, pero con relativa independencia de ella, está el entendimiento 
del programa o sistemas, que tiene que ver con el conocimiento de lo que el 
sistema o programa efectivamente realiza y con qué finalidad. La asociación de 
estos elementos, sumado al grado de cumplimiento del sistema y sus programas 
respecto de las necesidades de los usuarios conforman el estado  sanitario de un 
sistema. 
 
2.6 Resumen del Capítulo 
En esta segunda parte de la tesis, se han discutido los problemas que surgen para la 
integración de Sistemas Heredados. También de manera resumida, se detallaron las 
estrategias más utilizadas para la integración de sistemas. Las estrategias discutidas en 
este capítulo, se centran en los esfuerzos principalmente para la construcción de 
mecanismos de comunicación entre sistemas a ser integrados. 
Un problema recurrente a estas estrategias, es el hecho de tener que modificar las 
interfaces,  message  brokers,  o  sistemas,  cuando  hay  necesidad  de  modificar  los 
formatos de los mensajes, funciones de los sistemas, o el flujo de procesamiento de los 
sistemas. En caso de inclusión o levantamiento de sistemas, también existe la necesidad 
de hacer modificaciones en los componentes mencionados. Las estrategias no facilitan 
una operación de tipo plug and play. 
Otro problema, es permitir que los sistemas puedan interpretar correctamente la 
información  que  estos  reciben  de  otros  sistemas,  es  preciso  construir  complejos 
procesos de transformación de información. La lógica de estos procesos de 
transformación puede estar integrada en interfaces o en un message broker según la 
estrategia a ser utilizada. 
En el Capítulo 3, se dará a conocer la nueva tecnología de Web Services, como la 
principal solución al problema de integración de Sistemas Heredados. 
 
CAPÍTULO 3 
WEB SERVICES 
En  este  tercer  capítulo,  se  describen  las  características  más  importantes  de  la 
tecnología de Web Services. Los Web Services son servicios de informaciones para 
Internet. En la actualidad, esta tecnología está siendo utilizada en un amplio dominio de 
aplicaciones (comercio electrónico, intercambio de información, integración de 
aplicaciones, etc.) para la comunicación y manejo de informaciones de diversos tipos 
de sistemas dentro de una organización. 
Los Web Services, se crearon con el fin de mejorar la interoperabilidad de los sistemas, 
haciendo uso de sus estándares, los cuales permiten un mejor funcionamiento dentro de 
un ambiente de Internet. Estos sistemas son desarrollados en múltiples lenguajes de 
programación y plataformas tecnológicas de aplicaciones. Los Web Services, soportan 
una colección de funciones que están empaquetadas como una unidad para ser 
publicadas en la Web, permitiendo un mejor rendimiento del mismo en las 
organizaciones. 
 
3.1 ¿Qué es un Web Service? 
Un Web Service, es una aplicación auto-contenida, auto-descrita, que puede ser 
publicada, localizada e invocada a través de la Web. Los Web Services, pueden ser 
invocados  mediante  el  tipo  de  servicio  dado,  y  estos  son  accedidos  utilizando 
protocolos  Web  como:  HTTP  (Hyper Text  Transfer Protocol)  y XML  (eXtensible 
Markup Language) [2]. 
Utilizar HTTP, como protocolo para las invocaciones en la Web facilita el uso de la  
infraestructura ya existente, en la actualidad prácticamente ya está siendo implementada 
en casi todas las organizaciones, para el intercambio de información y publicación de 
servicios del mismo. Asimismo, este intercambio es posible realizarlo sin tener que 
agregar más protocolos a los ya existentes en los Firewalls corporativos para poder 
permitir estos flujos de información, lo cual sería necesario si se utilizara algún otro 
protocolo [5]. 
Los Web Services, incluyen un protocolo para el descubrimiento de los mismos [5], la 
cual se define en un formato estándar XML con la información de descubrimiento, para 
que los usuarios puedan recibir este tipo de formato, permitiendo descubrir los servicios 
que este presta mediante un URL (Universal Resource Locator). En los casos en los que 
los usuarios no conozcan el URL, también se incluye dentro del servicio un mecanismo 
UDDI de estándares para que los proveedores de servicios publiquen sus servicios y los 
consumidores los puedan encontrar. 
A continuación, se definen algunas reseñas históricas que dieron inicio a la creación de 
los servicios de Web Services [53]: 
 En octubre de 1994, se crea el World Wide Web Consortium (W3C), “a fin 
de liderar el desarrollo de la Web a su máximo potencial, desarrollar protocolos 
comunes y asegurar su interoperabilidad, velar por la estandardización mediante 
recomendaciones técnicas” [53]. Integrada en la actualidad por alrededor de 500 
miembros, el W3C define los principios fundamentales de diseño de la Web: 
Interoperabilidad, Evolución y Descentralización. 
 En 1998 se adopta el “Extensible Markup Language” (XML). El XML es la 
forma universal para documentos o datos estructurados sobre la Web. En la 
dirección http://www.w3.org/XML en el documento “XML in 10 points”, la 
W3C expone brevemente las bases sobre las que se sustenta XML y las 
direcciones futuras. Hay dos factores principales que inciden en el desarrollo del 
XML: i) El “Business-to- Business” (B2B) e            “e-Commerce” que 
requieren que las organizaciones que utilizan diferentes plataformas se 
comuniquen e intercambien datos. ii) Muchas instituciones  necesitan  ponerse  a  
disposición  de  aplicaciones  basadas  en  Web, información normalmente 
almacenada en sistemas de “back-office”, como bases de datos y documentos 
[53]. 
 Gracias al respaldo de Microsoft e IBM. En Abril del 2002, se crea una nueva 
organización la “Web Services Interoperability organization” (WS-I) www.ws-
i.org que se define a sí misma “como una organización abierta destinada a 
promover la interoperabilidad de los Web Services, entre plataformas, sistemas 
operativos y lenguajes de programación diferentes”. Esta organización trabaja 
con las industrias y organizaciones de estándares para satisfacer las necesidades 
de los usuarios como proveedores  de  ayudas,  mejores  prácticas  y  recursos  
para  el  desarrollo  de soluciones basadas en Web Services [53]. 
La potencia de los Web Services, radica además de su gran interoperabilidad y 
extensibilidad,  gracias  al  uso  de  XML,  en  que  ellos  pueden  ser  combinados  para 
proveer operaciones más complejas. Varios programas proveen servicios simples que 
puedan interactuar, para permitir operaciones complejas. A fin de poder obtener una 
automatización  completa de este  tipo  de interacciones,  la arquitectura de los  Web 
Services necesita mayor entendimiento y el desarrollo de algunas nuevas tecnologías 
[53]. 
Los Web Services [5], son un conjunto de estándares basados en: XML, SOAP, WSDL, 
y UDDI, que permiten la interoperabilidad entre sistemas con el HTTP como protocolo 
de transporte. (Ver figura 3.1). 
                            
Figura 3.1. Arquitectura de Web Services [5] 
 
En la figura 3.1, se muestra la arquitectura del Web Services, el cual está constituido de 
la siguiente manera: 
DESCUBRIMIENTO 
UDDI 
DESCRIPCION 
WSDL, Esquema XML 
FORMATO DEL 
MENSAJE 
SOAP CODIFICACION 
XML 
TRANSPORTE 
HTTP 
 Descubrimiento: La aplicación cliente que necesita acceder a las 
funcionalidades que  expone  un  Web  Services  necesita  una  forma  de  
resolver  la  ubicación  del servicio  remoto.  Se  logra  mediante  un  proceso  
llamado  normalmente descubrimiento (discovery). El descubrimiento se puede 
proporcionar mediante un directorio centralizado (UDDI). 
 Descripción: Una vez que se ha resuelto el extremo de un Web Services, el 
cliente necesita suficiente información para interactuar adecuadamente con el 
mismo. La descripción de un Web Services implica meta datos estructurados 
sobre la interfaz que intenta utilizar la aplicación cliente así como 
documentación escrita sobre el Web  Services,  para  ello  describe  sus  servicios  
en  un  WSDL con  un  esquema estándar en XML. 
 Formato del mensaje: Para el intercambio de datos, el cliente y el servidor 
tienen que  estar  de  acuerdo  en  un  mecanismo  común  de  codificación  y  
formato  de mensaje. El uso de un mecanismo estándar de codificar los datos 
asegura que los datos que codifica el cliente los interpretara correctamente el 
servidor, utilizando para  ello  un  servicio  de  mensajeria  de  petición  y  
respuesta  por  medio  de  un protocolo estándar llamado SOAP. 
 Codificación: Los datos que se transmiten entre el cliente y el servidor 
necesitan codificarse en un cuerpo de mensajes, para que estos puedan integrar 
aplicaciones, en múltiples lenguajes de programación y diversas plataformas 
tecnológicas, utilizando para ello un formato estándar XML. 
 Transporte: Una vez que se ha dado el formato al mensaje y se han serializado 
los datos en el cuerpo del mensaje, se deben transferir entre el cliente y el 
servidor utilizando como protocolo de transporte HTTP. 
 
3.2 Características del Web Services 
Para   poder   integrar   diversas   aplicaciones   que   fueron   construidas   en   distintas 
plataformas, el Web Services permite la integración de soluciones de negocio para una 
o varias organizaciones. Estos sistemas o aplicaciones que fueron desarrollados dentro 
de la tecnología de Web Services, apuntan a formar parte de la nueva generación de 
aplicaciones de Sistemas Heredados. 
A continuación, se presentan las principales características del Web Services: 
 Interoperabilidad: Cualquier  Web  Services  puede  interactuar  con  otro  Web 
Services. Como los Web Services pueden ser implementados en cualquier 
lenguaje, los desarrolladores no necesitan cambiar de ambientes de desarrollo 
para producir o consumir Web Services. 
 Comunicación: Los Web Services se comunican utilizando protocolos 
HTTP y XML, como ya fue mencionado anteriormente. Por lo tanto 
cualquier plataforma que  soporte  estas  tecnologías  se  pueden  implementar  y  
acceder  por  un  Web Services. 
 Adaptar para reducir la complejidad: Todos los componentes en un modelo 
de servicio Web son Web Services. Lo importante es la interfase que este 
servicio provee y no como se está implementado, por lo cual la complejidad se 
reduce. 
 Fácil de utilizar: El concepto de los Web Services es fácil de entender, 
porque permite a los desarrolladores crear Web Services en forma rápida y fácil. 
 Soporte a la Organización: Todas las empresas de software importantes 
utilizan SOAP, e incluso están impulsando el desarrollo de Web Services. Por 
ejemplo la nueva plataforma de Microsoft .NET está basado en Web Services, 
haciendo muy simple el desarrollo de los mismos desarrollados en ASP.NET. 
Los Web Services presentan las siguientes ventajas: 
 Las rutinas de los Web Services, se actualizan de forma transparente para el 
programador y para el encargado de mantener la aplicación. 
 Mediante Web Services, se puede implementar al programa funciones 
imposibles de contemplar bajo el uso de rutinas de librerías, como por ejemplo, 
incorporar un buscador de páginas Web. 
 La carga de CPU, que supone la ejecución de una rutina, desaparece al usar Web 
Services. La carga se reparte por Internet, sobre el servidor Web para el Web 
Services. Esto es un comienzo de "Computación Distribuida". 
 Los Web Services, hacen uso de las mismas tecnologías que han sido atacadas 
en tantas  ocasiones.  La  seguridad  de  una  empresa puede verse  
comprometida.  La ausencia de técnicas de seguridad estándar es un obstáculo 
para la adopción de la tecnología. 
 
3.3 Estándares asociados al Web Services 
A continuación, se presentan los principales estándares de apoyo a la tecnología de 
Web Services: 
 
3.3.1 XML 
El lenguaje XML (eXtensible Markup Language), es un lenguaje de marcas (etiquetas) 
usados  para poder describir datos  dentro  de un  formato  en  particular.  Estos  datos 
pueden leerse desde cualquier tipo de aplicación construida en cualquier plataforma 
tecnológica de software. El XML, permite transferir datos en un formato independiente 
de la plataforma. Por ello, el XML es una tecnología muy utilizada para transferir datos 
entre aplicaciones por la Internet. Los documentos XML, almacenan los datos en forma 
de textos. Esto hace que los documentos en XML se puedan leer fácilmente desde 
cualquier tipo de aplicación ya sean de distintos tipos de plataformas [24]. 
Asimismo, XML está estructurado de la siguiente manera: 
 DTD (Document Type Definition). Es en general, un archivo/s que encierra una 
definición formal de un tipo de documento, y a la vez, especifica la 
estructura lógica de cada documento. 
 XSL (eXtensible Stylesheet Language). Define o implementa el lenguaje de 
estilo de los documentos escritos para XML. 
 XLL (eXtensible Linking Language). Define el modo de enlace entre diferentes 
enlaces. 
La tecnología XML (eXtensible Markup Language), se ha ido desarrollando durante el 
transcurso de los años, según el autor Michael Morrison [51]: 
 En los sesenta, la primera tecnología de información estandarizada y 
estructurada de cierta importancia fue SGML (Lenguaje de Marcado 
Generalizado Estándar)  desarrollado por IBM. 
 En 1986, el SGML fue aceptado como estándar ISO (Organización de 
Estándares Internacionales). 
 En 1989, Tim Berners-Lee y Anders Berglund, crearon un lenguaje basado 
en etiquetas para documentos técnicos a fin de compartirlos en Internet, 
ampliado del sistema SGML llamado HTML. 
 En 1996, la World Wide Web Consortium (W3C) propuso introducir el poder y 
la flexibilidad  de  SGML  en  el  dominio  de  la  Web,  ofreciendo  tres  
ventajas  que faltaban en HTML: extensibilidad, estructura y validación. 
 En febrero de 1998, la W3C introdujo su nueva tecnología de etiquetado 
llamado XML 1.0. 
La tecnología XML, está compuesto por una serie de tecnologías de desarrollo en 
XML. (Ver figura 3.2). 
 
 
 Figura 3.2: Familia de Tecnologías XML [34] 
De esta manera, se puede definir que el lenguaje XML (eXtensible Markup Language), 
surge  como  un  mecanismo  para  satisfacer  las  necesidades,  para  ser  un  formato 
universal de representación de datos, que permita el intercambio de información entre 
sistemas heterogéneos. Con el lenguaje XML, es posible representar cualquier tipo de 
datos estructurados o semi-estructurados, dentro de los cuales podemos enumerar: 
transacciones comerciales, catálogos de libros, reportes financieros, técnicos o 
estadísticos, datos de tipo gráfico, anuncios publicitarios, etc [47]. 
Un  factor  determinante  en  el  suceso  de  la  tecnología  XML,  es  que  más  allá  de 
pertenecer a un formato universal para representar datos, permite describirlos. Es decir, 
los  datos  son  auto-descriptivos  y  pueden  ofrecer  todas  las  informaciones  que  los 
usuarios o aplicaciones necesitan para interpretar y procesar correctamente estos datos. 
Además, la tecnología XML pertenece a una amplia disponibilidad de herramientas de 
software que facilitan el rápido desenvolvimiento de las aplicaciones, haciéndose más 
atractiva su utilización [47]. 
El XML, es un lenguaje de marcación basado en texto, es un lenguaje que contiene 
elementos especiales (también llamadas de marcaciones o etiquetas) utilizados para 
describir la estructura y contenido de diferentes tipos de documentos, que serán 
utilizados principalmente por aplicaciones computacionales. Las marcaciones 
proporcionan   significado   sobre   el   contenido   de   documentos.   De   esta   forma, 
documentos escritos en un lenguaje de marcación consisten de texto que representan el 
contenido de documentos y marcaciones que adicionan estructura e información sobre 
ese contenido. Ejemplos de lenguajes de marcación son el HTML (Hiper Text Markup 
Language), RTF (Rich Text Format) y PostScript [47]. 
Los lenguajes de marcación en HTML, son solo de tipo presentación, esto quiere decir 
que en HTML las fuentes de datos son mostradas en el Internet de manera navegable y  
visual, más no como una estructura de fuentes de datos de registros [51]. 
Los lenguajes de marcación en XML son de tipo estructurado, esto quiere decir, que en 
la interfaz de aplicaciones y en el navegador de Internet se puede mostrar, ingresar, y 
también intercambiar fuentes de datos e información de sistemas [51]. 
Para ilustrar, el concepto de marcaciones y la diferencia que existe entre los lenguajes 
XML y HTML, a continuación se presenta un sencillo ejemplo de identificación de 
datos de una persona (Ver código 3.1). 
   HTML: 
<HTML> 
<BODY> 
<H3>Identificación </H3> 
<UL> 
<LI>Nombre: Lolo Fernandez</LI> 
<LI>Sexo: Masculino</LI> 
<LI>Fecha Nacimiento: 21/12/2000</LI> 
<LI>Teléfono: 4777777</LI> 
<LI>Dirección: Mayorasgo, Molina</LI> 
</UL> 
</BODY> 
</HTML> 
 
 
 
XML: 
< Identificación > 
<Nombre> Lolo Fernandez </Nombre> 
<Sexo>Masculino</Sexo> 
<FecNac>21/12/2000</FecNac> 
<Telefono>4777777</Telefono > 
<Dirección> Mayorasgo, Molina </Dirección> 
</Identificación> 
 
Código 3.1. Ejemplo de Libreta direcciones (HTML-XML) 
 
A primera vista, el lenguaje XML es similar en estilo al HTML, actualmente el XML es 
un súper conjunto de HTML y la mayoría de documentos HTML pueden ser 
considerados como documentos XML, con algunas excepciones. A XML, se le fue 
desenvolvida como respuesta a necesidades de una generalización de lenguajes HTML. 
Cabe mencionar, que tanto XML y HTML son derivados del mismo lenguaje “madre” 
SGML (Standard Generalized Markup Language). Sin embargo, el objetivo principal 
de  HTML  es  describir  como  los  datos  tienen  que  ser  mostrados  en  una  pantalla. 
Además, HTML posee un conjunto fijo de marcaciones, pero no permite una fácil 
extensión de este lenguaje para atender necesidades específicas de usuarios o 
aplicaciones. En resumen, el lenguaje HTML, no está orientado a los datos, es solo una 
herramienta para presentación visual de páginas Web. 
 
3.3.2 WSDL 
Los Web Services [5], utilizan el WSDL (Web Services Description Language), para 
especificar los tipos de contratos de cada tipo de servicio que estas realicen dentro de 
una sintaxis que está basada en XML. Esta especificación permite conocer por otra 
parte que los consumidores utilizan métodos exportados, así como los parámetros y 
datos retornados. 
El WSDL (Web Services Description Language), es un lenguaje de marcas (etiquetas), 
que definen a un Web Services. El WSDL, es un archivo de tipo estándar XML, que 
contiene la información sobre un Web Services. Esta información incluye los servicios 
Web llamados desde un Web Services, los métodos incluidos en cada uno de los Web 
Services y los parámetros que debemos agregarle a cada método. Además, el WSDL 
incluye  información  sobre  los  resultados  devueltos  al  momento  de  procesar  una 
petición  de  un Web  Services.  Por  ejemplo,  el  WSDL define  los  tipos  de  valores 
devueltos por un método Web. Por ello, WSDL, es un vocabulario definido para crear    
un Web Services [24]. 
Además, cuando se llama a un método Web, tenemos que pasarle el nombre de usuario 
y la contraseña como parámetros. La información sobre el tipo y formato de los 
parámetros se almacena en un archivo WSDL. Cuando se procesa la petición y se 
devuelve el  resultado,  el  WSDL almacena el  formato  y otra información  sobre el 
resultado devuelto [24]. 
Al momento de almacenar información sobre los métodos Web, el WSDL, almacena la 
información sobre el tipo de formato empleado por el usuario para poder acceder a un 
Web Services y especificar la ubicación en la que se encuentra disponible ese Web 
Services. Por ello, el WSDL describe todo el mecanismo implicado en la transferencia 
de datos desde un cliente de Web Services hasta el servicio de Web Services    y 
viceversa [35]. (Ver figura 3.3). 
 Figura 3.3. WSDL de servicios de Web Services 
Fuente: Elaboración Propia 
 
En la figura 3.3, se observa la descripción de los servicios Web de implementación de 
la presente tesis “Integración de Sistemas Heredados utilizando Web Services”, la cual 
se mostrara en capítulos posteriores. Esta información incluye los servicios Web 
llamados por un Web Services a modo de prueba de servicios y presentados en un 
formato estándar XML. 
 
3.3.3 SOAP 
La comunicación de los Web Services, se basan en el intercambio de paquetes a través 
del SOAP (Simple Object Access Protocol) [5]. El SOAP, es un protocolo basado en 
XML, permite el intercambio de información. El SOAP, está compuesto por cuatro 
componentes básicos: i) un “envoltorio” que define cómo describir los mensajes y 
cómo  procesarlos,  ii)  reglas  para serializar (codificar) instancias  de datos,  iii)  una 
especificación de cómo representar invocaciones remotas y sus respuestas, y iv) una 
conversión para relacionar mensajes con un protocolo de transporte (habitualmente 
HTTP). 
Para transferir datos entre un cliente de Web Services y un servidor de Web Services y 
viceversa, se emplea el protocolo de transferencia SOAP. El SOAP, es un protocolo 
basado en estándares XML, que utiliza una aplicación de tipo cliente para acceder a un 
Web  Services.  Además  del  XML,  el  SOAP  utiliza el  HTTP  para transferir datos. 
Cuando un cliente envía una petición se realiza por medio de un mensaje SOAP. El 
mensaje SOAP, también incluye los parámetros y las sentencias de llamada al método. 
Basándose en esta información del mensaje SOAP, se llama al método Web apropiado 
[24]. (Ver figura 3.4). 
 
Figura 3.4. Funcionalidad del SOAP [24] 
 
En la figura 3.4, se muestra la funcionalidad del SOAP y sus procesos de petición y 
respuesta de mensajes de servicios del Web Services a través de la Internet. 
El SOAP tiene las siguientes ventajas: 
 No está asociado con ningún lenguaje. 
 No se encuentra fuertemente asociado a ningún protocolo de transporte. 
 No está atado a ninguna infraestructura de objeto distribuido. 
 Aprovecha los estándares existentes en la industria. 
 Permite la interoperabilidad entre múltiples entornos. 
 
 Figura 3.5. SOAP para servicios de invocación de Matriculados en el Web Services 
Fuente: Elaboración Propia 
 
En la figura 3.5, se observa la funcionalidad del SOAP, para uno de los servicios de la 
implementación de la presente tesis “Integración de Sistemas Heredados utilizando 
Web Services”, la cual se mostrara en capítulos posteriores. Esta información incluye 
los procesos de petición y respuesta de invocación de servicios de Matriculados 
llamados por un Web Services. 
 
3.3.4 UDDI 
El Web Services, utiliza el UDDI (Universal Description, Discovery and Integration) 
[5], para proveer un mecanismo de páginas amarillas que permitan la localización de 
los servicios a través de la Internet. 
 
Cuando se desarrolla un Web Services, se tienen que registrar estos servicios dentro de 
en un directorio llamado UDDI. El UDDI proporciona un mecanismo para que los 
proveedores registren sus Web Services. Cuando se registra un Web Services, en un 
directorio UDDI, este crea una entrada para el Web Services. Un directorio UDDI, 
mantiene un archivo estándar XML por cada Web Services registrado. Este archivo 
XML, contiene un puntero al Web Services registrado en el directorio. Además, el 
directorio UDDI, también contiene punteros al documento WSDL de un Web Services. 
Para ello, el proveedor del Web Services tiene que describir antes el Web Services en 
un documento WSDL. Una vez creado este documento, se puede registrar el Web 
Services en el directorio UDDI [35]. 
El directorio UDDI, devuelve la lista de Web Services que se están registrando en él. El 
usuario podrá seleccionar entonces el método Web requerido de la lista de Web Services 
disponibles [35]. 
El UDDI, contiene tres tipos de páginas necesarias para la información de un Web 
Services. i) Las páginas blancas, contienen información sobre la organización que 
proporciona el Web Services. Esta información incluye el nombre, dirección y otros 
datos de contacto de la empresa que proporciona el Web Services, ii) Las páginas 
amarillas, de un directorio UDDI contienen la información sobre las empresas 
organizadas en forma geográfica. iii) Las páginas verdes, proporcionan la interfaz de 
servicio para las aplicaciones cliente que accedan al Web Services. [35]. (Ver figura 
3.6). 
 
 
 Figura 3.6. Arquitectura tradicional de un UDDI Fuente: Elaboración Propia 
 
El UDDI, provee de un mecanismo para que los negocios se "describan" a si mismos y 
los tipos de servicios que proporcionan y luego se puedan registrar y publicar en un 
registro UDDI. El registro del UDDI, trabaja de la manera siguiente: 
Definir la entrada de UDDI 
 Determina los Modelos (archivos WSDL), que utilizan las implementaciones 
del Web Services. 
 Determina el nombre de la empresa y una breve descripción de la misma en 
varios idiomas, si es necesario, así como los contactos principales para los que el 
Web Services ofrece. 
 Determina las categorías e identificaciones adecuadas para la empresa. 
 Determina los Web Services, que la empresa ofrece a través de UDDI. 
 Determina las categorías adecuadas para los servicios. 
 
 
Registrar la entrada de UDDI 
 Una vez finalizada la tarea de definición, el siguiente paso consiste en 
registrar la empresa. Deberá obtener una cuenta con un registro UDDI. 
 
Buscar la entrada en UDDI 
 Es recomendable realizar tres comprobaciones una vez registrada la entrada 
en UDDI. 
 Buscar la empresa por su nombre y categorizaciones. 
 Asegurarse que este referenciada a la dirección Web. 
 Luego de 24h, busca el servicio en Internet. 
 
3.4 Resumen del Capítulo 
En este capítulo, se han discutido las características más importantes del Web Services. 
La creación de un Web Services es una solución ideal para cualquier tipo de 
organización, ya que ofrece una serie de servicios a diversos usuarios y organizaciones 
que mantienen sus fuentes de información de manera dispersa. Estos servicios de Web 
Services, se realizan por medio del acceso a la Web. En este capítulo, se ha visto el 
papel que desempeñan: XML, WSDL, SOAP y UDDI en un Web Services. 
En el Capítulo 4, se presentará la propuesta de una arquitectura a utilizar para la 
estrategia de integración de Sistemas Heredados utilizando Web Services. 
 
CAPÍTULO 4 
INTEGRACIÓN DE SISTEMAS HEREDADOS 
UTILIZANDO WEB SERVICES 
4.1 Introducción 
En el capítulo 2, se definieron las estrategias existentes para la integración de Sistemas 
Heredados. Debido a que las estrategias, no tuvieron los resultados deseados, dado que 
los nuevos sistemas no tenían las mismas funcionalidades de los Sistemas Heredados. 
En el presente capítulo, se describe la motivación para la utilización de una nueva 
estrategia, como solución al problema de integración de Sistemas Heredados. También, 
se  mostrara  la  arquitectura  propuesta,  basada  en  el  uso  de  la  tecnología  de  Web 
Services. 
 
4.2 Motivación 
En  la actualidad, muchas  organizaciones  se encuentran  adaptando sus  procesos  de 
negocios hacia los nuevos escenarios económicos y tecnológicos. En ese sentido, la 
modernización e integración de sus sistemas de software son tareas indispensables para 
lograr ese objetivo. Un problema a solucionar es la presencia de los llamados Sistemas 
Heredados, como parte del portafolio de sistemas que las organizaciones poseen. 
En el capítulo 2, se ha descrito la existencia de tres estrategias para la integración de los 
Sistemas Heredados. Una característica común  de estas  tres  estrategias, es que  no 
permiten reutilizar las funcionalidades existentes en otros tipos de sistemas. En ese 
contexto, y dado que los Sistemas Heredados poseen funcionalidades que serían 
convenientes reutilizar, se hace necesario explorar a una nueva estrategia de integración 
que   permita esto. 
En ese sentido, la aparición de nuevas tecnologías computacionales, como por ejemplo 
Web Services, permiten que las funcionalidades de los sistemas existentes puedan ser 
reutilizadas en el desarrollo de nuevos sistemas. 
 Una característica interesante de la tecnología de Web Services,  es que permite que los 
sistemas puedan “exponer” sus servicios, utilizando la tecnología estándar de Internet, 
para  cualquier  otro  tipo  de  sistema  que  lo  necesite  sin  que  sea  necesaria  su  
modificación. (Ver figura 4.1). 
 
Figura 4.1: Integración de Sistemas Heredados usando Web Services 
Fuente: Elaboración Propia 
 
En la figura 4.1, se muestra un proyecto de integración, en la cual los desarrolladores 
crean interfaces para cada tipo de aplicación, para poder permitir una mejor 
comunicación entre sus sistemas. Debido a que cada interfase, para cada tipo de 
aplicación es autónoma, se integran grandes números de aplicaciones, y se genera una 
compleja red que requiere de niveles especializados para su desarrollo, incrementando 
los costos de integración y también incrementando la complejidad de los procesos de 
los negocios en las organizaciones. Si a este problema, se reduciera el número de 
interfaces, se podría reducir la complejidad de integración de las aplicaciones. En ese 
sentido, los Web Services, permiten que los sistemas puedan “exponer” sus servicios a 
cualquier otro sistema, a través de una interfaz única que pueda ser usada por cualquier 
tipo  de  aplicación.  Estos  sistemas,  pueden  ser  invocados  directamente  como  una 
interfaz tradicional. 
 
4.3  Arquitectura  conceptual  de  Integración  de  Sistemas 
Heredados Utilizando Web Services 
A continuación, se muestra la arquitectura conceptual, propuesta para la utilización de 
la nueva estrategia de integración de sistemas utilizando Web Services. 
(Ver figura 4.2). 
 
Figura 4.2. Arquitectura Conceptual de Integración de Sistemas Heredados utilizando 
Web Services 
Fuente: Elaboración Propia 
 
La arquitectura conceptual mostrada, es la propuesta para la implementación de la 
nueva estrategia de integración de Sistemas Heredados utilizando Web Services, la cual 
se describirá en el capítulo 5. Esta estrategia permite reutilizar las funcionalidades del 
Sistema Heredado existente, permitiendo realizar llamadas desde el Web Services hacia 
una llamada de tipo convencional. El Web Services, se encargara de adaptar las 
funcionalidades para poder exponerlas en entornos de tipo Internet, utilizando para ello 
un componente llamado Wrapper, permitiéndose a los servicios poder ser integrados y 
consumidos por nuevos tipos de sistemas. 
A continuación, se muestra la funcionalidad de la estrategia de Web Services. (Ver 
figura 4.3). 
 
LLamar al Web Services 
 
Archivo WSDL  accesado via Web 
 
     Web Services Wrapper – LLamar a Función 
Lógica del Negocio 
Figura 4.3: Arquitectura de Funcionalidad de la estrategia de integración de Sistemas 
Heredados usando Web Services 
 
En la figura 4.3, se observa la funcionalidad de la estrategia de Web Services, el cual es 
iniciado desde el envió de una petición por parte del cliente para obtener un servicio, es 
decir llamar al Web Services. Esta petición se realiza por medio de mensajes a través 
del SOAP entre el cliente y el servidor del Web Services.  Los servicios del Web 
Services,  se  encuentran  dentro  de  un  repositorio  llamado  UDDI,  los  cuales  son 
definidos en interfaces especificados en WSDL dentro del estándar XML. El Web 
Services (Wrapper) se encargara de realizar llamadas a los servicios adaptados 
(Funcionalidades del Sistema Heredado), permitiendo la integración de los mismos, 
para poder ser consumidos por nuevos tipos de sistemas. 
 
4.3.1 Uso de la Técnica Wrapping para la Integración de los Sistemas 
Heredados 
Una de las técnicas para migrar Sistemas Heredados, a nuevos tipos de sistemas, es 
realizando llamadas a las funcionalidades del Sistema Heredado existente, mediante el 
uso del Wrapper. La idea de wrappear, las funcionalidades del Sistema Heredado para 
ser reutilizado, es un concepto que fue introducido por primera vez por W. Dietrich en 
1989 [53] y desde entonces se ha ido ampliando y difundiendo. Actualmente, la 
necesidad de incorporar a Internet servicios proporcionados por Sistemas Heredados, 
conjuntamente con la mayor difusión de Corba, J2EE, COM y .NET, ha impulsado 
notoriamente esta idea. 
Mediante wrapper, es posible adaptar al Sistema Heredado, para que sea parte de una 
nueva generación de sistemas, sin los riesgos inherentes a la reescritura y los altos 
costos de nuevos desarrollos. Es evidente, que para que esto no introduzca problemas a 
futuro, el estado de salud del sistema debe ser “sano” o debe ser factible pasarlo a dicho 
estado. Otro de los aspectos importantes de esta técnica, es que permite adaptar partes 
de un sistema según las necesidades y las urgencias, manteniendo el resto inalterado. 
El Wrapping, es una estrategia parecida a la de Message Broker, debido a que utiliza un 
controlador  que   coordina  los   movimientos   de  información   entre  los   Sistemas 
Heredados a ser integrados mediante mensajes. 
 
4.4 Resumen del Capítulo 
En este capítulo, se ha conocido la estrategia de Web Services, como nueva solución al 
problema de integración  de  Sistema  Heredados.  Por ello,  los  Sistemas  Heredados, 
incluyen aplicaciones creadas en distintas plataformas y escritas en distintos lenguajes. 
Para crear soluciones, es esencial integrar estos sistemas. La integración de Sistemas 
Heredados, creados en distintas plataformas es más fácil con el uso de Web Services. 
Un Web Services, es un componente reutilizable, como un método, que puede ser 
utilizado por cualquier aplicación Web que se ejecute en Internet. Estas aplicaciones, se 
llaman aplicaciones cliente de Web Services. La aplicación que aloja al Web Services 
se llama proveedor de servicio Web. 
En el capítulo cinco, se presenta la implementación de la estrategia de Web Services. 
 
CAPÍTULO 5 
IMPLEMENTACIÓN DE INTEGRACIÓN DE 
SISTEMAS HEREDADOS UTILIZANDO WEB 
SERVICES 
5.1 Introducción 
En   el   capítulo   anterior,   se   dio   a   conocer   la   arquitectura   propuesta   para   la 
implementación de la estrategia de integración de Sistemas Heredados utilizando Web 
Services. En este capítulo, se detallan los factores más importantes a tomar en cuenta, 
para la implementación de la estrategia de Web Services. Este capítulo, se estructura de 
la siguiente manera: En la sección 5.2, se describe el problema. En la sección 5.3, se 
describe la solución al problema. En la Sección 5.4, se muestra la arquitectura física. En 
la sección 5.5, se detalla la implementación de integración de Sistemas Heredados 
utilizando Web Services. En la sección 5.6, se describe el resumen del capítulo. 
 
5.2 Caracterización del Problema 
El problema radica en la existencia de un Sistema Heredado no integrado, en la cual se 
requiere de la reutilización de sus funcionalidades. Este sistema tiene algunas 
funcionalidades (alumnos, docentes, cursos, carreras, matricular alumnos), para un 
Sistema Administrativo de Escuela Académica. La aplicación esta desarrollada bajo la 
plataforma Visual Basic 6.0 y Base de Datos en SQL Server 2000. Ante la necesidad de 
reutilizar las funcionalidades del Sistema Heredado existente, se requiere de la 
utilización de una nueva estrategia que permita integrarlo, para poder ser consumido en  
el desarrollo de nuevos sistemas. 
 
 
 5.3 Descripción de la Solución 
Como solución al problema anteriormente descrito, se requiere de la utilización de la 
tecnología de Web Services, como nueva estrategia de integración de sistemas. El Web 
Services, gracias al uso de sus estándares (WSDL, UDDI, XML y SOAP), permite la 
adaptación de diferentes tipos aplicaciones (Ejemplo: funcionalidades del Sistema 
Heredado) hacia un entorno de servicios tipo Internet, para que estas a su vez puedan 
ser publicadas y consumidas por nuevos tipos de plataformas tecnológicas. 
 
5.4 Arquitectura Física de Integración de Sistemas Heredados 
utilizando Web Services 
A  continuación,  se  muestra  la  arquitectura  física  propuesta  para  la  integración  de 
Sistemas Heredados utilizando Web Services. (Ver figura 5.1). 
 
Figura 5.1. Arquitectura Física de Integración de Sistema Heredados Usando Web 
Services
La arquitectura física está compuesto de la siguiente manera: (1) Sistema Heredado, es 
un Sistema Heterogéneo, tiene algunas funcionalidades (alumnos, carreras, docentes y 
cursos, matricular alumnos) para un Sistema Académico Administrativo. Este sistema 
está desarrollado bajo la plataforma de Visual Basic 6.0 y un servidor de Base de Datos 
en SQL Server 2000 (“Matricula”), con sus tablas relacionales y Stored Procedure. (2) 
Wrapper, es un componente que permite extraer aquellos elementos importantes para 
el  intercambio  de  información  desde  las  funcionalidades  del  Sistema  Heredado 
existente, este componente está incluido dentro de la lógica del  negocio del  Web 
Services, la cual permite realizar llamadas desde un Web Services hacia llamadas de 
tipo convencional, permitiendo adaptar y exponer las funcionalidades (alumnos, 
docentes, cursos, y carreras, matricular alumnos), para luego poder ser integrados y 
consumidos en el desarrollo de nuevos sistemas. El Web Services, esta implementado 
bajo la plataforma tecnológica de Microsoft. NET Framework y cuyo servidor Web, 
trabaja con directorios virtuales gracias al uso del Internet Information Server (IIS). (3) 
Aplicaciones de Consumo, es la implementación de una nueva aplicación, que permita 
consumir las funcionalidades adaptadas por el Web Services, a manera de consulta de 
servicios. Esta aplicación esta implementado en Visual C#.NET con interfaces de 
consumo. 
 
5.5 Implementación de Integración de Sistemas Heredados 
utilizando Web Services 
5.5.1 Objetivo de Implementación 
El objetivo de la presente tesis, es la de poder demostrar de manera sistematizada el 
uso de la nueva estrategia de Web Services, como una solución al problema de 
integración  de  sistemas.  Por  lo  cual,  se pretende  reutilizar  las  funcionalidades  del 
Sistema Heredado existente (alumnos, carreras, docentes y cursos, matricular alumnos), 
realizando llamadas desde un Web Services hacia llamadas de tipo convencional, para 
poder adaptar las funcionalidades existentes hacia una nueva plataforma tecnología 
para su posterior consumo. (Ver figura 5.2). 
 
      Integración de 
    Aplicaciones 
     (Prueba y 
    Consumo) 
      
      2. Aplicación de  
      Consumo del Web  
      Services 
 
        1. Aplicación de  
          Prueba del Web  
          Services 
 
        Adaptador de  
          funcionalidades  
         del Sistema  
         Heredado 
Figura 5.2. Integración de dos aplicaciones: Prueba (WebServices) y Consumo 
(ConsumoWebServices). 
 
En  el  Anexo  1  (Página  73)  se  muestra  el  Modelamiento  de  la  implementación 
utilizando UML. A continuación, se muestra el diagrama de flujo, con los procesos 
requeridos para la implementación de la estrategia de Web Services. (Ver  figura 5.3).
 Figura 5.3. Diagrama de Flujo de la estrategia de Integración de sistemas Heredados 
utilizando Web Services
5.5.2 Sistema Heredado 
Las interfaces, aplicaciones y servicios de Base de Datos de un Sistema Heredado, 
pueden ser considerados como componentes diferentes con interfaces bien definidas. 
Consisten en un conjunto de aplicaciones independientes, cada una de los cuales 
interactúa con los servicios de Base de Datos, y potencialmente con sus propias 
interfaces de usuario y de sistemas. Estas aplicaciones, son consideradas como 
aplicaciones Heterogéneas, ya que pueden estar creadas en distintas plataformas 
tecnológicas y escritos en distintos lenguajes de programación. 
El  Sistema  Heredado,  que  se  muestra  en  esta  sección  esta  desarrollado  bajo  la 
plataforma de Visual Basic 6.0 y un servidor de Base de Datos en SQL 2000. La 
aplicación cumple con las siguientes funcionalidades: 
 Registrar matricula de alumnos. 
 Realizar un mantenimiento de registros de: alumnos, docentes, carreras y cursos.  
 Generar reportes de: alumnos, docentes, carreras y cursos. 
 
A continuación, se muestra un diagrama de flujo con las funcionalidades del Sistema  
Heredado. (Ver  figura 5.4). 
 
 
 
 
 
 
 
 
 Figura 5.4. Diagrama de Flujo de funcionalidades del Sistema Heredado 
 
Ya estando familiarizado con la importancia en cuanto a la funcionalidad del Sistema 
Heredado, el problema radica en poder reutilizar sus funcionalidades desde sus fuentes 
de datos, para que estas pudieran ser reutilizadas y expuestas en nuevas plataformas 
tecnológicas.  Las  interfaces  del  Sistema  Heredado,  están  incluidas  en  el  Anexo  2 
(Página 108). A continuación, se muestra los componentes del Sistema Heredado. (Ver 
tabla 5.1): 
 
 
 
 
Ejecutable  (SistemaHeredado.exe)  desarrollado  en 
Visual  Basic  6.0,  contiene  las  funcionalidades  del 
Sistema Heredado. 
 
 
 
 
Data (Matricula) del Sistema Heredado, almacenada 
en un servidor de Base de Datos en SQL Server 2000, 
con tablas relacionales y stored procedures. 
Tabla 5.1: Componentes del Sistema Heredado. 
 
Desde el punto de vista tecnológico el camino más sencillo y para el cual existe una 
mayor cantidad de herramientas y trabajos realizados, es el acceder directamente a los 
datos del Sistema Heredado, para no perder la lógica del negocio del mismo. 
A continuación, se presenta el diseño de la Base de Datos (Matricula) creada en SQL 
Server 2000, con sus respectivas tablas relacionales (Ver figura 5.5). 
 
Figura 5.5. Diagrama de E-R de la Base de datos “Matricula” en SQL Server 2000 
 
 
 
 
5.5.3 Web Services (Wrapper) 
Los Web Services cuentan con la ventaja de que están soportados en forma nativa por 
cualquier plataforma, lo cual permite una solución de bajo costo y fácil de implementar. 
Por otro lado los Web Services tienen la desventaja que aún no permiten manejar 
transacciones entre plataformas, lo cual lleva a que la integración sea factible sólo para 
consultar información, no para la actualización. Una solución basada en Web Services 
permite la integración de cualquier plataforma. 
La solución de implementar un Web Services, consiste en poder reutilizar las 
funcionalidades de un Sistema Heredado existente, extrayendo aquellos elementos 
importantes para la integración de la información, adaptando los mismos para permitir 
su exploración en el desarrollo de nuevos sistemas. Este prototipo, se encuentra 
implementado dentro del Servidor Web y bajo la plataforma de Visual Studio.NET, el 
cual gracias al uso del IIS, permite su navegación en entornos de tipo Internet 
(localhost). 
El procedimiento de la implementación de la estrategia de Web Services es la siguiente: 
1. Crear una clase Wrapper dentro de la lógica del negocio de la implementación 
del  Web  Services,  la  cual  permitirá  extraer  aquellos  elementos  importantes 
dentro de las funcionalidades del Sistema Heredado existente, para poder adaptarlos, 
a través de sus fuentes de información de datos y poder llamarlos dentro de un 
“dataset” para establecer la conexión. 
 
public class Wrapper //Creación de la clase Wrapper 
{ 
private SqlDataAdapter da; 
private DataSet ds = new DataSet(); 
private SqlConnection con; 
... 
...
  
Dentro del adaptador Wrapper, se procede a incluir los elementos a adaptar, es decir 
desde las fuentes de datos por medio de un dataset. El modificador de clase 
new, permitirá ocultar la clase heredada con el mismo nombre de la clase base. 
... 
... 
public   DataSet   ConsultaAlumnos   ()   //Adaptando 
funcionalidades de Alumnos 
{ 
da = new SqlDataAdapter("spConsultaAlumno", con); 
//oculta la clase heredada con el mismo nombre de la 
clase base. 
... 
... 
} 
... 
... 
} 
 
2. Ya adaptados los elementos de las funcionalidades del Sistema Heredado, se 
procede a realizar llamadas desde un Web Services hacia llamadas de tipo 
convencional, por medio de sus métodos, permitiendo que los mismos puedan 
ser expuestos por el Web Services, y poder ser reutilizados en el desarrollo de 
nuevos sistemas para su posterior consumo. 
 
[WebMethod] // Llamada de Web Services a llamada de 
tipo convencional. 
public DataSet ConsultaAlumnos () 
{ 
Wrapper w=new Wrapper(); 
return w.ConsultaAlumnos(); 
} 
 
 
 
  
3. La aplicación cliente que necesita acceder a las funcionalidades adaptadas que 
expone el Web Services necesita una forma de resolver la ubicación del servicio 
remoto. Se logra mediante un proceso llamado UDDI. El sitio Web en la cual se 
expondrán los servicios del Web Services es la siguiente: 
http://localhost/SistemaLegacy/Consultas.asmx 
 
4. Una vez que se ha resuelto el extremo de un Web Services, el cliente necesita 
suficiente  información  para  interactuar  adecuadamente  con  el  mismo.  La 
descripción  de  un  Web  Services  implica  meta  datos  estructurados  sobre  la 
interfaz que intenta utilizar la aplicación cliente así como documentación escrita 
sobre el Web Services, para ello describe sus servicios en un WSDL con un 
esquema estándar en XML. 
 
5. Para el intercambio de datos, el cliente y el servidor tienen que estar de acuerdo en 
un mecanismo común de codificación y formato de mensaje. El uso de un 
mecanismo estándar de codificar los datos asegura que los datos que codifica el 
cliente los interpretara correctamente el servidor, utilizando para ello un servicio de  
mensajería  de  petición  y  respuesta  por  medio  de  un  protocolo  estándar 
llamado SOAP. 
 
6. Los datos que se transmiten entre el cliente y el servidor necesitan codificarse en un 
cuerpo de mensajes, para que estos puedan integrar aplicaciones, en múltiples 
lenguajes de programación y diversas plataformas tecnológicas, utilizando para ello 
un formato estándar XML, lográndose así la prueba de servicios del Web Services. 
 
7. Una vez que se ha dado el formato al mensaje y se han serializado los datos en el 
cuerpo del mensaje, se deben transferir entre el cliente y el servidor utilizando 
como protocolo de transporte HTTP. 
 
8. Ya habiendo definido y publicado los servicios del Web Services dentro de un 
Repositorio   llamado   UDDI,   estos   podrán   ser   encontrados   por   nuevas 
aplicaciones de consumo, para poder lograr esto, se hizo una referencia Web a las 
interfaces de prueba del Web Services. 
 
En el Anexo 3, se encuentran incluidos las interfaces y códigos representativos del Web 
Services. (Página 115). A continuación, se muestra los componentes del Web Services. 
(Ver tabla 5.2): 
  
 
 Contiene los metadatos del ensamblado del proyecto. 
 Contiene   el   código   para   gestionar   los   eventos 
generados en la aplicación. 
 Contiene información sobre los ajustes de los recursos 
ASP.NET. 
 Contiene información sobre la ubicación del proyecto 
en el servidor de desarrollo. 
 Este archivo contiene los metadatos de la solución. Si 
el servidor de desarrollo es máquina local, este archivo 
existe en el servidor local. 
 
La  carpeta  de  Referentes,  contiene  referencias  a  los 
espacios de nombres empleados para desarrollar el 
servicio de Web Services. Por ejemplo, la carpeta 
Referentes, contiene los ficheros System, System.Data, 
System.Drawing, System.Web,System.Web.Services, y 
System.XML  que  contienen  referencias  a  los 
respectivos espacios de nombres. 
 Clase que contiene el código Wrapper, para realizar 
llamadas desde un Web Services, esta clase permite 
adaptar las funcionalidades del Sistema Heredado. 
Tabla 5.2: Componentes del Web Services (Wrapper) 
 
5.5.4 Aplicaciones de Consumo 
Gracias a la utilizaron del Web Services, en cuanto a la adaptación de las 
funcionalidades   del   Sistema   Heredado,   se   ha   logrado   poder   reutilizar   las 
funcionalidades de la aplicación antigua y exponerlas de manera de consulta hacia una 
nueva plataforma tecnológica como son las Aplicaciones de Consumo, referenciando de 
manera Web las interfaces del adaptador Web Services, para que estas puedan ser 
expuestas para su posterior consumo. Esta aplicación esta implementado en Visual 
C#.NET con interfaces de consumo. 
Las interfaces de consumo, se encuentran incluidas en el Anexo 4 (Página 130). A 
continuación, se muestra los componentes de la Aplicación de Consumo. 
(Ver tabla 5.3): 
 
  
 Este archivo contiene los metadatos de la solución. Si 
el servidor de desarrollo es máquina local, este archivo 
existe en el servidor local. 
 
Esta carpeta contiene una referencia Web para exponer 
servicios (llama a los servicios de la aplicación Cliente 
del Web Services) desde interfaces de otros tipos de 
aplicaciones construidas en cualquier lenguaje de 
programación .NET de manera integrada 
 
La  carpeta  de  Referentes,  contiene  referencias  a  los 
espacios de nombres empleados para desarrollar el 
servicio de Web Services. Por ejemplo, la carpeta 
Referentes, contiene los ficheros System, System.Data, 
System.Drawing, System.Web,System.Web.Services, y 
System.XML  que  contienen  referencias  a  los 
respectivos espacios de nombres. 
 Contiene los metadatos del ensamblado del proyecto. 
 Contiene   el   código   para   gestionar   los   eventos 
generados en la aplicación. 
 Contiene información sobre los ajustes de los recursos 
ASP.NET. 
 Contiene información sobre la ubicación del proyecto 
en el servidor de desarrollo. 
Tabla 5.3: Componentes de la Aplicación de Consumo 
 
5.6 Resumen del Capítulo 
En este capítulo, se ha demostrado de manera sistematizada la aplicabilidad del uso de 
la nueva estrategia de Web Services, para el problema de integración de Sistema 
Heredados. Esta estrategia demuestra como poder integrar un Sistema Heredado 
existente y adaptarlo hacia una nueva plataforma tecnológica como es el Web Services, 
para su posterior consumo. También, se demuestra la utilización del servicio Wrapper 
incluido en la lógica del negocio del servicio de Web Services. 
En el Capítulo 6, se describen las conclusiones, recomendaciones y trabajos futuros de 
la presente tesis. 
 
  
CAPÍTULO 6 
CONCLUSIONES, RECOMENDACIONES Y 
TRABAJOS FUTUROS 
6.1 Conclusiones 
 La aparición de nuevas tecnologías, obligan a las organizaciones a integrar sus 
Sistemas Heredados hacia nuevas plataformas tecnológicas, adaptando las 
funcionalidades de sus sistemas, para poder ser reutilizados en el desarrollo de 
nuevos sistemas. 
 Existen estrategias de integración, que apuntan al reemplazo total (rediseño) o 
gradual (migración) de estos sistemas. En muchos casos, estos esfuerzos han 
fracasado dado que los nuevos sistemas no tenían las mismas funcionalidades de los 
Sistemas Heredados, debido principalmente a que la documentación era muy pobre. 
Una estrategia más simple, es la de dotar de un nuevo visual al sistema, es decir, 
desarrollar una especie de “envoltorio” (wrapping) que permita acceder a sus 
funcionalidades. 
 Con el advenimiento del concepto de Reuso de Software y dado que los Sistemas 
Heredados poseen funcionalidades que han demostrado su confiabilidad a lo largo 
de los años, sería interesante “exponer” estas para que puedan ser utilizadas en la 
construcción de otros sistemas. En ese sentido, la aparición de nuevas tecnologías 
computacionales, como por ejemplo Web Services, permite que estas funcionales 
puedan ser reutilizadas en el desarrollo de nuevos sistemas     
 Con el desarrollo de la presente tesis, se ha logrado obtener como resultados: i) 
Extraer aquellos elementos utilizados por las funcionalidades del Sistema Heredado 
existente, por medio de un componente incluido dentro de la lógica del Web 
Services llamado Wrapper, para poder realizar llamadas desde un Web Services 
hacia llamadas de tipo convencional, permitiendo la adaptación de los mismos. ii) 
Utilizando los estándares (WSDL, UDDI, XML y SOAP) se realizó la invocación de 
las pruebas de publicación de los servicios adaptados por el Web Services, 
  
permitiendo que los elementos adaptados puedan ser expuestos a través de la Web. 
iii) Con la utilización del XML, se procedió a reutilizar e integrar los servicios 
adaptados, para poder ser consumidos en el desarrollo de nuevos sistemas de manera 
de consultas.    
 La experiencia recogida en integrar Sistemas Heredados, y la poca bibliografía 
existente en la materia, han impulsado al desarrollo de esta tesis, como una nueva 
visión de conjunto a esta problemática. Se entiende, que este enfoque constituye un 
aporte interesante a la comunidad informática, ya que presenta elementos aplicables 
tanto para la integración de sistemas, como para reconstruir componentes a partir de 
Sistemas Heredados. 
 
6.2 Recomendaciones 
 Se deben migrar hacia nuevas plataformas tecnológicas, para el desarrollo de las 
organizaciones. 
 Utilizar medios tecnológicos, para facilitar la búsqueda de información para la toma 
de dediciones. 
 Utilizar la tecnología de Web Services, para accesar documentos y fuentes de 
información por la Internet. 
 Utilizar la presente Tesis, como un aporte de documentación referente a la 
utilización de la tecnología de Web Services como estrategia de integración de 
Sistemas Heredados. 
 
6.3 Trabajos Futuros 
En todo trabajo de tesis, van surgiendo una serie de elementos que no se pueden incluir 
en el mismo, algunos de ellos, fueron mencionados en texto y ejemplos, trabajarlos 
constituye un compromiso con este proyecto. Hay otros aspectos vinculados al tema, 
que surgen como consecuencia de los estudios realizados, que no deberían quedar sin 
profundizar. Esta tesis ha puesto énfasis en el uso de la tecnología de Web Services, 
como una nueva estrategia de integración de sistemas, para dar soporte a procesos 
  
críticos de las organizaciones. Es por ello que esta estrategia se mantendrá como un plan 
piloto, para que esta idea pueda ser aprovechada para nuevas investigaciones y puesta 
en marcha para su implementación en mejora de las organizaciones e instituciones 
académicas.  
 
  
ANEXOS 
ANEXO 1 
MODELADO DE LA IMPLEMTACIÓN DE 
INTEGRACION DE SISTEMAS HEREDADOS 
UTILIZANDO WEB SERVICES 
  
Modelo del Negocio 
a) Vista de Casos de Uso del Negocio 
Of. Registros Academicos y Matricula
Es la Entidad 
encargada de  
abastecer de 
Registros 
Academicos 
Administrativo
s a las 
escuelas y 
Entidades 
Academicas 
de cada 
Facultad.
Director Administrativo
Solicitar Registro de Alumnos
Solicitar Registro de Docentes Solicitar Registro de Cursos
Solicitar Registro de Carreras
Realizar Matricula de Alumnos
Usuario
Alumno
 
b) Vista de Realizaciones de Casos de Uso del Negocio 
Realizar Matricula de Alumnos
Solicitar Registro de Alumnos
Solicitar Registro de Docentes
Solicitar Registro de Cursos
Solicitar Registro de Carreras
Realization: Realizar Matricula de Alumnos
Realization: Solicitar Registro de Alumnos
Realization: Solicitar Registro de Docentes
Realization: Solicitar Registro de Cursos
Realization: Solicitar Registro de Carreras
 
  
c) Vista de Diagrama de Actividades de Casos de Uso del Negocio 
a. Realizar Matricula de Alumnos 
 
 
 
 
  
b. Solicitar Registro de alumnos 
 
c. Solicitar Registro de Docentes 
 
 
Recibir solicitud de 
registro de docentes
Enviar registro 
de docentes
Verificar estado de 
docentes
Enviar solicitud de 
registro de docentes
Recibir registro 
de docentes
Verificar disponibilidad de 
docentes por asignatura
Docente tiene disponibilidad?
Asignar carga 
academica
Si
No
Usuario (Solicitar registro de docentes) Oficina de Registros Academicos y Matricula
Recibir solicitud de registro de 
alumnos por carrera
Enviar registro de 
alumnos por carrera
Verificar estado 
de alumnos
Enviar soliciud de registro 
de  alumnos por carrera
Si
Alumno esta matriculado?
No
Validar registro de alumnos 
pertenecientes a la carrera
Recibir registro 
de alumnos
Verificar continuidad de 
alumnos en la carrera
Alumno esta registrado en el 
presente ciclo?
SiNo
Usuario (Solicitar registro de alumnos)Oficina de Registros Academicos y Matricula 
  
d. Solicitar Registro de Cursos 
 
e. Solicitar Registro de Carreras 
               
Recibir solicitud de 
registro de carreras
Enviar registro 
de carreras
Verificar estado 
de carreras
Enviar solicitud de 
registro de carreras
Recibir registro 
de carreras
Verificar totalidad de estudiantes  ingresantes  y antiguos 
en la carrera del presente semestre academico
Usuario (Solicitar Registro de CarrerasOficina de Registros Academicos y Matricula
Recibir solicitud de 
registro de cursos
Enviar registro 
de cursos
Verificar estado 
de cursos
Enviar solicitud de 
registro de cursos
Recibir registro 
de cursos
Verificar cursos en apertura de nuevos grupos 
asignados en la carga academica
Existe un tope permitido 
de alumnos?
Validar nuevo 
grupo de curso
Si
Dar de baja a nuevo 
grupo de curso
No
Usuario (Solicitar registro de cursos)Oficina de Registros Academicos y Matricula
  
d) Especificaciones de Casos de Uso del Negocio  
a. Realizar Matricula de Alumnos 
Este caso de uso, permite al usuario autorizado poder realizar los registros de 
matrícula de los alumnos. 
b. Solicitar registro de alumnos 
Este caso de uso, permite al usuario autorizado poder solicitar los registros 
de los alumnos, para los procesos académicos administrativos.   
c. Solicitar registro de docentes 
Este caso de uso, permite al usuario autorizado poder solicitar los registros 
de los docentes, para los procesos académicos administrativos.   
d. Solicitar registro de cursos 
Este caso de uso, permite al usuario autorizado poder solicitar los registros 
de los cursos, para los procesos académicos administrativos.   
e. Solicitar registro de carreras 
Este caso de uso, permite al usuario autorizado poder solicitar los registros 
de las carreras, para los procesos académicos administrativos.   
f. Abastecer registros de datos académicos 
Este caso de uso, permite al proveedor administrativo (Oficina de Registros 
Académicos y Matricula) poder abastecer de información de datos (alumnos, 
docentes, cursos y carreras) a las entidades académicas.   
 
 
 
 
  
Modelo de Análisis 
1. Visión del Sistema 
1.1. Posicionamiento 
1.1.1. Problema 
El problema de  De la existencia de un Sistema Heredado, para 
administrar procesos académicos (alumnos, docentes, 
cursos, carreras, matricula alumnos).  
Que afecta Al personal administrativo, encargado de los procesos 
académicos. 
y su impacto Necesidad de migrar y reutilizar las funcionalidades 
de la aplicación existente (alumnos, docentes, cursos, 
carreras, matricula alumnos), hacia nuevos sistemas 
tecnológicos. 
Una buena solución 
debería   
Utilizar la tecnología de Web Services, para reutilizar 
las funcionalidades del Sistema Heredado (alumnos, 
docentes, cursos, carreras, matricula alumnos), 
integrando aplicaciones y adaptándolos, para ser 
expuestos en nuevos sistemas.  
 
1.1.2. Posicionamiento del Producto 
Para Para el personal administrativo, encargado de los 
procesos académicos en las instituciones. 
Que necesitan Brindar un servicio de consulta de información 
(alumnos, docentes, cursos, carreras, matricula 
alumnos), para gestiones administrativas realizadas. 
El (nombre del producto) Servicios Web para Sistemas Académicos 
Administrativos.  
Que Permitirá por medio de estándares de Internet poder 
realizar consultas de servicios (alumnos, docentes, 
cursos, carreras, matricula alumnos). 
A diferencia De la aplicación cliente/servidor actual (Sistema 
Heredado). 
Nuestro Producto Permitirá adaptar las funcionalidades existentes del 
Sistema Heredado (alumnos, docentes, cursos, 
carreras, matricula alumnos), para poder ser 
invocadas y reutilizadas en el servicio de nuevos 
sistemas. 
  
1.1.3. Descripciones de los Roles 
1.1.3.1. Resumen 
Nombre Descripción Responsabilidades 
Director  Encargado de administrar 
la Escuela Académico 
Profesional al cual fue 
asignado. 
Encargado de aprobar los trámites y 
gestiones administrativos de los 
estudiantes, así como también para 
los docentes. 
Administrativo Encargado de la atención 
de los estudiantes y 
docentes, como también 
formar parte de los 
procesos académicos que 
se realicen.  
Asegurar que el sistema cumpla con 
las necesidades y las expectativas 
requeridas. 
 
1.1.4. Producto 
1.1.4.1. Necesidades y Características 
Necesidad Prioridad Característica Versión del Sistema 
Director: 
Información actualizada 
sobre los procesos 
administrativos (alumnos, 
docentes, cursos, carreras, 
matricula alumnos).  
Alta El servicio de 
Web Services 
proporcionará 
una consulta de 
información 
(alumnos, 
docentes, 
cursos, carreras, 
matricula 
alumnos). 
1 
Administrativo: 
Una reducción 
significativa del tiempo de 
acceso a las consultas 
realizadas.  
Alta El servicio de 
Web Services 
permitirá de 
manera ágil 
acceder a los 
servicios de 
consulta de 
infamación 
(alumnos, 
docentes, 
cursos, carreras, 
matricula 
alumnos).  
1 
  
1.1.5. Otros requerimientos del producto 
1. Interfaz de Usuario 
Todas las interfaces, deberán ser expuestas en estándares de Internet, para los servicios 
proporcionados por el Web Services. 
2. Confiabilidad 
El sistema deberá de manejarse a través de la Internet de manera integrada.  
3. De rendimiento  
El tiempo de consulta de información de los servicios del Web Services para las 
gestiones administrativas, no deberá exceder los 5 minutos. 
4. Licencia e instalación 
Esto se realizara de acuerdo a las políticas de la institución.  
 
2. Especificación de Requerimientos de Software 
1. Requerimientos Funcionales 
 Sistemas Operativos: Windows XP. 
 Base de datos en SQL Server 2000. 
 La aplicación de Sistema Heredado será en Visual Basic.NET 
 La aplicación de Web Services será en Visual Studio.NET 
2. Requerimientos No Funcionales 
 Funcionalidad 
El sistema permitirá reutilizar las funcionalidades existentes del Sistema Heredado 
(alumnos, docentes, cursos, carreras, matricula alumnos), para ser invocadas 
utilizando los servicios del Web Services, y estos poder ser expuestos a nuevos 
sistemas. 
  
 Usabilidad 
El sistema tendrá la capacidad de ser entendido, aprendido, usado y resultar 
atractivo para el usuario, cuando sea utilizado en condiciones específicas. 
 Fiabilidad  
El sistema tendrá la capacidad de poder mantener un nivel especificado de 
desempeño cuando sea requerido.  
 Performance 
El sistema deberá suministrar un desempeño apropiado en relación a los recursos 
utilizados, con un tiempo de respuesta no mayor a 5 minutos y una base de datos 
que soporte un máximo de 30GB, con los módulos suficientes requeridos para las 
PCs de tipo clientes y 2 servidores como mínimo. 
 Soportabilidad 
El sistema tendrá la capacidad de poder ser transferido de un ambiente 
(organizacional, hardware, software) a otro, y poder tener las siguientes 
características: 
 Facilidad para adaptarlo: El sistema trabajara bajo el sistema operativo 
Windows XP. 
 Facilidad para instalarlo: En el módulo del cliente se instalara el .NET 
Framework, para la aplicación, en el servidor de aplicaciones Web, se tendrá que 
instalar el Visual Studio.NET, y para el servidor de base de datos, se tendrá 
instalado el SQL  Server 2000. Las computadoras necesarias para este sistema 
tendrán las siguientes características: 
- Pentium IV, 1700 MHz, 512 MB RAM, Disco duro 40. 
 Capacidad de reemplazar: Podrá funcionar bajo versiones mas actualizadas del 
software requerido. 
 
 
 
  
3. Vista de Casos de uso del Sistema 
a. Relaciones entre actores 
Usuario
Director
Administrativo
 
 
b. Diagrama de paquetes 
Administración
Sistema Heredado
Web Services
Aplicaciones de Consumo
 
 
 
 
 
 
  
c. Vista de Casos de Uso por Paquete 
1. Módulo de Administración 
Director
Autorizar Registro de 
Alumnos
Autorizar Registro de 
Docentes
Autorizar Registro de 
Cursos
Autorizar Registro de 
Carreras
Autorizar Matricula
 
 
2. Modulo del Sistema Heredado 
Administrativo
Actualizar Registro de 
Alumnos
Actualizar Registro de 
Docentes
Actualizar Registro de 
Cursos
Actualizar Registro de 
Carreras
Matricular Alumnos
 
 
  
3. Modulo del Web Services 
Usuario
Consultar Alumnos
Consultar Docentes
Consultar Cursos
Consultar Carreras
Consultar Alumnos 
Matriculados
 
4. Módulo de Aplicaciones de Consumo 
Usuario
Consumir Registros de 
Alumnos Matriculados
Consumir Registros de 
Alumnos
Consumir Registros de 
Docentes
Consumir Registros de 
Cursos
Consumir Registros de 
Carreras
 
 
 
  
4. Especificaciones de Requerimientos de de Casos de Uso del Sistema 
1. Módulo de Administración 
a. Autorizar Matricula 
 El caso de uso es iniciado por el Director, con el objetivo de activar en el 
sistema el proceso de apertura de matrícula de alumnos.  
Escenarios  
a. Abrir matricula  
b. Cerrar matricula  
 
b. Autorizar Registro de Alumnos 
El caso de uso es iniciado por el Director, con el objetivo de activar en el sistema 
el proceso de inscripción de un alumno.  
Escenarios  
a. Abrir registro  
b. Cerrar registro  
 
c. Autorizar Registro de Docentes 
El caso de uso es iniciado por el Director, con el objetivo de activar en el sistema 
el proceso de inscripción de un docente.  
Escenarios  
a. Abrir registro  
b. Cerrar registro  
  
d. Autorizar Registro de Cursos 
El caso de uso es iniciado por el Director, con el objetivo de activar en el sistema 
el proceso de inscripción de un curso.  
Escenarios  
a. Abrir registro  
b. Cerrar registro  
 
e. Autorizar Registro de Carreras 
El caso de uso es iniciado por el Director, con el objetivo de activar en el sistema 
el proceso de inscripción de una carrera.  
Escenarios  
a. Abrir registro  
b. Cerrar registro  
 
2. Modulo del Sistema Heredado 
a. Matricular Alumnos 
El caso de uso es iniciado por un docente Administrativo, con el objetivo de 
proceder a los registro de matrícula de alumnos en el sistema.  
Escenarios  
a. Realizar procesos de matrícula de alumnos  
b. Cerrar proceso de matrícula de alumnos  
 
  
b. Actualizar Registro de Alumnos 
El caso de uso es iniciado por un docente Administrativo, con el objetivo de 
mantener actualizado el registro de alumnos en el sistema.  
Escenarios  
a. Adicionar un alumno  
b. Modificar datos de un alumno  
c. Dar de baja a un alumno  
 
c. Actualizar Registro de Docentes 
El caso de uso es iniciado por un docente Administrativo, con el objetivo de 
mantener actualizado el registro de docentes en el sistema.  
Escenarios  
a. Adicionar un alumno  
b. Modificar datos de un alumno  
c. Dar de baja a un alumno  
 
d. Actualizar Registro de Cursos 
El caso de uso es iniciado por un docente Administrativo, con el objetivo de 
mantener actualizado el registro de cursos en el sistema.  
Escenarios  
a. Adicionar un curso  
b. Modificar datos de un curso  
c. Dar de baja a un curso  
  
e. Actualizar Registro de Carreras 
El caso de uso es iniciado por un docente Administrativo, con el objetivo de 
mantener actualizado el registro de carreras en el sistema.  
Escenarios  
a. Adicionar una carrera  
b. Modificar datos de una carrera  
c. Dar de baja a una carrera  
 
3. Módulo del Web Services 
a. Consultar Alumnos Matriculados 
El caso de uso es iniciado por el Usuario, con el objetivo de invocar los servicios 
del Web Services, para la consulta de alumnos matriculados y ser mostrados en 
un estándar XML.  
Escenarios  
a. Consultar Invocar Alumnos Matriculados  
 
b. Consultar Alumnos 
El caso de uso es iniciado por el Usuario, con el objetivo de invocar los servicios 
del Web Services, para la consulta de alumnos y ser mostrados en un estándar 
XML.  
Escenarios  
a. Consultar Alumnos  
 
  
c. Consultar Docentes 
El caso de uso es iniciado por el Usuario, con el objetivo de invocar los servicios 
del Web Services, para la consulta de docentes y ser mostrados en un estándar 
XML.  
Escenarios  
a. Consultar Docentes 
 
d. Consultar Cursos 
El caso de uso es iniciado por el Usuario, con el objetivo de invocar los servicios 
del Web Services, para la consulta de cursos y ser mostrados en un estándar 
XML.  
Escenarios  
a. Consultar Cursos 
 
e. Consultar Carreras 
El caso de uso es iniciado por el Usuario, con el objetivo de invocar los servicios 
del Web Services, para la consulta de Carreras y ser mostrados en un estándar 
XML.  
Escenarios  
a. Consultar Carreras 
 
 
 
  
4. Módulo de Aplicaciones de Consumo 
a. Consumir Registros de Alumnos Matriculados 
El caso de uso es iniciado por el Usuario, con el objetivo de consultar los 
servicios del Web Services, para obtener la información de los alumnos 
matriculados.  
Escenarios  
a. Consumir Registros de Alumnos Matriculados 
 
b. Consumir Registros de Alumnos 
El caso de uso es iniciado por el Usuario, con el objetivo de consultar los 
servicios del Web Services, para obtener la información de los alumnos.  
Escenarios  
a. Consumir Registros de Alumnos 
 
c. Consumir Registros de Docentes 
El caso de uso es iniciado por el Usuario, con el objetivo de consultar los 
servicios del Web Services, para obtener la información de los docentes.  
Escenarios  
a. Consumir Registros de Docentes 
 
d. Consumir Registros de Cursos 
El caso de uso es iniciado por el Usuario, con el objetivo de consultar los 
servicios del Web Services, para obtener la información de los cursos.  
Escenarios  
a. Consumir Registros de Cursos 
  
e. Consumir Registros de Carreras 
El caso de uso es iniciado por el Usuario, con el objetivo de consultar los 
servicios del Web Services, para obtener la información de las carreras.  
Escenarios  
a. Consumir Registros de Carreras 
 
 
5. Diagramas de Realización de Casos de Uso 
1. Módulo de Sistema Heredado 
«use-case realization»
Actualizar Registro de Alumnos
«use-case realization»
Actualizar Registro de Docentes
«use-case realization»
Actualizar Registro de Cursos
«use-case realization»
Actualizar Registro de Carreras
Actualizar Registro de 
Alumnos
Actualizar Registro de 
Docentes
Actualizar Registro de 
Cursos
Actualizar Registro de 
Carreras
Matricular Alumnos «use-case realization»
Matricular Alumnos
 
 
 
  
2. Modulo del Web Services 
«use-case realization»
Consultar Alumnos
«use-case realization»
Consultar Docentes
«use-case realization»
Consultar Cursos
«use-case realization»
Consultar Carreras
Consultar Alumnos
Consultar Docentes
Consultar Cursos
Consultar Carreras
«use-case realization»
Consultar Alumnos Matriculados
Consultar Alumnos 
Matriculados
 
 
3. Módulo de Aplicaciones de Consumo 
«use-case realization»
Consumir Registros de Alumnos
«use-case realization»
Consumir Registros de Docentes
«use-case realization»
Consumir Registros de Cursos
«use-case realization»
Consumir Registros de Carreras
Consumir Registros de 
Alumnos
Consumir Registros de 
Docentes
Consumir Registros de 
Cursos
Consumir Registros de 
Carreras
Consumir Registros de 
Alumnos Matriculados
«use-case realization»
Consumir Registros de Alumnos 
Matriculados
 
 
  
6. Diagramas de Clases  
a. Diagrama de Clases (Modelo Lógico) 
Alumnos
+ AlumnoID
+ Apellidos
+ Nombres
Docentes
+ DocenteID
+ Apellidos
+ Nombre
Curso
+ CursoID
+ Curso
+ Creditos
+ HTeo
+ Hlabo
+ HPrac
+ Ciclo
+ Grupo
+ SubGrupo
Carreras
+ CarreraID
+ Descripcion
Matricula
+ numero
+ Ciclo
Detalle_Matricula
+ numero_detalle
+ fecha_apertura
+ fecha_cierre
Carga_Lectiva
+ Codigo
+ Semestre
+ HorasSecion
+ DiasSecion
Historico_Notas
+ nota
+ Estado
Alumno_Matriculado
+ numero
1..*
1..*
1..*
1..*
1..*
1..*
1
1..*
1
1..*
1..*
1..*
1..*
1..*
1..*1..*
1..*
1..*
1
1..*
1..*
1..*
1..*1..*
1
1
1..*
1 1..*
1
1..*
1..*
1..*
1
 
b. Diagrama de Clases de Aplicaciones Integradas (Prueba y Consumo). 
Wrapper
+ realizar llamada de consulta de alumnos matriculados (  )
+ adaptar funcionalidades alumnos matriculados (  )
+ realizar llamada de consulta de alumnos (  )
+ adaptar funcionalidades alumnos (  )
+ realizar llamada de consulta de docentes (  )
+ adaptar funcionalidades docentes (  )
+ realizar llamada de consulta de cursos (  )
+ adaptar funcionalidades curso (  )
+ realizar llamada de consulta de carreras (  )
+ adaptar funcionalidades carreras (  )
Curso
+ acceder funcionalidades curso (  )
+ crear invocacion cursos (  )
+ accesar consulta de cursos (  )
Alumnos
+ acceder funcionalidades alumnos (  )
+ crear invocacion alumnos (  )
+ accesar consulta alumnos (  )
Docentes
+ acceder funcionalidades docentes (  )
+ crear invocacion docentes (  )
+ accesar consulta de docentes (  )
Carreras
+ acceder funcionalidades carreras (  )
+ crear invocacion carreras (  )
+ accesar consulta de carreras (  )
Alumno_Matriculado
+ acceder funcionalidades alumnos matriculados (  )
+ crear invocacion de alumnos matriculados (  )
+ accesar consulta de alumnos matriculados (  )
ConsultaWebServicesManager
+ find consulta de alumnos matriculados (  )
+ invocar alumnos matriculados (  )
+ find consulta de alumnos (  )
+ invocar alumnos (  )
+ find consulta de docentes (  )
+ invocar docentes (  )
+ find consulta de cursos (  )
+ invocar cursos (  )
+ find consulta de carreras (  )
+ invocar carreras (  )
ConsumoWebServicesManager
+ find consulta de alumnos matriculados (  )
+ find consulta de alumnos (  )
+ find consulta de docentes (  )
+ find consulta de cursos (  )
+ find consulta de carreras (  )
ConsumoWebServices
+ mostrar consulta de alumnos matriculados (  )
+ mostrar consulta de alumnos matriculados por numero de matricula (  )
+ mostrar consulta de alumnos (  )
+ mostrar consulta de docentes (  )
+ mostrar consulta de cursos (  )
+ mostrar consulta de carreras (  )
WebServices
+ mostar invocacion de alumnos matriculados (  )
+ mostar invocacion de alumnos matriculados por numero de matricula (  )
+ mostrar invocacion de alumnos (  )
+ mostar invocacion de docentes (  )
+ mostrar invocacion de cursos (  )
+ mostrar invocacion de carreras (  )
 
  
7. Diagramas de Secuencia 
1. Módulo de Sistema Heredado 
a. Actualizar Registro de Alumnos 
Object5 : AlumnosObject4 : CarrerasObject2 : FormMantenimiento
Alumnos
Object3 : MantenimientoAlumnos
Manager
Object1 : Administrativo
1 : \abrir mantenimiento de alumnos\ 
2 : \find alumnos pendientes a 
ingresar\ 
3 : \mostar alumnos\ 
4 : \seleccionar alumnos\ 
5 : \autorizar ingreso de los alumnos 
seleccionados\ 
6 : \autorizar ingreso de alumnos\ 
7 : \crear autorizacion\ 
8 : \guardar ingreso de alumnos 
autorizados\ 
Para cada alumno
 
b. Actualizar Registro de Docentes 
Object3 : MantenimientoDocentes
Manager
Object4 : DocentesObject2 : FormMantenimiento
Docentes
Object1 : Administrativo
1 : \abrir mantenimiento de docentes\ 
2 : \find docentes pendientes a 
ingresar\ 
3 : \mostar docentes\ 
4 : \seleccionar docentes\ 
5 : \autorizar ingreso de los docentes 
seleccionados\ 
6 : \autorizar ingreso de docentes\ 
7 : \crear autorizacion\ 
8 : \guardar ingreso de docentes 
autorizados\ 
Para cada docente
 
  
c. Actualizar Registro de Cursos 
Object5 : CursoObject4 : CarrerasObject3 : MantenimientoCursos
Manager
Object2 : FormMantenimiento
Cursos
Object1 : Administrativo
1 : \abrir mantenimiento de cursos\ 
2 : \find cursos pendientes a ingresar\ 
3 : \mostar cursos\ 
4 : \seleccionar cursos\ 
5 : \autorizar ingreso de los cursos 
seleccionados\ 
6 : \autorizar ingreso de cursos\ 
7 : \crear autorizacion\ 
8 : \guardar ingreso de cursos 
autorizados\ 
Para cada curso
 
d. Actualizar Registro de Carreras 
Object4 : CarrerasObject1 : Administrativo Object2 : FormMantenimiento
Carreras
Object3 : MantenimientoCarreras
Manager
1 : \abrir mantenimiento de carreras\ 
2 : \find carreras a consultar\ 
3 : \mostar carreras\ 
4 : \seleccionar carreras\ 
5 : \autorizar consulta de carreras\ 
6 : \autorizar consulta de carreras\ 
7 : \crear autorizacion\ 
8 : \guardar ingreso de carreras 
autorizados\ 
Por cada carrera
 
 
  
e. Matricular Alumnos 
Object6 : AlumnosObject4 : Carreras Object5 : Curso Object7 : AlumnoMatriculadoObject2 : FormAbrirMatricula Object3 : MatriculaManagerObject1 : Administrativo
1 : \abrir matricula\ 2 : \find alumnos con matricula por 
abrir\ 
3 : \get alumno\ 
4 : \mostrar apellidos y nombres\ 
5 : \get carrera\ 
6 : \mostar carrera y carreraID\ 
7 : \asignar número de matricula\ 
8 : \seleccionar curso\ 
9 : \indica abrir curso seleccionado\ 
10 : \abrir matricula de curso\ 
11 : \mostar curso, cursoID, grupo, 
subgrupo\ 
12 : \abrir matricula\ 
13 : \crear matricula\ 
14 : \matricular alumno\ 
 
2. Modulo del Web Services 
a. Consultar Alumnos Matriculados 
Object1 : Usuario Object3 : ConsultaWebServices
Manager
Object5 : AlumnoMatriculadoObject2 : WebServices Object4 : Wrapper
1 : \abrir consulta de alumnos 
matriculados\ 2 : \find consulta de alumnos 
matriculados\ 3 : \realizar llamada de consulta de 
alumnos matriculados\ 4 : \acceder funcionalidades alumnos 
matriculados\ 
5 : \adaptar funcionalidades alumnos 
matriculados\ 
6 : \invocar alumnos matriculados\ 
7 : \invocar alumnos matriculados\ 8 : \crear invocacion de alumnos 
matriculados\ 
9 : \mostar invocacion de alumnos 
matriculados\ 
10 : \mostar invocacion de alumnos 
matriculados por numero de 
matricula\ 
 
  
b. Consultar Alumnos 
Object4 : WrapperObject3 : ConsultaWebServices
Manager
Object2 : WebServicesObject1 : Usuario Object5 : Alumnos
1 : \abrir consulta de alumnos\ 
2 : \find consulta de alumnos\ 3 : \realizar llamada de consulta de 
alumnos\ 
4 : \acceder funcionalidades alumnos\ 
5 : \adaptar funcionalidades alumnos\ 
6 : \invocar alumnos\ 
7 : \invocar alumnos\ 
8 : \crear invocacion alumnos\ 
9 : \mostar invocacion de alumnos\ 
 
c. Consultar Docentes 
Object2 : WebServices Object5 : DocentesObject1 : Usuario Object4 : WrapperObject3 : ConsultaWebServices
Manager
1 : \abrir consulta de docentes\ 
2 : \find consulta de docentes\ 
3 : \realizar llamada de consulta de 
docentes\ 4 : \acceder funcionalidades 
docentes\ 
5 : \adaptar funcionalidades docentes\ 
6 : \invocar docentes\ 
7 : \invocar docentes\ 
8 : \crear invocacion docentes\ 
9 : \mostar invocacion de docentes\ 
 
  
d. Consultar Cursos 
Object2 : WebServices Object5 : CursoObject1 : Usuario Object3 : ConsultaWebServices
Manager
Object4 : Wrapper
1 : \abrir consulta de cursos\ 
2 : \find consulta de cursos\ 3 : \realizar llamada de consulta de 
cursos\ 
4 : \acceder funcionalidades curso\ 
5 : \adaptar funcionalidades curso\ 
6 : \invocar cursos\ 
7 : \invocar cursos\ 
8 : \crear invocacion cursos\ 
9 : \mostar invocacion de cursos\ 
 
e. Consultar Carreras 
Object5 : CarrerasObject4 : WrapperObject1 : Usuario Object3 : ConsultaWebServices
Manager
Object2 : WebServices
1 : \abrir consulta de carreras\ 
2 : \find consulta de carreras\ 
3 : \realizar llamada de consulta de 
carreras\ 
4 : \acceder funcionalidades carreras\ 
5 : \adaptar funcionalidades carreras\ 
6 : \invocar carreras\ 
7 : \invocar carreras\ 
8 : \crear invocacion carreras\ 
9 : \mostar invocacion de carreras\ 
 
  
3. Módulo de Aplicaciones de Consumo 
a. Consumir Registros de Alumnos 
Object5 : AlumnosObject4 : WrapperObject3 : ConsumoWebServices
Manager
Object2 : ConsumoWebServicesObject1 : Usuario
1 : \abrir consulta de alumnos\ 
2 : \find consulta de alumnos\ 3 : \realizar llamada de consulta de 
alumnos\ 
4 : \accesar consulta de alumnos\ 
5 : \mostar consulta de alumnos\ 
 
b. Consumir Registros de Docentes 
Object5 : DocentesObject4 : WrapperObject3 : ConsumoWebServices
Manager
Object2 : ConsumoWebServicesObject1 : Usuario
1 : \abrir consulta de docentes\ 
2 : \find consulta de docentes\ 3 : \realizar llamada de consulta de 
docentes\ 
4 : \accesar consulta de docentes\ 
5 : \mostrar consulta de docentes\ 
 
c. Consumir Registros de Cursos 
Object5 : CursoObject4 : WrapperObject3 : ConsumoWebServices
Manager
Object2 : ConsumoWebServicesObject1 : Usuario
1 : \abrir consulta de cursos\ 
2 : \find consulta de cursos\ 3 : \realizar llamada de consulta de 
cursos\ 
4 : \accesar consulta de cursos\ 
5 : \mostar consulta de cursos\ 
 
 
  
d. Consumir Registros de Carreras 
Object5 : CarrerasObject4 : WrapperObject3 : ConsumoWebServices
Manager
Object2 : ConsumoWebServicesObject1 : Usuario
1 : \abrir consulta de carreras\ 
2 : \find consulta de carreras\ 3 : \realizar llamada de consulta de 
carreras\ 
4 : \accesar consulta de carreras\ 
5 : \mostrar consulta de carreras\ 
 
e. Consumir Registros de Alumnos Matriculados 
Object5 : AlumnoMatriculadoObject4 : WrapperObject3 : ConsumoWebServices
Manager
Object2 : ConsumoWebServicesObject1 : Usuario
1 : \abrir consulta de alumnos 
matriculados\ 
2 : \find consulta de alumnos 
matriculados\ 3 : \realizar llamada de consulta de 
alumnos matriculados\ 4 : \accesar consulta de alumnos 
matriculados\ 
5 : \mostrar consulta de alumnos 
matriculados\ 
6 : \mostrar consulta de alumnos 
matriculados por número de 
matricula\ 
 
 
 
 
 
 
 
  
Modelo de Diseño 
1. Arquitectura de Software  
1.1 Vista Lógica 
1.1.1. Vista General 
a) Diagrama de Paquetes entre Capas 
 
«layer»
Presentación
«layer»
Lógica del Negocio
«layer»
Persistencia
 
 
Capa de Presentación 
En esta capa se ubican todos los componentes de la interfaz de usuario: form. 
Capa de Negocio 
Toda la lógica de negocio se ubica en esta capa.  
Capa de Persistencia 
Esta capa contiene todas las clases encargadas de las operaciones con la base de datos.  
 
b) Diagrama de Paquetes entre Subsistemas 
«sub-system»
Sistema Heredado
«sub-system»
Web Services
«sub-system»
Aplicaciones de Consumo
 
  
 
c) Mecanismos de Diseño de Tres Capas (Capa de Persistencia) 
1. Sistema Heredado 
Presentación Lógica del Negocio Persistencia 
Interfaces de 
Usuario del 
Sistema 
Heredado 
Lógica del Negocio 
del Sistema Heredado 
Conexión de Datos del Sistema Heredado  
 
 
Conexion ADO
Alumnos_Matriculados ADO Alumnos ADO Docentes ADO Curso ADO Carreras ADO
 
 
Persistencia: En Sistema Heredado, se va a manejar la persistencia utilizando los 
patrones ADO (Objetos de Datos ActiveX), para cada una de las entidades del negocio 
identificadas, que se comunicaran a un ADO general, el cual se encarga de hacer la 
conexión directa a la base de datos.  
2. Web Services 
Presentación Lógica del 
Negocio 
Persistencia 
Interfaces de Usuario del 
Web Services 
Lógica del 
Negocio del 
Web Services 
Conexión de Datos del Web Services 
 
 
Conexion DAO
Alumnos DAO Docentes DAO Curso DAO Carreras DAOAlumnos_Matriculados DAO
 
 
  
Persistencia: En el servicio de Web Services, se va a manejar la persistencia utilizando 
los patrones DAO (Data Access Object), para cada una de las entidades del negocio 
identificadas, que se comunicaran a un DAO general, el cual se encarga de hacer la 
conexión directa a la base de datos.  
3. Aplicaciones de Consumo  
Presentación Lógica del 
Negocio 
Persistencia 
Interfaces de Usuario de 
las Aplicaciones de 
Consumo 
Lógica del 
Negocio de 
Aplicaciones de 
Consumo 
Conexión de Datos de las Aplicaciones de 
Consumo 
 
«sub-system»
Aplicaciones de Consumo
 
 
 
Conexion DAO
Alumnos DAO Docentes DAO Curso DAO Carreras DAOAlumnos_Matriculados DAO
 
 
Persistencia: En el servicio de Web Services, se va a manejar la persistencia utilizando 
los patrones DAO (Data Access Object), para cada una de las entidades del negocio 
identificadas, que se comunicaran a un DAO general, el cual se encarga de hacer la 
conexión directa a la base de datos.  
 
 
 
 
 
  
d) Diagrama de Paquetes por cada Subsistema (Capa de Lógica del Negocio)  
1. sub-system: Sistema Heredado 
«sub-system»
Sistema Heredado
Matricular Alumnos
Actualizar Registro de 
Alumnos
Actualizar Registro de 
Docentes
Actualizar Registro de 
Cursos
Actualizar Registro de 
Carreras
 
2. sub-system: Web Services 
«sub-system»
Web Services
Consultar Alumnos 
Matriculados
Consultar Alumnos Consultar Docentes Consultar Cursos Consultar Carreras
 
3. sub-system: Aplicaciones de Consumo 
«sub-system»
Aplicaciones de Consumo
Consumir Registro de 
Alumnos Matriculados
Consumir Registro de  
Alumnos
Consumir Registro de 
Docentes
Consumir Registro de 
Cursos
Consumir Registro de 
Carreras
 
 
  
1.2. Vista de Despliegue 
1. Sistema Heredado 
a. Diagrama de Despliegue mostrando la Arquitectura de Hardware/Software del  
     Sistema Heredado 
«Windows XP»
PC Cliente     
(Visual Studio 6.0)
«SQL Server 2000»
Servidor de Base de Datos
«Windows XP»
Servidor Aplicaciones  
(Visual Basic 6.0)
PC de Matricula y 
Mantenimientos 
(Administrativo)
Base de Datos 
(Matricula)
 
 
b. Diagrama de Despliegue del sistema, indicando la ubicación de los componentes 
de  
     distribución del Sistema Heredado 
«Windows XP»
Cliente
Visual Studio 6.0
«frm vb»
Presentación      
(Menu, Interfaces)
«Windows XP»
Servidor Aplicaciones
Visual Basic 6.0
«dll»
Lógoca Negocio
«dll»
Acceso Datos
«SQL Server 2000»
Servidor de Base de Datos
SQL Server 2000
Stored Procedure Tablas
 
 
 
 
  
 
2. Web Services 
a. Diagrama de Despliegue mostrando la Arquitectura de Hardware/Software del 
Web Services 
«Windows XP»
Cliente                
(Visual Studio.NET )
«Windows XP»
Servidor Web
«SQL Server 2000»
Servidor de Base de Datos
Base de Datos 
(Matricula)
Invocación y Consultas de 
Servicios Web (Usuario)  
 
b. Diagrama de Despliegue del sistema, indicando la ubicación de los componentes 
de distribución del Web Services 
«Windows XP»
Cliente
Visual Studio.NET
«csproj»
Presentación 
(Interfaces Web)
«Windows XP»
Servidor Web
IIS
«cs»
Lógica del 
Negocio 
Wrapper        
(Servicios Web)
«dll»
Acceso a Datos
«SQL Server 2000»
Servidor de Base de Datos
SQL Server 2000
«sp»
Stored Procedure
«db»
Tablas
 
 
 
 
 
 
  
 
3. Aplicaciones de Consumo 
a) Diagrama de Despliegue mostrando la Arquitectura de Hardware/Software de 
la nueva Aplicación de Consumo 
«Windows XP»
Cliente         
(Visual Studio.NEt)
«Windows XP»
Servidor Web
«SQL Server 2000»
Servidor de Base de 
Datos
Base de 
Datos 
(Matricula)
Consumo de Servicios 
(Usuario)  
 
b) Diagrama de Despliegue del sistema, indicando la ubicación de los componentes 
de distribución de Aplicaciones de Consumo 
«Windows XP»
Cliente
Visual Studio.NET
«csproj»
Presentación 
(Interfaces Web)
«Windows XP»
Servidor Web
IIS
«dll»
Acceso a Datos
«SQL Server 2000»
Servidor de Base de Datos
SQL Server 2000
«sp»
Stored Procedure
«db»
Tablas
«cs»
Lógica Negocio  
Acceso Web Services 
(Wrapper)
«asmx»
Aplicaciones de Consumo
 
 
 
 
 
  
 
1.3 Vista de Datos (Modelo Físico) 
 
 
 
 
 
 
 
 
 
 
 
  
 
ANEXO 2 
INTERFACES DEL SISTEMA HEREDADO 
Interfaces del Sistema Heredado 
A continuación, se muestran las interfaces que representan al Sistema Heredado, con sus 
respectivas funcionalidades (Alumnos, Docentes, Cursos, y Carreras, Matricula de 
Alumnos). Desarrollado en Visual Basic 6.0. 
  
 Menú de Acceso a las funcionalidades del Sistema Heredado 
En esta interfaz, se acceden a las funcionalidades del Sistema Heredado. (Ver figura 
7.1). 
 
  
Figura 7.1. Sistema Heredado: Interfaz de menú de la aplicación 
 
 Interfaz de Matricula de Alumnos 
En esta interfaz, se aprecia la funcionalidad del Sistema Heredado con respecto al 
registro de matrícula de alumnos. (Ver figura 7.2). 
 
Figura 7.2. Sistema Heredado: Interfaz de Matricula de Alumnos 
 
 
 
  
 
 
 Interfaz de Mantenimiento de Alumnos  
En esta interfaz, se aprecia la funcionalidad del Sistema Heredado con respecto al 
mantenimiento de los alumnos. (Ver figuras 7.3). 
 
Figura 7.3. Sistema Heredado: Interfaz de Mantenimiento de Alumnos 
 
 Interfaz de Mantenimiento de Docentes  
En esta interfaz, se aprecia la funcionalidad del Sistema Heredado con respecto al 
mantenimiento de los docentes. (Ver figura 7.4). 
 
  
 
Figura 7.4. Sistema Heredado: Interfaz de Mantenimiento de Docentes 
 
 Interfaz de Mantenimiento de Cursos  
En esta interfaz, se aprecia la funcionalidad del Sistema Heredado con respecto al 
mantenimiento de los cursos. (Ver figura 7.5). 
 
  
 
Figura 7.5. Sistema Heredado: Interfaz de Mantenimiento de Cursos 
 
 Mantenimiento de Carreras 
En esta interfaz, se aprecia la funcionalidad del Sistema Heredado con respecto al 
mantenimiento de carreras registradas. (Ver figura 7.6). 
 
  
 
Figura 7.6. Sistema Heredado: Interfaz de Mantenimiento de Carreras 
 
 
 
 
 
 
 
 
 
 
 
  
ANEXO 3 
CODIGO Y INTERFACES DEL WEB SERVICES 
Código del Servicio Wrapper 
A continuación, se muestra el código del servicio Wrapper. (Ver código 7.1) 
 
using System; 
using System.Data; 
using System.Data.SqlClient; 
namespace SistemaLegacy 
{ 
 /// <summary> 
 /// Descripción breve de Wrapper. 
 /// </summary> 
  
  
 /// <summary> 
 /// SE DEFINE EL ADAPTADOR DE SERVICIOS  
 /// </summary> 
 public class Wrapper 
 {  
  private SqlDataAdapter da; 
  private DataSet ds = new DataSet(); 
  private SqlConnection con; 
   
  public Wrapper() 
  { 
  //cadena de conexión a la base de datos 
  //la base de datos se establecerá o indicará en 
Web.config 
  string[] cadena ; 
  cadena = 
System.Configuration.ConfigurationSettings.AppSettings.GetV
alues("conexion"); 
  con = new SqlConnection(cadena[0]) ; 
  } 
 
//RETORNA MEDIANTE EL DATASET TODOS LOS CURSOS REGISTRADOS 
EN LA BASE DE DATOS (STORED PROCEDURES) 
  public DataSet VerCursos () 
  { 
   da=new SqlDataAdapter("spCursos",con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.Fill(ds,"cursos"); 
   return ds; 
  
  } 
//RETORNA MEDIANTE EL DATASET TODOS LOS ALUMNOS REGISTRADOS 
EN LA BASE DE DATOS (STORED PROCEDURES) 
  public DataSet ConsultaAlumnos ()  
  { 
   da = new SqlDataAdapter("spConsultaAlumno", 
con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.Fill (ds, "Alumnos"); 
   return ds; 
  }   
//RETORNA MEDIANTE EL DATASET TODOS LAS CARRERAS 
REGISTRADOS EN LA BASE DE DATOS (STORED PROCEDURES)   
  public DataSet ConsultaCarreras () 
  { 
   da = new SqlDataAdapter("spCarrera", con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.Fill (ds, "Carreras"); 
   return ds; 
  }  
//RETORNA MEDIANTE EL DATASET TODOS LOS DOCENTES 
REGISTRADOS EN LA BASE DE DATOS (STORED PROCEDURES) 
  public DataSet ConsultaDocentes() 
  { 
   da = new 
SqlDataAdapter("spConsultaDocentes", con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.Fill (ds, "Docentes"); 
   return ds; 
  } 
  
  public DataSet ConsultaAlumnoMatriculado (string 
numero)//Busca alumnos matriculados por numero de matricula 
  { 
   da = new 
SqlDataAdapter("spAlumnoMatriculado", con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.SelectCommand.Parameters.Add ("@numero", 
numero); 
   da.Fill (ds, "matriculado");   
   return ds; 
  } 
   
  
  public DataSet ConsultaMatriculados ()//MUESTRA 
TODOS LOS ALUMNOS EXISTENTES  
  { 
   da = new 
SqlDataAdapter("spConsultarMatriculados", con); 
  
 da.SelectCommand.CommandType=CommandType.StoredProcedu
re; 
   da.Fill (ds, "Todas"); 
   return ds; 
  } 
 } 
} 
 
Código 7.1: Código del Wrapper 
 
Código del Servicio Cliente del Web Services 
A continuación, se muestra el código de llamada al servicio Wrapper por parte del 
servicio cliente de Web Services, para la invocación de los servicios (invocación de 
funcionalidades adaptadas del Sistema Heredado). (Ver código 7.2) 
 
using System; 
using System.Collections; 
using System.ComponentModel; 
using System.Data; 
using System.Diagnostics; 
using System.Web; 
using System.Web.Services; 
using System.Data.SqlClient; 
 
namespace SistemaLegacy 
{ 
 /// <summary> 
 /// Descripción breve de Consultas. 
 /// </summary> 
 public class Consultas : 
System.Web.Services.WebService 
 { 
  private DataSet ds = new DataSet();  
  public Consultas() 
  { 
   InitializeComponent(); 
  }   
  #region Component Designer generated code 
  //Required by the Web Services Designer  
  
  private IContainer components = null; 
  /// <summary> 
  /// Required method for Designer support - do not 
modify 
  /// the contents of this method with the code 
editor. 
  /// </summary> 
  private void InitializeComponent() 
  { 
  } 
  /// <summary> 
  /// Clean up any resources being used. 
  /// </summary> 
  protected override void Dispose( bool disposing ) 
  { 
   if(disposing && components != null) 
   { 
    components.Dispose(); 
   } 
   base.Dispose(disposing);   
  } 
   
  #endregion 
 
//DEVUELVE LA DATA DE ALUMNOS REGISTRADOS EN LA BD MEDIANTE 
LA INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet ConsultaAlumnos () 
  { 
   Wrapper w=new Wrapper(); //Creación del 
objeto para invocar la clase Wrapper (w)   
   return w.ConsultaAlumnos(); // invoca 
mediante el obj creado, los alumnos registrados  
  } 
//DEVUELVE LA DATA DE CARRERAS REGISTRADOS EN LA BD 
MEDIANTE LA INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet ConsultaCarreras () 
  { 
   Wrapper w=new Wrapper(); //Creación del 
objeto para invocar la clase Wrapper (w)   
   return w.ConsultaCarreras();  // invoca 
mediante el obj creado, las carreras registradas 
  } 
//DEVUELVE LA DATA DE CURSOS REGISTRADOS EN LA BD MEDIANTE 
LA INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet VerCursos() 
  { 
   Wrapper w=new Wrapper();  //Creación del 
objeto para invocar la clase Wrapper (w)   
  
   return w.VerCursos();   // invoca mediante 
el obj creado, los cursos registrados 
  } 
//DEVUELVE LA DATA DE DOCENTES REGISTRADOS EN LA BD 
MEDIANTE LA INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet ConsultarDocentes() 
  { 
   Wrapper w=new Wrapper();  //Creación del 
objeto para invocar la clase Wrapper (w)   
   return w.ConsultaDocentes();  // invoca 
mediante el obj creado, los docentes registrados 
  } 
//DEVUELVE LA DATA DE ALUMNOS MATRICULADOS PARA LA 
INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet Matriculados() 
  { 
   Wrapper w=new Wrapper();  //Creación del 
objeto para invocar la clase Wrapper (w) 
   return w.ConsultaMatriculados(); // invoca 
mediante el obj creado, los alumnos matriculados 
  } 
//DEVUELVE LA DATA DE UN ALUMNO MATRICULADO PARA LA 
INVOCACIÓN DE LA CLASE WRAPPER 
  [WebMethod] 
  public DataSet Matriculado(string numero) 
  { 
   Wrapper w=new Wrapper();   //Creación del 
objeto para invocar la clase Wrapper (w) 
   return w.ConsultaAlumnoMatriculado(numero);  
// invoca mediante el obj creado, un alumno matriculado 
  } 
    } 
} 
Código 7.2: Código de llamada al servicio Wrapper por parte del Web Services 
 
Interfaces del Web Services 
A continuación, se muestra la aplicabilidad de la nueva estrategia de Web Services y sus 
estándares. Esta estrategia permite reutilizar y exponer las funcionalidades existentes 
del Sistema Heredado.  
 
  
 Interfaces de Prueba del Web Services  
A continuación, se muestran las interfaces de invocación de servicios del Web Services 
(reutilizando las funcionalidades del Sistema Heredado). 
En esta interfaz, se muestran los servicios de invocación de consulta del Web Services, 
las cuales se encuentran ubicadas dentro de un repositorio de servicios (UDDI) y 
establecidos dentro de un WSDL. (Ver figura: 7.7). 
 
Figura 7.7. Prueba del Web Services: Interfaz invocación de servicios 
 
 Invocar Alumnos Matriculados 
En estas interfaces, se permite demostrar la invocación de la funcionalidad del Sistema 
Heredado con respecto a los alumnos matriculados utilizando Web Services, el cual 
  
brinda como respuesta de servicio estándar en XML. También, se puede apreciar el 
procesamiento de mensajes por medio de SOAP. (Ver figuras: 7.8, 7.9, 7.10, 7.11). 
 
 
Figura 7.8. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Alumnos Matriculados 
  
 
Figura 7.9. Interfaz Web de Respuesta al servicio de invocación de Alumnos 
Matriculados en XML 
 
  
Figura 7.10. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Alumnos Matriculados por orden de matricula 
 
Figura 7.11. Interfaz Web de Respuesta al servicio de invocación de Alumnos 
Matriculados por orden de matrícula en XML 
 
 Invocar Alumnos 
En estas interfaces, se permite demostrar la invocación de la funcionalidad del Sistema 
Heredado con respecto a los alumnos utilizando Web Services, el cual brinda como 
respuesta de servicio estándar en XML. También, se puede apreciar el procesamiento de 
mensajes por medio de SOAP. (Ver figuras: 7.12, 7.13). 
 
  
 
Figura 7.12. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Alumnos 
 
Figura 7.13. Interfaz Web de Respuesta al servicio de invocación de Alumnos en XML 
  
 Invocar Docentes 
En estas interfaces, se permite demostrar la invocación de la funcionalidad del Sistema 
Heredado con respecto a los docentes utilizando Web Services, el cual brinda como 
respuesta de servicio estándar en XML. También, se puede apreciar el procesamiento de 
mensajes por medio de SOAP. (Ver figuras: 7.14, 7.15). 
 
Figura 7.14. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Docentes 
  
 
Figura 7.15. Interfaz Web de Respuesta al servicio de invocación de Docentes en XML 
 
 Invocar Cursos 
En estas interfaces, se permite demostrar la invocación de la funcionalidad del Sistema 
Heredado con respecto a los cursos utilizando Web Services, el cual brinda como 
respuesta de servicio estándar en XML. También, se puede apreciar el procesamiento de 
mensajes por medio de SOAP. (Ver figuras: 7.16, 7.17). 
 
  
 
Figura 7.16. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Cursos 
 
Figura 7.17. Interfaz Web de Respuesta al servicio de invocación de Cursos en XML 
  
 Invocar Carreras 
En estas interfaces, se permite demostrar la invocación de la funcionalidad del Sistema 
Heredado con respecto a las carreras utilizando Web Services, el cual brinda como 
respuesta de servicio estándar en XML. También, se puede apreciar el procesamiento de 
mensajes por medio de SOAP. (Ver figuras: 7.18, 7.19). 
 
Figura 7.18. Prueba del Web Services: Interfaz invocación de servicios de consulta de 
Carreras 
  
 
Figura 7.19. Interfaz Web de Respuesta al servicio de invocación de Carreras en XML 
 
 
 
 
 
 
 
 
 
  
 
ANEXO 4 
INTERFACES DE LA APLICACIÓN DE CONSUMO 
 
Interfaces de Consumo del Web Services 
A continuación, se muestran las interfaces de consumo del Web Services, como 
servicios de consulta de usuario en nuevos tipos de aplicaciones integrados. (Ver figuras 
7.20, 7.21, 7.22, 7.23, 7.24, 7.25, 7.26). 
 
Figura 7.20. Consumo Web Services: Consultas 
  
 
  Figura 7.21. Consumo Web Services Alumnos Matriculados 
 
Figura 7.22. Consumo Web Services Alumnos Matriculados por búsqueda de número 
matricula 
  
 
Figura 7.23. Consumo Web Services Alumnos 
 
Figura 7.24. Consumo Web Services Docentes 
  
 
Figura 7.25. Consumo Web Services Cursos 
 
Figura 7.26. Consumo Web Services Carreras 
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