Abstract-Relationships between Unified Modeling Language (UML) diagrams are complex. The complexity leads to inconsistencies between UML diagrams easily. This paper focus on how to identify and check inconsistencies between UML diagrams. 13 consistency rules are given to identify inconsistencies between the most frequent 6 types of UML diagrams in the domain of information systems analysis and design. These diagrams are as follows: Use Case Diagrams, Class Diagrams, Activity Diagrams, State Machine Diagrams, Sequence Diagrams and Communication Diagrams. 4 methods are given to check inconsistencies between UML diagrams as follows: manual check, compulsory restriction, automatic maintenance, dynamic check. These rules and methods are helpful for developers to model information systems.
INTRODUCTION
Unified Modeling Language (UML) defines 13 types of diagrams which support developers to model information systems from different angles and levels. This kind of multiview modeling way, on the one hand is useful to reduce complexity of models, on the other hand leads to inconsistencies between diagrams easily. Even though there are some researches on inconsistencies between UML diagrams, some of them are not perfect. Firstly, some researches don't discuses this issue completely. For example, Licong Tian argues that "Activity Diagrams is a kind of State Machine Diagrams. Consistency rules between Activity Diagrams and other Diagrams are the same as State Machine Diagrams. So I will don't discuses it in detail." [1] . In fact, there are some consistency rules between Activity Diagrams and other Diagrams. In addition, inconsistencies between Use Case Diagrams and other Diagrams are discussed rarely. Secondly, some conclusions are inaccurate. Xiaojian Liu argues that "if an operation of a class can call an operation of another class, there must be an association relationship between the two classes." [2] . This thought actually misunderstands the association relationship. This paper discuses how to identify and check inconsistencies between UML diagrams. But only 6 types of diagrams used frequently in the domain of information systems analysis and design are discussed as follows: Use Case Diagrams, Class Diagrams, Activity Diagrams, State Machine Diagrams, Sequence Diagrams, and Communication Diagrams.
II. IDENTIFICATION OF INCONSISTENCIES BETWEEN UML

DIAGRAMS
How can we judge UML diagrams are consistent or not? Rules are needed. Some consistency rules that help developers to find out inconsistencies are illustrated bellow.
A. Consistency rules between Class Diagrams and Sequence
Diagrams Class Diagrams describe classes, interfaces and relationships between them. A sequence diagram is a form of interaction diagram which shows objects as lifelines running down the page, with their interactions over time represented as messages drawn as arrows from the source lifeline to the target lifeline. Let's take the diagrams in Fig.1 as an example to explain consistency rules between the two diagrams. Rule 01: an object in Sequence Diagrams must be an instance of a normal class in Class Diagrams.
An object can not be created by itself, only be created by a class. In Fig.1 , object "a" is an instance of class "A", object "b" is an instance of class "B", but the class that object "c' belongs to doesn't exist. It is obvious that the existence of object "c" breaks Rule 01. How to solve this problem? If object 'c" can not be deleted and it doesn't belong to neither class "A" nor class 'B", class "C" must be added to the Class Diagram. Conversely, we need to adjust the class that object "c" belongs to or delete it in the Sequence Diagram. In addition, because we can't create an instance from an abstract class, the class an object belongs to must be a normal class.
Rule 02: when the name of a class is modified in Class Diagrams, the name of the corresponding class must be updated synchronously in Sequence Diagrams.
In Sequence Diagrams, an object should be given an appropriate name, and set an appropriate type which is a class from Class Diagrams. So rule 02 is obviously right. A class may be used in multiple Sequence Diagrams, therefore please note that the class should be updated in all Sequence Diagrams.
Rule 03: if an object sends a message to another object in Sequence Diagrams, there must be a dependency relationship between the two classes that the two objects belong to respectively. Contrariwise, if there is a dependency relationship between two classes, there must be at least one message interaction between the corresponding objects.
A dependency relationship means that a class depends on another one. In program code, a dependency relationship often represents that an object is used in an operation of another object. Specifically, an object is used as a parameter or a local variable of an operation of another object. Let's simulate the dependency relationship in Fig.1 by a section of program code below. The operation "operation7" of class "B" is called by the operation "operation2" of class "A", which decides that object "a" must send a message named "operation7" to object "b" in the Sequence Diagram. So rule 03 is right. Licong Tian argues that "if there is a message interaction between two objects in Sequence Diagrams, there must be an association relationship between the corresponding two classes." [1] . Many scholars also agree with this viewpoint. According to rule 03, it is obvious wrong. The correct relationship should be dependency.
Rule 04: a message of Sequence Diagrams must correspond to an operation of the receiver (an object), and the operation is visible to the sender (an object).
A message in Sequence Diagrams is an order that an object sends to another object. The order must be an action that the receiver can complete. The action ultimately is represented as an operation of the receiver. As shown in Fig.1 , the message operation7" matches the operation "operation7" of class "B". But there is not an operation matching the message "operationx" in class "B". It is obvious that an inconsistency exists between the Class Diagram and the Sequence Diagram.
In terms of the visibility, class "A" must had the authority to call "B", which depends on the visibility of class "B" and the package (namespace) that class "B" belongs to. In addition, object "b" must have the authority to call "operation7", which depends on the visibility of "operation7".
Rule 05: if a class is deleted in Class Diagrams, the corresponding objects and messages (corresponding to operations) of the class should be deleted synchronously in Sequence Diagrams.
Objects and messages in Sequence Diagrams derive from classes in Class Diagrams. Therefore, correlative objects and messages should be deleted when a class is deleted. An object can only be created by a unique class. Therefore, when an object appears in more than one Interaction Diagrams, it should belong to the same class. As shown in Fig.2 , object "c" is an instance of class "C" in the Sequence Diagram, but it is a instance of class "D" in the Communication Diagram. It is obvious that inconsistency exists between the two interaction diagrams.
B. Consistency rules between Sequence Diagrams and Communication Diagrams
Licong Tian argues one rule as follow: "If an object is created, deleted or modified in Sequence Diagrams, it should be created, deleted or modified in Communication Diagrams" [1] .This rule is meaningful when the two diagrams are used to describe the same use case or other object. But it is worthless to use them at one time. When a Sequence Diagram and a Communication Diagram describe different use case or other objects, objects and messages are different, so this rule argued by Licong Tian are worthless. A state is a situation or status that an object is doing something or waiting for something to happen [3] . States are essentially represented by the values of the attributes of an object. A change of states is just the change of attribute values. If a state doesn't accord with the range of attributes, it is obvious that State Machine Diagrams contradict Class Diagrams.
C. Consistency rules between Class Diagrams and
Rule 10: if an action in State Machine Diagrams is to call an operation of a class, the operation should keep consistent with the definition of the operation in Class Diagrams, including the name, parameters, etc.
An action represents what an object should do in the course of changing from one state to another. It is divisible or indivisible. It may be a simple calculation, or call an operation of an object. If an action calls an operation, the operation deserves to keep consistent with the definition of the operation in Class Diagrams.
Yun Wang argues that "an action of State Machine Diagrams should be defined in the class that a State Machine Diagram belongs to." [4] . This viewpoint is not accurate. It equates an action with an operation. Actually, operations are only one kind variety of actions. Weizhong Shao argues that "as for a transition of states of an object, a trigger is just to call an operation the object." [5] . This thought is also not accurate. A trigger is the reason to cause the transition. There is no inevitable relation between the two things.
D. Consistency rules between Sequence Diagrams and State
Machine Diagrams When an object sends a message to another, the state of the receiver may be changed. Therefore, there are some consistency rules between Sequence Diagrams and State Machine Diagrams.
Rule 11: if an activity in State Machine Diagrams is to call an operation, the operation should be a message in Sequence Diagrams.
As mentioned above, a message in Sequence Diagrams corresponds to an operation of a class in Class Diagrams. If an activity in a State Machine Diagram is to call an operation, the operation must correspond to a message in Sequence Diagrams.
E. Consistency rules between Use Case Diagrams and Class
Diagrams Use Case Diagrams describe Use cases, actors and relationships between them. It helps developers to capture and represent behaviors of information systems. Because behaviors of information systems finally are undertook by operations of classes. Therefore, there are some consistency rules between Use Case Diagrams and Class Diagrams.
Rule 12: use cases in Use Case Diagrams must be assigned to operations of classes in Class Diagrams.
Use cases represent functions or services of information systems. Operations of Classes are ultimate undertakers of these functions or services. So use cases in Use Case Diagrams must be assigned to operations of classes. Because the granularity of a use case is not of uniform size, it is possible that one use case doesn't just correspond to one operation.
F. Consistency rules between Activity Diagrams and Class
Diagrams Activity Diagrams are often used to describe use cases in Use Case Diagrams or operations in Class Diagrams. The main elements of Activity Diagrams include activities, decisions, synchronizations, swimlanes and so on. Activity Diagrams are often used to describe use cases which must be assigned to operations of classes, so there are some consistency rules between Activity Diagrams and Class Diagrams.
Rule 13: if an Activity Diagram is used to describe a use case, activities and swimlanes in the Activity Diagram correspond to operations and classes in Class Diagrams respectively.
When an Activity Diagram is used to describe a use case, an activity is concrete behavior which corresponds to operations of classes. Because swimlanes represent activities are assigned to which person or organization, it should corresponds to classes. Because the granularity of an activity or swimlane is not of uniform size, it is possible that a use case doesn't just correspond to an operation, a swimlane doesn't just correspond to a class.
III. CHECK OF INCONSISTENCIES BETWEEN UML DIAGRAMS
How to check the consistency rules mentioned above are obeyed or violated? There are three approaches: checking by hand, checking by UML modeling tools, checking by formalization method [6] . It is difficult to transform UML diagrams into formalization language completely, so the feasible approaches are the former two at present. UML modeling tools can help us to check inconsistencies through three methods: compulsory restriction automatic maintenance dynamic check. Compulsory restriction means that UML modeling tools provide correct information for users to choose, avoid inputting wrong information. Automatic maintenance means when an element is modified, UML modeling tools automatically update corresponding elements. Dynamic check means that UML modeling tools capture users' operations that may cause inconsistencies and tell users what the reasons are and how they should do. Unfortunately, UML modeling tools can not find all the inconsistencies using the three methods. So the method of manual check is indispensable. Some inconsistencies can find only by hand. In table 1, optimum methods are given to check each consistency rule. Please note that each consistency rule can be checked using multiple methods, but only one or two optimum methods are listed in the table. rule 01  rule 02  rule 03  rule 04  rule 05  rule 06  rule 07  rule 08  rule 09  rule 10  rule 11  rule 12  rule 13 
