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Abstrakt 
Bakalářská práce se zabývá návrhem webového informačního systému pro evi-
denci uţivatelů počítačové sítě. Jedná se o systém, který bude splňovat patřičné 
návrhové náleţitosti a jednoduchou obsluhu pro uţivatele. Systém bude také 
flexibilní a relativně snadno rozšiřitelný, díky poţadavku na jeho modularitu a 
stylům návrhu aplikace. 
Realizace podléhá návrhu a je kompletní.  
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Abstract 
This bachelor thesis deals with proposal of the web information system for ac-
counting computer network users. It is designed with all necessary requisitions 
and with emphasis on simple use. This system is also flexible and relatively easy 
to extend thanks to its requirements for the modularity and the design styles. 
The implementation is complete and fully subject to concept.  
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ÚVOD 
Informační systém evidence uţivatelů je informační systém, který umoţňuje 
evidovat uţivatele sítě a dále s těmito daty pracovat.  
Tato bakalářská práce popisuje informační systém z pohledu vývojáře a věnuje 
se návrhu aplikace a samotnému informačnímu systému nad ní. 
Práce je psaná především z pohledu programátora a věnuje se z většiny návrhu 
základní aplikace, která bude umoţňovat autentizaci, autorizaci, přepínání po-
hledů na data v datovém úloţišti a právě návrhem datového modelu aplikace, od 
kterého se odvíjí i správnost návrhu samotné aplikace a systému nad ní. V práci 
je kladen důraz na aplikování objektově orientovaného stylu programování, kte-
rý v důsledku tvoří velmi flexibilní aplikaci, která s jistými úpravami můţe slou-
ţit nejen jako systém diskutovaný v této práci. 
Práce je dělena do třech částí: teoretické poznatky pro zabezpečení aplikace, 
výběr vývojového prostředí, jazyků, styl programování a jejich popis; konkrétní 
návrh datového modelu a aplikace; praktická ukázka systému. 
Cílem této práce není popsat kompletně zdrojový kód ve zvoleném jazyce, ale 
přiblíţit návrh aplikace z pohledu logické funkčnosti jednotlivých modulů (lo-
gických celků) a jejich vzájemné návaznosti. V rámci této práce ale budou někte-
ré části zdrojových kódu v příkladech ukázány.  
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1   ROZBOR POŽADAVKŮ 
1.1   Požadavky dle zadání 
Poţadavky dle zadání jsou: 
 návrh a realizace systému pro správu uţivatelů sítě, 
 vyuţití jazyka PHP a databáze MySQL, 
 moţnost přidávání souborů k uţivateli systému do databáze, 
 moţnost generovat různé grafické výstupy s moţností jejich tisku, 
 zabezpečení systému, 
 práce správce a uţivatele v systému. 
Pro ujasnění terminologie budu dále nazývat „uţivatele“ v kontextu zadání jako 
„zákazníka“. Nedojde pak k omylu, protoţe v rámci systému je kaţdý autorizo-
vaný „uţivatelem“ a má roli „zákazník“. 
1.2   Predispozice 
Pro fungování systému je nutný webový (potaţmo aplikační) server, databázový 
server a práva k jeho připojení.  
1.3   Dodatečně zvolené požadavky 
Pro návrh aplikace preferuji open-source1 aplikace a řešení. Toto bude mít vliv 
na výběr softwarových nástrojů, který provedu níţe. Výhody open-source jsou ve 
zkratce: 
 nulová pořizovací cena,  
 snadná dostupnost a otevřenost kódu, 
 a ve většině případů velká uţivatelská základna a v důsledku podpora.  
Ve většině případů je podpora na profesionální úrovni placená, coţ můţe být 
povaţováno za nevýhodu. V rámci této práce ale nic podobného nepřipadá 
v úvahu. Všechny vybrané servery budou toto kritérium splňovat. Zároveň mů-
ţeme splnit multiplatformní funkčnost, protoţe vybrané řešení bude podporo-
                                                   
1 Volný zdrojový kód. Software, který je volně dostupný a lze jej za splnění podmínek jeho licen-
ce volně editovat. 
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váno jak dnes majoritním operačním systémem MS Windows2, tak i open-
source GNU/Linux. 
1.3.1   Požadavek na operační systém 
Jako operační systém pro informační systém byl zvolen OS GNU/Linux 
z distribuce Debian3. Jedná se o Linuxovou distribuci s dlouholetou historií a 
širokou základnou uţivatelů. Díky této rozšířenosti a dlouhým cyklům vydávání 
nových verzí, mezi kterými je všechen software důkladně testován, byla vybrána 
právě tato distribuce. 
Distribuce balíčků software probíhá v binární formě, a to pro mnoho architek-
tur: alpha, amd64, arm, armel, hppa, i386,  ia64, mips, mipsel, powerpc, sparc. 
Odpadá tedy nutnost kompilace zdrojových kódů. Je nutné zmínit, ţe pouze s ní 
lze dosáhnout nejlepší optimalizace pro konkrétní výpočetní stroj. 
  
                                                   
2 http://www.microsoft.com/cze/windows/ 
3 http://www.debian.cz  
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2   AKTUÁLNÍ NABÍDKA INFORMAČNÍCH 
SYSTÉMŮ 
2.1   Výčet systémů 
Kromě informačních systémů, které jsou komerčními firmami šité na míru po-
třebě zákazníka, existují i další systémy: 
 ISPAdmin 
 CIBS 
 LMS databáze 
 FreenetIS 
Tyto systémy uvedu níţe pouze jako moţné srovnání se systémem diskutovaným 
v této práci. Jedná se o nevyhovující nebo příliš komplikované systémy pro pou-
ţití k evidenci uţivatelů počítačové sítě. Všechny ostatní systémy  tuto funkci 
podporují. 
2.2   ISPAdmin 
ISPAdmin je komplexní komerční informační systém pro relativně velké sítě. 
Provádí automatické nastavení routerů, firewallů, QoS. Podporuje jak systém 
Mikrotik, coţ je derivát OS GNU/Linux4. ISPAdmin je řešení pro relativně velké 
sítě s různými druhy sluţeb. Jeho výhody jsou: 
 Administrace a celková správa sítě ISP. 
 Evidence koncových klientů včetně vykreslování grafů jednotlivých klien-
tů. 
 Správa klientských sluţeb, pouţitého materiálu, fotodokumentace, ser-
visních zásahů, apod. 
 Informační zprávy pro klienty s moţností jejich hromadného rozeslání. 
 Správa smluv a dokumentů, zálohy a export uţivatelů. 
 Sledování zařízení v síti a hlášení o jejich případném výpadku. 
Nevýhody za přihlédnutí ke stanoveným poţadavkům: 
                                                   
4 http://www.linux.org/ 
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 uzavřený zdrojový kód, 
 komerční placená licence, 
 nadbytečné funkce, jako je například evidence uţivatelů kabelové televi-
ze.  [1] 
2.3   CIBS  
Clever ISP business service (CIBS) je komplexní celek, který řeší evidenci a ad-
ministraci koncových zákazníků, administraci a dohled technických zařízení in-
frastruktury, servis sluţeb, hotline koncovým zákazníkům, případně komunikaci 
s koncovými zákazníky a spoustu dalších úkolů. 
Pokrývá široce problematiku poskytování sluţeb většímu mnoţství koncových 
zákazníků od topologií sítí přes billing uţivatelů a správu i dohled techniky aţ po 
účetnictví; obsahuje technické komponenty pro zajištění garantovaného provo-
zu, administrace a billingu sluţeb čistě finančních, datových, hlasových nebo 
televizních.  
Nevýhoda tohoto řešení je relativně velká pořizovací cena a nejedná se o open-
source řešení. [2] 
2.4   LMS 
LAN management system. Je integrované prostředí určené právě pro různě vel-
ké ISP5. Jedná se o open-source projekt, psaný v PHP, C a Perlu. Obsahuje uţi-
vatelské rozhraní a podporuje různorodé programové vybavení na straně serve-
ru. [3] 
2.5   FreenetIS  
Freenetis je informační systém s následujícími vlastnostmi: 
 informační systém pro komunitní sítě, provozované neziskovou organiza-
cí.  
 Je schopen spravovat a evidovat: 
o členy a jejich uţivatele 
                                                   
5 Internet service provider – poskytovatel internetu, jinými slovy provozovatel počítačové sítě. 
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o podvojné účetnictví neziskové organizace (správa podvojných účtů 
a převodů, bankovních účtů a převodů, neidentifikovaných plateb, 
prací, faktur a peněţního toku) 
o zařízení připojená do sítě (včetně síťových rozhraní, segmentů, IP 
adres, podsítí, switchových portů, vlan rozhraní a vlanů) 
o přesměrování členů kvůli informování nebo neplacení příspěvků 
(po napojení na centrální router) 
 Je vyvíjen pro potřeby občanského sdruţení UnArt Slavičín, které provo-
zuje pro své členy vlastní počítačovou síť Slfree apod. 
 svobodnou licencí GNU/GPL. Kaţdý jej tedy můţe bezplatně nasadit ve 
své síti nebo se podílet na jeho vývoji (PHP MVC framework Kohana a 
MySQL). [4] 
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3   ZAŘÍZENÍ 
3.1   Datové úložiště 
3.1.1   Volba DBMS 
DBMS6 je na dnešním poli software velké mnoţství. Základním měřítkem pro 
rozdělení je náročnost klienta tohoto systému na funkčnosti. Můţeme si vybrat 
od základních, strojově nenáročných DBMS typu SQLite, aţ po velké, relativně 
drahé komerční komplexní DBMS typu Oracle. 
Hlavní kritéria pro volbu DBMS, krom uvedených v „Rozbor poţadavků“, jsou: 
 podpora transakcí, 
 podpora různých typů úloţišť – v případě této práce pouze typy „Paměť“ a 
„ISAM“. 
Transakce v rámci této práce nebudou vyuţity, ale budou zmíněny jako další 
moţný vývoj aplikace, jelikoţ mají své určité výhody. I přesto je vhodné jiţ v tuto 
chvíli brát toto kritérium v potaz.  
S přihlédnutím k výše uvedenému se výběr DBMS omezí na tři produkty, které 
jsou běţně dostupné na poli software: PostgreSQL, FireBird a MySQL. 
Jedná se o produkty s dostupnými zdrojovými kódy, dlouholetou podporou 
v rámci různých internetových fór a široce pojaté funkčnosti. Zároveň je do-
stupný zdrojový kód  jako open-source, a to v důsledku znamená nejvyšší moţ-
nou optimalizaci po kompilaci kódu pro konkrétní systém a platformu. 
3.1.2   MySQL 
MySQL je světově nejrozšířenější DBMS software. Podle strá-
nek výrobce bylo staţeno přes 100 milionu kopií. MySQL je 
rychlé, přizpůsobivé a relativně jednoduché na pouţití. 
Toto řešení je velmi populární pro dostupnost zdrojových kódů a nulovou poři-
zovací cenou pro nekomerční pouţití. Je portováno pro Windows i Unix-based 
systémy.  
                                                   
6 Database management system – systém pro správu dat. Jedná se o samotnou databázi. 
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MySQL je vhodné jak pro náročné projekty, tak i amatérské a primitivní potře-
by. Velkým přínosem je i velmi dobrá škála fukcí v PHP (níţe) a jejich dokumen-
tace. Proto ho programátoři mají v oblibě. 
Do verze 5 MySQL nepodporovalo triggery a transakce, coţ ho diskvalifikovalo 
v mnoha moţných aplikacích. V současnosti jiţ podporuje i tyto funkce. MySQL 
má nejrozšířenější uţivatelskou základnu. Tomuto faktu pomohlo i to, ţe je sou-
částí tzv. „(L/X)AMP“ balíku – trojice Linux/Windows, MySQL a PHP. [5] 
MySQL podporuje různé typy úloţišť tabulek. Pro nás jsou nejzajímavější tyto 
dva: 
 MyISAM, 
 MEMORY – je moţno výhodně pouţít pro dočasné „TEMPORARY“ ta-
bulky. [6] 
3.1.3   FireBird 
FireBird je relační databáze s mnoha ANSI SQL standardními 
funkcemi. Je portovaný pro Windows i UNIX-based systémy.  
Je pouţíváno od roku 1981 a vyvinuto v počátku společností In-
prise Corp – nyní známá jako Borland software group. Podporuje jak triggery, 
tak i transakce. Je vhodný pro pouţití jako DBMS v rámci této práce. Souhrnně 
lze říci, ţe je minimálně stejně funkční, jako jeho konkurence MySQL.  
Nevýhodou oproti MySQL je menší základna uţivatelů a tím i případná podpora 
při řešení problému. 
Tento DBMS je vhodný pro pouţití v informačním systému. 
3.1.4   PostgreSQL 
PostgreSQL původně vychází z databáze Postgres, která byla 
výzkumným projektem databáze nové generace na univerzitě 
v Berkeley. Z Postgresu byl převzat jeho datový model a sou-
bor datových typů. Původní dotazovací jazyk Postquel byl 
nahrazen mnoţinou ANSI SQL. Výsledkem byl projekt zvaný Postgres95 a poz-
ději přejmenovaný na PostgreSQL.  
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Funkce umoţňují spouštění bloků kódu na serveru. Tyto bloky mohou být sice 
implementovány v jazyce SQL, ale absence základních programovacích operací, 
jako jsou například větvení a smyčky, před verzí 8.4 byla důvodem podpory dal-
ších jazyků ve funkcích. Některé jazyky lze dokonce pouţívat v triggerech. Funk-
ce mohou být v PostgreSQL implementovány v následujících jazycích: 
 zabudovaném jazyce nazvaném PL/pgSQL a připomínajícím procedurál-
ní jazyk PL/SQL známý z Oracle; 
 skriptovacích jazycích zahrnujících PL/Lua, PL/LOLCODE, PL/Perl, pl-
PHP, PL/Python, PL/Ruby, PL/sh, PL/Tcl a PL/Scheme; 
 kompilovaných jazycích C, C++, Java (via PL/Java), a Common Lisp 
(pomocí PostModern) 
 statistickém jazyce R pomocí PL/R. 
PostgreSQL podporuje funkce vracející řádky, kde výstup funkce je mnoţina 
hodnot se kterou lze v dotazech pracovat jako s tabulkou. Lze definovat také 
vlastní agregační a window funkce. [7] 
3.1.5   Zhodnocení a konečná volba DBMS 
Všechny tři výše vyjmenované systémy jsou vhodné pro nasazení v informačním 
systému. Podporují dané kritéria – především cena a open-source. Pro realizaci 
pouţiji DBMS MySQL. Důvodem je velká uţivatelská základna, a proto i teore-
ticky niţší čas, strávený nad řešením problému. 
3.2   Webový server 
Podle zadaných rozšířených poţadavků přichází v úvahu jediný webserver 
Apache. Splňuje poţadavek na open-source a nulovou pořizovací cenu. Je pod-
porován nejen zvoleným OS GNU/Linux Debian, ale i dnes majoritním [8]  MS 
Windows. 
3.2.1   Webový server Apache 
Tento populární webový server nepřímo začal vyvíjet 
Rob McCool, NCSA7. V roce 1994 se stal projektem 
                                                   
7 National Center for Supercomputing Applications 
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skupiny webmasterů pod názvem NCSA http 1.3. O rok později byl poprvé vydán 
pod názvem Apache. O rok později získal dominantní postavení na internetu na 
poli webserverů a drţí ho doposud (nyní 54% webserverů). [9] [10] 
Apache byl vybrán převázně díky jeho dominantnímu podílu na trhu a jeho 
open-source charakteru, multiplatformnosti a rozšiřitelnosti. V případě, ţe po-
třebujueme nějakou funkci, do Apache ji je moţné jednoduše „nahrát“ pomocí 
rozšiřujícího modulu.  
3.2.2   Podpora základního programovacího jazyka – PHP 
Jak jiţ bylo zmíněno výše, Apache je rozšiřitelný moduly. Jedním z 
nich je i modul pro zpracování obsahu PHP, který v podstatě ote-
vře komunikační kanál rozhraní PHP a pošle mu celý poţadovaný „skript“.. Jako 
výsledek dostane výstup z procesoru PHP. Za zmínku stojí i podobné rozhraní – 
PHP-CLI8, které je téţ dostupné – ve formě „.deb“ instalačního balíčku. S ním 
můţeme tentýţ skript nechat zpracovat prostřednictvím systémové konzole 
~$ php skript.php > vystup.html 
která uloţí zpracovaný skript.php do souboru vystup.html. 
  
                                                   
8 Command Line Interface – příkazový řádek. 
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4   ARCHITEKTURA, POUŽITÉ POČÍTAČO-
VÉ JAZYKY A FORMÁTY 
4.1   Třívrstvá architektura 
Třívrstvá architektura je nejznámějším případem vícevrstvé architektury. Na 
jejím principu je provozováno mnoho webových aplikací. Jednotlivé vrstvy: 
 Prezentační vrstva 
Zobrazuje informace pro uţivatele, většinou formou grafického uţivatelského 
rozhraní, můţe kontrolovat zadávané vstupy, neobsahuje však zpracování dat. 
 Aplikační vrstva (téţ Business Logic) 
Zde leţí jádro aplikace, její logika a funkce, výpočty a zpracování dat. 
 Datová vrstva 
Tuto vrstvu tvoří nejčastěji databáze, která data uchovává, zpřístupňuje a zaru-
čuje jejich konzistenci. Můţe zde být ale také (síťový) souborový systém, webová 
sluţba nebo jiná aplikace. [11] 
Model-view-controller (MVC) (někdy také označovaná jako Model-2) je softwa-
rová architektura, která rozděluje datový model aplikace, uţivatelské rozhraní a 
řídicí logiku do tří nezávislých komponent tak, ţe modifikace některé z nich má 
minimální vliv na ostatní. 
Obecně řečeno, vytváření aplikací s vyuţitím architektury MVC vyţaduje vytvo-
ření tří komponent, mezi které patří: 
 Model (model), coţ je doménově specifická reprezentace informací, s ni-
miţ aplikace pracuje. V našem případě se jedná o DBMS MySQL. 
 View (pohled), který převádí data reprezentovaná modelem do podoby 
vhodné k interaktivní prezentaci uţivateli. Pohled je zprostředkován 
webovým prohlíţečem. 
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 Controller (řadič), který reaguje na události (typicky pocházející od uţiva-
tele) a zajišťuje změny v modelu nebo v pohledu. Controller představuje 
programovací skriptovací jazyk na straně serveru. 
 
Obr. 4.1: Návrhový vzor Model-view-controller 
Komponenty řadič a pohled jsou ve standardním rozdělení vrstev na prezentač-
ní, doménovou a datovou obvykle zařazovány jako prezentační vrstva. V MVC je 
tato prezentační vrstva rozdělena mezi komponenty řadič a pohled, nicméně 
nejdůleţitější rozdělení je mezí prezentací a doménovou vrstvou. 
Ačkoliv můţe být koncept MVC realizován různými způsoby, obecně platí tento 
princip: 
 Uţivatel provede nějakou akci v uţivatelském rozhraní (např. stiskne tla-
čítko). 
 Řadič obdrţí oznámení o této akci z objektu uţivatelského rozhraní. 
 Řadič přistoupí k modelu a v případě potřeby ho zaktualizuje na základě 
provedené uţivatelské akce (např. zaktualizuje nákupní košík uţivatele). 
 Model je pouze jiný název pro doménovou vrstvu. Doménová logika zpra-
cuje změněná data (např. přepočítá celkovou cenu, daně a expediční po-
platky pro poloţky v košíku). Některé aplikace uţívají mechanizmus pro 
perzistentní uloţení dat (např. databázi). To je však otázka vztahu mezi 
doménovou a datovou vrstvou, která není architekturou MVC pokryta. 
 Komponenta pohled pouţije zaktualizovaný model pro zobrazení zaktua-
lizovaných dat uţivateli (např. vypíše obsah košíku). Komponenta pohled 
získává data přímo z modelu, zatímco model nepotřebuje ţádné informa-
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ce o komponentě View (je na ní nezávislý). Nicméně je moţné pouţít ná-
vrhový vzor pozorovatel, umoţňující modelu informovat jakoukoliv kom-
ponentu o případných změnách dat. V tom případě se komponenta view 
zaregistruje u modelu jako příjemce těchto informací. Je důleţité po-
dotknout, ţe řadič nepředává doménové objekty (model) komponentě 
pohledu, nicméně jí můţe poslat příkaz, aby svůj obsah podle modelu 
zaktualizovala. [12] 
Architektury MVC bylo uţito v této práci pro její relativně velkou flexibilitu při 
případných úpravách a rozšiřování aplikace. Při správné implementaci dosáh-
neme čistého a přehledného kódu. Délka kódu, oproti klasickému procedurál-
nímu9 programování, nepatrně vzroste, avšak markantně vzroste přehlednost 
kódu pro programátora. 
4.2   Programovací jazyk PHP 
PHP (rekurzivní zkratka pro PHP: Hypertext Processor) je velmi rozšířený, širo-
ce pouţitelný skriptovací jazyk, který se hodí především pro webový vývoj apli-
kací a můţe být vloţen do HTML.  
PHP odlišuje od jazyků typu JavaScript to, ţe je samotný kód zpracováván pří-
mo na aplikačním serveru a výstup je zaslán klientovi. Klient tak dostane výstup, 
ale jiţ nemusí vědět, jaký byl původní zdrojový kód (skript).  
Výhoda PHP spočívá v extrémní jednoduchosti pro začínajícího programátora, 
ale stejně tak poskytuje velmi flexibilní a pokročilé funkce pro profesionály.  
Jádro PHP je od verze 4 tvořeno Zend Enginem, který zrychlil zpracování. Od 
verze 5 je jádrem Zend Engine 2, coţ znamená přidání podpory pro objektově 
orientované programování. Tato verze je tedy pro potřeby této práce kritická a 
minimální. V současnosti je dostupná jiţ verze 5.3.2. 
Jazyk PHP se skládá s velké škály doplňků. Od matematických, přes podporu 
databází, parsování konfiguračních souborů, práci se soubory a adresáři, elek-
tronickou poštu, aţ po různé komunikační protokoly. V našem případě se bude 
jednat především o práci se soubory, databází a textem.  
                                                   
9 http://cs.wikipedia.org/wiki/Procedurální_programování 
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PHP je open-source, a proto spolu s webovým serverem Apache, OS GNU/Linux 
a DBMS MySQL tvoří velmi oblíbenou kombinaci za nulovou pořizovací cenu. 
Pro PHP existuje i řada frameworků10, které značně zrychlí vývoj aplikace a pro-
gramátor se nemusí zabývat celou aplikační logikou, ale pouze „poskládá“ objek-
ty frameworku tak, aby splnily daný cíl. Jedním z frameworků je i ZEND11. Vyví-
její ho samotní autoři PHP. V této práci se budu věnovat kompletnímu vývoji 
tak, aby byl patrný celý chod aplikace. [13] 
4.3   Značkovací jazyk HTML 
HTML není programovací, ale značkovací jazyk. Jedná se o jazyk typu SGML12 a 
to od verze 2.0. Mezi značky se uzavírají části upravovaného dokumentu a tím se 
přímo ovlivňuje jejich význam. Názvy značek se <b>Uzavírají</b> do lome-
ných závorek.  
Od verze 4.0 (potaţmo vyšší), která je dodnes pouţívána, je preferováno pouţití 
tzv. „kaskádových stylů“, či chcete-li CSS. Tyto styly nahrazují stylizační značky 
(<b>) a jednotí tím soubor definic vzhledu poţadované HTML stránky. O CSS 
níţe. 
Většina značek je párových, tedy značka, uvozující blok textu, je i na konci bloku 
textu. Ale existují i nepárové HTML značky (<hr>, <br>, <img>), které vět-
šinou reprezentují nějaký objekt ke vloţení do stránky, který nijak neovlivní jiţ 
existující blok textu. U XHTML – rozšiřitelného HTML – jsou všechny značky 
párové.  
Struktura dokumentu má předepsanou strukturu a skládá se ze čtyř částí: 
 hlavičky DTD13 (povinná aţ od verze 4.01), 
 kořenový element <html> - samotná značka povinná není, prohlíţeč si ji 
doplní automaticky dle kontextu, 
                                                   
10 Programová struktura pro vývoj aplikace. 
11 http://www.zend.com/en/ 
12 Standardizovaný značkovací metajazyk. Umoţňuje definovat značkovací jazyky jako své vlast-
ní podmnoţiny. [23] 
13 Document Type Definition. Soubor povolených značek HTML dokumentu. 
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 hlavička elementu <head> - opět samotná značka povinná není, v hlavičce 
jsou tzv. „metadata“, která se vztahují k celému dokumentu. Jsou zde uloţe-
ny například titulek stránky, výchozí kódovaní znaků atp. 
 Tělo dokumentu. Opět nepovinná značka, ale povinný element. Určuje sa-
motný obsah stránky. 
Je vhodné zmínit, ţe od počátku vzniku jazyka HTML bylo definováno mnoho 
jeho verzí v souborech DTD. Různí výrobci software tento jazyk do svých pro-
duktů implementovali v různých verzích a v různém čase. Nepořádek do toho 
vneslo i přidávání vlastních značek výrobců, které nebyly navzájem kompatibil-
ní. Proto byl (a doposud ještě je) programátor, či chcete-li kodér, nucen kontro-
lovat výsledný vzhled tak, aby byl napříč všemi webovými prohlíţeči zobrazován 
stejně. [14] 
HTML jazyk tvoří spolu s dalšími typy výstupu (více níţe) „View“ (popsáno výše, 
viz kap. 4.1  ) informačního systému. 
4.4   Stylizační jazyk CSS 
CSS, neboli kaskádové styly, je jednoduchý mechanismus pro přidávání grafic-
kého stylu (nejen) do HTML stránek.  Popisuje, jak má vypadat dokument na 
výstupním zařízení – typicky monitor, ale i tiskárna a podobně. CSS bylo defi-
nováno organizací W3C v roce 1994 a od té doby je aktivně vyvíjeno.  
Nyní jiţ existují dvě majoritní verze CSS – 2, 2.1 (dokončuje se) a 3 (vyvíjena).  
Tabulka CSS se skládá z několika pravidel – kaţdé pravidlo má svůj selektor a 
jeho blok deklarací. Selektor určuje, který element HTML se má ovlivňovat a 
blok deklarací pak přímo popisuje atributy hodnotami atributů.  
Selektor { 
názevAtributu: <hodnota>; 
} 
CSS styl je moţné do HTML dokumentu vloţit třemi způsoby: 
 jako odkaz na soubor stylu tagem <link> v hlavičce <head>, 
 kompletním obsah do značek <style> v hlavičce <head>, 
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 přímo do poţadované značky, jako hodnota atributu style=“color: 
black;“ poţadované HTML značky. 
Podstatou CSS je oddělit grafickou prezentaci od HTML kódu a umoţnit tím 
práci grafika nezávisle na kodérovi HTML.  [15] 
4.5   Formát CSV 
Formát CSV není programovací jazyk, ale stejně jako HTML, i on tvoří výstup 
informačního systému. Je totiţ, jak si ukáţeme níţe, moţné, přepnout na tento 
druh formátu výstupu dat. 
Je navrţen pro výměnu a převod dat mezi různými tabulkovými procesory. I 
přestoţe je tento formát hojně pouţíván (např. při získávání výpisu z účtu 
u mnoha internetových bank), nebyl nikdy oficiálně definován. Jeho MIME14 
nebylo téţ nikdy definováno, avšak drtivá většina produktů tento formát dat 
bere jako „text/csv“. Toto doporučení je zapsáno i v RFC2048.  
Formát se implementuje následujícím způsobem: data se ukládají ve sloupcích a 
řádcích. Sloupec je představován záznamem na řádku, můţe jich být více. Zá-
znamy jsou navzájem odděleny „ ,“, ale je moţné pouţít téţ „ ;“, nebo mezeru. 
Jednotlivé záznamy jsou pak ohraničeny uvozovkami. 
aaa,“bb b“,ccc CRLF 
zzz,yyy,xxx CRLF 
ggg,hhh,“jj jjj“ 
… kde CR,LF jsou dva znaky, které značí ukončení řádku. Dle doporučení by 
poslední řádek dat tyto znaky neměl obsahovat. [16] 
Celkově se dá říci, ţe je díky své jednoduchosti velmi dobře pouţitelný a dobře 
zpracovatelný.  
4.6   Databázový jazyk SQL 
Počátek databází můţeme hledat jiţ v 70. letech 20. století u firmy IBM. K vývoji 
se časem přidaly i další firmy a v roce 1979 byla uvedena na trh první relační 
databázová platforma „Oracle database“.  Dalšími platformami byly např. Pro-
                                                   
14 Multi internet email extension – původně soubor definic formátu emailu. Nyní se obecně vyu-
ţívá pro popsání typu obsahu datového souboru. 
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gres, Informix a SyBase. V těchto systémech se pouţíval dotazovací jazyk 
„SEQUEL“, později přejmenovaný na „SQL“. 
SQL, neboli Structured Query Language je typ jazyku, který je určen k ovládání 
databází (DBMS). Takovou databází můţe být, jak je uvedeno výše, MySQL, ale i 
relativně malá a zdrojově nenáročná SQLite15. Určitou formulací dotazu, podle 
níţe uvedených pravidel zápisu, můţeme velmi flexibilně pracovat s datovým 
modelem v DBMS. Struktura dotazu je definována tak, aby byl blízký lidskému 
jazyku, přesněji angličtině. Díky tomu je formulace dotazu relativně velmi intui-
tivní. [17] [18] 
Jazyk SQL je v této práci velmi často vyuţit, protoţe základní datový model apli-
kace je realizován DBMS MySQL. 
Podle účelu dotazu rozlišujeme jeho tři skupiny: 
 příkazy pro manipulaci s daty, 
 příkazy pro definici dat, 
 příkazy pro řízení dat,  
 ostatní. 
Příkazy pro manipulaci s daty data získávají nebo upravují. Mohou to být např.: 
SELECT, INSERT, UPDATE, MERGE, EXPLAIN. 
Za zmínku stojí příkaz EXPLAIN. Speciální příkaz, který zobrazuje postup zpra-
cování vnořeného SQL dotazu databází po jednotlivých základních krocích. Je 
tak moţné dotaz maximálně odladit, či zefektivnit.  
Příkazy pro definici dat jsou méně často pouţity a slouţí k vytváření struktury 
databáze. Jsou to: CREATE, ALTER, DROP. 
Příkazy pro řízení dat nastavují přístupová práva a řídí transakce databáze. 
Konkrétně v této práci nejsou transakce pouţity, avšak níţe budou doporučeny 
k dalšímu rozvoji. Jsou jimi např.: GRANT, REVOKE, START TRANSACTION, 
COMMIT, ROLLBACK.  [19] 
Struktura dotazu: 
                                                   
15 http://www.sqlite.org  
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SELECT id,  
jmeno, 
prijmeni  
FROM <tabulka>  
WHERE <omezující podmínka>  
ORDER BY <název sloupce> ASC  
LIMIT 0,10 
 
Celkově je tvorba dotazu intuitivní a subjektivně jednoduchá. 
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5   PRAKTICKÁ ČÁST 
Praktická část této práce je, jak bylo jiţ zmíněno v úvodu, poslední částí této 
práce a je nejdůleţitější. Budou zde rozebrány konkrétní návrhy aplikace a sys-
tému, moţnosti přihlášení, databázový model a jeho normalizaci, vyuţitý 
v systému. Dostaneme se také k E-R16 diagramu databáze. V neposlední řadě 
bude nutné zmínit se o vyuţitých typech formulářů, které jsou prakticky čtyři a z 
nich se vyvíjí zbytek. 
Zde je vhodné upozornit, ţe pouţívané výrazy typu „Controller“, „Model“, „Ar-
gument“ atp. jsou zaţité a v této oblasti je běţnou praxí, ţe se nepřekládají do 
českého jazyka. Proto si je dovolím takto pouţít i v této práci. 
5.1   Analýza případů užití 
Analýza uţití slouţí ke zjištění nejčastěji potřebných operací v systému. Tyto 
potřeby můţeme zjistit především od zákazníka, v případě této práce ze zadání. 
Případy uţití sestavujeme do tabulky, kde do řádků vyjmenujeme jednotlivé 
kroky při interakci uţivatele systému se systémem. Tímto definujeme jasně zně-
jící podmínky pro návrh systému.  
V prvním kroku zjistíme počet rolí v systému. Dle zadání je potřeba umoţnit 
práci administrátorovi a uţivatele – upřesňuji – zákazníka. Dále je potřeba defi-
novat různé scénáře těmto rolím a nakonec postoupíme případ uţití k realizaci.  
V našem systému budou dvě role: administrátor a zákazník. Pro obě role byly 
popsány případy diagramem. Textový popis by zde byl zbytečně dlouhý a dobře 
ho vyjádří samotný diagram viz příloha [C Případ pouţití systému].  
                                                   
16 Entity-Relationship – vztah popisovaných entit a jejich vzájemné interakce. 
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5.1.1   Jednotlivé procesy 
a)   Adresy 
 
Obr. 5.1: Proces přidání adresy 
b)   IP adresy 
 
Obr. 5.2: Proces IP adres 
26 
c)   Kontaktní údaje 
 
Obr. 5.3: Proces kontaktní údaje 
d)   Nody 
 
Obr. 5.4: Proces nody 
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e)   Přípojky 
 
Obr. 5.5: Proces přípojky 
f)   Role 
 
Obr. 5.6: Proces role 
28 
g)   Soubory 
 
Obr. 5.7: Proces soubory 
h)   Systémové zprávy 
 
Obr. 5.8: Proces systémové zprávy 
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i)   Uživatelé 
 
Obr. 5.9: Proces uživatelé 
 
5.2   Analýza návrhu databáze, E-R diagram 
Kaţdý systém potřebuje správně navrţené datové úloţiště. V této práci bylo ta-
kové úloţiště realizováno pomocí DBMS MySQL. V podkapitolách níţe si probe-
reme nutnou teorii, bez které není moţné správně datové úloţiště strukturovat a 
vytvořit tak kvalitní model. 
5.2.1   Primární klíč, cizí klíč, index, normalizační pravidla a vztahy 
mezi relacemi 
a)   Primární klíč, cizí klíč, index 
Existují dva typy klíčů: primární a cizí. Primární klíč slouţí k jednoznačné iden-
tifikaci záznamu. Můţe i být tvořen kombinací více klíčů. Musí se řídit těmito 
pravidly: 
 Musí vţdy obsahovat hodnotu – ne „NULL“. 
 Jeho hodnota se nikdy nemění. 
 Jeho hodnota musí být v celé tabulce jedinečná. 
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Příkladem primárního klíče můţe být rodné číslo člověka. Toto číslo je uměle 
vytvořeno tak, aby jednoznačně identifikovalo člověka, a nikdy se nemění. 
Druhým typem je právě cizí klíč. Je to zástupce primárního klíče umístěného 
v cizí tabulce. Např. primární klíč tabulky A je cizím klíčem v tabulce B.  
Index je způsobem, jímţ DBMS ţádáme o dohled na hodnoty v určitém sloupci 
nebo v kombinaci sloupců. Výsledkem takového nastavení sloupců je zvýšení 
výkonu při načítání záznamů. Nevýhodou je sníţení výkonu naopak při ukládání 
či úpravě. [20] 
V systému vyuţívám indexování u cizích klíčů, se kterými se velmi často pracuje.  
b)   Normalizační pravidla 
Normalizační pravidla zaručují stabilitu a velkou odolnost databáze. Je vhodné 
zmínit, ţe normalizovat tabulky s sebou nese i více nákladů na správu takové 
databáze, jelikoţ se většinou databáze takovým procesem rozšíří co do počtu 
tabulek. To s sebou přináší, vyjma pouţití automatizovaných nástrojů, i více 
práce pro programátory, kteří s ní pracují.  
Nyní jiţ k normalizačním pravidlům – tedy souboru pravidel pro návrh databá-
ze. Normalizační proces začíná u první normální formy.  
Tab. 5.1: Příklad nenormalizované tabulky 
Původní tabulka 
Atribut Hodnota 
ID adresy URL 1 
Adresa URL www.vutbr.cz 
Datum přijetí 18.4.2010 
Schváleno Ano 
Název adresy VUTBR page 
Popis adresy HP VUTBR 
Typy adresy Školní adresa, VUT adresa, Zaměstnání 
 
 První normální forma 
Má-li databáze splňovat 1.n.f.17, musí kaţdý sloupec na jednom řádku obsahovat 
pouze jednu hodnotu – musí být „atomický“ – dále nedělitelný. Např. tabulka 
obsahující jedno pole pro všechny kontaktní telefony (práce, domů) neodpovídá 
                                                   
17 n.f. – normální forma. Zavedený výraz pro způsob normalizace datového modelu. 
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1.n.f, protoţe obsahuje více hodnot. Pro příklad upravíme tabulku Tab. 5.1 tak, 
aby odpovídala 1.n.f. 
Tab. 5.2: První normální forma 
Adresy URL 
Atribut Hodnota 
ID adresy URL 1 
Adresa URL www.vutbr.cz 
Datum přijetí 18.4.2010 
Schváleno Ano 
Název adresy VUTBR page 
Popis adresy HP VUTBR 
Typ adresy Školní adresa 
Do tabulky Tab. 5.2 byl přidán i primární klíč. 
 Druhá normální forma 
Abychom splnili 2.n.f., musíme splnit i 1.n.f. Druhá normální forma říká, ţe 
ţádný řádek ve sloupci nemůţe obsahovat hodnotu jiţ vyskytujícího se řádku - 
duplicitu. Pravidla této formy říkají, ţe se tyto hodnoty mají převést do své 
vlastní tabulky. Pokud se tedy podíváme na tabulku 1.n.f. zjistíme, ţe typ, popis, 
název a URL (které spolu mimochodem úzce souvisí) se mohou na řádcích opa-
kovat. Tab. 5.3 ukazuje správnou úpravu podle 2.n.f. 
Tab. 5.3: Druhá normální forma 
Adresy URL 
 
Odkazy 
Atribut Hodnota 
 
Atribut Hodnota 
ID adresy URL 1 
 
ID odkazu 1 
ID odkazu 1 
 
Adresa www.vutbr.cz 
Datum přijetí 18.4.2010 
 
Název adresy VUTBR page 
Schváleno Ano 
 
Popis adresy HP VUTBR 
   
Typ adresy Školní adresa 
 
 Třetí normální forma 
Abychom ji splnili, musíme splnit předchozí dvě formy chronologicky. Tato 
forma navíc říká, ţe atributy tabulky, které přímo nesouvisí s pk18, je nutné pře-
sunout do vlastní nové tabulky. Pokud se podíváme do Tab. 5.4 - Odkazy. Typ 
adresy zjistíme, ţe tento atribut není závislý na pk. Proto tedy vytvoříme novou 
tabulku s názvem „Typy odkazů“ s vlastním primárním klíčem a atributem 
„Typ“. 
                                                   
18 Primární klíč 
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Tab. 5.4: Třetí normální forma 
Adresy URL 
 
Odkazy 
 
Typy odkazů 
Atribut Hodnota 
 
Atribut Hodnota 
 
Atribut Hodnota 
ID adresy URL 1 
 
ID odkazu 1 
 
ID typu 1 
ID odkazu 1 
 
ID typ odkazu 1 
 
Typ Školní adresa 
Datum přijetí 18.4.2010 
 
Adresa www.vutbr.cz 
   Schváleno Ano 
 
Název adresy VUTBR page 
   
   
Popis adresy HP VUTBR 
    
c)   Druhy relací mezi entitami  
Relací (vazbou) je myšleno to, ţe nějaká entita se vztahuje k jiné entitě v databá-
zi. Existují tři typy relací mezi entitami: 1:1, 1:N, M:N. Tyto relace jsou mezi 
primárními a cizími klíči tabulek. 
 Relace 1:1 
Tato relace nastává pouze v případě, kdyţ tabulka A obsahuje záznam, který lze 
spárovat pouze s jedním záznamem v tabulce B. Typicky tato situace nastává ve 
dvou případech. Je li původní tabulka příliš dlouhá, rozdělí se na dvě. Jediný 
efekt je zmenšení počtu atributů v tabulce a relativní zlepšení přehlednosti. Nese 
to s sebou nutnost udrţovat dvě místo jedné tabulky. V druhém případě máme 
většinou jiţ funkční datový model a provádíme úpravy – typicky rozšiřujeme 
tabulku. Zde se hodí svázat novou se starou vazbou 1:1. 
 Relace 1:N 
Tato relace nastává v situaci, kdy tabulka A obsahuje záznam, který lze spárovat 
s více záznamy v tabulce B. Typicky jde o atributy: typ záznamu, pohlaví člověka, 
pravda či nepravda. Tento typ relace je při návrhu nejčastěji pouţíván. V návrhu 
databáze této práce není výjimkou. 
 Relace M:N 
Relace popisuje vztah více záznamů tabulky A s více záznamy v tabulce B. Tento 
vztah nebývá tak často pouţíván, protoţe vede k nadbytečnosti dat. 
 
5.2.2   Návrh E-R diagramu 
Návrh diagramu viz příloha [D E-R diagram]. 
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Celý E-R19 diagram byl vypracován programem Case Studio 2. [21] Níţe popíšu 
některé entity, u ostatních lze jejich význam lehce identifikovat dle ERD, názvu, 
atributů a příslušných vazeb na ostatní entity. Šedě vyznačené, nebo bez přízna-
ku „NN20“ atributy mohou mít hodnotu „NULL“. IP adresy jsou na úrovni 
DBMS prezentovány pro pohodlnější manipulaci a úspory paměti jejich deka-
dickými hodnotami. 
a)   CONTROLLERS, ACTIONS 
Tyto dvě entity přímo souvisí se samotnou aplikací. Návrhový vzor aplikace je 
(viz výše) MVC, a proto se v aplikaci vyskytuje mnoho kontrolerů a jejich akcí. 
Kaţdý kontroler můţe mít libovolné mnoţství akcí a akce se mohou jmenovat 
stejně. Aktuálnost těchto entit je udrţována automaticky, pomocí kontroleru 
„SysController“ a jeho akcí „updateAct“, „updateCtrl“. 
b)   AUTH 
Entita AUTH je klíčová pro celý systém a jeho uţivatele. Obsahuje informaci o 
uţivateli systému, na kterého se váţí další entity. Uţivatel systému je vţdy svá-
zán touto entitou a můţe být vázána 1:1 ke KONTAKTNI_UDAJE. Uţivatel sys-
tému tedy můţe mít KONTAKTNI_UDAJE. Na tuto entitu se také váţí entity 
MESSAGES, ROLE a FILES vazbami 1:n. 
c)   ACL 
ACL je entita oprávnění, kaţdá ROLE zde má svůj záznam u kaţdé akce systému 
a příslušné oprávnění v podobě atributu „stav“. Pokud má ROLE ACL.stav 1, má 
oprávnění danou akci  spustit. 
d)   MESSAGES 
MESSAGES je entita systémové zprávy. Tyto zprávy mohou mezi sebou odesílat 
uţivatelé. Atribut „datum_precteni“ entity MESSAGES udává, byla-li zpráva jiţ 
přečtena a kdy. 
e)   PRIPOJKA 
Je další z klíčových entit. Definuje přípojné místo u koncového zákazníka – tedy 
v rámci ERD uţivatele a jeho kontaktních údajů. Kaţdá přípojka má své kon-
                                                   
19 Entity Relationship – vtah entit datového modelu. 
20 Not Null 
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taktní a fakturační údaje. Je přes relační tabulku IPV4_ADRESA vázána na 
NODE – coţ je v podstatě virtuální přípojný bod, kam je přípojka připojena. 
Analogií je vztah server-klient, kde server je NODE. 
f)   IPV4_MASKA 
Zdánlivě opomenutelná entita. Avšak definuje pouţité rozsahy IP adres v systé-
mu. Pomocí této entity můţeme vyhledat volné IP adresy AS21 na NODE. Do 
systému byla tato funkce implementována vytvořením tzv. dočasné tabulky v 
„MEMORY“ úloţišti v DBMS a naplněním volných IP adres. Dále jde pouze uţ o 
vhodnou formulaci SQL dotazu. 
g)   NODE 
NODE je entita virtuálního přípojného bodu. Vazbou 1:N se na něj váţí přípojky 
PRIPOJKA a tvoří tak model server-client. Typicky se jedná o spojení WiFi AP a 
WiFi klient, ale i Ethernet Ap (potaţmo server sluţby na úrovni TCP/UDP IP 
protokolů). Představuje přístupový bod do provozovatele sítě – „access network“ 
neboli přístupová síť.  
5.3   Architektura aplikace 
Aby byly správně pochopeny některé části systému, je nutné zmínit celkovou 
architekturu systému. Podstatou je rozdělení funkčnosti, dat a vzhledu do tří 
různých vrstev: 
 
Obr. 5.10: Rozdělení aplikace do vrstev 
Níţe je naznačena architektura systému na Obr. 4.1.  
                                                   
21 Address Space – adresní rozsah, pouţíváno ve spojení s  
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Obr. 5.11: Obecná architektura systému 
Architektura aplikace je třívrstvý model typu MVC. Celá aplikace je realizována 
„poskládáním“ jednotlivých objektů (jejich tříd). Model představuje databáze 
MySQL, View je tvořen třídou View a stará se o správné zobrazení poţadova-
ných dat, pomocí jednoduchých šablon – souborů typu .phtml a Controller 
představuje statická třída Controller.  Pro aplikaci byly napsány i pomocné 
třídy, které jsou nutné pro chod: 
 Registry 
 History 
 DataSet, SqlDataSet 
 Request 
 Router 
 FrontController 
 Tzv. „helper“ třídy, které se starají o automatizaci zobrazení některých dat ve 
View. Jsou stejně tak důleţité. Jsou to: Filtr, Menu, Paginator, Sort, Ta-
ble{Csv/Html/Text}. 
Chybové stavy v aplikaci by za normálních podmínek neměly nastat. Avšak ne-
čekané chyby systému, pokud nastanou, jsou řešeny metodou „throw new 
exception“ – vytvoření vyjímky. Typicky jde o omylem chybějící systémový 
soubor v aplikaci. Ostatní chyby, nebo upozornění, jsou řešeny kontrolerem 
ErrorController, který svými akcemi pokrývá všechny chyby – např. poţa-
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davek na neexistující akci, kontroler; uţivateli zakázanou akci; neautorizování 
atd. 
Ve stručnosti můţeme popsat chod aplikace, viz Obr. 5.11, následovně. Uţivatel 
odešle HTTP poţadavek typu GET, který má přesně definovanou strukturu. 
Tento poţadavek je řídící a je v něm obsaţena informace o tom, který modul 
(Controller) a jeho akce (Action – metoda kontroleru) s poţadovanými argu-
menty bude volána. Analogií tohoto způsobu je příkazový řádek. 
Tento poţadavek je zpracován a vytvořen (třída Request) třídou Router, která 
zjistí akci a zavolá FrontController a předá mu poţadavek, který si jej zařadí do 
fronty. 
Akce se provede. Co se provede, to je jiţ pouze v její v reţii.  Můţe například zís-
kat data z modelu a předat je do zobrazení (View), autorizovat uţivatele do sys-
tému, vloţit data z odeslaného formuláře, zavolat jinou akci metodou Front-
Controller::stackRequest() atp. Moţností je nepřeberně a záleţí jiţ na 
konkrétním kontroleru a akci. 
Je vhodné zmínit, ţe FrontController má registrované tzv. „Pluginy“ – třída 
Plugin. Ty mohou ovlivňovat (např. zakázat) vykonání akce na základě růz-
ných podmínek: neplatná autorizace, neplatná autentizace; ale stejně tak i mo-
hou pouze zaznamenávat vykonávané akce a ukládat je do historie (třída His-
tory). 
Před a po kaţdém volání akce ve frontě poţadavků FrontControlleru FrontCon-
troller volá právě tyto pluginy. 
Po vykonání všech poţadavků systém končí, zobrazení (třída View) se zobrazí – 
odešle – a celá aplikace končí svůj chod. 
5.3.1   Router 
Router je klíčová komponenta aplikace. Je představován třídou Router:: a má 
jediný a podstatný úkol. Zpracovat příchozí poţadavek od uţivatele a směrovat 
ho k příslušnému kontroleru, který ho obslouţí. Spouští se jako první kompo-
nenta aplikace. 
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Tento poţadavek je jednoznačně definovaný a je součástí URL, která má násle-
dující tvar: 
http://<doména>/<název kontroleru>/<název ak-
ce>/<argument1>/<hodnota argumentu 1>/<argument2>/<hodnota 
argumentu 2/… 
Kontroler a akce mohou být např.: ZakazniciController, getList. Tato URL22 je 
při volání komponenty dostupná v superglobální proměnné $_GET['route'], 
díky modulu Apache „mod_rewrite“ – podle definovaného schématu „přepíše“ 
URL. Pokud server Apache nepodporuje tento modul, jedná se tak často u 
zdarma dostupných webhostingových sluţeb, je moţné pouţít i tvar: 
http://<doména>/index.php?route=/<název kontroleru>/<název 
akce>/<argument1>/<hodnota argumentu 1>/<argument2>/<hodnota 
argumentu 2/… 
Změnila se pouze úvodní část. 
Komponenta router tuto URL zpracuje metodou Router::parseUrl(). Po zjištění, 
který soubor kontroleru se má volat následně zavoláním Router::delegate() se 
vytvoří poţadavek a odešle se FrontControlleru, který jej dále zpracovává. Výňa-
tek kódu: 
self::$frontController->setRequest(new Request($controller, 
$action, $args)); 
self::$frontController->run(); 
Celý proces je naznačen na Obr. 5.12 níţe. 
 
                                                   
22 Uniform resource locator – řetězec znaků, který slouţí k popsání umístění nějakého zdroje. 
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Obr. 5.12: Proces zpracování v objektu router 
Komponenta router je u konce svého působení v okamţiku vytvoření poţadavku 
ve frontě poţadavků FrontController. Je v systému především proto, ţe je po-
slední úroveň, kde se pracuje s kontrolery na úrovni souborů .php. Kontroluje 
se jejich existence, platnost, název a podobně. Pokud poţadovaný kontroler nee-
xistuje, volá se kontroler „ErrorController“, který definuje různé systémové chy-
by a podnikne poţadované kroky – zobrazí např. chybové hlášky, poţadavek 
zapíše atp. 
5.3.2   FrontController 
FrontController, neboli fronta kontrolerů (dále jen „fronta“), jak jiţ z názvu ply-
ne, zajišťuje chod kontrolerů. Je představován třídou FrontController.  
Slouţí k hromadění poţadavků na vykonání určitého kontroleru a jeho akce. 
Podporuje pluginy – rozšíření, která jsou vykonávána buď před, nebo po vyko-
nání poţadavku. Poţadavky jsou typu Request a obsahují název kontroleru, akce 
a pole argumentů. Fronta má vţdy minimálně jeden poţadavek, který jí byl pře-
dán poprvé v komponentě Router metodou FrontControl-
ler::setRequest(). 
Jak plyne z Obr. 0.4 viz příloha [E Proces vykonání fronty poţadavků], je 
moţné při vykonávání poţadavku na spuštění kontroleru vytvořit další poţada-
vek. Toto je velmi výhodné, pokud například chceme přesměrovat na základě 
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nějaké podmínky z jedné akce do další. Například chceme-li určitou komponen-
tu systému vyuţít na více různých místech, abychom předešli zbytečné redun-
danci, pouţijeme metody FrontController::stack/setRequest(). Roz-
díl mezi metodami je „pouze“ v tom, ţe stack „hromadí“ poţadavky na konec, 
kdeţto set nastavuje na začátek fronty. Toto z určitých důvodů ovlivňuje genero-
vání URL ve View.  
Zásada je pouţívat set tehdy, pokud jde o přesměrování a chceme se do dané 
sekce přesunout, stack pokud chceme vykonat další akci jako doplňující akci 
při současné a nepřesunovat se do sekce (kontroleru), který voláme metodou 
stack. 
Fronta také podporuje registraci tzv. „pluginů“, jak jsme si řekli výše, jedná se o 
třídy typu PluginAbstract. Ukázka základní třídy pluginu: 
abstract class PluginAbstract extends Object { 
    protected $registry = NULL; 
    public function  __construct() { 
        $this->registry = Registry::getInstance(); 
    } 
    abstract function preDispatch(Request &$req); 
    abstract function postDispatch(Request &$req); 
} 
Metoda pluginu preDispatch je volána v procesu metody „dispatch“ – tedy 
„odeslání“, jinými slovy zpracování poţadavku a zavolání akce kontroleru, me-
toda postDispatch pak analogicky po zpracování. Jak jiţ bylo nastíněno výše, 
toto je velmi výhodné v mnoha případech. Pokud například uţivatel chce zobra-
zit sekci, na kterou nemá podle ACL23 pluginu právo, registrovaný plugin „Acl“ 
se ujme role a vstoupí do procesu – změní destinaci na ErrorController a jeho 
akci denied. Toto je velmi efektivní a relativně jednoduché řešení. 
Dalšími pluginy v systému, převáţně pro demonstraci, jsou:  
 AclPlugin – ověřuje právo vykonat určitou akci oproti seznamu oprávnění 
„ACL“. 
 AuthPlugin – ověřuje platnou autorizaci do systému. Pokud není uţivatel 
autorizován, tento plugin zakáţe vykonání původního dotazu. 
                                                   
23 Access Control List – seznam práv přístupu uţivatele. 
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 DobaZpracovaniPlugin – zjišťuje dobu vykonávání kontroleru. 
 EchoRequestPlugin – zobrazuje volané. 
 HistoryPlugin – ukládá poţadavky do historie, aby se uţivatel mohl vrátit do 
předchozích sekcí. 
 NavPlugin – zajišťuje spolu s dalšími navigační prvky systému – menu, his-
torie, layout pro jednotlivé role v systému atd. 
Registrace pluginu: 
    $registry['frontController'] = FrontControl-
ler::getInstance() 
            ->registerPlugin(new EchoRequestPlugin()) 
            ->registerPlugin(new AuthPlugin()) 
            ->registerPlugin(new AclPlugin()) 
            ->registerPlugin(new HistoryPlugin()) 
            ->registerPlugin(new NavPlugin()) 
            ->registerPlugin(new DobaZpracovaniPlugin()); 
5.3.3   Controller 
Controller, neboli kontroler, je řídící prvek v návrhovém vzoru MVC. Tvoří nej-
flexibilnější místo celé aplikace a právě zde se definuje logika jednotlivých sekcí 
systému a jejich akcí. Můţe slouţit jak v procesu autorizace do systému, přes 
proces zobrazení navigačních prvků (třída NavController), tak i zobrazení 
seznamu dat. Z kapacitních důvodů tohoto materiálu zde nebudu uvádět kon-
krétní kontrolery. Kontroler je v podstatě sám o sobě velmi „hloupý“: 
abstract class ControllerAbstract extends Object { 
    protected $view = NULL; 
    protected $registry = NULL; 
    protected $title = NULL; 
 
    function  __construct() { 
        $this->registry = Registry::getInstance(); 
        $this->view = View::getInstance(); 
         
        // HTML/BODY/TITLE 
        $ctrl = $this->registry['controller']; 
        $act = $this->registry['action']; 
        $title = $this->view->get('title')?' | '.$this-
>view->get('title'):NULL; 
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        $this->view->set('banner', $this->registry['TITLE'] 
. $title . " (&bull;$ctrl&rarr;$act)"); 
    } 
 
    abstract public function index(array $args) ; 
} 
Z kódu je patrné, ţe kaţdý kontroler má k dispozici komponentu View (o něm 
níţe) a registry. Důleţité zde je, ţe kaţdý kontroler má povinnou metodu „in-
dex“. To nám zajistí lepší konzistenci aplikace, protoţe pak není moţné vytvořit 
validní kontroler bez akce „index“ a na tuto akci je moţné se vţdy s jistotou od-
kázat. Kaţdé metodě kontroleru lze předat pole argumentů, bylo-li zadáno 
v URL, potaţmo poţadavku Request. 
Typicky se kontroler v systému sestává z: 
 získání modelu dat – třída Model, 
 filtrování modelu na základě pravidel – třída Filtr, 
 seřazení dat modelu – třída Sort, 
 odstránkování dat – třída Paginator, 
 zobrazení dat – typicky HTML tabulka, nebo RL/VF24. 
Seznam kontrolerů a jejich akcí se v systému udrţuje kontrolerem „SysControl-
ler“, který zjistí na úrovni souborů ve sloţce lib/controller všechny metody 
všech kontrolerů obsaţených v souborech. <Název kontroleru>.php odpo-
vídá názvu souboru. 
5.3.4   Model 
Model představuje zapouzdření datové struktury do jednotlivých tříd. Zpravidla 
kaţdá sekce systému má svůj datový model, který poskytuje nejčastěji pouţívané 
zdroje dat – výsledky dotazů nad tabulkami v DBMS. Metody vrací v podstatě 
jen tři druhy datových typů: 
 DataSet, potaţmo SqlDataSet, 
 string (znakový řetězec), 
 bool (booleovské hodnoty pravda/nepravda). 
                                                   
24 View form – druh vstupního HTML formuláře; record list – seznam záznamů. 
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Za zmínku stojí typ SqlDataSet – byl napsán pro zlepšení integrity aplikace. 
Tento typ, představený třídou SqlDataSet/DataSet, je určen pro víceřádkový 
soubor „buněk“ dat. Vţdy obsahuje nadpisy a názvy sloupců, název buňky tak, 
jak je v DBMS a pak samotná data. Liší se od sebe pouze tím, ţe SqlDataSet do-
tazuje databázi aţ v okamţiku, kdy jsou poţadována data k vyzvednutí (SqlDa-
taSet->getData()).  
Díky tomuto řešení je moţné pouţít třídy pro manipulaci s daty, které s SqlDa-
taSet komunikují skrz jeho metody a upravují soubor dat na úrovni SQL dotazu. 
Ve finále se tak o třídění a filtrování stará pouze DBMS a ne klientská aplikace. 
Metoda modelu se zpravidla skládá z popisu sloupců a SQL dotazu. 
Na soubor dat typu SqlDataSet je moţné aplikovat, jak bylo zmíněno v úvodu 
kapitoly, i třídy pro manipulaci s původním SQL dotazem, jsou to: Paginator, 
Sort a Filtr. Všechny tři nějakým způsobem ovlivní výsledná data jednodu-
chou úpravou SQL dotazu prostřednictvím SqlDataSet rozhraní. 
Model by mohl být přepracován tak, aby pro přístup k entitě v DBMS existoval 
pouze jeden základní dotaz a ten byl poté dále filtrován. Nyní je pro kaţdý „po-
hled“ na data napsán kompletní SQL dotaz. Je tak sice moţné v aplikaci s daty 
dále pracovat, ale tento koncept by nebyl konzistentní, jelikoţ je datový model 
v tomto případě zpracováván na více místech, namísto jednoho centrálního úlo-
ţiště. V rámci této práce je ale toto řešení dostačující. 
5.3.5   View 
View tvoří výstupní bod aplikace. Jak bylo zmíněno výše v kap. 4.1  , View, re-
prezentuje data v datovém modelu tak, aby byly čtivé uţivatelem. Formátuje do 
tabulek, přidává jednotky atp. Celkově jde o komponentu aplikace, která repre-
zentuje výstupní data. 
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Obr. 5.13: Struktura View 
Na Obr. 5.13 je struktura View – View vyuţívá externích šablon .phtml pro pre-
zentaci dat. O šablonách a primitivním šablonovacím systému níţe. 
Sám o sobě bez šablon nemůţe data zobrazit. Proto je výchozím stavu je načtena 
výchozí šablona metodou View::setTpl('html.phtml'), která obsahuje 
„placeholder25“ „content", a proto pokud zapíšeme v aplikaci data na tento pla-
ceholder, vţdy bude dostupný. Vkládání obsahu šablony do placeholderu reali-
zujeme metodou View::fetch().  
$view->set('plhol_obsah', $view-
>fetch('uzivatele/seznam.phtml')) 
Stejně tak je moţné mít v jiţ vkládané šabloně naplněný placeholder jinou šab-
lonou – díky tomuto mechanismu lze libovolně vnořovat šablony a zároveň za-
chováme jistou jednoduchost celého šablonování. Viz Obr. 5.14. 
                                                   
25 Místo, do kterého se později načtou data, pro která je tento „placeholder“ určen. 
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Obr. 5.14: Víceúrovňové šablonování 
Šablony jsou jednoduché .phtml soubory, které z většiny obsahují statický 
HTML kód. Doplněn je PHP kódem, který má pouze zajišťovat cykly a ternární 
operátory pro zobrazení hodnot typu „echo $hodnota :? '-' “. Ternární 
operátor „?:“ byl přidán aţ ve verzi PHP 5.3.0, jedná se o zkrácenou verzi „ ? : ". 
Šablonám velmi zjednodušuje úkol pouţití tzv. „helperů“. Ty zajišťují nějaké čas-
to opakované procesy na úrovni šablon. Typicky jde o vykreslení tabulky dat 
z datového modelu. Abychom se této redundantní činnosti vyhnuli, byly napsá-
ny konfigurovatelné třídy Table* (html, csv, text). Ty zpracují datový model typu 
SqlDataSet (viz výše) a vrátí přehlednou tabulku. Helpery lze dále najít v systé-
mové knihovně jednoduchých funkcí lib.php a sloţce inc/helpers. 
5.3.6   History 
History, dále jen „historie“, je třída, která zajišťuje spolu s pluginem „History-
Plugin“ uchování jiţ navštívených akcí aplikace. Pouţití je jednoduché, ale velmi 
uţitečné – v kterékoliv akci kontroleru je moţné vytvořit odkaz na předchozí 
navštívenou stránku – znovunačtení stránky není bráno jako navštívení, je igno-
rováno. Typicky se historie pouţije, pokud uţivatel odešle formulář s daty, apli-
kace je vyhodnotí a uţivatele přesměruje do části, kde byl před otevřením for-
muláře. 
$frontController->setRequest(History::getLastReq(<n>)) … kde 
n je počet kroků zpět. 
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Díky historii tedy eliminujeme do jisté míry pouţití tzv. „tabulky přechodů“ – 
tabulka, která nám řekne, kam se po provedení akce dále posunout – v našem 
případě do části, kde jsme byli před akcí. 
Historie je také příklad vyuţití pluginů (viz výše) – plugin vyhodnocuje všechny 
vykonané poţadavky na akce a stylem „FIFO26“ ukládá do superglobálního pole 
$_SESSION, to drţí poţadavky aţ do zrušení platnosti autorizace. 
5.3.7   ACL, Role 
ACL a role nejsou tvořeny pouze moduly systému, ale i pluginy (o těch v podka-
pitole FrontController). Spolu zajišťují ověření právo vykonat uţivatelem poţa-
dovanou akci. Menu systému je téţ napojeno na ACL a můţe podle oprávnění 
skrývat/zobrazovat poloţky. Postup při ověření uţivatelem poţadované akce: 
 Spuštění pluginu „AclPlugin“. Tento plugin se dotáţe modelu, zda uţiva-
tel ID:X má oprávnění na akci:Y. Mmj. se ověřuje, zda akce existuje. 
 Vyhodnocení oprávnění. 
 Přesměrování na „ErrorController“ a „denied“, nebo vykonání poţadova-
né akce. 
5.4   Realizace informačního systému 
Díky poţadavkům na softwarové prostředí je zaručena kompatibilita mezi růz-
nými platformami. Níţe předvedu některé části systému. Cílem není předvést 
kompletní ukázku systému, ale probrat některé typy formulářů, druhy výstupů 
dat – jak bylo uvedeno výše – text, HTML, CSV, chybová hlášení a podobně. 
5.4.1   Přihlášení do systému, popis hlavní obrazovky 
a)   Přihlášení do systému 
Přihlášení do systému probíhá příkazem27 https://<doména>/auth/index. 
Tím zavoláme akci „index“ kontroleru AuthController. V ní je zajištěno ověření 
otisku SHA1 ze zadaného hesla oproti záznamu v databázi. Pokud se autorizace 
nepodaří, je zobrazena chybová hláška. Po proběhnutí autorizace se zjistí všech-
ny „role“ uţivatele a jim přidělené „layouty“ a oprávnění. V layoutu je informace, 
                                                   
26 First-In-First-Out – metoda posloupnosti uloţení a vymazání dat z datové fronty. 
27 O příkazu viz podkapitola „Router“. 
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kam se má uţivatel přesměrovat po přihlášení. Lze tedy jednoduše měnit akce 
po přihlášení jiţ v systému, viz Obr. 5.15. 
 
Obr. 5.15: Úprava role 
b)   Popis obrazovky 
 
Obr. 5.16: Okno administrátorské části IS 
Části systému na Obr. 4.1: 1 – sekce pro stavové hlášky systému; 2 – sekce pro 
výstup hlavních dat, například výpis dat, formulář a podobně; 3 – stavový řádek, 
pro informaci zde vypisuje čas serveru, dobu zpracování kontroleru a pohledu a 
odkaz na současnou pozici v systému; 4 – sekce pro navigaci, zde se zobrazují 
navigační prvky a to ty, které zde „vykreslí“ kontroler „NavController“. 
Poloţku č. 5, coţ je moţnost tisku, zmíním podrobněji.. Tisk je moţný provést ve 
kterékoliv sekci systému. V podstatě jde o výměnu CSS kaskádovacího stylu, kde 
se místo klasického souboru stylů „media=screen“ přepne na styl „me-
2 
3 
4 
1 
5 
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dia=print“, který je definován v jiném souboru. Výsledkem je, ţe webový prohlí-
ţeč pošle na tiskárnu černobílou verzi části obrazovky č.2. 
c)   Menu systému 
Menu systému je, jako ostatní části, velmi dynamické. Podporuje systém polo-
ţek se vztahem „rodič-potomek“ a poloţky se mohou téměř nekonečně větvit. 
Podporuje ACL – pokud by se stalo, ţe uţivatel s určitou rolí nemá právo volat 
určitou poloţku menu, lze to řešit skrytím poloţky. Skrytí je realizováno porov-
náváním práv role a poloţky. Pokud role nemá právo vykonat poloţku, je skryta. 
Pro určení práva je kritický atribut stav vazební tabulky role_auth. 
V systém lze vytvořit neomezený počet menu a různě je vkládat. Ve výchozím 
stavu má kaţdý layout definován své menu – ošetřeno v „NavController“. 
5.4.2   Některé typy formulářů v IS 
a)   RL - Record List 
RL patří mezi základní typ formulářů. Zobrazuje data řádkově a je zvykem 
umoţnit uţivateli systému „kliknutí“, tedy přechod do jiné sekce do další části 
systému, pokud to situace vyţaduje. RL je v rámci datového modelu představen 
většinou třídou SqlDataSet. Zobrazení RL je v systému implementováno tří-
dami Table(Html/Csv/Text). Jedná se o tatáţ data, pouze jinak prezento-
vaná. 
 
Obr. 5.17: HTML record list 
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Obr. 5.18: Textový record list 
 
Obr. 5.19: CSV record list 
b)   QF – query form 
Query form slouţí pro filtrování dat podle uţivatelem zadaných kritérií.  
 
c)   VF - View Form 
View Form slouţí k zobrazení detailu – typicky se na něj odkazuje záznam v RL. 
 
Obr. 5.20: View form 
d)   IF – Insert Form 
IF vkládáme nový záznam do databáze systému. IF prochází kontrolou na straně 
serveru, a pokud nevyhovuje zadání, uţivateli se zobrazí chybová hláška v horní 
části rozhraní. 
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Obr. 5.21: Insert form 
e)   LOV – List Of Values 
LOV je v systému představen HTML elementem SELECT a pouţívá se v IF při 
vkládání nebo změně údajů. Není třeba jej dále popisovat. Typicky se jedná o 
určitou mnoţinu hodnot a pouze tyto mohou být vybrány. 
5.4.3   Způsoby hlášení událostí systému, kontrola oprávnění ACL 
Jak jiţ bylo zmíněno výše, systém je schopen informovat o událostech. Chybové 
hlášení řeší kontroler „ErrorController“. Sjednocuje jak některé chyby systému, 
které by mohl vzniknout nedopatřením programátora (chybějící modul a po-
dobně), tak i chyby způsobené uţivatelem. Pokud jiţ systém není z nějakého dů-
vodu (chybějící ErrorController) vyřešit oznámení ErrorControllerem, pouţije 
se „throw Error“, neboli vyhození výjimky. Výjimka je pak dále zobrazena spolu 
s trasováním původce výjimky. Níţe jsou příklady, jak mohou tyto hlášky vypa-
dat.  
 
50 
    
 
 
5.5   Doporučené další směřování vývoje 
Ţádná aplikace není dokonalá a platí to i o aplikaci probírané v rámci této práce. 
Je zde mnoho dalších cest, kterými lze vylepšit funkčnost systému. Chci zmínit 
některé významnější: 
 Pouţití databázových transakcí v návrhu databáze. Zjednoduší se tím 
ošetření chyb při interakci s databází na straně aplikační části a přenese 
se tam, kam podle návrhu patří – do DBMS. 
 Zlepšit „Filtr“ dat – konkrétní model dat vyţaduje více konkrétní volby 
filtru, v současné verzi se filtruje generickým filtrem – text nad sestave-
nými daty. 
 Vypracování „líbivějšího“ grafického stylu. 
 Ověření vstupních dat i na straně klienta pomocí skriptovacího jazyka 
JavaScript. Dá se předpokládat příjemnější poţitek uţivatele ze systému. 
Moţno realizovat jiţ existujícími frameworky28. 
 Důkladnější komentování kódu. 
  
                                                   
28 Programová struktura, zjednodušuje vývoj aplikace jiţ hotovými kusy kódu.  
Obr. 5.22: Hlášky systému 
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6   ZÁVĚR 
Cílem této práce bylo realizovat Informační systém evidence uţivatelů.  
Na základě doporučené literatury a dalších zdrojů v Internetu byl tento systém 
realizován za pouţití jazyka PHP a DBMS MySQL. Systém podporuje vyuţití 
různých typů formulářů, datových struktur a představuje relativně čistý návrh 
aplikace. 
Před samotnou realizací byly důkladně promyšleny jednotlivé komponenty sys-
tému a jejich interakci. Důleţitý byl návrh modelu databáze a samotné aplikace. 
Cílem bylo maximálně zpřehlednit procesy aplikace, tvorbu nových modulů, 
pohledů na data a jejich řízení, zavést modularitu do systému, zavést pohled na 
problematiku stylem objektového programování a čistého kódu.  
V počátku práce jsou uvedeny poţadavky, jejich upřesnění, popis pouţitých ja-
zyků, výhody a nevýhody jednotlivých úloţišť a aplikačních serverů a také i 
v praxi zavedené návrhy aplikací. 
Dále byly popsány pouţité programovací jazyky, zvyklosti programování, kde 
bylo nastíněno i objektové programování. 
Konečně byla rozepsána jiţ konkrétní třívrstvá implementace aplikace Model-
View-Controller a systému nad ní, implementace databázového modelu, kde je 
nejdůleţitější návrh modelu – především pomocí E-R diagramu a také byla po-
psána architektura aplikace. 
K poţadavku na ukládání souborů do databázového systému je potřeba dodat, 
ţe právě teoreticky neomezenou velikost souboru omezují technické vlastnosti 
pouţitých nástrojů, jako je Apache, PHP, MySQL.  
Tisk výstupních HTML  dat lze vykonat „poklikem“ na ikonu v systému, CSV a 
textový formát jiţ v odpovídající aplikaci obecně zkratkou „CONTROL-P“. Sys-
tém podporuje více druhů výstupních dat: HTML, CSV, text a je moţno relativně 
jednoduše doprogramovat další, jako například PDF, XML. 
Lze říci, ţe návrh a dosaţená realizace je vhodná pro nasazení nejen v Informač-
ním systému evidence uţivatelů sítě, ale po malých úpravách obecně i tam, kde 
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je potřeba vytvořit dobře zabezpečenou, přehlednou a velmi flexibilní aplikaci, 
kterou lze modulárně relativně jednoduše rozšiřovat a upravovat.  
V poslední kapitole byl popsán další moţný vývoj Informačního systému. 
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PŘÍLOHY 
A Testovací vstupní údaje  
Administrátor:  sith@wifistar.net 
Heslo: sith 
 
Uţivatel: test 
Heslo: test 
 
Kaţdému uţivateli (uţivatel v rámci aplikace) je přiřazen, jak bylo zmíněno výše, 
výchozí „layout“ a obrazovka po přihlášení. 
B Přiložený CD-ROM 
Obsahuje: 
 všechny zdrojové kódy aplikace v příslušných jazycích, 
  model databáze v „.SQL“ souboru a tento je naplněn vzorovými fiktiv-
ními daty, 
 text této práce ve formátu PDF. 
Zdrojové kódy byly napsány za pouţití následujících verzí software: 
 PHP 5.3.2 
 PHP IDE NetBeans 6.8 (Build 200912041610) 
 MySQL 5.1.41 
 Apache 2 
 
2 
C Případ použití systému 
 
Obr. 0.1: Případ použití systému 
  
3 
D E-R diagram 
 
Obr. 0.2: E-R diagram, část 1. 
4 
 
Obr. 0.3: E-R diagram, část 2. 
5 
E Proces vykonání fronty požadavků 
 
Obr. 0.4: Proces vykonání fronty požadavků 
 
