Abstract. This paper details the use of OWL FA Toolkit for verifying and validating multi-layered (meta-) modelling using ontologies described in OWL FA. We will show how OWL FA and its reasoner (OWL FA Toolkit) could benefit software modellers on leveraging the software development life cycle through a practical use case.
Introduction
Metamodelling, i.e. modelling across multiple modelling layers, dealing with concepts and meta-concepts, is a key issue in model management and especially in model-driven software development (MDSD). Metamodels appear in application areas such as UML [14] , Model Driven Architecture [4] and E-Commerce.
Ontologies and the Web Ontology Language (OWL) are well established for model descriptions and model management tasks. However, the standard OWL Web Ontology Language does not support modelling and reasoning over a layered metamodelling architecture. OWL 2 provides simple metamodelling which corresponds to the contextual semantics defined in [9] . However, this modelling technique is mainly based on punning. It has been shown in [12] that this can lead to non-intuitive results, since the interpretation function is different based on the context. Indeed, for many applications, a validation without a metamodel is not adequate. There are various works which consider validation of UML models with OCL constraints like in [3, 5, 7, 13, 8] . However, none of these approaches account for a validation across multiple layers, i.e. validate models with respect to their metamodels. Although they validate models with model constraints and instances of the models, they do not account for metamodels in their validation. We intent to show how OWL FA Toolkit could be used to help close the gap.
Motivating Example
This section gives an example to demonstrate the need for metamodelling enabled ontologies. Models are depicted in UML notations. Metamodels are more than a syntactic language description of a modelling language; a metamodel is a description of the concepts of a modelling language specifying the structure and the kind of information that can be handled [10] .
Models and metamodels are commonly used in model-driven software engineering (MDSE). In order to improve software development processes, new technologies which provide reasoning support like consistency checking of models and metamodels are beneficial. In MDSE, each model layer can contain both class and object definitions. However, this leads to undecidability problems in model validation w.r.t the complexity of the model. In ontology engineering, ontologies for metamodelling like OWL FA separates class and object into different layers in order to maintain the decidability of the language. In Fig. 1 , a layered modelling architecture is demonstrated for physical device modelling (an application of configuration management). The figure depicts three layers M 0 , M 1 and M 2 . M 3 is a Meta-metamodel layer which is not included in the example. The arrows between the layers demonstrate instance relationships, the arrows within a layer are concept relations (like object properties and subclass hierarchies). Moreover, the modeller requires that the concepts Chassis and Shelf in M 3 have to be disjoint from each other.
A crucial task in model-driven engineering is the validation of models and metamodels [3, 5, 7, 13, 8] . A valid model refers to its metamodel and satisfies all the restrictions and constraints. However, the validation of multiple layers may lead to inconsistency even if the consistency is satisfied between all adjacent layers, i.e. model and instance layer. For instance, in the previous described scenario, if one would like to add Avaya is an instance of Shelf in M 2 and Avaya, considered as a concept in M 1 , is equivalent to the concept Cisco in M 1 . Combined with the constraints on the model layer M 2 which requires the disjointness of class Shelf and Chassis leads to a contradiction and therefore to an inconsistent ontology. Without capturing multiple layers, this inconsistency is not detected since Avaya is either considered as a concept on layer M 1 or as an instance. However, modelling with more than two layers has to account for concepts on layer M i that are at the same time instances of concepts of the layer M i+1 .
Technical Background
OWL FA [12] enables metamodelling. It is an extension of OWL DL, which refers to the description logic SHOIN (D). Ontologies in OWL FA are represented in a layered architecture. This architecture is mainly based on the architecture of RDFS(FA) [11] . OWL FA specifies a layer number in class constructors and axioms to indicate the layer they belong to. For example, SubClassOf(Annotation (Layer "2"^^xsd:int) Chassis SlotContainer) belongs to layer 2. Since OWL FA is based on OWL DL all language features from OWL DL are also available in OWL FA in contrast of RDFS(FA) like transitive TransitiveProperty and inverse owl:inverseOf property restrictions.
The syntax is adopted from OWL DL. The semantics of two layers which can be considered as TBox and ABox are same as in OWL DL. The idea of OWL FA is that the interpretation depends on the layer but is still an OWL DL interpretation. Therefore in each layer, or from one layer to the next layer standard OWL DL reasoning capabilities can be used. For more details about the reasoning in OWL FA refer to [6] .
OWL FA Toolkit
In this section, we introduce the OWL FA Toolkit, a simple graphic user interface for modeller to create an OWL FA ontology and perform reasoning over it. The OWL FA toolkit contains features as following:
-Editor -for checking the OWL FA ontology before perform the reasoning.
In this version it supports only functional syntax. -Ontology Consistency -for checking whether a given an multi-layered models that described in OWL FA is valid. This will enable modeller to validate a model with metamodel. -Concept Satisfiability -for verifying whether a concept A is a non-empty set in a given OWL FA ontology O. A modeller can verify a particular concept that might leads to contradiction of the models. -Query Answering -for accessing information form a given an multi-layered models O by using SPARQL query. -Reasoning with OWL DL ontology -for reasoning in OWL DL ontology. A modeller can easily create ontology and meta-ontology separately. Figure 2 shows screen capture of OWL FA toolkit loaded OWL FA ontology for validating multi-layered model. More details about the OWL FA toolkit are described in [6] . 
Related Work
In [15] spanning objects are used in order to have different interpretations for objects that are instances and classes simultaneously. Compared to OWL FA one spanning object refers to one ontology O i .
A UML diagram with OCL constraints is transformed to a constraint satisfaction problem. In [13] UML/OCL models are modelled with the constraint language Z in order to validate class diagrams. The language Alloy is used in [1] as a representation of UML/OCL models. The Alloy Analyser verifies the model properties. Constraint logic programming (CLP) is applied in [8] to validate UML models and model constraints. Also the metamodels are translated to CLP and validated based on defined metamodel specifications. However, properties of a layer are not considered in the next layer.
Berardi et al. [3] apply DL Reasoning to UML class diagrams. The expressiveness of UML diagrams and constraints are restricted to the expressiveness of the DL ALC − . Basic conceptual modelling including model constraints is demonstrated for UML diagrams in OWL The consistency check of a UML class diagram is then reduced to concept satisfiability in ALC − . However, the verification is only performed on the conceptual level, without accounting for a metamodelling architecture.
First-order logic (FOL) is used in [7] for consistency checks of UML class diagrams. The main contribution are different algorithms to perform the consistency check and the analysis of inconsistency triggers. The transformation from UML class diagrams with OCL constraints to FOL is also described in [2] in order to enable consistency check.
