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This is a great pity, since logic programming offers a distinct-and, in my opinion, 
much superior-perspective on the subject of constructing correct programs. 
The final chapter purports to be a critical assessment of Prolog, but lacks a proper 
account of the procedural interpretation, with the result that important issues such 
as nontermination are inadequately analyzed. The section entitled “Experimenting 
with Prolog” has no discernible aims, and is inept in the methods it suggests for 
modifying execution control-one cannot help but conclude that this is owed to 
insufficient familiarity with standard Prolog techniques for meta-interpretation. The 
discussion about looping is confused and fails properly to separate the contributions 
of the relevant issues-namely, the computation rule, the search rule and the inherent 
logical content of the program. 
The author concludes that Prolog should really be viewed as a high-level pro- 
cedural language with a logic programming look about it. This downplays the fact 
that Prolog does contain a pure declarative kernel, and that in this kernel it is 
possible to express fair execution schemes in which procedural and declarative 
semantics properly coincide. Even with the standard execution scheme, much 
defensible and effective declarative programming can still be achieved. 
The chapters provide exercises, and solutions to some of these are usefully given 
at the end of the book. The chapters also all end with short summaries, but these 
are so scanty and recapitulative that I think they would have been better omitted. 
The index is grossly defective and appears to have been machine-generated; its 
weaknesses are not compensated by the scrappy and arbitrary glossary that precedes 
it. 
In summary this book argues well for certain fine ideals of software engineering 
and logical approaches to programming, but where the author strays from the staple 
material of the logician the technical depth and accuracy of the text visibly weakens, 
and at the least exposes insufficiently mature experience in the crafting and criticizing 
of Prolog programs. 
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Foundations of Programming. By J. Arsac. Academic Press, London, United King- 
dom, 1985, Price X19.50/$32.50, ISBN o-120644606. 
This is a book about recursive programming. Well, actually, it is about recurrence, 
a concept that Arsac considers to form “the common base of iteration and recursion” 
(p. xvii). 
If you are more familiar with loops and variables than with functions and 
equations, the following correspondence may be the easiest way for you to obtain 
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an initial grasp of this concept: A recurrence relation may, for instance, be used to 
describe how the values of variables in one pass through a loop depend on the 
values during, say, the previous pass. This can, then, be cast into notations such as 
ZJ( i) = 2 * v(i - 1) + u(i), expressing the dependency of u in the ith pass on the value 
of u in the previous pass and on that of u in the same pass. 
This concept is the leitmotif of the greater part of Arsac’s book. To begin with, 
recurrence relations serve to provide an intuitive notion of “invariants” for loops. 
In a similar fashion, recursion is introduced and explained in terms of recurrence. 
This sets up the machinery with which transformations of recursive programs into 
iterative ones are then described. 
Starting with Chapter 6, a new concept is introduced, viz. that of “regular actions”. 
Again, if you are more familiar with classical language concepts, you may well view 
regular actions merely as parameterless, tail-recursive procedures. This gives a 
sufficiently good approximation to the concept. 
Arsac spends considerable time demonstrating the equivalence of such “regular 
actions” to goto programs and, also, their equivalence to so-called nested multi-level 
exit loops. (Incidentally, these results essentially constitute the “folk theorems” of 
Harel’s article [ 11.) The optimization of the resulting loops is, then, the next major 
topic of the book (Chapter 7). 
Thus, the overall message of the book is in essence: Start from an initial recur- 
sive/recurrent solution to a problem and transform it into an iteration. Arsac baptizes 
this method “analytical programming”. 
Should you read this book? If the idea of formal methods in programming is 
completely new to you, then you will find here a-quite easily comprehensible- 
introduction into this world, where programs are subject to the same style of formal 
calculation that makes algebra and geometry so elegant; you will find here two 
hundred and fifty pages filled with equations and programs derived from these 
equations or from other programs in a quite formal manner. 
But this is the major weakness of the book as well. The author tends to get bogged 
down in the low-level details of technical calculations-impressive as they may 
be-in much the same way as certain introductory textbooks on, say, real analysis, 
that exhibit lots of fine-grain proofs, but fail to convey a proper idea of what analysis 
is all about. 
In a similar fashion, Arsac presents lots of detailed calculations without providing 
global design methods or concepts for structuring the development of programs. 
On the other hand, he fails to adopt the opposite approach and apply it consistently: 
In spite of the technicality of all these calculations, the reader is given no indication 
of any formal calculus that might constitute the foundation of these calculations. 
In the last analysis, everything remains surprisingly vague and noncommittal. 
One indication of these problems is the choice of the examples discussed in the 
book: They range from minute to small (from factorial and Fibonacci to the matching 
of parentheses), but, nevertheless, effect lengthy derivations. The other indication 
is the extensive treatment of the conversion of recursive programs into iterative 
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ones. This was a major research issue in the area of formal programming methods 
in the late seventies (but more as a training-ground for the study of formal methods 
than for the benefit of the transformations themselves, which are of more relevance 
to compiler builders than to programmers, anyway). 
It has since been recognized that much higher levels of abstraction are required 
in order to address serious programming problems as well. This insight has given 
rise to a wealth of new, dynamically evolving lines of research in formal software 
development, of which Arsac’s book illustrates only one small facet. 
In the light of this, the terms used in the book appear to be rather turgid. “Program 
transformations” should denote more than a mere collection of specific loop optimiz- 
ations; and “analytical programming” is too high-flown a term for indicating that 
programming may proceed from recursive to iterative solutions. Last but not least, 
the creation and manipulation of recursive functions fails, in my view, to meet the 
high expectations raised by the book’s title, Foundations of Programming. 
Reference 
[l] B. Hard, On Folk Theorems, Comm. ACM 23 (7) (1980) 379-389. 
P. PEPPER 
Technical University of Berlin 
Berlin, F. R. G. 
Cryptography: An Introduction to Computer Security. By Jennifer Seberry and Josef 
Pieprzyk. Prentice-Hall International, Hemel Hempstead, United Kingdom, 1988, 
Price X17.95 (paperback), ISBN O-7248-0274-6. 
This book originated as a set of lecture notes for third year undergraduate applied 
mathematics students. Though adapted to meet the needs of an early masters level 
course, it has happily retained a mathematical orientation, which I suggest is now 
essential for any textbook on cryptography. No extensive background knowledge 
is assumed, as the book begins with a whirlwind tour of the mathematics on which 
cryptography draws most heavily, namely complexity theory, information theory 
and finite field arithmetic. 
Following these essential preliminaries there is a chapter outlining some of the 
principal encryption methods. It begins with a very brief review of classical ciphers, 
so brief as to make one question whether it would not be better omitted altogether. 
Their inclusion does, however, lead naturally to consideration of symmetric ciphers 
and a thorough treatment of ANSI (or in the authors’ case the equivalent Australian) 
Data Encryption Standard (DES) and its various modes of use. The chapter finishes 
with asymmetric algorithms and public key cryptosystems featuring of course the 
RSA algorithm. 
To this point the text has provided a sound and very readable introduction to 
basic modern cryptographic techniques. The treatment, however, is far from com- 
plete. Almost no mention is made of pseudorandom sequences, statistical tests of 
