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Ovim radom nastoji se istrazˇiti moguc´nosti trenutno dostupnih servisa i izvora
podataka o akademskoj zajednici, akademskim jedinicama i rezultatima akademskih
radova u svrhu analize ucˇinkovitosti istih. Jednostavno pretrazˇivanje i donosˇenje za-
kljucˇaka nad raznim izvorima podataka jedan je od problema trenutno otvorenih ser-
visa. Iako se uglavnom radi o otvorenim podacima dostupnima na odredenim web-
stranicama, do nekih podataka tesˇko je doc´i korisˇtenjem aplikacijskih programskih
sucˇelja. Postoje ogranicˇenja na kolicˇinu podataka koju je moguc´e preuzeti, vremen-
skih ogranicˇenja poput dopusˇtenog broja radova koje je moguc´e preuzeti u odredenom
vremenu ili pak ogranicˇenja na samu obradu podataka.
Podaci o znanstvenim cˇlancima i ostalim radovima u akademskoj zajednici
nestrukturirani su i podatke je potrebno prilagoditi nekom standardu kako bi se uk-
lonila redundantnost i izbjegla netocˇnost u podacima. Strukturirani i cjeloviti podaci
olaksˇavaju pretragu, pregled, analizu i pronalazˇenje zajednicˇkih cˇimbenika. Otvaranje
podataka i pruzˇanje zajednicˇke i predvidljive strukture podataka omoguc´ilo bi jednos-
tavnije pronalazˇenje znanja u podacima. Takoder, onima koji zahtijevaju vrlo specificˇne
podatke kao sˇto je to za razne analize ili statistike olaksˇalo bi se realiziranje takvih pro-
jekata. Odredeni servisi nude pristupacˇna, ali obicˇno drugim faktorima ogranicˇena
aplikacijska programska sucˇelja. U Hrvatskoj takvih servisa nema ili se oslanjaju na
stare tehnologije i vrlo ogranicˇen izbor podataka. Razni servisi dobili su reputaciju vi-
soko kvalitetnih repozitorija znanstvenih radova. Pozˇeljno je imati izvor podataka koji
obuhvac´a i ove repozitorije buduc´i da su oni jedno od mjerila kvalitete i priznatosti
akademskih radova. Sustav koji se opisuje u nastavku rada nastoji od raznih nepo-
vezanih i cˇesto u razlicˇitom obliku pohranjenih podataka pronac´i strukturu i smanjiti
redundantnost u podacima.
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1 Problem i prijedlog rjesˇenja
Cilj ovog rada bio je obuhvatiti podatke o akademskim radovima hrvatskih
autora i njihovim radovima i strukturirati ih na nacˇin koji omoguc´ava jednostavniju ana-
lizu i prikaz tih podataka. Ogranicˇenje je pronalazˇenje servisa koji nude takve podatke
s obzirom na to da ti podaci cˇesto nisu otvoreni, nepristupacˇni su ili s nepotpunim
podacima. Ako se koriste podaci zatvorenih posluzˇitelja potrebno je pomno proucˇiti i
njihove uvjete korisˇtenja preuzetih podataka s obzirom na to da postoji moguc´nost da
uvjetima ogranicˇavaju moguc´nosti prikaza preuzetih podataka. Ogranicˇenja prikaza i
korisˇtenja podataka mogu biti razna. Neki servisi navode kako se ne smije prikazivati
podatake preuzete iz njihovog repozitorija korisnicima koji vec´ nemaju pristup istim tim
podacima. Drugi servisi pak ogranicˇavaju korisˇtenje postavljajuc´i ogranicˇenja na upo-
trebe za koje se smije koristiti preuzete podatke. Neki servisi ogranicˇavaju i agregaciju
podataka sˇto je neizbjezˇno kada se ti podaci koriste u svrhu analize. Web of Science
repozitorij ne dopusˇta korisˇtenje dohvac´enih podataka za obradu u svrhe analize i ne
smiju se prikazivati korisnicima koji i sami nemaju pristup aplikacijskom programskom
sucˇelju [9].
Bez obzira na izvor podataka postoji razina gresˇke koja mozˇe nastati kod unosa
podataka. Podaci su cˇesto nepovezani te je potrebno naknadno stvoriti strukturu i
dokucˇiti moguc´e veze i reprezentacije podataka. Iz tog razloga, potrebno je unaprijed
analizirati podatke, odrediti njihovu strukturu, odrediti moguc´e probleme u strukturi. U
slucˇaju naknadnog azˇuriranja podataka i baze podataka nuzˇno je osigurati prilagodbu
nestrukturiranih podataka strukturi nasˇe baze podataka ili slicˇnog nacˇina pohrane. Po-
datke je potrebno strukturirati na nacˇin koji c´e obuhvatiti sve potrebne informacije za
prikaz akademskih radova. Osim definicije strukture nuzˇno je odrediti, ovisno o izvoru
podataka, kako se ti podaci uklapaju u odabranu strukturu i kako c´e se oni prilagoditi
da odgovaraju ako ne postoji jasna povezanost sa postojec´im podacima. Ideja je otvo-
riti za korisˇtenje sve prikupljene podatke sa svrhom poticanja daljnjeg istrazˇivanja i ra-
zvoja. Mnogi servisi koji posluzˇuju informacije o akademskim radovima nisu otvoreni,
a oni koji jesu imaju nepristupacˇnih aplikacijskih programskih sucˇelja koja cˇesto ne
omoguc´avaju direktnu analizu podataka. Potrebno je odabrati tehnologije prilagodene
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za performantno i pristupacˇno korisˇtenje podataka koji su definirani svojim vezama i
podlijezˇu raznim analizama. Ocˇekuje se i relativna ispravnost strukture i prihvatljiva
tocˇnost podataka.




Za pohranu podataka odabrana je tehnologija graf baze podataka zbog toga
sˇto je orijentirana prema poveznicama izmedu podataka. Ako se graf baza koristi
s ovom namjerom moguc´e je postic´i mnogo bolje performanse u odnosu na tradici-
onalne relacijske baze podataka. Graf baze koriste vrhove i rubove, odnosno cˇvorisˇta i
veze kao strukturu podataka koja poticˇe od matematicˇkog modela grafa koji se koristi u
teoriji grafova. Pohranjeni podatci reprezentirani su kao skup cˇvorisˇta cˇiji je odnos de-
finiran medusobnim vezama. Najvec´u povezanost i smanjenje redundantnosti postizˇe
se korisˇtenjem vec´ unesenih podataka u graf bazu i eventualnim prosˇirenjem podataka
cˇvorisˇta i njegovih veza kada je to moguc´e.
Na slici 1 mozˇe se vidjeti mali primjer strukture podataka u graf bazi na pri-
mjeru korisnika Twitter socijalne mrezˇe kao cˇvorova koji su medusobno povezani ve-
zama koje pokazuju tko je s kime povezan cˇime veze predstavljaju prijateljstvo izmedu
korisnika [31]. Zbog velike povezanosti podataka graf baza pokazala se kao odlicˇan
izbor tehnologije u podrucˇjima gdje su veze izmedu podataka jednako bitne koliko i
sama informacija koju sadrzˇe. Graf baze nude moguc´nost definiranja kompleksnih
veza njihovim nazivom pa tako i sadrzˇajem. Podatke je moguc´e pohraniti u cˇvorove,
kao sˇto bi u relacijskoj bazi koristili tablice, uz izuzetak sˇto ne postoji strogo definirana
shema podataka pa je istu moguc´e mijenjati samim dodavanjem podataka drukcˇije
strukture u cˇvoru postojec´eg tipa. Na isti nacˇin podatke se mozˇe pohraniti i u samoj
vezi izmedu cˇvorova ako za to postoji potreba. Iz tog razloga, graf bazom je moguc´e
vrlo detaljno opisati podatke i njihove veze. Sve informacije koje su potrebne za daljnji
razvoj baze podataka sadrzˇani su u vezama i cˇvorovima sˇto takoder olaksˇava razvoj.
Za razliku od tradicionalnih relacijskih baza podataka, graf baze koriste veze
kao glavni pokretacˇ u pretrazi i pronalasku informacija. Relacijske baze omoguc´uju po-
vezanost svojim vanjskim kljucˇevima koji sami po sebi ne nose nikakve informacije o
tome sˇto ta veza zapravo predstavlja. Programsko rjesˇenje poput posluzˇitelja potrebno
je za definiranje konkretnog znacˇenja vanjskih kljucˇeva u relacijskoj bazi. Nacˇinom na
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koji se te veze koriste na posluzˇitelju moguc´e je otkriti namjenu veze. Kako bi ot-
krili znacˇenje veze u relacijskoj bazi nuzˇno je proucˇiti korisˇtenje u takvom softverskom
rjesˇenju. Tablice povezane sa ”visˇe na visˇe” mogu sa sobom nositi i informacije buduc´i
da se na vezne tablice mozˇe postaviti odredene podatke pored vanjskih kljucˇeva dviju
tablica koje povezuje. Pristup ”visˇe prema visˇe” vrlo je efikasan za dohvac´anje poda-
taka prve razine, odnosno podatke dviju povezanih tablica preko vezne tablice. Graf
baza svoju efikasnost pokazuje u dohvac´anju druge i svake sljedec´e razine podataka.
Prema Ian Robinsonu dohvat podataka u relacijskoj bazi realizira se dohvac´anjem svih
rezultata pretrazˇivanja i naknadnog filtriranja prema zatrazˇenim uvjetima upita. Graf
baza uzima trazˇena cˇvorisˇta kao pocˇetne tocˇke za pretrazˇivanje zbog cˇega je mnogo
efikasnija u daljnjem pretrazˇivanju direktno koristec´i veze izmedu cˇvorisˇta za pripremu
rezultata upita.
Tablica 1: Pronalazˇenje prijatelja u relacijskoj bazi u usporedbi s ucˇinkovitim nalazima
u Neo4j graf bazi [31].
Dubina Relacijska baza (s) Graf baza (s) Broj rezultata
2 0,016 0,01 ∼ 2500
3 30,267 0,168 ∼ 110000
4 1.543.505 1,359 ∼ 600000
5 ∞ 2,132 ∼ 800000
U tablici 1 mozˇe se vidjeti ispitivanje nad podacima koje je obavio Ian Robinson,
koristec´i kao primjer socijalnu mrezˇu s milijun cˇvorisˇta koja predstavljaju ljude od ko-
jih svaki ima po pedeset prijatelja u vidu veza izmedu cˇvorisˇta. U ovom istrazˇivanju
pokazalo se da relacijska baza ima slicˇne performanse kod dohvac´anja prijatelja od
prijatelja odnosno na dubini podataka od dva. Vec´ na trec´oj dubini prijatelj od prijatelja
od prijatelja mozˇe se vidjeti velika razlika izmedu graf baze i relacijske baze, gdje je
trajanje dohvata do tristo puta duzˇe za relacijsku bazu. Za visoko povezane podatke i
kompleksniju analizu podataka graf baza se pokazala kao bolje rjesˇenje. Jedna od
graf baza, Neo4j, koristi upite pod nazivom Cypher koji nastoji korisnicima tradici-
onalnih relacijskih baza olaksˇati prijelaz sa SQL upita na Cypher upite uz dodatno
korisˇtenje veza. Cˇvor se mozˇe opisati koristec´i labelu, odnosno tip cˇvora, i njegovim
parametrima. Veze se opisuju svojim nazivom i njezinim parametrima. Najvec´u brzinu
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Slika 2: JSON struktura osobe s adresom
Slika 3: JSON struktura osobe s email adresom
upita graf baze moguc´e je dobiti samo u slucˇaju da su nam vec´ poznati polazni cˇvorovi
za razliku od pretrazˇivanja po svim cˇvorovima odredenog tipa. Sa svrhom ubrzavanja
opc´enitog pretrazˇivanja graf baze mozˇe se koristiti ElasticSearch pretrazˇivacˇ o kojem
c´e se visˇe govoriti u sljedec´em poglavlju.
2.2 ElasticSearch pretrazˇivacˇ
ElasticSearch je dokument baza koja se ne definira strogom strukturom poda-
taka. U dokument bazu podataka moguc´e je pohraniti nestrukturirane podatke. Svaki
zapis u dokument bazi mozˇe se tretirati kao redak u relacijskoj bazi podataka. Jedan
od formata za pohranu dinamicˇkih struktura podataka je JSON koji prirodno podrzˇava
razlicˇite tipove podataka. Na slikama 2 i 3 mozˇe se vidjeti primjer podataka o osobi
strukturiran u JSON formatu [6]. Oba primjera mogu se pohraniti u dokument bazi
grupirani pod istim tipom podataka, primjerice kupci. Ovakva prezentacija podataka
daje nam fleksibilnost kod uredivanja i pohranjivanja podataka, te nismo ogranicˇeni
trenutnom strukturom podataka kao sˇto je slucˇaj kod tradicionalnih relacijskih baza
podataka. Nije nuzˇno azˇurirati strukturu baze podataka na novu strukturu kako bi obu-
hvatili i novu i staru strukturu baze podataka ako zˇelimo koristiti novu ili prilagodenu
strukturu. ElasticSearch takoder ima razne moguc´nosti za horizontalno skaliranje pre-
trazˇivanja na visˇe instanci s distribuiranim podacima i racˇunalnom snagom po raznim
cˇvorovima sustava.
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Glavna prednost ElasticSearch pretrazˇivacˇa je u obradivanju tekstualnih poda-
taka. Tradicionalne relacijske baze obicˇno nemaju napredne mogucˇnosti pretrazˇivanja
po tekstualnim podacima te su uglavnom ogranicˇene na pretrazˇivanje dijelova teksta
ili u nekim slucˇajevima pretrazˇivanje regularnim izrazima. Naprednim indeksiranjem
ElasticSearch daje nam moguc´nost pretrazˇivanja svih pohranjenih podataka. Indeksi-
ranje podataka ElasticSearch radi nad svakim od tipova dokumenata koji pohranimo
u ovu dokument bazu, te se stoga mozˇe rec´i da je indeks grupa podataka prema tipu
podataka u ElasticSearch pretrazˇivacˇu.
Analiza podataka takoder je jedna od moguc´nosti ElasticSearch pretrazˇivacˇa
s raznim funkcionalnostima za agregaciju podataka. Svaka ElasticSearch instanca
mozˇe biti dio vec´eg sustava ako zˇelimo horizontalno skalirati, odnosno koristiti visˇe
ElasticSearch instanci u vidu klastera. Svaka jedinica klastera mozˇe imati jedan ili
visˇe indeksa i ima sve moguc´nosti pojedinog ElasticSearch cˇvora. U slucˇaju da koris-
timo klaster, ElasticSearch pohranjuje samo dio podataka na svakom cˇvoru te se svaki
cˇvor brine o tome da pruzˇa sve moguc´nosti za svoj dio podataka. Za upravljanje Elas-
ticSearch instancom koriste se aplikacijska programska sucˇelja odnosno API sucˇelja.
Neka od ElasticSearch aplikacijskih programskih sucˇelja su:
• Dokument API
• API za pretrazˇivanje
• API za agregaciju
• API za indekse
• Klaster API
Sva programska sucˇelja ElasticSearch baze primaju i vrac´aju podatke u JSON for-
matu. Dokument API nudi nam sve metode za izradu, cˇitanje, azˇuriranje i brisanje
dokumenata baze [33].
2.3 Express i React okviri
Javascript je skriptni jezik koji je nastao 1995. godine i programerima pruzˇa
moguc´nost kreiranja dinamicˇkih programa na web stranicama koje posluzˇuje pregled-
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nik Netscape Navigator. Podrsˇku za Javascript s vremenom pocˇinju nuditi i ostali
preglednici, te on postaje de facto standard za izradu dinamicˇkih i interaktivnih web
stranica. Bilo da se radi o dijelom dinamicˇkim stranica s povremenim osvjezˇavanjem
stranice prilikom navigacije ili pak u potpunosti dinamicˇkim stranica bez osvjezˇavanja
pri navigaciji. Javascript s vremenom postaje jedino rjesˇenje za izradu dinamicˇkog
sadrzˇaja na klijentskoj strani korisnicˇkog preglednika [16]. Alternative poput ActiveS-
cript i Java appleta dijelom zbog svojih losˇih performansi i sigurnosnih propusta padaju
u drugi plan kao izbor za dinamicˇki sadrzˇaj na internetu [1][38].
Dinamicˇki jezici poput Javascript-a programeru daju veliku slobodu s obzirom
na to da nemaju tipove podataka te se interpretiraju kada je potrebno metodom JIT,
odnosno samo kada je odredeni dio koda potrebno izvoditi. Ovakav sistem pokreta-
nja programa je u kontrastu s jezicima koje je potrebno kompajlirati prije pokretanja
programa kao sˇto je slucˇaj sa staticˇkim jezicima. Javascript ne podrzˇava eksplicitno
postavljanje tipova podataka na varijable programa te se implicitno dodijeljeni tip po-
datka provjerava kada je potrebno, za vrijeme interpretacije programa. Ova fleksibil-
nost cˇesto znacˇi da je sustav otporniji na gresˇke kod pretvorbe podataka. Implicitno
rjesˇavanje gresˇaka mnogo zahtjevnije je nego sˇto je slucˇaj sa jezicima kod kojih je
moguc´e definirati tipove podataka. Potrebno je poznavati sustav koji implicitno rjesˇava
razlike u tipovima podatka s obzirom na to da mnoge pretvorbe nisu intuitivne i mogu
dovesti do gresˇaka u programu. Program c´e se u vec´ini slucˇajeva program nastaviti
izvoditi ako dode do gresˇke, ali protivno nasˇem ocˇekivanju.
Javascript se iz dinamicˇkog jezika koji se pokrec´e iskljucˇivo u preglednicima,
s vremenom i odredenim projektima prebacuje i na posluzˇiteljsku i aplikacijsku stranu
[16]. Node.js jedan je od takvih projekata i omoguc´uje nam pokretanje Javascript apli-
kacija na gotovo svakoj platformi i bez okruzˇja internetskog preglednika [26]. Projekt
se zasniva na V8 Javascript interpreteru kreiranom od strane Google razvojnog tima
primarno za interpretaciju Javascript-a u Google Chrome internetskom pregledniku.
Kako je V8 interpreter softver otvorenog koda iskorisˇten je za pokretanje Javas-
cript programa bez okruzˇja internetskog preglednika. Tako je uz pomoc´ Node.js skupa
biblioteka moguc´a izrada web posluzˇitelja i aplikacija za stolna racˇunala. Ovakve apli-
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kacije imaju sve pristup svim funkcionalnostima koje bi imale u pregledniku uz do-
datne moguc´nosti za razvoj posluzˇiteljskih i desktop aplikacija [8]. Neke od moguc´nosti




• Prepoznavanje DNS adresa
• Alati za asinkrono izvodenje koda
• Upravljanje datotecˇnim sustavom
• HTTP, HTTP2 i HTTPS protokoli
• TCP i IPC alati
• Alati za rad s operativnim sustavom
• Podrsˇka za tokove podataka
• Alati za TLS/SSL sigurnosne protokole
• UDP datagrami
• URL parsiranje i prepoznavanje
• Alati za kompresiju
Popularnost Javascript programskog jezika i njegova nepobitna pozicija kao
jedinog jezika internet preglednika koji su zastupljeni na gotovo svim platformama re-
zultirala je velikom podrsˇkom i kontinuiranim unaprjedenjem ovog dinamicˇkog jezika.
Javascript tako uspijeva stati uz rame s mnogim staticˇkim jezicima, svojom brzinom
[37], jednostavnosˇc´u razvoja [10], velikom kolicˇinom biblioteka otvorenog koda [23] i
velikom zajednicom razvojnih programera [34].
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Za izradu aplikacija koriste se odredeni skupovi biblioteka ili programski okviri
ovisno o domeni problema. Programski okviri nam omoguc´uju laksˇe rjesˇavanje pro-
blema ovisno o namjeni nasˇeg programa kako ne bi vec´ rijesˇene probleme rjesˇavali iz-
nova. Izuzetno je vazˇno koristiti vec´ isprobane tehnologije ako se radi o implementaciji
sigurnosti unutar nasˇeg sustava. Arhitektura projekta i inicijalno postavljanje strukture
projekta takoder su neke od stvari koje nam programski okviri obicˇno nude. Prema
Riehle i Gross programski okvir je dizajn i implementacija za visˇekratnu upotrebu. Di-
zajn predstavlja model aplikacije ovisno o namjeni okvira, dok implementacija definira
kako se takav model mozˇe koristiti. Dobro poznavanje domene za koju se programski
okvir priprema i programira presudno je za izradu programskog okvira. Programski
okvir predstavlja kumulativno znanje i iskustvo o tome kako bi softverska arhitektura
i njezina implementacija za aplikacije odredene domene trebala izgledati ostavljajuc´i
dovoljno slobode za uredivanje i rjesˇavanje problema domene aplikacije [30].
ReactJS jedan je od programskih okvira za izradu sucˇelja web, mobilnih i apli-
kacija za stolna racˇunala. Napravljen od strane Facebook razvojnog tima. Ovaj okvir
olaksˇava azˇuriranje sucˇelja time sˇto se programer brine za azˇuriranje podataka aplika-
cije i obavjesˇtavanje okvira da je dosˇlo do promijene podataka, dok se okvir bavi op-
timiziranim azˇuriranjem sucˇelja. Ovisno o tome koliko su znatne promjene na sucˇelju
s obzirom na promjenu u podacima okvir c´e prilagoditi azˇuriranje sucˇelja kako bi se
sˇto efikasnije zatrazˇene promijene pojavile na sucˇelju. Kako bi ReactJS mogao biti
posrednik izmedu nasˇeg koda i onoga sˇto se prikazuje na sucˇelju, preporucˇuje se
korisˇtenje JSX, odnosno Javascript ekstenzija. JSX jedan je od nacˇina kako mozˇemo
pisati predlosˇke u kombinaciji sa ReactJS kodom. JSX dopusˇta korisˇtenje dobro poz-
natih HTML elemenata u vidu Javascript funkcija. Cˇinjenica da se radi o Javascript
funkcijama skrivena je u nacˇinu na koji ReactJS predlosˇci programiraju. ReactJS
predlosˇci obradom kroz okvir postaju HTML elementi koji se postavljaju na sucˇelje
aplikacije koje c´e internet preglednik prepoznati [13].
ReactJS takoder poticˇe korisˇtenje metoda funkcionalnog programiranja kao sˇto
su cˇiste funkcije i nepromjenjive strukture podataka. Cˇiste funkcije su funkcije koje za
isti set ulaznih parametara, uvijek vrac´aju istu vrijednost. Ovakve funkcije lako je testi-
rati s obzirom na to da ne ovise o trenutnom vanjskom stanju aplikacije. Cˇiste funkcije
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Slika 4: ExpressJS posrednik metode
ne smiju azˇurirati stanje aplikacije osim vrijednosˇc´u koju vrac´aju kao rezultat. Funk-
cionalno programiranje posebno je pogodno za korisˇtenje s ReactJS okvirom buduc´i
da je svaku promjenu u podacima potrebno proslijediti ReactJS okviru. Ako se nasˇa
aplikacija sastoji od funkcija koje nisu cˇiste i tako do promjene stanja aplikacije dode
nepredvidivim putem, postoji moguc´nost da ReactJS nec´e biti obavijesˇten o promjeni
u nasˇim podacima. Ako ReactJS nije obavijesˇten o promijeni on nec´e azˇurirati sucˇelje
s tocˇnim podacima ili uopc´e [3][40].
Jedan od najpoznatijih okvira za razvoj web posluzˇitelja temeljen na Node.js
platformi je ExpressJS okvir. Zbog svoje jednostavnosti i fleksibilnosti najcˇesˇc´e je i prvi
odabir tehnologije za vec´inu specijaliziranih okvira za izradu programa web posluzˇitelja
u Javascript jeziku. ExpressJS nam nudi tanku apstrakciju nad moguc´nostima Node.js
platforme za izradu programa web posluzˇitelja. On ne definira i arhitekturu projekta
zbog cˇega ga je pogodno korisitit za izradu novih okvira ili jednostavnih programa web
posluzˇitelja. Zbog velike kolicˇine Node.js paketa otvorenog koda, ExpressJS ne nastoji
rijesˇiti sve probleme razvoja programa web posluzˇitelja. Razvojnom programeru tako
je prepusˇten odabir tehnologija za veliki dio slucˇajeva. Mnogi slucˇajevi podrzˇani su
u nekom obliku pri razvoju programa web posluzˇitelja na Node.js platformi. Neke od
moguc´nosti ExpressJS okvira su:
• Posluzˇivanje staticˇkih datoteka
• Postavljanje zaglavlja upita
• Primanje svih HTTP/HTTPS upita
• Iscrtavanje HTML i ostalih predlozˇaka
• Alati za rad s podizanjem i spusˇtanjem datoteka
• Ekstenzibilnost kroz sustav posrednika u rjesˇavanju upita
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ExpressJS mozˇe posluzˇiti bilo koji oblik datoteke i programskog aplikacijskog
sucˇelja. Omoguc´ava uredivanje i cˇitanje zaglavlja upita. Podrzˇava sve HTTP metode
poput GET, POST, PATCH, PUT, DELETE, OPTIONS i HEAD. Sustavom prosˇirivosti,
koristec´i metodu posrednika, moguc´e je kod svakog upita prosˇiriti moguc´nosti Ex-
pressJS okvira. Metoda posrednika jedan je od glavnih nacˇina na koji ExpressJS
obraduje upite koji dolaze na web posluzˇitelj. Posluzˇivanje klijenata ExpressJS web
posluzˇitelja zapravo je odgovor jednog od posrednika u lancu posrednika koji je pre-
poznao da mozˇe odgovoriti na proslijedeni upit. Prepoznavanje mozˇe biti razno i jedno
od najcˇesˇc´ih je prepoznavanje po nazivu putanje. Ako naziv putanje odgovara za-
danom, izvodi se funkcija povezana s putanjom. Na slici 4 mozˇe se vidjeti jedan
od primjera kako ExpressJS posluzˇuje upite. App predstavlja ExpressJS instancu
posluzˇitelja. GET i POST metode na app instanci naznacˇuju da c´e putanja, defini-
rana sa prvim parametrom metode GET i POST, biti odgovorena sa funkcijom koja je
drugi parametar ako je upit tipa GET odnosno POST. Redom kojim su napisane iz-
voditi c´e se metode upita dok jedna ne zavrsˇi upit jednom od funkcija koje prekidaju
daljnje pozivanje. Jedna od metoda koje prekidaju daljnju provjeru je i send metoda
na res, odnosno response objektu upita.
ExpressJS takoder ima veliki odabir programa za iscrtavanje predlozˇaka kod
posluzˇivanja staticˇkih web stranica. Ima podrsˇku za razne programe za obradu upita.
Moguc´e je ukljucˇiti metode za dekodiranje prilikom ulaznih i enkodiranje prilikom od-
laznih JSON i slicˇnih podatkovnih formata. U ovom radu, ExpressJS okvir koristit c´e
se kao tanki web posluzˇitelj u vidu posrednika izmedu klijenta i graf baze i klijenta i
ElasticSearch pretrazˇivacˇa s ciljem postavljanja SSL sigurnosnih certifikata [18].
2.4 Typescript
Kako je Javascript vrlo fleksibilan te nema eksplicitno definiranje tipova poda-
taka, kod zahtjevnijih aplikacija preporucˇuje se korisˇtenje odredenih paketa za doda-
vanje funkcionalnosti prepoznavanja tipova podataka. Na ovaj nacˇin mozˇemo biti dije-
lomicˇno sigurni da barem unutar nasˇe aplikacije ne mozˇe doc´i do nezˇeljenih implicitnih
promjena u tipovima podataka. Na slici 5 mozˇemo vidjeti kako se kreira Typescript tip
podataka s nazivom Point2D koji je definiran JSON strukturom s dva broja, x i y tipa
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Slika 5: Kreiranje Typescript sucˇelja
Slika 6: Korisˇtenje Typescript sucˇelja
broj. Na slici 6 prikazano je kako se koristi takav tip podataka kako bi osigurali da
varijabla Point2D ima odgovarajuc´u strukturu koju definira Point2D sucˇelje odnosno x i
y varijable tipa broj. U ovom slucˇaju x je postavljen na vrijednost 0 i y na vrijednost 10.
Kod podataka koje dohvac´amo s web posluzˇitelja i dalje postoji moguc´nost
gresˇke. Ova gresˇka mozˇe nastati kada nam web posluzˇitelj posˇalje krivi tip podatka u
odgovoru na upit. Typescript ne nudi provjeru za vrijeme izvodenja vec´ samo prilikom
razvoja. Zbog toga je bez obzira na korisˇtenje Typescript jezika potrebno provjeriti
ispravnost podataka iz vanjskih izvora. Nakon razvoja, Typescript je potrebno pretvoriti
u Javascript kod za izvodenje. To je moguc´e na dva nacˇina:
• Transpaliranje koda
• Ucˇitavanje Typescript koda u memoriju
Transpajliranje je naziv za pretvaranje koda iz izvornog u izvorni kod. Ovime
se ne dobiva strojni kod vec´ samo druga reprezentacija polaznog koda. Kod ra-
zvoja sucˇelja, tipove podataka mozˇemo koristit oslanjajuc´i se na moguc´nosti Types-
cript jezika. Typescript kod tada pretvaramo u Javascript koji se potom koristi prili-
kom posluzˇivanja koda pregledniku. Korak transpajliranja rezultira duplim datotekama,
jedna je izvorni kod, dok je druga rezultat pretvorbe, u ovom slucˇaju Javascript. Na
isti nacˇin mozˇe se programirati i aplikacije web posluzˇitelja. U tom slucˇaju postupak
pretvaranja koda mozˇemo izbjec´i. Typescript aplikaciju moguc´e je ucˇitati u memoriju
posluzˇitelja u Javascript obliku bez prijasˇnjeg pretvaranja izvornog koda.
Osim tipova podataka, Typescript nam nudi moguc´nost odabira u koju verziju
Javascript koda zˇelimo koristiti prilikom pretvorbe. Ovime je moguc´e olaksˇati razvoj
13
koristec´i najnovije moguc´nosti Javascript jezika. Nakon koraka transpajliranja one c´e
se pretvoriti u moguc´nosti istih funkcionalnosti bilo koje od starijih verzija Javascript-a.
Ovo je takoder korisno za kod na web posluzˇitelju ako zˇelimo vec´u kompatibilnost sa
starijim verzijama Node.js platforme. Sva konfiguracija povezana s Typescript transpaj-
liranjem nalazi se u tsconfig.json datoteci u glavnoj mapi projekta. Neke od moguc´nosti
koje nam tsconfig.json datoteka nudi su [22]:
• Podesˇavanje postavki transpajlera
• Ukljucˇivanje i iskljucˇivanje mapa koje zˇelimo ukljucˇiti u kompajliranje
• Dopusti kompajliranje Javascript datoteka
• Razne postavke za osiguravanje korektnosti koda:
Dopusti nedostupne dijelove koda
Dopusti nekorisˇtene varijable
Implicitno korisˇtenje bilo kojeg tipa podatka
Implicitno vrac´anje vrijednosti funkcija
Implicitni ”this” izraz
Dopusti nekorisˇtene lokalne varijable unutar funkcija
Dopusti korisˇtenje nekorisˇtenih parametara funkcije
Prikazˇi gresˇku ako funkcija nema definiran tip podatka koji vrac´a
Ukljucˇi obavezno inicijaliziranje varijabli
• Ukljucˇi provjeru Javascript datoteka
• Generiraj datoteke s definicijama Typescript sucˇelja
• Postavljanje nekih od izlaznih mapa
Izlazna mapa za Typescript definicije
Izlazna mapa za kompajlirani Typescript kod
• Prikazˇi dijagnosticˇke podatke
• Postavljanje ogranicˇenja na velicˇinu Javascript projekta
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• Odredene postavke za napredne Javascript funkcije
Omoguc´i korisˇtenje Javascript iteratora
Omoguc´i korisˇtenje dekoratora
• Omoguc´i generiranje datoteka s definicijama izvornog Typescript koda
• Ukljucˇi podrsˇku za JSX predlosˇke
• Odabir Javascript biblioteka koje se smiju koristiti
• Odabir rjesˇavanja Javascript modula
• Obrisˇi komentare kod kompajliranja
Typescript transpajler nudi nam mnoge moguc´nosti za preciznu konfiguraciju
izrade i provjere nasˇeg koda. Moguc´e je naznacˇiti koje datoteke zˇelimo ukljucˇiti u
transpilaciju te eksplicitno iskljucˇiti odredene datoteke i mape. Osim postavki transpi-
lacije, mozˇemo definirati odredene postavke kojima mozˇemo osigurati vec´u kvalitetu
koda. Odredeni parametri Typescript konfiguracije obavijesti c´e nas ako postoje vari-
jable koje nismo inicijalizirali, funkcije na kojima nismo naznacˇili tip podatka koji ona
vrac´a, ako imamo varijabli koje se ne koriste, ako imamo parametre funkcije koji se
ne koriste unutar funkcije i ostalo. Obzirom da Typescript transpajler cijeli kod pre-
tvara u neku od starijih verzija Javascript-a, Typescript takoder podrzˇava i najnovije,
tek predlozˇene moguc´nosti Javascript-a. Jedan od primjera su dekoratori. Oni su
trenutno eksperimentalna moguc´nost Javascript jezika. Dekoratori su primjer kompo-
zitnih funkcija, te nam omoguc´uju definiranje funkcija koje primaju druge funkcije. U
isto vrijeme one ih i mijenjaju uz pomoc´ metapodataka povezanih s originalnom funk-
cijom. Ovo zahtijeva ukljucˇivanje odredenih postavki Typescript transpajlera buduc´i da
Typescript transpajler zahtijeva definiranje biblioteka koje zˇelimo koristiti ovisno o ver-
ziji Javascript-a. Typescript je dodatak na Javascript bez ikakvih izmijena na Javascript
moguc´nostima. Zbog toga je moguc´e postaviti verziju Javascripta koja c´e se koristiti
u kombinaciji s dodacima Typescript jezika [36]. Typescript je kreiran od strane Micro-
soft kompanije kako bi Javascript programski jezik priblizˇili vec´im razvojnim timovima i
olaksˇali razvoj na vec´im softverskim projektima. Tako se postojec´i Javascript projekti
mogu bolje analizirati prebacimo li ih u Typescript jezik. Transpajler nam mozˇe ukazati
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na gresˇke cˇak i u Javascript kodu. On nudi i modularno ucˇitavanje koda, vec´ spo-
menute opcionalne tipove podataka i staticˇko prepoznavanje tipova i simbola, te ako
koristimo tipove podataka, nudi nam i preporuke u kodu prilikom razvoja i dovrsˇavanje
izraza [17].
2.5 GraphQL
GraphQL je skrac´eno od ”Graph Query Language”, odnosno jezik upita graf
baze. Moguc´e ga je koristiti u svakom slucˇaju kada posluzˇitelj ili baza podataka
podrzˇavaju GraphQL programsko sucˇelje. Vec´ina izvora podataka, baze podataka i
ostala aplikacijska sucˇelja, moguc´e je povezati sa njegovim programskim sucˇeljem pa
cˇak iz visˇe izvora podataka. GraphQL upiti sˇalju se na jednu putanju na serveru, te
je tamo moguc´e izvoditi sve upite. Upiti su prvenstveno namijenjeni za konstruiranje
s klijentskih aplikacija, sˇto je pogotovo pogodno za korisˇtenje u slucˇajevima kada se
radi o otvorenim aplikacijskim sucˇeljima u kojem slucˇaju nije od velike vazˇnosti sa-
kriti kod upita na posluzˇiteljskoj strani aplikacije. GraphQL optimizira svaki od upita
pa tako vrac´a klijentu samo i iskljucˇivo zatrazˇene podatke kako ne bi dohvac´ali visˇak
podataka odnosno one podatke koji se ne koriste na klijentu. Takoder dopusˇta pro-
nalazˇenje dostupnih parametara svakog od moguc´ih upita i popis svih moguc´ih upita
aplikacijskog sucˇelja. Koristimo li ReactJS okvir za razvoj aplikacije, postoje odredene
biblioteke koje nam olaksˇavaju povezivanje sa njegovim aplikacijskim programskim
sucˇeljem. Apollo je jedna od takvih biblioteka i nudi nam integraciju pomoc´u koje
mozˇemo definirati koja komponenta aplikacije zahtijeva koje podatke sa GraphQL apli-
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kacijskog programskog sucˇelja. Komponenta koja trazˇi podatke mozˇe biti u tri stanja,
ucˇitavanje, stanje kada je dosˇlo do gresˇke i stanje kada je upit uspjesˇno zavrsˇio. U
slucˇaju da je upit uspjesˇno izveden, komponenta dobiva rezultat upita te ga mozˇe pri-
kazati na odgovarajuc´i nacˇin na sucˇelju. Jedna od alternativa GraphQL upitima su i
REST upiti. REST je skup preporuka po kojem se mogu napraviti RESTful sucˇelja
izmedu kojih je i HTTP koji u svom tijelu poruke izmedu ostalih formata podrzˇava
JSON. Za omoguc´avanje JSON strukture potrebna je instalacija dodatnih biblioteka
na posluzˇitelju kako bi prikazali dokumentaciju povezanu sa JSON aplikacijskim pro-
gramskim sucˇeljem. Osim dokumentacije pozˇeljno je pratiti zadanu strukturu kako bi
dokumentacija mogla prikazati definiciju JSON aplikacijskog programskog sucˇelja.
Kako se u ovom radu koristi graf baza koja takoder podrzˇava i GraphQL pro-
gramsko sucˇelje on je odabran u kombinaciji s klijentskim kodom za izradu GraphQL
upita radi sˇto bolje integracije klijentske strane i graf baze podataka. On je prvenstveno
orijentiran prema izvorima podataka koji prate strukturu grafa. Programsko sucˇelje
tako ostaje otvorenim za korisˇtenje svakom klijentu koji koristi odgovarajuc´e klijentske
biblioteke. Takoder je moguc´e konstruirati upite u obliku JSON strukture koje baza po-
dataka prepoznaje. GraphQL podrzˇava i GraphiQL sucˇelje za vizualni prikaz strukture
aplikacijskog programskog sucˇelja uz moguc´nost izvodenja upita. Ovime se olaksˇava
razvoj buduc´i da se struktura nalazi na jednom mjestu. Ovakva otvorena dokumen-
tacija posebno je pogodna kod korisnika koji se zˇele bolje upoznati s moguc´nostima
otvorenog aplikacijskog programskog sucˇelja.
Na slici 7 mozˇe se vidjeti primjer GraphQL upita koji se mozˇe izvoditi kroz Grap-
hiQL sucˇelje. Ono prepoznaje tipove podataka svakog od omoguc´enih programskih
sucˇelja ili baza podataka pa je tako moguc´e vidjeti i koji su nam ponudeni parametri
svakog od upita ovisno o trazˇenom resursu [3].
Alternativa izradi upita u slucˇaju korisˇtenja Neo4j graf baze jest kreiranje Cyp-
her upita u obliku niza znakova koji se potom sˇalje na obradu na otvorenu putanju graf
baze za izvodenje Cypher upita. Na ovaj nacˇin na klijentskoj strani nemamo nikakvu si-
gurnost pri razvoju kod izrade upita, ne znamo koji su nam parametri ponudeni, s kojim
resursima je moguc´e graditi upite, kako su nam resursi povezani, koje su veze medu
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njima niti koji tipovi veza postoje, ni kakvu strukturu s graf baze mozˇemo ocˇekivati.
Ovo su samo neki od razloga zasˇto odabrati GraphQL kao veznu tehnologiju izmedu
bilo koje baze podataka sa strukturom koja mozˇe iskoristiti graf strukturu pri izradi
upita nad podacima. Na ovaj nacˇin koristi se potpuna sintaksa graf baze na klijentu
ostvarena korisˇtenjem GraphQL klijentskih biblioteka. U slucˇaju da ne koristimo Grap-
hQL potrebno je implementirati posluzˇitelja koji bi bio posrednik u razmijeni podataka
izmedu klijenta i baze podataka. U ovom slucˇaju nije bila potrebna implementacija
posrednika iskljucˇivo za otvaranje sucˇelja prema bazi podatka s obzirom na to da su
podaci i baza otvoreni te je na klijentu moguc´e konstruirati potpune upite koji bi bili




Odredeni servisi nude prilagodena programska sucˇelja za ”harvesting” ili pri-
kupljanje podataka o akademskim radovima. Jedan od protokola za prikupljanje po-
dataka zove se OAI-PMH ili ”Open Archives Initiative Protocol for Metadata Harves-
ting”. Arhive koje nude moguc´nost preuzimanja i pregledavanja podataka o aka-
demskim radovima putem ovakvog protokola moguc´e je preuzeti i otvoreno koristiti
u svoje svrhe. Ovakve protokole uglavnom koriste posluzˇitelji koji vec´ na neki nacˇin
omoguc´avaju pristup svojim podacima o akademskim radovima bilo kroz web sucˇelje ili
druga aplikacijska programska sucˇelja. Ostali agregatori akademskih podataka uglav-
nom imaju ogranicˇen pristup podacima koji su potrebni za stvaranje potpune slike o
akademskoj jedinici; autoru, akademskom radu, instituciji i slicˇnom. Posluzˇitelje koji
podrzˇavaju OAI-PMH moguc´e je pronac´i na web stranicama Open Archives inicijative
[27]. Odredeni podaci posluzˇitelja OAI-PMH protokola nisu potpuni te je u odredenim
slucˇajevima potrebno ukljucˇiti i visˇe izvora podataka ili drugih posluzˇitelja OAI-PMH
protokola kako bi upotpunili podatke o akademskim radovima. Jedan od servisa koji
se koriste prikupljanjem podataka preko posluzˇitelja sukladnih OAI-PMH protokolu je i
ARA(Agregator hrvatskih repozitorija i arhiva) [2].
Pristup podacima o akademskim radovima, radilo se o otvorenim ili zatvorenim
podatcima, uglavnom je ogranicˇen. Otvoreni podaci su cˇesto nepotpuni ili nestruk-
turirani i uglavnom nedostupni u elektronicˇkom obliku prikladnom za pristup preko
aplikacijskog programskog sucˇelja. Nesˇto zatvoreniji repozitoriji ogranicˇavaju pris-
tup podacima, ponekad zbog nedostatka odgovarajuc´eg aplikacijskog programskog
sucˇelja. Kod nekih servisa gdje su podaci javno vidljivi i dalje je programski tesˇko do
njih doc´i. Podaci su ponekad zatvoreni na razini akademske jedinice, pa tako cˇlan
odredene znanstvene zajednice ima pristup akademskim radovima ovisno o akadem-
skoj ustanovi kojoj pripada. Ovime se ogranicˇava moguc´nost istrazˇivanja nad poda-
cima akademske zajednice, produktivnosti akademskih jedinica i donosˇenja odredenih
zakljucˇaka podrzˇanih istima. Ovakav pristup ne poklapa se s naocˇigled otvorenom
akademskom zajednicom, te ne poticˇe otvorenu konkurentnost i stvaranje jasne slike
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trenutne situacije u akademskoj zajednici na temelju cijelovitih podataka. Servisi po-
put Scopus i Web of Science, ogranicˇavaju posluzˇivanje svojih podataka cˇlanovima
akademske zajednice i cˇlanovima zajednice koja plac´a odredene pretplate ovisno o
radovima kojima pojedinac zˇeli pristupiti. Postoje odredena programska rjesˇenja i pro-
gramska sucˇelja za pristup, pod uvjetom da je korisnik kojem se podaci posluzˇuju cˇlan
akademske zajednice koja ima pristup trazˇenim podacima. Servisi za prikupljanje po-
dataka ili ”harvesting” servisi, dobar su primjer jednostavnog i relativno pristupacˇnog
nacˇina za razmjenu podataka o akademskim radovima. Njihova mana jest sˇto nisu
cjeloviti, ovakve podatke potrebno je prosˇiriti i povezati s podacima iz visˇe izvora kako
bi imali potpune podatke o akademskom radu.
CROSBI servis jedan je od vrlo cjelovitih izvora podataka o akademskim ra-
dovima. Moguc´e je saznati odredene informacije koje servisi za ”harvesting” nemaju.
Neki od tih podataka su:
• Indeksiranost od strane Scopus, Web of Science i slicˇnih servisa
• U sklopu koje ustanove je znanstveni rad napisan
• Lista autora znanstvenog rada





• Datum izdavanja rada ili cˇasopisa u kojem je izdan cˇlanak
• Sudionici u projektu
• Jezik
• Vlasnik patenta koji povezanim s doticˇnim radom
• Status rada
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Znanstvenici na stranicama CROSBI servisa mogu uredivati i upotpunjavati podatke
sˇto je u interesu autorima radi vidljivosti i kvalitete informacija o njihovima radovima.
Na ovaj nacˇin znanstvenici imaju moguc´nost ispraviti format i informacije svojih ra-
dova u svrhu tocˇnosti dostupnih informacija. Ovo je samo jedan od moguc´ih izvora
kod agregacije podataka o akademskim radovima. U svrhu analize, radi preciznosti
i tocˇnosti podataka, potrebno je uzeti u obzir visˇe izvora podataka. Na odgovarajuc´i
nacˇin potrebno je izvoditi analizu nad podacima ovisno o znanju koje zˇelimo dobiti iz
agregiranih podataka. CROSBI servis pokazao se kao dobar primjer za demonstraciju
problema u podacima o akademskim radovima, te c´e se u nastavku rada visˇe govoriti
o analizi, prikupljanju i povezivanju podataka.
3.2 Prikupljanje i semanticˇka analiza
Osim vec´ spomenutih metoda prikupljanja podataka o akademskim radovima
kao sˇto su ”harvesting” i aplikacijska programska sucˇelja, do podataka odredene web
stranice moguc´e je doc´i ”scraping” metodom. Radi se o metodi preuzimanja spe-
cificˇnih podataka web stranice koji su potrebni za daljnju obradu. Preuzimanje poda-
taka ovim putem mozˇe se poistovjetiti s preuzimanjem putem aplikacijskog program-
skog sucˇelja koje podrzˇava XML ili JSON format podataka. Obzirom da je HTML for-
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mat podataka vrlo slicˇan XML formatu s odredenim razlikama u nacˇinu izrade eleme-
nata, ogranicˇenim izborom elemenata koji se mogu koristiti i cˇinjenicom da preglednici
osim HTML-a prepoznaju i vezane podatke poput CSS stilova i Javascript programa
koji se potom izvode ili primjenjuju na stranicu koja ih sadrzˇi. Unatocˇ ovoj slicˇnosti u
formatu podataka koji se preuzimaju i nacˇinu preuzimanja, preuzimanje HTML, CSS
i Javascript podataka programskim putem ne smatra se izjednacˇeno s preuzimanjem
XML i JSON podataka s isto tako otvorenog aplikacijskog programskog sucˇelja.
Na slici 8 mozˇe se vidjeti broj zapisa unesenih u CROSBI servis kroz vrijeme.
Zadnja informacija o broju radova pokazuje 562.870 unesenih radova. Prema njihovoj
stranici, radove unose autori te su njihovi podaci ovisni o tocˇnosti unosa od strane
autora. Takoder, korisˇtenje podataka je dopusˇteno uz izricˇito navodenje izvora i po-
veznice na originalni sadrzˇaj stranice odakle su podaci preuzeti [11]. Podaci u CRO-
SBI servisu nisu povezani. Svaki od podataka potencijalno se vec´ koristi u jednom
od drugih akademskih radova. Iz zajednicˇkih podataka moguc´e je napraviti povez-
nice koje prikazuju radove ili visˇe detalja ovisno o tome o kojoj se vrsti resursa radi.
Primjerice, pregledavajuc´i autora, odaberemo li pregled njegovih izlaganja na konfe-
rencijama, mogle bi postojati poveznice gdje mogli bi bilo moguc´e vidjeti koji su sve
autori izlagali na istoj konferenciji. Osim autora mozˇe se prikazati koje su se teme
spominjale. Ako postoje informacije o povezanim projektima mozˇe se prikazati pro-
jekte koji su nastali iz predstavljenih ideja. Ove informacije nije moguc´e dobiti ako
je jedini moguc´i resurs genericˇki format akademskog rada bez poveznice s ostalim
akademskim tijelom. Ovo dovodi do redundancije u podacima jer je svaki resurs izo-
liran, ima svoje podatke te nije vezan poveznicama uz druge resurse, autore, radove,
konferencije i slicˇno. Takoder, podaci uneseni u CROSBI, Scopus, Web of Science i
slicˇne servise, ili ne prolaze provjeru osiguravanja strogog formata u podacima ili pos-
toje odredene gresˇke u samim podacima, gramaticˇke gresˇke i slicˇno. Iz ovog razloga,
vrlo je tesˇko podatke razlozˇiti i direktno povezati medu sobom bez dodatne pripreme.
Obradom je potrebno uspostaviti stanje podataka i pronac´i moguc´e gresˇke u poda-
cima. Nakon analize podataka moguc´e je napraviti programsku obradu podataka za
daljnju obradu i pohranu podataka.
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Slika 9: Preuzeti HTML i dobivena JSON struktura
Preuzimanje podataka moguc´e je vec´ spomenutom ”scraping” metodom. Za
preuzimanje mogu se koristiti Javascript ili drugi jezik za izradu dinamicˇkih skripti koje
pojednostavljuju rad s podacima u kratkorocˇnom i nekriticˇnom sustavu za preuzima-
nje podataka. Sadrzˇaj HTML datoteka mozˇe se pohraniti u datotecˇni sustav, dok se
informacije o preuzimanju i njegovom statusu mogu pohraniti u bazu podataka poput
PostgreSQL ili MySQL baze podataka. Podatke o indeksu rada povezanog s HTML
datotekom, informacije o rezultatu preuzimanja i eventualnoj gresˇci nastaloj kod pre-
uzimanja HTML-a takoder je pozˇeljno pohraniti u bazu podataka.
Kako Javascript nema podrsˇku za paraleliziranje poslova poput nekih staticˇkih
jezika, za ubrzavanje obrade podataka moguc´e je pokrenuti visˇe instanci istog pro-
grama te koristiti memoriju za sinkronizaciju stanja izmedu procesa kako visˇe instanci
ne bi obradivalo iste podatke. Jedna od moguc´ih metoda za pohranu trenutnog sta-
nja kroz sve procese je korisˇtenje Redis memorijske baze podataka. Redis podatke
sprema u memoriju sˇto je cˇini prigodnom bazom za brzo posluzˇivanje podataka koji se
ne mijenjaju cˇesto ili za razmjenu brzih poruka izmedu svih strana koje su povezane s
ovom bazom. Redis se iz tog razloga koristi kao predmemorija, baza podataka ili kao
posrednik za razmjenu poruka [29]. U ovom sustavu za paralelizaciju mozˇe se koris-
titi Redis baza koja sadrzˇi indeks podatka koji bi se sljedec´i trebao pocˇeti obradivati.
Svaki od Javascript servisa kod pocˇetka rada ili zavrsˇetka odredenog zadatka za-
trazˇuje sljedec´i indeks za obradu podataka cˇime ujedno i povec´ava indeks za sljedec´i
servis koji ga zatrazˇi. Na ovaj nacˇin ne dolazi do kolizije koja se mozˇe pojaviti kod
korisˇtenja datoteke za pohranu sljedec´eg indeksa, odnosno za smanjenje moguc´nosti
kolizije brine se Redis baza. Ovo ubrzavanje obrade podataka mozˇemo iskoristiti u
svakom od koraka ako se koristi Javascript za obradu i pripremu podataka. Radi jed-
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nostavnije obrade u slucˇaju korisˇtenja Javascript jezika, zbog vrlo bliske integracije s
JSON formatom podataka, moguc´e je pretvoriti HTML datoteke u JSON format po-
dataka analizom strukture podataka HTML datoteke i definiranjem prigodne JSON
strukture za odredene podatke. Na slici 9 mozˇe se vidjeti primjer HTML strukture koju
mozˇemo parsirati i pojednostaviti za korisˇtenje translacijom podataka iz HTML struk-
ture u JSON strukturu. Postoje razni alati za pretvaranje HTML strukture u Javascript
model podataka, od dobivenih elemenata potrebno je izvuc´i nama potrebne podatke.
3.3 Sinteza podataka
Podjela podataka preuzetih HTML datoteka postignuta je na temelju HTML
¡div¿ elementa s CSS klasom ”row” koja predstavlja redak u sucˇelju s jednom labe-
lom, koju mozˇemo prepoznati po HTML elementu ¡strong¿, dok su podaci vezani uz
ovaj tip podatka, u ovom slucˇaju Autori, ispod HTML elementa ¡br/¿, odnosno HTML
elementa za prelazak u novi red. Preuzeti podaci pokazali su da se radi o raznim
objavama, cˇlancima, knjigama, konferencijama, poglavljima knjiga i ostalim objavama
koje nemaju puno zajednicˇkih cˇimbenika. Iz tog razloga, preporucˇuje se spremanje
tipa podatka, u ovom slucˇaju Autori, i vrijednosti za taj redak, u ovom slucˇaju Ga-
belic´ Tereza ; Krbot Magdalena ; Adamec Ivan ; Habek Mario u strukturu poput JSON
objekta s kljucˇem koji je naziv podatka i vrijednosˇc´u povezanom s tim nazivom. Ovo
radimo kako se ne bi izgubili odredeni podaci, kao sˇto je to moguc´e u slucˇaju da ne
pohranjujemo sve kljucˇeve i vrijednosti nego samo odredene.
Kako svaki HTML zapravo predstavlja jedan od radova i svaki rad ima svoj
identifikacijski broj, parsirane podatke mozˇe se pohraniti u Redis bazu za laksˇe ma-
nipuliranje u buduc´im koracima. Redis baza prima kljucˇ i vrijednost, kljucˇ je u tom
slucˇaju identifikacijski broj rada i vrijednost je JSON svih kljucˇeva i vrijednosti iz re-
daka koje smo parsirali. Tijekom iteracije kroz sve HTML datoteke za vrijeme parsi-
ranja i izvlacˇenja podataka iz svakog od redova koji nas zanimaju, pozˇeljno je dobiti
sve kljucˇeve koji se mogu pojaviti u nekom od redova HTML datoteke. To je moguc´e
postic´i, bez ponovne iteracije kroz sve datoteke, tako da se za vrijeme parsiranja svaki
od pronadenih kljucˇeva takoder sprema u sporednu JSON strukturu kako bi u njoj na
kraju imali sve moguc´e kljucˇeve radova. JSON struktura je u ovom slucˇaju takoder
24
posluzˇila za spremanje vrijednosti u sporednu JSON strukturu kako bi dobili osjec´aj
za moguc´ izgled podatka na svakom od kljucˇeva. JSON format takoder ne dopusˇta
iste kljucˇeve na istoj razini u svojoj strukturi cˇime su se zapravo kljucˇevi pregazivali
onoliko puta koliko puta su se i pojavljivali. Po potrebi, mozˇe se dobiti informacije o
broju pojavljivanja odredenih kljucˇeva, broju puta kada su odredeni kljucˇevi pronadeni
u istom HTML-u i tome slicˇno.
Nakon spremanja podataka i analizom JSON strukture sa svim moguc´im kljucˇ-
evima HTML datoteka, dobiveni su sljedec´i kljucˇevi: naslov, autori, izvornik, vrsta, pod-
vrsta i kategorija rada, kljucˇne rijecˇi, sazˇetak, projekt / tema, izvorni jezik, znanstvena
podrucˇja, ustanova, knjiga, urednik/ci, izdavacˇ, grad, godina, raspon stranica, ISBN,
skup, mjesto i datum, vrsta sudjelovanja, vrsta recenzije, fakultet, mjesto, datum, stra-
nica, mentor, vrsta, podvrsta i kategorija knjige, vrsta, podvrsta, neposredni voditelj,
broj patenta, datum patenta, nositelj prava, status rada i kolaboracija. Bez obzira na
vrijednosti koje stoje iza ovih kljucˇeva vec´ mozˇemo vidjeti kako se radi o prilicˇno redun-
dantnim podacima, poput kljucˇeva datum i mjesto i zasebnih kljucˇeva datum i mjesto.
Nakon prikupljanja podataka potrebno je iz dobivenih vrijednosti izvuc´i podatke. Kao
sˇto se mozˇe vidjeti na slici 9, u HTML dijelu koda i u JSON rezultatu, dobivena vrijed-
nost je polje s jednim poljem karaktera. Vrijednost je polje buduc´i da je moguc´e da se
u HTML retku pojavljuje visˇe HTML elemenata ¡br/¿, dok je tip podatka samo jedan pa
se stoga nalazi u kljucˇu JSON strukture. Ovo je samo jedan od primjera podataka koji
su nestandardizirani, josˇ neki od primjera za kljucˇ ”Autori” su sljedec´i:
• Dezˇeljin, Jadranka ; Dezˇeljin, Josip ; Dujanic´, Marcˇelo ; Vujic´, Vidoje
• Radan, D ; Lovric, J
• Petak, Antun ; Ivan Lajic´ ; Sonja Podgorelec i Dragutin Babic´
• Alija Kulenovic´ , Tina Balenovic´ , Vesna Busˇko
Iz ovoga je vidljivo da je na primjeru autora pojedinog autora moguc´e dobiti vec´ tako sˇto
podijelimo svaku od vrijednosti po karakteru ”;” te iskoristimo trim naredbu za otklanja-
nje nevidljivih znakova s pocˇetka i kraja slijeda znakova. Iz toga razloga, napravljena
je provjera kada postoji ”;” karakter u vrijednosti zakljucˇimo da se radi o visˇe autora,
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dok je u protivnom, kada nema znaka ”;”, ali postoji znak ”,” potrebno provjeriti postoje
li barem dva slijeda znakova prije nego sˇto se pojavi znak ”,” da bi ga tretirali kao i
znak ”;” pa podijelili vrijednost i zakljucˇili da se radi o visˇe autora. Problem nastaje
kod prepoznavanja radi li se o istom autoru kada se radi o slucˇaju kada je autorovo
ime na prvom mjestu, drugom ili pak ima samo inicijal. Ova razina prepoznavanja nije
ukljucˇena u obradu podataka s obzirom na to da se za prepoznavanje autora i ostalih
vrijednosti koje mogu imati vrlo slicˇne vrijednosti u nekim slucˇajevima mozˇe desiti da
spajanje istih vrijednosti rezultira gresˇkom. Visˇe c´e se o povezivanju govoriti u jednom
od sljedec´ih poglavlja.
ElasticSearch pretrazˇivacˇ jedan je od alata kojim mozˇemo metodom fuzzy pre-
trazˇivanja odrediti koja je vjerojatnost da se radi o trazˇenoj vrijednosti ovisno o unese-
nom terminu za pretrazˇivanje. Jedna od moguc´ih metoda za prepoznavanje datuma
u bilo kojem od podataka mozˇe biti korisˇtenje jezika koji je cˇesto naveden u radovima
pod kljucˇem izvorni jezik. Cˇesto se format datuma poklapa s ocˇekivanim formatom po
prepoznatom jeziku. Vrlo cˇeste gresˇke su dakle autori i nacˇin na koji su njihova imena,
prezimena, srednja imena i separatori poput zareza i tocˇka-zarez znakova rasporedeni
unutar vrijednosti.
3.4 Stvaranje strukture podataka
Radi jednostavnosti i s ciljem izbjegavanja redundantnosti podataka, svi tipovi
podataka koji su dobiveni obradom podataka izdvojeni su u posebne cˇvorove graf
baze. Podaci koji su specificˇni za odredeni tip podatka i nec´e se ponavljati postav-
ljeni su kao jedan od parametara na cˇvoru. Jedan od primjera je apstrakt objave koji je
postavljen na cˇvoru tipa objava. Vazˇno je na identificirajuc´e podatake postaviti indekse
kako bi ubrzali pretragu. Zato sˇto svi cˇvorovi imaju svoj kljucˇni parametar. Za objavu
to je naziv objave. Iz parsiranih podataka dobiveno je dvadeset i devet tipova poda-
taka, isti su navedeni u prosˇlom poglavlju kao rezultat obrade podataka. Veze izmedu
cˇvorova definirane su na temelju tipova podataka izmedu kojih je potrebno napraviti
vezu. Cijela lista veza mozˇe se vidjeti na tablici 2.
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Slika 10: Vizualni prikaz Neo4j razultata upita
Centralni cˇvor za vec´inu veza je naravno objava, ili ”ARTICLE”. Ovim pristu-
pom odvajanja tipova podataka u svakom slucˇaju kada se podatak ponavlja, mozˇemo
jednostavnije doc´i do vezanih podataka. Pretrazˇivanje je olaksˇano ako za jedan od
pocˇetnih cˇvorova uzmemo cˇvor koji je odredenog tipa i sadrzˇi podatak koji nas zanima.
Tako mozˇemo vrlo jednostavno vidjeti sve radove objavljene u odredenoj godini, cˇlanke
povezane s odredenom konferencijom, broj radova u instituciji. Najvec´a prednost graf
baze mozˇe se vidjeti u slucˇaju kada nas zanimaju informacije koje su visˇe razina uda-
ljene po cˇvorovima grafa. Kao sˇto smo pokazali u jednom od prijasˇnjih poglavlja, kod
upita nakon druge razine veza mozˇe se vidjeti velika prednost u performansama graf
baze. Primjer upita koji koristi visˇe razina cˇvorova mozˇe biti pretrazˇivanje svih autora
odredene institucije s radovima u indeksu ”Scopus”.
Prilikom lokalnog razvoja, za testiranje podataka korisˇtena je Neo4j baza na
lokalnom racˇunalu inicijalizirana s aplikacijom ”Neo4j Desktop”. Neo4j Desktop aplika-
cija omoguc´ava brzo i jednostavno postavljanje graf baze podataka kroz svoje sucˇelje.
Osim postavljanja baze podataka, Neo4j Desktop nudi vizualni prikaz baze i mjesto
za unosˇenje upita na graf bazi koji se predstavljaju kao cˇvorovi i veze u vizualnom
obliku. Primjer rezultata upita na graf bazu koristec´i Neo4j Dekstop mozˇe se vidjeti na
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slici 10. Ovaj vizualni prikaz nastao je kao rezultat Cypher upita: MATCH (a:Author)-
[:IS WRITEN BY]-(b:Article)-[:WAS RESEARCHED ON]-(i:Institution) RETURN a,b,i.
Rezultat obrade HTML datoteka bio je JSON pohranjen u Redis memorijskoj
bazi. Kako bi se ubrzalo ucˇitavanje velikog broja podataka u Neo4j graf bazu podaci
su potom pretvoreni u CSV format podataka, odnosno u tabularni format sa separa-
torom tocˇka-zarez. Odredene baze podataka omoguc´avaju jednostavnije ucˇitavanje
pripremom velikog broja podataka u prilagodenom obliku sˇto je cˇesto bolji odabir od
izvodenja mnogo upita na bazi. Cˇvorovi graf baze su se tako postavili kroz CSV da-
toteke. Veze izmedu cˇvorova definirane su u odvojenim datotekama, koristec´i me-
todu MERGE graf baze koja provjerava postojanje zatrazˇenih cˇvorova. Ako su cˇvorovi
MERGE upita pronadeni, mijenja se njihova struktura na nacˇin definiran upitom.
Ako bilo koji od cˇvorova u MERGE upitu nije pronaden, cijeli slijed cˇvorova
izraduje se iznova, bez obzira postoji li vec´ neki od cˇvorova upita. Kako se podaci ne
bi ponavljali, potrebno je postaviti indekse na podacima koje ne zˇelimo imati visˇe puta
u svom grafu kako ovaj upit ne bi prosˇao izvodenje ako se slucˇajno dogodi da jedan
od cˇvorova ne postoji kod izvodenja MERGE upita. Buduc´i da su svi cˇvorovi unaprijed
ucˇitani u bazu, moguc´e je pokrenuti povezivanje podataka tako sˇto ukljucˇimo veze
u pretrazˇivanje sˇto c´e rezultirati novim vezama izmedu postojec´ih cˇvorova podataka.
Nakon zavrsˇetka testiranja s podacima na lokalnoj bazi podataka, buduc´i da su svi
podaci sada ucˇitani u lokalnu bazu, koristila se DUMP metoda baze za izvoz podatka.
DUMP metodom izvozimo podatke u takoder prilagodenom obliku koji je mnogo manje
velicˇine od CSV datoteka i namijenjen je za uvoz u drugu bazu istog tipa. Za razliku od
metode CSV datotekom, za korisˇtenje DUMP metode potrebno je imati vec´ ispunjenu
instancu baze podataka [19].
3.5 Podizanje servisa baze podataka
Na DigitalOcean servisu za postavljanje virtualnih privatnih posluzˇitelja, na-
pravljena je nova instanca s Ubuntu operativnim sustavom. Neo4j graf baza postav-
ljena je koristec´i instalacijsku datoteku sa sluzˇbenih stranica Neo4j baze podataka.
Nakon postavljanja posluzˇitelja iskorisˇten je DUMP lokalne baze za uvoz podataka u
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novu instancu Neo4j baze podataka. Mnogo manja velicˇina DUMP datoteke, u odnosu
na CSV, olaksˇala je podizanje podataka na privatni virtualni server na DigitalOcean
servisu. DigitalOcean odabran je zbog svoje znatno manje cijene od ostalih servisa,
specificˇno servisa koji nude Neo4j baze kao servis. Cijena ovakvih servisa krec´e se u
razini cijene jedne DigitalOcean instance ako je broj cˇvorova Neo4j baze oko 10000.
U nasˇem slucˇaju broj cˇvorova koji su nastali izvozom podataka bio je 2.288.490 pa
je cijena za ovakav servis bila neprimjerena. Za produkcijsko korisˇtenje trebalo bi
razmotriti i specijalizirane servise za posluzˇivanje Neo4j baze podataka. Korisˇtene
DigitalOcean instance bile su dostatne za primjer korisˇtenja ovakvih podatka.
Neo4j instanca postavljena je na ”Neo4j” poddomenu. Ona je zasˇtic´ena korisˇtenjem
ExpressJS instance za prosljedivanje podataka na Neo4j bazu podataka sigurnim pu-
tem potpisivanjem svih podataka. U komunikaciji sa Neo4j bazom podataka auto-
matski generirani SSL certifikat koristi se za potpisivanje svake komunikacije. SSL
certifikat dobiven je od Let’s Encrypt servisa koji nudi besplatne SSL certifikate s
moguc´nosˇc´u obnove svakih pola godine sˇto je moguc´e programski obnavljati. Za
generiranje SSL certifikata korisˇtena je biblioteka pod nazivom ”greenlock”. Ovom
bibliotekom olaksˇano je generiranje Let’s Encrypt certifikata te je za njegovo korisˇtenje
u ExpressJS okviru dovoljno navesti naziv poddomene za koju se certifikat generira.
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Tablica 2: Pregled svih veza u napravljenoj graf bazi
Pocˇetni cˇvor Naziv veze Krajnji cˇvor
Index BELONGS TO IndexGroup
Article IS INDEXED BY Index
Article IS WRITTEN BY Author
Article COVERS Field
Article WAS RESEARCHED ON Institution
Article WAS PUBLISHED IN Journal
Article IS DESCRIBED BY Keyword
Article IS FROM Source
Article OF TYPE Type
Article OF SUBTYPE Subtype
Article CATEGORIZED AS Category
Article MADE WITH Project
Article MADE ON Year
Article PART OF Project
Article PRESENTED IN Place
Article MADE ON Date
Article PARTICIPATED AS Participation
Article REVIEWED AS Review
Article EDITED BY Author
Article PUBLISHED BY Publisher
Publisher LOCATED IN City
Article PRESENTED ON Faculty
Article OF STATUS Status
Article MENTORED BY Author
Article PATENTED AS Patent
Patent PATENDED ON Date
PatentHolder THE RIGHTS TO Patent
Article PRESENTED ON Conference
Article LEAD BY Author
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Slika 11: GraphQL tip podatka
4 Implementacija
4.1 Otvaranje aplikacijskog programskog sucˇelja GraphQL
Aplikacijsko programsko sucˇelje(API), je otvoreno sucˇelje biblioteke kroz koje
korisnici mogu koristiti omoguc´ene funkcionalnosti biblioteke. Pristup ovakvom sucˇelju
mozˇe biti unutar aplikacije, u vidu visˇe biblioteka koje medusobno razgovaraju preko
sucˇelja, izmedu procesa na istom racˇunalu ili izmedu razlicˇitih racˇunala. U slucˇaju
kada se radi o visˇe racˇunala uglavnom se radi o HTTP protokolu [5].
Kako bi se olaksˇao pristup bazi podataka s raznih klijenata, poput web aplika-
cija, mobilnih aplikacija i slicˇnih, koristi se GraphQL dodatak Neo4j baze podataka. U
ovom slucˇaju, na Neo4j graf bazi moguc´e je postaviti tipove podataka koji se koriste u
Neo4j instanci i njihove veze. Osim tipicˇnih GraphQL upita Neo4j GraphQL integracija
omoguc´ava nam korisˇtenje odredenih naprednih Neo4j funkcionalnosti, a da i dalje ne
koristimo drugo programsko sucˇelje specificˇno Neo4j bazi.
U slucˇaju da zˇelimo otvoriti bazu podataka gdje sama baza podataka ne nudi
API pristup, bilo bi potrebno svaki od cˇvorova aplikacije i relacija aplikacije definirati
na programskoj razini u aplikaciji koja bi posluzˇivala API kao posrednik izmedu kli-
jenata i Neo4j instance baze podataka. Ako je moguc´e, u okviru koji koristimo za
razgovor sa bazom podataka potrebno je otvoriti automatsko aplikacijsko programsko
sucˇelje prema klijentima aplikacije. Ako nemamo tu moguc´nost potrebno je osmisliti
upite koje zˇelimo otvoriti prema klijentima i implementirati ih posebno za svaki slucˇaj.
Za prosˇirenje moguc´nosti Neo4j graf baze sa GraphQL aplikacijskim programskim
sucˇeljem koristio se programski paket pod nazivom Neo4j-graphql koji je za nas odra-
31
Slika 12: ElasticSearch upit kroz Neo4j
dio postavljanje GraphQL sucˇelja baze podataka [24]. Na temelju obradenih HTML
datoteka takoder je izvucˇena informacija o svim vezama i tipovima podataka. Na te-
melju ovih informacija generirani su tipovi podataka i veze koje opisuju podatke na
nacˇin koji GraphQL razumije. Na slici 11 mozˇe se vidjeti GraphQL definicija autor tipa
podatka. Tip podatka ”Author” ima parametre author,wrote, edited, mentored i lead.
Author parametar predstavlja ime i prezime autora. Wrote, edited, mentored i lead su
veze od ”Article” tipa podatka prema autoru sa nazivima veza iz Neo4j baze redom
”IS WRITTEN BY”, ”EDITED BY”, ”MENTORED BY” i ”LEAD BY”. Wrote predstavlja
vezu kada je autor napisao povezanu objavu. Edited predstavlja vezu na urednika
objave. Mentored je mentor objave i lead voditelj objave.
4.2 Integracija sa ElasticSearch pretrazˇivacˇem
Neo4j graf baza prilicˇno je spora kod opc´enitog pretrazˇivanja tekstualnih po-
dataka po svim cˇvorovima i nema napredne funkcionalnosti za prepoznavanje slicˇnih
tekstualnih unosa za pretrazˇivanje. Vec´ je spomenuto da se glavna prednost graf
baze vidi kada znamo od koji cˇvorova zˇelimo dalje dohvac´ati podatke. To se postizˇe
korisˇtenjem indeksa i preciznih argumenata kod dohvac´anja cˇvorova u pretragama.
Kako bi dosˇli do cˇvorova koji nam trebaju mozˇe se koristiti ElasticSearch pretrazˇivacˇ za
pretragu cˇvorova. ElasticSearch pretrazˇivacˇ indeksira tekstualne dokumente u svojoj
bazi podataka. Za aktivaciju ove opcije koristila se Neo4j-to-elasticsearch biblioteka
koju je razvio GraphAware [15]. Kod postavljanja Neo4j-to-elasticsearch biblioteke
moguc´e je postaviti cˇvorove koje zˇelimo prenijeti u ElasticSearch trazˇilicu i sinkroni-
zirati za kasnije tekstualno pretrazˇivanje. Ovakva integracija ne zahtijeva korisˇtenje
novog aplikacijskog programskog sucˇelja. ElasticSearch upite moguc´e je izvoditi di-
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rektno u Neo4j sucˇelju odnosno bilo kojem sucˇelju koje posluzˇuje Neo4j, u nasˇem
slucˇaju to je GraphQL. Jednom kada dobijemo odgovor na odredeni ElasticSearch
upit, u rezultat mogu biti ukljucˇeni i cˇvorovi graf baze na kojoj se upit izvodi. Rezultat
upita moguc´e je dalje koristiti u upitima graf baze direktnom integracijom ili naknadno
s klijenta. Primjer poziva ElasticSearch upita kroz Neo4j bazu mozˇe se vidjeti na slici
12 gdje se mozˇe vidjeti da pozivamo ga.es.queryNode funkciju s jednim parametrom
koji je tipa tekst i sadrzˇi upit za ElasticSearch. Rezultat ovog upita je ”node”, te se po
krajnjem parametru ”author” mozˇe zakljucˇiti koji c´e tip podatka on i vratiti. Cˇvor node je
zapravo cˇvor s tipom Author koji mozˇemo ukljucˇiti u obicˇan Cypher upit kao da smo ga
direktno zatrazˇili iz graf baze. Ovakvo je dohvacˇanje opc´enitih podataka mnogo brzˇe
od pretrazˇivanja po svim cˇvorovima nekog tipa unutar graf baze.
Sve ostale moguc´nosti ElasticSearch trazˇilice mozˇemo iskoristiti na ovaj nacˇin
bez direktne interakcije sa njom. ElasticSearch trazˇilica postavljena je na odvojenom
posluzˇitelju zbog velike razlike u zahtjevima resursa. Neo4j baza podataka zahtijevala
je veliku kolicˇinu memorije i procesorske snage, dok je ElasticSearch samo kod inici-
jalnog pokretanja nesˇto zahtjevniji na memoriji nakon cˇega ga je cˇak moguc´e smanjiti
ako postoji ta moguc´nost kod servisa virtualnog privatnog posluzˇitelja. Jednom kada je
ElasticSearch postavljen, potrebno je dodati Neo4j-to-elasticsearch dodatak u Neo4j
mapu s dodacima. Zatim je potrebno u postavkama naznacˇiti gdje se nalazi ElasticSe-
arch instanca. U postavkama se takoder dodaje lista tipova cˇvorova koje zˇelimo sin-
kronizirati izmedu graf baze i ElasticSearch pretrazˇivacˇa. Potom je potrebno ponovno
pokrenuti ElasticSearch pretrazˇivacˇ nakon cˇega c´e se cˇvorovi pocˇeti sinkronizirati.
4.3 Uvodenje protokola za sigurnost
Kako bi zasˇtitili podatke koji se prosljeduju izmedu instanci Neo4j baze, Elas-
ticSearch pretrazˇivacˇa i ostalih dijelova sustava, predlazˇe se potpisivanje paketa u
prometu izmedu posluzˇitelja i klijenata posluzˇitelja SSL certifikatom. SSL certifikat
moguc´e je dobiti sa servisa Let’s Encrypt koji certifikate izdaje besplatno te ih je
moguc´e obnoviti svakih pola godine [20]. Dobiveni certifikati ukljucˇeni su u Neo4j
i ElasticSearch instance koristec´i tanki proxy implementiran koristec´i ExpressJS ok-
vir. Postavke instance Neo4j i ElasticSearch baza se ne mijenjaju vec´ se sav promet
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Slika 13: React Apollo GraphQL upit
prosljeduje kroz ExpressJS aplikaciju koja na sebi ima ukljucˇen odgovarajuc´i SSL cer-
tifikat. Svaka poddomena ima svoj certifikat koji se ucˇitava ovisno o ExpressJS instanci
i da li posluzˇuje Neo4j ili ElasticSearch bazu podataka. Koristec´i pristup posrednika
mozˇemo kontrolirati pristup bazi podataka, ogranicˇiti napade i smanjiti broj moguc´ih
upita u odredenom vremenu ako je to potrebno. Baze podataka ovako nam nisu direk-
tno izlozˇene vanjskom prometu bez nasˇeg nadzora [14].
4.4 Korisnicˇko sucˇelje
Za izradu korisnicˇkog sucˇelja koristio se ReackJS okvir. Osnovne postavke
projekta moguc´e je generirati koristec´i create-react-app biblioteku za izradu projekta
iz jednog od predlozˇaka koju odrzˇava Facebook razvojni tim [12]. Predlozˇak koji se
koristio je react-scripts-ts. Ovaj predlozˇak nudi Miscrosoft i ima zadane postavke za
korisˇtenje Typescript jezika u kombinaciji s ReactJS okvirom [21]. Za nas postavlja
tsconfig.json datoteku s postavkama potrebnim za pokretanje projekta o kojoj se visˇe
govorilo u potpoglavlju Typescript. Za kontrolu stila i ispravnosti koda, postavljena je
biblioteka Tslint. Tslint je takozvani ”linter”, odnosno biblioteka za provjeru koda. Visˇe
o Tslint postavkama stila i ogranicˇenja na kodu mozˇe se procˇitati na strancima Tslint-a
kojeg odrzˇava razvojni tim iz poduzec´a Palantir [28].
Create-react-app biblioteka takoder postavlja i Webpack postavke projekta.
Webpack se koristi za pripremu projekta za produkcijsko posluzˇivanje ili lokalno pokre-
tanje. Sastoji se od raznih postavki ovisno o okruzˇju u kojem se projekt pokrec´e ili ako
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Slika 14: Element za pretrazˇivanje autora
Slika 15: Prikaz detalja za odabranog autora
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se pak projekt priprema za produkciju. U slucˇaju lokalnog razvoja, moguc´e je postaviti
Webpack tako da provjerava postoje li promjene na datotekama nasˇeg projekta te se
potom lokalna web stranica za razvoj azˇurira. Ovo nam olaksˇava razvoj buduc´i da nije
potrebno pakirati aplikaciju kod svake promjene. Kada se projekt priprema za produk-
ciju potrebno je iskoristiti Webpack postavke koje optimiziraju projekt. Optimizacije se
krec´u od brisanja visˇka koda, minimizacije biblioteka koje koristimo, u nasˇem slucˇaju
potrebna je i transpilacija projekta iz Typescript u Javascript kod, kompilacija stilova
u slucˇaju kada se ne koristi CSS i ostale optimizacije ako su ukljucˇene u konfigura-
ciju [39]. Kada se napravi create-react-app projekt, on nam ne omoguc´uje uredivanje
postavki Webpack-a, obzirom da su osnovne postavke dovoljne za pocˇetak razvoja.
Njihovo mijenjanje se ne preporucˇa buduc´i da Facebook uz azˇuriranja ReactJS okvira
azˇurira i optimizira i Webpack konfiguraciju.
Za stilove koristio se SCSS, odnosno jezik koji dodaje nove moguc´nosti na
CSS datotekama. SCSS se potom prevodi u obicˇan CSS za posluzˇivanje u produk-
ciju. SCSS se koristio zato sˇto je njime moguc´e prosˇiriti moguc´nosti mnogih CSS
biblioteka korisˇtenjem SCSS varijabli za uredivanje postavki. U protivnom bilo bi po-
trebno nasljedivati CSS klase i nadjacˇati identifikatore postavljene sa strane korisˇtene
biblioteke kako bi dobili odredene izmijene u stilovima aplikacije [32].
Za osnovne komponente aplikacije korisˇtena je biblioteka Bulma. Bulma ima
osnovni izbor stilova koje je moguc´e postaviti na nasˇe HTML komponente kako bi dobili
osnovnu strukturu aplikacije sa zadanim stilovima. Za naprednije postavke mozˇe se
izmijeniti SCSS varijable koje nam nudi Bulma okvir [7].
Za korisˇtenje GraphQL aplikacijskog programskog sucˇelja koje smo omoguc´ili
na Neo4j bazi podataka koristila se biblioteka react-apollo. React Apollo biblioteku ko-
risti se za pozivanje upita s klijentske aplikacije prema Neo4j instanci. Na ovaj nacˇin
olaksˇava se korisˇtenje GraphQL aplikacijskog programskog sucˇelja. React Apollo nudi
nam i odredene ReactJS komponente koje mozˇemo koristiti kako bi izbjegli redun-
dantnu logiku kod dohvac´anja podataka s interneta. Obicˇno to podrazumijeva po-
kretanje upita, azˇuriranje korisnicˇkog sucˇelja sa pocˇetkom izvodenja upita, ispisivanje
gresˇke ako nam upit ne prode uspjesˇno i prikaz podataka kada je upit uspjesˇno izve-
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den. React Apollo ”Query” komponenta olaksˇava nam svaki od ovih koraka. Na slici 13
mozˇe se vidjeti korisˇtenje ”Query” komponente. Definirana je GET USERS konstanta
sa vrijednosˇc´u rezultata pozivanja gql funkcije s primjerom GraphQL upita.
Gql je biblioteka za konstruiranje GraphQL upita. Upite je moguc´e izvoditi
korisˇtenjem Query komponente React Apollo paketa ili drugim paketom za poziva-
nje GraphQL aplikacijskog programskog sucˇelja. Upit u ovom slucˇaju dohvac´a sve
instance s tipom podatka user i za svakog korisnika i njegov parametar koji sadrzˇi ime.
Nakon postavljanja upita, mozˇemo ga pozvati kao query parametar na Query kompo-
nenti pa je tako i postavljeno u djelu aplikacije gdje zˇelimo prikazati rezultat izvodenja
ovakvog upita. Query komponenta trazˇi potkomponentu s tipom podatka koji prima tri
argumenta. Prvi argument nam govori da li se upit pokrenuo. Drugi argument pred-
stavlja rezultat upita, u ovom slucˇaju objekt s jednim kljucˇem ”user” i poljem objekata
od kojih svaki ima kljucˇ ”name” s vrijednosˇc´u imena koje pripada svakom od koris-
nika. Trec´i argument predstavlja gresˇku ako do nje dode, te ga mozˇemo provjeriti i
prikazati gresˇku ako on postoji. Kada se upit pokrene, ova unutarnja funkcija Query
komponente izvodi se s postavljenim ”loading” argumentom i praznim ostalim parame-
trima. Dok je ”loading” argument postavljen mozˇemo prikazati HTML element kojem
bi naznacˇili da je upit zapocˇet, u ovom slucˇaju to je paragraf sa tekstom ”Ucˇitavanje...”.
Sljedec´e izvodenje unutarnje funkcije sadrzˇi ili postavljen ”error” ili ”data” argument.
Ako postoji ”error” argument u prikazujemo HTML paragraf koji sadrzˇi tekst ”Dosˇlo je
do gresˇke!”. Kako se radi o objektu koji sadrzˇi visˇe informacija o nastaloj gresˇci, ispisu-
jemo vrijednost pod kljucˇem message kako bi prikazali odgovarajuc´u poruku iz ”error”
objekta. Ako ne postoji ”loading” niti ”error” parametar, ”data” argument sadrzˇi rezultat
izvodenja upita te je sada moguc´e pripremiti HTML elemente kojima bi prikazali ”data”
argument. Objekt ”data” ima jedan kljucˇ ”user” koji sadrzˇi sve dobivene ”user” objekte
s kljucˇem ”name”. Svi dohvac´eni korisnici se prikazuju u obliku liste HTML paragraf
elemenata.
GraphQL takoder nudi moguc´nost introspekcije. Na ovaj nacˇin moguc´e je u
JSON obliku dobiti sve definicije podataka i vrste upita koje mozˇemo izvoditi na Grap-
hQL omoguc´enom aplikacijskom programskom sucˇelju. Introspekcija se osim informa-
tivno mozˇe koristiti u kombinaciji s alatima za komandnu liniju, koje takoder nudi Apollo
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Slika 16: Prikaz radova odabranog autora
razvojni tim, za generiranje odredenih datoteka koje nam mogu pomoc´i u razvoju.
Kako Typescript podrzˇava izradu sucˇelja, za razliku od Javascript-a, korisno je generi-
rati Typescript sucˇelja koja definiraju izgled svih cˇvorova i veza GraphQL aplikacijskog
programskog sucˇelja. Ovime dobivamo prednost da je u kodu moguc´e naznacˇiti koji
tip podataka i koje parametre mozˇemo ocˇekivati od rezultata upita [4].
Kod prvog pokretanja aplikacije, prikazuje se polje za unos imena autora radi
pretrage kao sˇto se mozˇe vidjeti na slici 14. Iz rezultata pretrage vidi se i broj radova
sˇto je odvojeno u tri sekcije. Prva prikazuje radove za koje je iz podataka izvucˇeno da
ih je autor i napisao. Druga sekcija pokazuje broj radova koje je autor vodio, uglavnom
su to i radovi koje je mentorirao. Trec´a sekcija prikazuje mentorirane radove. Ispod
informacija o broju radova mozˇe se vidjeti koliko je puta korisˇteno neko podrucˇje is-
trazˇivanja u radovima ovog autora. Na sucˇelju napravljena je moguc´nost oznacˇavanja
visˇe rezultata iz liste rezultata autora odabirom ”Ukljucˇi u pregled” ako smatramo da
se radi o istom autoru. Stranica za prikaz autora potom uzima sve odabrane autore i
prikazuje zbirne podatke.
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Slika 17: Pregled tablice podrucˇja autorovih radova
Slika 18: Prikaz objava odabrane stavke
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Na slici 15 prikazan je rezultat odabira jednog ili visˇe autora. Na lijevoj strani
vidi se tri najvisˇe korisˇtena podrucˇja istrazˇivanja, povezane institucije i najcˇesˇc´e kola-
boracije s drugim autorima. U rezultatima su ukljucˇeni napisani, vodeni i mentorirani
radovi. S desne strane mozˇe se vidjeti graf koji prikazuje sve objave po godinama, ako
je iz podataka o objavi bilo moguc´e prepoznati godinu. Na donjoj desnoj strani nalazi
se popis koji pokazuje indeksiranost radova grupirano po repozitoriju kao sˇto su Web
of Science i Scopus.
Na slici 16 prikazan je donji dio stranice za prikaz detalja autora. Odabran
je prikaz ”Cˇlanci” koji autorove cˇlanke prikazuje u tri kategorije, napisane, vodene i
mentorirane objave. Ispod gumba za odabir kategorije moguc´e je upisati pojam za
pretrazˇivanje radova. Slika 17 prikazuje tablicu s podrucˇjima istrazˇivanja u kojima je
autor sudjelovao. Cˇetiri stupca pored stupca s nazivom podrucˇja istrazˇivanja pokazuju
broj korisˇtenja povezanog podrucˇja istrazˇivanja prema kategoriji objave i s ukupnim
brojem korisˇtenja. Zadnji stupac ove tablice sadrzˇi gumbe koji po odabiru otvaraju
pregled radova u kojima je povezano podrucˇje istrazˇivanja korisˇteno. Otvoreni pregled
povezanih radova mozˇe se vidjeti na slici 18, te se on otvara u obliku skocˇnog prozora
unutar stranice. Gumbi ”Institucije”, ”Suradnje” i ”Indeksi” u navigacijskom elementu
gdje se nalaze i ”Cˇlanci” i ”Podrucˇja” koriste slicˇan prikaz prilagoden za odabrani resurs
s moguc´nosˇc´u pregleda povezanih radova.
Na slici 19 mozˇe se vidjeti primjer pregleda detalja objave. Svi prikazani de-
talji, osim onih specificˇnih za odabrani rad, kao sˇto je sadrzˇaj objave, prikazani su u
obliku poveznice koja korisnika vodi na stranicu za prikaz detalja. Stranica odabra-
nog resursa trebala bi prikazivati relevantne podatne ovisno o resursu i povezanim
podacima.
4.5 Vizualni prikaz podataka
Buduc´i da su nam podaci graf baze vrlo povezani, podatke je moguc´e po-
vezati i prilikom prikaza. Svaki cˇvor trebao bi voditi na stranicu s visˇe informacija o
odabranoj poveznici. Primjerice, poveznice s tipom ”kljucˇna rijecˇ”, trebale bi voditi na
stranicu povezanu s odabranom kljucˇnom rijecˇi. Ovdje je moguc´e prikazati visˇe in-
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Slika 19: Stranica sa prikazom detalja povezanih sa objavom
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formacija o pojavljivanju ove kljucˇne rijecˇi. U kojoj se vrsti radova najcˇesˇc´e prikazuje,
koliko su kvalitetni radovi u ovom podrucˇju prema broju indeksa u kojima se nalaze,
koje su institucije koje najcˇesˇc´e koriste ovu kljucˇnu rijecˇ i tome slicˇno. Osim HTML
prikaza s vezama u obliku poveznica izmedu resursa, prilicˇno je intuitivan prikaz koji
nudi moguc´nost vizualizacije podataka u vidu cˇvorova i veza kao sˇto je pokazano na
primjeru Neo4j Desktop aplikacije.
D3 Javascript biblioteka omoguc´uje nam ovakvu vizualizaciju i moguc´nost raz-
nih naprednih opcija kod prikaza za izradu upita prema GraphQL aplikacijskom sucˇelju
u realnom vremenu. U ovakvom prikazu, kada korisnik dva puta klikne na neki od
cˇvorova, sve veze tog cˇvora dodaju se u postojec´i upit te se time dopunjava vizualni
pregled kao sˇto je vidljivo na slici 20. S lijeve strane mozˇe se vidjeti pocˇetno stanje,
sˇto je rezultat pretrazˇivanja jednog odredenog cˇvora. S desne strane nalazi se rezultat
upita koji povlacˇi sve povezane cˇvorove prve razine kada se dva puta klikne na origi-
nalni cˇvor. Prikaz s cˇvorovima i vezama mozˇe biti prikladan kod vizualnog pretrazˇivanja
podataka i kada znamo koji put zˇelimo pratiti u rezultatu upita. U protivnom je pregled
svih podataka povezanih s odredenim cˇvorom, primjerice cˇlankom, prikladno prikazati
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na HTML stranici ukljucˇujuc´i i dodatne moguc´nosti za korisˇtenje poveznica na gene-
ralni prikaz povezan s odabranim cˇvorom ili pak kao nastavak na postojec´i cˇvor. Ako
se koristi generalni prikaz, nije potrebno pratiti od kojeg smo cˇvora dosˇli na pregled
trenutnog cˇvora, u protivnom, potrebno je zadrzˇati stanje aplikacije prilikom navigacije
izmedu cˇvorova. Primjer prikaza podataka povezanih cˇvorova bio bi prikaz svih ra-
dova odabranog autora za odredeno podrucˇje istrazˇivanja. U tom slucˇaju potrebno je
koristiti identifikator autora i identifikator podrucˇja istrazˇivanja kako bi upit ogranicˇili na
cˇvorove odabranog autora i podrucˇja istrazˇivanja.
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5 Diskusija
5.1 Zahtjevnost sustava i moguc´e optimizacije
Za postavljanje sustava u produkcijsko okruzˇje korisˇtena su tri posluzˇitelja.
Svaki od posluzˇitelja korisˇteni su preko servisa DigitalOcean koji nudi virtualne pri-
vante posluzˇitelje. Jedan posluzˇitelj koristi se za posluzˇivanje SSL potpisanog prometa
prema lokalnoj instanci Neo4j graf bazi. Drugi posluzˇitelj postavljen je na isti nacˇin sa
SSL posrednikom, ali posluzˇuje ElasticSearch bazu podataka. Trec´i posluzˇitelj koristi
se za posluzˇivanje ReactJS aplikacije. Neo4j najzahtjevniji je od svih triju aplikacija.
Potrebno je pripremiti posluzˇitelj koji mozˇe pohraniti cijeli kontekst upita i transakcije
kako je naznacˇeno u dokumentaciji Neo4j graf baze. Kontekst upita i transakcije pred-
stavlja moguc´nost graf baze da podnese vec´u kolicˇinu podataka kao rezultat upita
s obzirom na to da je kod dohvac´anja podataka potrebno pohraniti ih u memoriju
posluzˇitelja.
ElasticSearch pretrazˇivacˇ nije toliko zahtjevan i podatke indeksira u vidu da-
totecˇnih indeksa datotecˇnog sustava posluzˇitelja sˇto znacˇi da ih nije potrebno unositi
u memoriju prilikom izvodenja upita. Vec´a kolicˇina memorije potrebna je kod inici-
jalne sinkronizacije Neo4j graf baze i ElasticSearch pretrazˇivacˇa. Nakon sinkroniza-
cije, velicˇina ElasticSearch posluzˇitelja mozˇe se smanjiti s obzirom na to da daljnja
sinkronizacija iskljucˇivo uzima razlike za sinkronizaciju i ne radi se velikim kolicˇinama
podataka kao sˇto je to kod inicijalnog postavljanja. Za posluzˇivanje ReactJS aplikacije
koristi se najmanja velicˇina posluzˇitelja s obzirom na to da je za posluzˇivanje potrebna
mala instanca ExpressJS servera kao posrednika koji ima SSL certifikat i staticˇne
datoteke koje on posluzˇuje. Posluzˇitelji namijenjeni posluzˇivanju Neo4j i ElasticSe-
arch instanci postoje, ali su mnogo skuplji u odnosu na DigitalOcean genericˇke ins-
tance posluzˇitelja. Prednost dediciranih posluzˇitelja je i to da je odrzˇavanje posluzˇitelja
obicˇno napravljena od strane poduzec´a koje nudi tu uslugu te se nije potrebno brinuti
o sistemskim zadacima posluzˇitelja nego samo razvojem.
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5.2 Prosˇirivanje opsega podataka
Povezivanje podataka koji su i logicˇki povezani omoguc´ava nam jednostavniju
vizualizaciju i bolje performanse kod analize podataka ovih razmjera. Jednostavnije
je postic´i upite koji se u tradicionalnim relacijskim bazama zovu JOIN metode sˇto je
posebno prikladno kada zˇelimo prikazati podatke povezane s podacima koje korisnik
trazˇi. Svi podaci u sustavima gdje znamo da c´e biti potrebno sagledati podatke iz
svake perspektive, svakog pogleda podataka, preporucˇuje se pristup s graf bazom.
Ona nam omoguc´ava performantno pristupanje svim vezama i smjerovima u pregledu
podataka bez obzira da li smo na njih racˇunali kod izrade baze podataka. Jedino sˇto je
potrebno jest povezati podatke na odgovarajuc´i nacˇin preko cˇvorova koji ih povezuju.
Kod tradicionalnih relacijskih baza manje je potrebna priprema podataka, ali su mnogo
sporiji odazivi na upite u kasnijim fazama razvoja u slucˇaju aplikacija za analizu poda-
taka. Takoder je potrebno slaganje mnogo zahtjevnijih upita kako bi se postigla ista
razina kompleksnosti rezultata kao sˇto je to kod graf baze.
5.3 Moguc´nost primjene strojnog ucˇenja
Kako se radi o prilicˇno ne strukturiranim podatcima odredene je podatke po-
trebno klasificirati i obraditi kada se prepozna odredena ponavljajuc´a gresˇka u poda-
cima ili iskoristiti naprednije tehnike odredivanja strukture podataka u ovakvim tekstu-
alnim zapisima. Jedan od primjera kako se mozˇe optimizirati prepoznavanje imena i
prezimena u tekstualnim podacima jest i Sandford CoreNLP. Radi se o grupi alata za
obradu prirodnog jezika. Jedan od alata mozˇe se koristiti za tokenizaciju teksta. Toke-
nizacijom dobivamo prijedloge moguc´e strukture recˇenica u tekstu. Kod tekstova gdje
imamo visˇe autora u redu, moguc´e je dobiti dobru aproksimaciju o tome sˇto je ime,
prezime ili inicijal autora [35]. Kako se u Sandford CoreNLP radi o generalnoj primjeni
alata za obradu prirodnog jezika, predlazˇe se izrada specijaliziranih alata koje bi bilo
moguc´e naucˇiti prepoznavati autore u specificˇnim slucˇajevima gdje se u tekstu pojav-
ljuju redovi autora odvojeni raznim znakovima. Po strukturi teksta moguc´e je zakljucˇiti
sˇto se koristi kao znak za odvajanje autora, primjerice znamo da c´e se taj znak ponav-
ljati isti broj puta kao i broj autora manje jedan. Jedan od nacˇina za implementaciju
algoritama koje mozˇemo nanovo koristiti za provjeru vec´eg broja podataka su neuron-
45
ske mrezˇe. Dovoljnim brojem primjera ulaza i izlaza neuronsku mrezˇu mozˇemo naucˇiti
sˇto je potrebno napraviti nad tekstualnim podacima kako bi se dobio zˇeljeni rezultat,
odnosno razdvojeni autori iz teksta.
5.4 Pregled doprinosa rada
Ovim radom nastojalo se omoguc´iti drugim stranama otvoreno i jednostavno
korisˇtenje podataka. Podaci su povezani na osnovu onoga sˇto predstavljaju u deta-
ljima objave. Nije potrebno pripremati posebne upite za korisˇtenje ovakvog otvorenog
aplikacijskog programskog sucˇelja, osim u slucˇaju kada se podatke pretrazˇuje ge-
neralnim putem, kao primjerice kod pretrazˇivanja autora ili slicˇnog. Ako se ne radi
o pretrazˇivanju nego je poznato koje cˇvorove c´e se koristiti, graf baza je dovoljno
ucˇinkovita za posluzˇivanje raznih upita. Za generalno pretrazˇivanje predlozˇena je Elas-
ticSearch baza koja zbog ucˇinkovitog indeksiranja opc´ih tekstualnih podataka i visokih
performansi kod pretrazˇivanja istih. Kako se graf baza ne bi preopteretila predlazˇe se
ogranicˇavanje upita na visˇe manjih upita umjesto jednog vec´eg kako se ne bi iskoristila
sva memorija posluzˇitelja u jednom od upita. Ovaj pristup ne ogranicˇava moguc´nosti
klijenata aplikacije s obzirom na to da postoje razne biblioteke koje optimiziraju pozive
prema GraphQL aplikacijskom sucˇelju, ukljucˇujuc´i i Apollo biblioteka. Ovakve bibli-
oteke brinu se o tome da se sˇto visˇe upita spoji u jedan ako se radi o vec´em broju
upita u kratkom vremenu. Rezultati upita tada se dopunjavaju iz lokalnog datotecˇnog
sustava ili iz spremisˇta preglednika. Odabrano spremisˇte podataka azˇurira se kod sva-
kog dohvac´enog rezultata nakon izvodenja upita na GraphQL aplikacijsko programsko
sucˇelje. Umjesto preuzimanja svih podataka o svim radovima, predlozˇeno je otvaranje
podataka za korisˇtenje u analizi akademskih radova u svrhu odredivanja ucˇinkovitosti
i ostalih znacˇajki povezanih s autorima, njihovim radovima, koautorima i ostalim pove-
zanim podacima.
Kod odredivanja akademske ucˇinkovitosti pozˇeljno je imati otvorene podatke o
cˇimbenicima koji su nam potrebni za analizu, te su iz tog razloga podaci ovog sustava
otvoreni na korisˇtenje uz odredene naputke kako ih iskoristiti. Uz povrsˇno znanje iz-
rade Cypher upita koji se koriste u Neo4j bazi moguc´e je koristiti prilagodeno vizualno
sucˇelje graf baze za osnovnu analizu podataka. U slucˇaju da se radi o naprednijoj
analizi dovoljno je iskoristiti jednu od biblioteka koje nam omoguc´avaju integraciju sa
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Neo4j graf bazom direktno ili preko GraphQL aplikacijskog programskog sucˇelja i pri-
premiti upite koji se potom prikazuju u klijentskoj aplikaciji. Nije potrebna priprema
posluzˇiteljskog softvera za posluzˇivanje upita s obzirom na to da su podaci otvoreni i




Nestrukturirani podaci i nepristupacˇnost servisa koji pohranjuju podatke o aka-
demskim radovima samo neki su od problema kod analize podataka ove vrste. Neki
servisi nude preuzimanje i pregled podataka, ali su ogranicˇeni kolicˇinom koju je moguc´e
preuzeti. Drugi ne dopusˇtaju pristup bez odredenih novcˇanih pretplata. Trec´i pak
uopc´e ne podrzˇavaju preuzimanje podataka. Bez obzira na izvor podataka na sva-
kom servisu postoji odredena razina gresˇke koja postoji u podacima buduc´i da nisu
strukturirani i moderirani od trec´e strane.
Nije razumljivo ocˇekivati potpunu tocˇnost podataka, ali moguc´e je napraviti ko-
risnicˇko sucˇelje koje u dovoljnoj mjeri ogranicˇava dodavanje nestrukturiranih podataka
da se razina gresˇke smanji. Ako dodemo do podataka, spajanje podataka iz visˇe iz-
vora je vrlo tesˇko s obzirom na moguc´e gresˇke u podacima i s obzirom na to da razni
servisi razlicˇito tretiraju pohranu istih podataka. Potrebna je standardizacija podataka
servisa koji nude informacije o akademskim radovima prije analize podataka kako bi
oni bili potpuni. Nakon uspjesˇnog prikupljanja podataka potrebno je analizirati prikup-
ljeno i napraviti zajednicˇki okvir svih podataka sˇto se mozˇe postic´i raznim metodama
testiranja ocˇekivane strukture podatka u odnosu na ulazne podatke.
Daljnja obrada podataka zahtjeva korisˇtenje naprednih algoritama za analizu i
prepoznavanje uzoraka u tekstualnim podacima. Ako je uspjesˇno postavljena struktura
podataka, potrebno je podatke ogranicˇiti u okvire vec´ ustanovljenih struktura kako se
ne bi odstupalo od postojec´e strukture. Ovo je moguc´e napraviti pomno osmisˇljenim
korisnicˇkim sucˇeljem za unos podataka koje bi svaki od tipova podataka podrobno pro-
vjeravao prije unosa upozoravajuc´i na nekonzistentnosti u formatu podataka. Ovime
se vec´i dio posla prenosi na osobu koja te podatke unose, ali se ujedno i osigurava
stabilna struktura podataka. Ukoliko se odlucˇimo na ukljucˇivanje dodatnih servisa i
podataka iz raznih izvora kompleksnost se povec´ava utoliko sˇto je potrebno prilagoditi
podatke ne samo za unos u postojec´u strukturu baze podataka vec´ i prilagoditi ih s
obzirom na postojec´e podatke kako bi izbjegli redundantnost.
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Predlozˇeni su i neki od oblika opc´ih algoritama za prikaz podataka iako je
zbog otvorenosti i fleksibilnosti sustava moguc´e napraviti prilagodena sucˇelja i analize
ovisno o slucˇaju. Fokus rada bio je u prilagodavanju strukture i otvaranju pristupacˇnog
programskog sucˇelja. Podaci o znanstvenim radovima pa tako i povezana softverska
rjesˇenja, trebala bi biti otvorenog tipa. Na ovaj nacˇin u zajednici kojoj je u interesu
diseminacija znanja zaista i potic´emo kolaboraciju. Ovim radom pokazan je jedan od
moguc´ih pristupa pri izradi aplikacijskog programskog sucˇelja namijenjenog korisˇtenju
od trec´ih strana. Poseban naglasak postavljen je na odabir prikladnih i performantnih
tehnologija kako bi se sˇto efikasnije vec´i dio posla prebacio na baze podataka. Primjer
je prikazan na nacionalnoj razini sa trenutno dostupnim podacima.
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Sazˇetak
Nepristupacˇnost podataka o akademskim radovima predstavlja poseban pro-
blem za analizu i pregled podataka. Servisi koji posluzˇuju ovakve podatke obicˇno
nemaju sve potrebne podatke, ne prate odredenu strukturu podataka ili imaju druga
ogranicˇenja poput broja podataka koje je moguc´e preuzeti, vremenski okviri u kojima
je podatke moguc´e preuzeti, posebni zahtjevi na pristup podacima, zabrana izvodenja
analize nad preuzetim podacima i tome slicˇno. Cilj ovog rada bio demonstrirati jednos-
tavnije i pristupacˇnije rjesˇenje za korisˇtenje podataka o akademskim radovima u svrhu
analize i pregleda podataka.
Odabrane su tehnologije koje su efikasnije u radu s podacima koji su visoko
povezani. Za pohranu podataka odabrana je graf baza u kojoj su veze jednako vazˇne
kao i podaci. Na ovaj nacˇin jednostavnije je i performantnije dohvac´anje povezanih po-
dataka preko njihovih veza za razliku od tradicionalnih relacijskih baza podataka. Za
pretrazˇivanje podataka u graf bazi predlozˇena je tehnologija ElasticSearch koja indek-
sira sve podatke graf baze. Indeksirani podaci koriste se za efikasno pretrazˇivanje svih
podataka. Generalno pretrazˇivanje podataka jedna je od mana graf baza koja se na
ovaj nacˇin mozˇe otkloniti. Za izradu web aplikacije odabrane su tehnologije kojima se
olaksˇava razvoj. Podesˇeno je prepoznavanje tipova podataka u Javascript dinamicˇkom
jeziku. Napravljen je pregled nacˇina na koji je moguc´e iskoristiti napravljeno aplikacij-
sko programsko sucˇelje graf baze.
Predlozˇeno je prikupljanje, obrada i pohrana podataka. Za prikupljanje po-
dataka korisˇteni su skriptni jezici. Oni ubrzavaju razvoj privremenih sustava svojom
pristupacˇnosˇc´u i visokom razinom apstrakcije. Obrada podataka napravljena je nad
prikupljenim podacima u visˇe koraka. Nakon analize prikupljenih podataka, svi podaci
koje je bilo moguc´e dobiti iz podatkovnog izvora pretvoreni su u predlozˇeni format.
Opisane su i odredene metode za ubrzavanje obrade podataka.
Za analizu podataka o akademskim radovima potrebno je uzeti u obzir sˇto visˇe
izvora podataka. Na ovaj nacˇin podaci c´e biti cjeloviti. Preuzete podatke potrebno je
prilagoditi zajednicˇkoj strukturi. Razlike u strukturi izvora mogu predstavljati problem
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kod prilagodbe u postojec´u strukturu. Za naprednije parsiranje podataka predlazˇu se
metode strojnog ucˇenja.
Sustav je predlozˇeno otvoriti za korisˇtenje kako bi potakli kolaboraciju i daljnji
razvoj. Opisano je postavljanje sustava u produkcijsko okruzˇje, osiguravanje prometa
podataka i razlicˇiti nacˇini za posluzˇivanje podataka.




The lack of availability of information on academic papers is a problem, espe-
cially if they are to be used for analysis and data overview. Services that provide such
information usually do not have all the information required, do not follow a particular
data structure, or have other limitations such as the amount of data that can be dow-
nloaded, time frames within which data can be retrieved, data access requirements,
disallowing data analysis on downloaded data, and the like. The aim of this paper was
to provide a simpler and more accessible solution for using academic data for analysis
and data overview.
Selected technologies are more efficient in working with data that is highly
related. For data storage graph database was used where data relationships are as
important as data. In this way, it is simpler and more efficient to retrieve connected
data over their relationships than traditional relational databases. To search data in
the graph database, it is suggested that ElasticSearch technology is used for indexing
data. Indexed data is used to efficiently search all data. General data search is one of
the downsides of graph databases that can be avoided in this way. For web application
development, technologies that make development easier were selected. Data type
detection was added to the Javascript dynamic language. An overview of integrations
with created application programming interface was presented.
Data collection, processing and storage methods are suggested. Scripting
languages were used to collect data. They accelerate the development of temporary
systems with their accessibility and high level of abstraction. Collected data was pro-
cessed in several steps. After analyzing the data collected, all the data that was ava-
ilable from the data source was converted into the proposed format. Some methods
for accelerating data processing are also described.
For the analysis of academic data, it is necessary to take into account multiple
data sources. This way, the data will be complete. The data collected must be adapted
to its common structure. Differences in the source data structure can be a problem
in adapting to the existing structure. For more advanced parsing of data, machine
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learning methods are suggested.
The system was proposed to be opened for use to encourage collaboration
and further development. System setup for production environment was described as
well as data transfer security and various ways of serving data.
Keywords: data analysis, graph databases, application programming interfaces, dyna-
mic languages
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