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LAB 1-a:   NON-LINEAR EQUATIONS (by built-in MATLAB functions) 
To solve, that is to find the solution(s) or root(s) of an equation in one unknown: 
)()( xhxg =  
is equivalent to find the root(s) or zero(s) of a scalar function of one variable. In fact, we can always 
rewrite the equation in a standard form with zero on one side (commonly, the right side) and the function 
on the other side (commonly, the left side): 
0)()()( =−== xhxgxfy  
Differently from a linear equation, that is an equation of the form: 
0=+ bax , 
which admits 0 (a=0,b≠0), ∞ (a=0,b=0)  or 1 (a≠0) solution that can be obtained in closed analytical form 
as x = -b/a, a non-linear equation may admit whichever number of solutions, often not obtainable in 
closed (explicit) form. For example, the simple non-linear equation: 
1=xxe  
admits a unique solution x ≈ , not obtainable analytically. In these cases, approximate solutions are 
searched for by the application of numerical methods. 
A particular and important type of non-linear equations is represented by polynomial equations, that is by 
non-linear equations in which the function on the left-hand side is a polynomial (of degree n): 
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where c0,….,cn are the (n+1) polynomial coefficients (clearly, linear equations are polynomial equations 
of degree n = 1). From the fundamental theorem of algebra, we know that a polynomial equation of 
degree n may admit (up to) n distinct real solutions. Polynomial equations of degree n ≤ 4 (linear, 
quadratic, cubic and quartic equations) admit explicit analytical solutions. On the contrary, according 
with the Abel-Ruffini theorem, no closed form solution exists for higher-degree polynomial equations. 
Analytical (exact) solutions can be searched for by other methods (for example, polynomial 
factorization). When solutions can not be found analytically, approximate solutions can be searched for 
by ad-hoc (for polynomial equations) numerical methods. 
For generic non-linear equations, approximate solutions can be searched for, one by one, by different 
iterative numerical methods, such as bisection method, Newton’s method and secant method. 
Built-in MATLAB functions for solving non-linear equations 
Matlab provides two built-in functions for solving non-linear equations in one unknown, that is for 
finding the root(s) or zero(s) of non-linear functions of one variable, the function roots (for polynomial 
equations) and the function fzero (for generic non-linear equations). 
a. if the non-linear equation is a polynomial equation (of degree n):  
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the built-in Matlab function roots (type help roots or doc roots in the Matlab command window for 
help on the function) allows to compute (in one shot!) all the roots of the polynomial. For example, if 
we want to find the roots of the following polynomial equation of degree 2: 
                                           0352)3)(12()( 2 =−+=+−== xxxxxfy             (roots: r1 = -3, r2 = 1/2) 
we have just to write in the command window: 
c = [2  5 -3]  % row vector c containing the coefficients of the polynomial (in descending powers) 
r = roots(c)    % returned column vector r containing the roots of the polynomial. 
In order to compute the value of a polynomial at given x (or xs), Matlab provides the built-in function 
polyval (help polyval or doc polyval for help). For example, we can verify that r contains the zeros 
of the polynomial c by typing: 
fr = polyval(c,r) % evaluate the polynomial c at x = r(1) and x = r(2) 
b. If the non-linear equation is generic, the built-in Matlab function fzero (type help fzero or doc fzero 
for help) allows to compute a root (not all the roots) of the equation, if it exists, “near” a given x = x0. 
The function fzero relies on a sophisticated iterative root-finding algorithm (the Brent’s algorithm, 
which uses a combination of bisection, secant, and inverse quadratic interpolation methods), so that x0 
represents the initial guess of the iterative algorithm. As an example, if we want to compute the roots 
of the non-linear equation: 
                                                        03)2ln()( =−== xxfy                      (roots: r1 = e
3
 / 2 ≈ 10.0428) 
 first we have to create an M-file f.m implementing the mathematical function f (remember that for 
Matlab M-file functions, name of the M-file = name of the function):  
function y = f(x) 
y = log(2 * x) - 3;  % in Matlab, ln(x) is obtained by log(x) 
After the M-file has been saved in the Matlab current directory, we can search for the zeros of the 
function f  by typing in the command window: 
r = fzero(@f, x0)  % @f is the handle of the function f, x0 is the initial guess 
or, equivalently: 
r = fzero(‘f’, x0)  % ‘f’ is the name of the function, x0 is the initial guess 
with different initial guesses x0. For example, by typing: 
r = fzero(@f, 8) 
we obtain the zero r = 10.0428 (this is the unique zero of the function f). 
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Solve the following exercises: 
1. In Matlab, find the solutions xi, i = 1,…,n of the following non-linear (but polynomial) equations in 
one unknown: 
a.   312538356000816 23 +=+ xxx  
b.   11312811030 324 −+=− xxxx  
 that is, find the roots (zeros) of the following polynomial functions of one variable: 
a.   0312560003835816)( 23 =−+−== xxxxpy a  
b.   011311102830)( 234 =+−−−== xxxxxpy b  
To this purpose, create a Matlab function polyzeros (in the M-file polyzeros.m) that takes as input a 
polynomial (that is a row vector  C = [c1,…,cn+1]  containing the coefficients of the polynomial 
ordered in descending powers), calculate (and returns as output) the vector containing all the roots of 
the polynomial  X = [x1,…,xn]  by using the Matlab function roots (type help roots or doc roots in 
the Matlab command window for help on the function) and plot the polynomial in the interval 
)]1.0(),1.0[( maxmin +−∈ xxx , where xmin and xmax are the minimum and maximum among the 
computed roots, by using the Matlab command plot (type help plot or doc plot in the Matlab 
command window for help on the command). Use the created function polyzeros on pa and pb, so as 
to calculate and visually locate the zeros of the two polynomials.  
2. In Matlab, find the solutions x1,…, xn of the following non-linear (and non-polynomial) equations in 
one unknown: 
a.   12 2/ =−xxe  
b.   xx /)ln(2 =−  
 that is, find the roots (zeros) of the following non-linear functions of one variable: 
a.   012)( 2/ =−== −xa xexfy  
b.   02/)ln()( =+== xxxfy b  
To this purpose, first create the two Matlab functions fa and fb (in two different M-files fa.m and 
fb.m, to be saved in the current directory) implementing, respectively, the mathematical functions       
y = fa(x) and y = fb(x). Note that e
x
 and ln(x) are obtained in Matlab by exp(x) and log(x). 
Then, create a Matlab function funplot (in the M-file funplot.m) that takes as input a function (a 
function handle @FunctionName) and the x interval for which the function has to be plotted (a row 
vector I = [xmin, xmax]) and plots the input function FunctionName in the interval I by the Matlab 
command plot. Test funplot by using it to visualize fa and fb in [-5 5]. 
For both the functions fa and fb, use funplot with different intervals I in order to visually locate all the 
zeros. Finally, calculate the value of each zero by choosing an initial guess (a value x0 near the 
visually located zero) and then calling, in the command window, the Matlab function fzero. For 
example, the command  fzero(@fa, 2)  search for a zero of the function fa starting from the initial 
guess x0 = 2. 
