Abstract. In order to develop an hybrid approach to the Reverse Engineer of Web applications, we need first to understand how much of the control logic of the user interface can be obtained from the analysis of event listeners. To that end, we have developed a tool that enables us to perform such analysis, and applied it to the implementation of the one thousand most widely used Websites (according to Alexa Top Sites). This paper describes our approach for analyzing the user interface layer of those Websites, and the results we got from the analysis. The conclusions drawn from the exercise will be used to guide the development of the proposed hybrid reverse engineering tool.
Introduction
Reverse Engineering [1, 2] is the process of moving from more concrete representations of a system, typically its source or binary code, to more abstract representations of the same system. Doing this we gain knowledge about the design of the system, avoiding details that are relevant only to its implementation. Reverse engineering can be useful in a number of different situations, be it during development, testing or maintenance. Two basic types of techniques can be used. Static techniques start from the code (the source code or some form of byte-code) analyzing it statically. Dynamic techniques take a black box approach and analyze the behavior of the system while executing.
We are particularly interested in applying reverse engineering to Web applications. While development for the Web has changed how the software industry approached software development and distribution, it is recognized that applying adequate standards and methodologies is still a challenge [3] . Through reverse engineering we aim to provide support to the process of engineering and re-engineering Web applications. By helping the process of gaining an understanding of an existing system, it becomes possible to better support its testing and validation, or its maintenance and evolution. For example, by enabling the comparison of different versions of the same software.
More specifically, we are interested in the user interface layer of Web applications. This is both because they are typically more susceptible to changes (due to changes in user requirements or the technology), and are particularly hard to develop and maintain (due, not only to the event based nature of the code, but also the the wide variety of technologies available for that development).
Early attempts at applying static analysis techniques to analyze the user interface layer of Web applications [4] , have shown that this type of technique, while feasible for native applications (see, for example, [5] ), suffers from a number of shortcomings when applied to the Web. The two main issues are related to the existence of many alternative implementation technologies, on the one side, and to the on the fly generation of the user interfaces, on the other.
The fact that many different languages, toolkits and frameworks exist, which can be used to implement Web applications, and their user interfaces in particular, means that a static analysis approach will either have to be able to parse and interpret the different languages and/or toolkits/frameworks, or commit to a particular technology. The first solution is not viable, in practice, as it means that developing such an approach would be prohibitively expensive. The second, means that the utility of the approach becomes rather restricted. This is specially the case when one considers the fast pace of technological development in the field.
Dynamic analysis avoids the above problems by taking a black box view of the system under test, and exploring its behavior at run time. Here what is needed is some adapter layer to programmatically interact with the user interface. Frameworks such as Selenium [6] provide this layer for the case of Web applications, and have already been used in tools such as Crawljax [7] .
The fact that dynamic analysis takes a black box view of the system under test, however, also poses some limitations. Most notably, apart from very simple user interfaces, it is not possible to be sure that all possible behaviors/states of the system have been explored. Additionally, when in presence of alternative system behaviors, it is not easy to determine what are the conditions that triggers each alternative behavior [8] . The danger, then, is that models obtained through a dynamic approach to reverse engineering will be incomplete, both regarding the full behavior of the system under test, and regarding the semantics of the observed behaviors.
To avoid these issues, we propose to use an hybrid approach to reverse engineering [9] . The approach combines dynamic analyzes of the application, with static analyzes of the source code of the event handlers found during interaction. Information derived from the source code is both directly added to the generated models, adding semantics to the model, and used to guide the dynamic analysis, thus enabling it to be more complete.
In order to avoid the pitfalls of static analysis, the goal is to keep the analysis of event handlers as simple as possible. This, however, begs the question of whether enough control logic is present in the event handlers of Web applications, and whether we can adequately identify and process the event handlers. To answer those questions, we have carried out a study of the top one thousand most used
