Abstract. Advanced non-traditional application domains such as geographic information systems and digital library systems demand advanced data management support. In an effort to cope with this demand, we present the concept of a novel multi-model DBMS architecture which provides evaluation of queries on complexly structured data without sacrificing efficiency. A vital role in this architecture is played by the Moa language featuring a nested relational data model based on XNF 2 , in which we placed renewed interest. Furthermore, extensibility in Moa avoids optimization obstacles due to black-box treatment of ADTs. The combination of a mapping of queries on complexly structured data to an efficient physical algebra expression via a nested relational algebra, extensibility open to optimization, and the consequently better integration of domain-specific algorithms, makes that the Moa system can efficiently and effectively handle complex queries from non-traditional application domains.
Introduction
Advanced non-traditional applications, such as digital library systems (DL) and geographic information systems (GIS), place high demands on their data management components. Data in these areas is intrinsically complex and voluminous in nature and queries are computationally intensive. Researchers have sought to cope with these demands in different directions. In section 2, we explore these directions focussing on data model and DBMS architecture as a motivation for our multi-model DBMS architecture, as well as the particular role the logical algebra Moa plays in this architecture.
The multi-model DBMS architecture consists of three layers each supporting a different data model. In this way, the top conceptual layer provides a data model supporting complexly structured data, while in the logical and physical layers, a query on complexly structured data is gradually transformed to efficient storage-level operations. To be able to bridge the gap between a conceptual-level data model (e.g., a hierarchical or objectoriented data model) and a storage-level data model, we place renewed interest in Non First Normal Form (NF 2 ) data models, which were popular in the 80s, but proved difficult to support efficiently with then available technology. The Moa data model, used in the logical layer of the architecture, is an adaptation and extension of (X)NF 2 for which we developed an approach towards efficient query evaluation. Another key feature of our approach is extensibility on all layers to be able to integrate domain-specific algorithms such that certain optimization obstacles concerning ADTs are avoided.
The strength of the Moa system lies in the combination of architecture, data models, the mappings between them, and the way extensibility is handled. This paper provides an overview of the entire concept necessarily leaving out much detail and focussing on architecture and data models. The more interested reader is referred to [21] .
In Section 3, we present Moa's approach to query processing. The Moa language is illustrated by means of an example in Section 4. The ideas behind Moa have been validated and fine-tuned in various advanced application domains, such as GIS and multi-media retrieval, an overview of which is given in Section 5. Finally, we present our conclusions and future work in Section 6.
Motivation and Related Research
In the past decade, the following trade-off particularly eluded researchers when trying to make DBMS technology better suitable to non-traditional applications. On the one hand, it concerns data model expressiveness. The suitability of a DBMS for an application is closely related to the expressiveness of its data model. The data model of the conceptual level should fit the universe of discourse, since end-users have to understand this model of the real world in order to formulate their queries. To support the inherently complexly structure data of many application areas, advanced data models were proposed, such as the object-oriented and object-relational data models. On the other hand, performance is expected from the DBMS, which typically means that it should be able to effectively optimize queries. The more complex the data model, however, the harder it is to develop an effective optimizer, as research on OODBMSs clearly showed. Garlic [8] is an example of a system that integrates special-purpose data servers using object wrappers. Unfortunately, even with its advanced optimizer that uses statistics from the wrappers, performing such processing outside the scope of the database system may cause serious performance degradation, see, e.g., [11] . Full-fledged OODBMSs do not meet demands either. Often data independence is not handled well: the application class structure dictates physical layout of data and user-interfaces were non-declarative. As known from RDBMSs, data independence is essential for scalability and data distribution. But even with a declarative query language and the ability to convert OO itemoriented thinking into set-oriented query plans, which O 2 [1] both mastered, OODBMSs never became the success as anticipated. In the DBMS market today, the object-relational (OR) data model dominates claiming to be simple enough for query optimization, but expressive enough to handle advanced application areas. As Date and Darwen point out in [10] , extensibility with user-defined data types does not require a new data model per se. However, as the Bucky benchmark has shown, room for improvement concerning performance exists [6] . Designed to evaluate especially the extra features of the OR data model, it
