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1. Pendahuluan 
 
Teknologi berkembang pesat dalam semua aspek, teknologi telah 
menghubungkan komputer-komputer di dunia. Semua perangkat dapat saling 
terhubung karena jaringan dan perangkat-perangkatnya yang saling terhubung. 
Perangkat-perangkat jaringan meliputi berbagai jenis berdasarkan fungsinya, 
seperti router, switch, hub, dan bus. Perangkat-perangkat tersebut akan disusun 
berdasarkan topologi yang akan dibuat. 
Salah satu perangkat yang sering digunakan untuk memperbanyak jumlah 
end device dalam jaringan adalah switch. Switch adalah alat jaringan untuk 
mendistribusikan paket-paket dalam Local Area Network (LAN) yang sama pada 
layer 2 bekerja pada MAC Address, dan terdapat pula switch yang dapat berkerja 
di layer 3. 
Proses booting pada switch memiliki beberapa kondisi yang harus dilalui 
agar switch dapat digunakan, yaitu melakukan pengecekan hardware dan 
penyimpanan mapping table, terdapat juga kondisi yang tidak bisa diterima  
seperti critical failed. 
Berdasarkan latar belakang yang ada, maka dilakukan penelitian yang 
bertujuan untuk memodelkan Finite State Automata (FSA) pada Switch Booting 
Sequence. Melalui penelitian ini dapat dibuat FSA untuk simulasi kondisi-kondisi 
booting pada switch untuk menentukan apakah switch dapat digunakan atau tidak 
dapat digunakan. 
 
2. Tinjauan Pustaka 
 
Pada penelitian yang berjudul A Finite State Machine Model of TCP 
Connections in the Transport Layer, membahas tentang pembuatan finite state 
machine model proses koneksi TCP pada transport layer, dan bagaimana proses 
three way handshake berkerja [1]. 
Penelitian yang berjudul Perancangan Aplikasi Pengucapan Jam  
Berbahasa Inggris Dengan Metode Finite State Automata, membahas tentang 
pembuatan finite state automata pada proses pengucapan jam dengan 
mengklasifikasikan suku kata agar dapat mengolah bahasa dengan efektif [2]. 
Berdasarkan penelitian-penelitian yang pernah dilakukan terkait Finite 
State Automata yang dibuat dengan harapan dapat menjadi acuan  dalam  
penelitian dan dapat menghasilkan output yang lebih baik, melalui penelitian ini, 
akan dirancang dan diimplementasikan permodelan Finite State Automata (FSA) 
untuk Switch Booting Sequence. Hasil penelitian ini bermanfaat untuk mengetahui 
kerusakan switch pada proses booting, dan dapat mengambil kesimpulan kondisi 
kerusakan yang sering terjadi. 
Finite State Automata (FSA) merupakan suatu model matematika dari 
suatu sistem yang menerima input dan output diskrit. Finite State Automata (FSA) 
merupakan mesin automata dari bahasa regular. Suatu Finite State Automata 
(FSA) memiliki state yang banyaknya berhingga, dan dapat berpindah-pindah dari 
suatu state ke state lain. Finite State Automata (FSA) berdasarkan pendefinisian 
kemampuan berubah state-state-nya dapat dikelompokkan ke dalam Deterministic 
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Finite Automata (DFA) dan Non-deterministic Finite Automata (NDFA). Pada 
DFA dan NDFA memiliki persamaan yaitu pada penerimaan bahasa yang sama. 
Perbedaan pada DFA dan NDFA adalah DFA dalam menerima input mempunyai 
tepat satu busur keluar tapi pada NDFA dalam menerima input bisa terdapat 0, 1, 
atau lebih busur keluar [3]. 
Switch adalah alat jaringan untuk mendistribusikan paket-paket dalam 
Local Area Network (LAN) yang sama pada layer 2 bekerja pada MAC Address, 
dan terdapat pula switch yang dapat berkerja di layer 3. Proses booting pada  
switch memiliki beberapa kondisi yang harus dilalui agar switch dapat digunakan, 
melakukan pengecekan hardware dan penyimpanan mapping table, terdapat juga 
kondisi yang tidak bisa diterima seperti critical failed. 
Pada booting switch proses yang harus dilalui pertama kali adalah turn on, 
dimana switch akan diberikan power listrik agar dapat memulai proses  
selanjutnya. Switch lalu akan melakukan pengecekan hardware, apakah ada 
kerusakan yang kritis atau hanya kerusakan ringan sehingga akan diberikan alarm 
sesuai dengan jenis kerusakannya. Jika tidak ada kerusakan atau hanya kerusakan 
ringan, switch akan melakukan proses selanjutnya yaitu pengecekan port yang 
aktif, jika ada port yang aktif pada switch, maka switch akan menyimpan MAC 
address tersebut pada mapping table, sehingga switch akan siap digunakan, dan 
jika tidak ada port yang aktif pada saat booting, switch tetap akan siap digunakan 
tanpa penyimpanan mapping table. 
 
3. Metode dan Perancangan 
Secara umum penelitian terbagi ke dalam 4 (empat) tahap, yaitu: (1) tahap 
studi pemahaman, (2) tahap perencanaan,  (3) tahap pelaksanaan dan     pengujian, 
(4) tahap pengambilan kesimpulan. 
 
Gambar 1 Tahapan Penelitian 
 
Gambar 1 menunjukkan tahapan jalannya penelitian yang dijelaskan 
sebagai berikut: 
Studi pemahaman 
Perencanaan 
Pelaksanaan dan pengujian 
Pengambilan kesimpulan 
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1. Studi pemahaman: pada tahap ini dilakukan studi pemahaman tentang cara 
kerja booting switch, dan pemodelan finite state automata sehingga dapat 
digunakan untuk pemodelan switch booting sequence. 
2. Perancangan: tahapan selanjutnya adalah perancangan yang meliputi 
perancangan proses booting switch dengan finite state autumata, dan 
mendesain model non-deterministic finite automata berdasarkan data yang 
diperoleh. 
3. Pelaksanaan dan Pengujian: Setelah perancangan selesai kemudian dilakukan 
pengimplementasian pada switch dan menguji apakah booting switch sesuai 
dengan desain model non-deterministic finite automata yang dibuat 
4. Pengambilan kesimpulan: Pengambilan kesimpulan berdasarkan hasil dari 
pengujian booting switch kemudian membuat tabel berdasarkan hasil yang 
ada. Data pada tabel akan menunjukkan bagaimana finite state automata dapat 
menganalisis anomali pada booting switch. 
 
Pemodelan ini dirancang berdasarkan proses-proses yang dilalui switch  
saat booting sampai siap digunakan, proses-proses yang digambarkan dalam 
bentuk flowchart terlihat pada Gambar 2. Proses booting pada switch yang harus 
dilalui pertama kali adalah turn on untuk menyalakan switch. Switch lalu akan 
melakukan power on self test (POST), selanjutnya switch akan menjalankan boot 
loader software yang akan melakukan low level CPU initialization dan mengecek 
file system yang ada, kemudian akan menjalankan operating system (OS), apakah 
ada kerusakan yang kritis atau hanya kerusakan ringan sehingga akan diberikan 
alarm sesuai dengan jenis kerusakannya. Jika tidak ada kerusakan atau hanya 
kerusakan ringan switch akan melakukan proses selanjutnya yaitu pengecekan  
port yang aktif, jika ada port yang aktif pada switch, maka switch akan 
menyimpan MAC address tersebut pada mapping table, sehingga switch akan siap 
digunakan, dan jika tidak ada port yang aktif pada saat booting, switch tetap akan 
siap digunakan tanpa penyimpanan mapping table. 
1
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Gambar 2  Proses Booting Switch 
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4. Hasil dan Pembahasan 
Hasil rancangan finite state automata pada proses Switch booting   sequence 
dapat dilihat pada Gambar 3. 
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Gambar 3 Diagram NDFA Switch Booting Sequence 
 
Dengan 5 tuple-nya sebagai berikut. 
Q = {OFF, POST BOOT LOADER, Low Level CPU Initialization, File system, 
Failed, OS, ALARM Critical, ALARM Not Critical, CHECK Port, Mapping 
Table,READY} 
Σ = {OK, Not OK, Critical, Not Critical, Active, Not Active} 
S = {OFF} 
F = {READY} 
δ = {((OFF, Not OK), OFF); ((OFF, OK), POST); ((POST, OK), BOOT  LOADER); 
((POST, Not OK), Failed); ((BOOT LOADER, OK), Low Level CPU Initialization); 
((Low Level CPU Initialization, Critical), ALARM Critical); ((Low Level CPU 
Initialization, Not Critical), ALARM Not Critical); ((Low Level CPU Initialization, 
OK), File System) ; ((ALARM Critical, OK), Failed); ((File System, OK), OS); ((File 
System, Not OK), ALARM Critical); ((OS, OK), Check Port); ((OS, Not OK), ALARM 
Critical); ((Check Port, Active), Mapping Table); ((Check Port, Not Active), Ready); 
((Mapping Table, OK), Ready)} 
Abjad-abjad dalam 5 (lima) tuple akan dijelaskan pada Tabel 1, dan state- 
state pada  NDFA Switch Booting Sequence akan dijelaskan pada Tabel 2. 
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Tabel 1  Keterangan Simbol 
Abjad Keterangan 
OK Suatu kondisi dapat dijalankan dengan baik 
Not OK Suatu kondisi dijalankan dengan tidak baik atau 
tidak dapat dilakukan 
Critical Terjadi suatu kesalahan yang parah 
Not Critical Terjadi suatu kesalahan yang tidak terlalu parah 
Active Terdapat port yang active 
Not Active Tidak terdapat port yang active 
 
Tabel 2   Keterangan State 
State Keterangan 
OFF Kondisi switch dalam keadaan OFF 
POST Switch lalu akan melakukan power on self 
test (POST) 
BOOT LOADER Switch menjalankan boot loader 
software 
Low Level CPU Initialization Switch melakukan pengecekan 
Hardware 
ALARM Critical Alarm akan dinyalakan sebagai tanda ada 
kerusakan yang Critical. 
ALARM Not Critical Alarm akan dinyalakan sebagai tanda ada 
kerusakan yang tidak Critical. 
File System Switch akan menginisialisasi flash file system 
pada system board 
OS Switch menjalankan operating system 
(OS) yang terdapat pada flash 
FAILED Kondisi dimana switch tidak dapat 
bekerja lebih lanjut 
CHECK PORT Switch akan melakukan pengecekan 
port yang tersedia 
MAPPING TABLE Switch akan melakukan penyimpanan 
  MAC address yang telah tersedia pada 
 MAPPING TABLE 
READY Kondisi dimana switch sudah dapat 
digunakan 
Rancangan  finite  state  automata  pada  proses  switch  booting  sequence 
dijelaskan sebagai berikut: 
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Gambar 4 Diagram State OFF 
 
Pada kondisi awal seperti pada Gambar 4, yaitu kondisi OFF dimana 
switch dalam keadaan tidak menyala dan membutuhkan sumber tenaga listrik 
untuk menyala, jika tidak dapat menyala dengan baik, kondisi akan tetap berada 
pada kondisi OFF, tetapi jika dapat menyala dengan baik maka akan dilanjutkan 
kondisi berikutnya yaitu POST. 
 
Gambar 5 Diagram State POST 
 
Kondisi POST seperti pada Gambar 5, adalah keadaan dimana switch akan 
melakukan POST (Power On Self Test) yang berada di dalam ROM untuk 
mengecek CPU subsystem, yang dicek pada kondisi ini adalah CPU, DRAM dan 
sebagian dari flash device yang membentuk flash file system. Jika keadaan ini 
dapat berjalan dengan baik maka akan dilanjutkan pada keadaan BOOT LOADER, 
tetapi jika POST tidak dapat dilakukan dengan baik maka akan Failed dan tidak 
dapat dilanjutkan. 
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Gambar 6 Diagram State BOOTING 
 
Kondisi BOOTING seperti pada Gambar 6, adalah keadaan dimana switch 
akan menjalankan BOOT LOADER yang tersimpan pada ROM dan akan 
dijalankan secara langsung setelah POST selesai dijalankan. BOOT  LOADER 
akan melaksanakan Low Level CPU Initialization yang menginisialisasi CPU 
registers yang mengontrol dimana physical memory dipetakan, jumlah dari 
memory dan kecepatan memory. Pada kondisi ini switch akan mengecek berbagai 
hardware seperti port dan fan apakah ada kerusakan atau tidak. Jika BOOT 
LOADER tidak dapat dilaksanakan maka switch akan failed, sedangkan Low Level 
Initialization jika ada kesalahan maka akan dikategorikan Critical atau Not 
Critical, jika Critical maka Switch akan failed, sedangkan jika keadaan Low Level 
Initialization berjalan dengan baik atau tidak terjadi kesalahan Critical maka akan 
berlanjut pada keadaan File System. 
Low Level CPU 
Initialization
ALARM
Critical
File System Check PortOS
OK OK OK
Not OK
Not OK
Not Critical
Critical
ALARM
Not Critical
OK
 
Gambar 7 Diagram State File System 
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Kondisi File System seperti pada Gambar 7, adalah keadaan BOOT 
LOADER akan menginisialisasi File System pada system Board dan pada akhirnya 
BOOT LOADER akan mencari dan menjalankan operating system (OS) software 
image ke memori dan mengontrol switch melalui OS tersebut. Jika pada proses ini 
terjadi kesalahan atau tidak dapat dilakukan dengan baik maka akan menuju ke 
keadaan ALARM Critical dan selanjutnya switch akan failed, tetapi jika proses ini 
dapat dilakukan dengan baik maka akan dilanjutkan pada keadaan Check Port. 
Check Port
Mapping 
Table
OS
OK
Active
OK
Not Active
Ready
 
Gambar 8 Diagram State Check Port 
 
Kondisi Check Port seperti pada Gambar 8, adalah keadaan dimana switch 
akan mengecek port apakah ada port yang telah active atau tidak. Jika ditemukan 
terdapat port yang active maka informasi MAC Address dari port tersebut akan 
disimpan pada Mapping Table di dalam switch dan akan siap digunakan, jika  
tidak maka switch tetap akan siap digunakan. 
Perancangan N-DFA yang telah dibuat akan diimplementasikan ke dalam 
program input-an sederhana, dengan algoritma sebagai berikut: 
Algoritma Switch Booting Sequence 
1 Nyalakan Switch 
2 Jika tidak menyala, maka terjadi kerusakan 
3 JIka dapat menyala, maka switch akan melakukan POST 
4 Switch melakukan POST 
5 Jika tidak dapat melakukan POST, maka switch akan failed 
6 Jika POST dapat dilakukan, maka switch akan memulai BOOT LOADER 
7 Switch memulai BOOT LOADER 
8 Jika BOOT LOADER tidak dapat dilakukan, maka switch akan failed 
9 Jika  BOOT  LOADER  dapat  dilakukan,  maka  Switch  akan  melakukan  Low  Level     CPU 
Initialization 
10 Switch akan melakukan Low Level CPU Initialization 
11 Jika terdapat  Critical  maka  switch akan melakukan Alarm  Critical dan selanjutnya    switch 
akan failed 
12 Jika terdapat Not Critical, maka switch akan melakukan Alarm Not Critical dan selanjutnya 
akan melakukan File System 
13 Jika Low Level CPU Initialization tidak terdapat kesalahan, maka switch akan melakukan File 
System 
15  
14 Switch melakukan File System 
15 Jika File System tidak dapat dilakukan, maka switch akan melakukan Alarm Critical dan 
selanjutnya switch akan failed 
16 Jika File System dapat dilakukan, maka switch akan melakukan OS 
17 Switch menjalankan OS 
18 Jika OS tidak dapat dijalankan, maka switch akan melakukan Alarm Critical dan   selanjutnya 
switch akan failed 
19 Jika OS dapat dijalankan, maka switch akan melakukan Check Port 
20 Switch melakukan Check Port 
21 JIka  terdapat  Port  yang  Active,  maka  switch  akan  menyimpan  informasi  port  ke  dalam 
Mapping Table dan switch akan siap digunakan 
22 Jika tidak terdapat Port yang Active, maka switch akan siap digunakan 
 
Pembuatan algorima berdasarkan pemodelan N-DFA pada switch booting 
sequence akan membantu memahami tahap-tahap dalam pembuatan program, dan 
selanjutnya algoritma ini akan dibuat menjadi pseudocode sebagai berikut: 
Pseudocode Switch Booting Sequence 
Kamus 
cond,state = string 
Start 
state = OFF 
input cond 
read cond 
while state == OFF 
do 
If cond == OK, then state = POST 
If cond == NOK, then state = OFF 
while state == POST 
do 
If cond == OK, then state = BOOT LOADER 
If cond == NOK, then switch failed 
while state == BOOT LOADER 
do 
If cond == OK, then state = Low Level CPU Initialization 
If cond == NOK, then switch Failed 
while state == Low Level CPU Initialization 
do 
If cond == OK, then state = File System 
If cond == Critical, then state = Alarm Critical 
If cond == Not Critical, then state = Alarm Not Critical 
while state == Alarm Critical 
do 
If cond == OK, then switch Failed 
while state == Alarm Not Critical 
do 
If cond == OK, then state = File System 
while state == File System 
do 
If cond == OK, then state = OS 
If cond == NOK, then state = Alarm Critical 
while state == OS 
do 
If cond == OK, then state = Check Port 
If cond == NOK, then state = Alarm Critical 
while state == Check Port 
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do 
If cond == Active, then state = Mapping Table 
If cond == NOK, then switch ready to use 
while state == Mapping Table 
do 
If cond == OK, then switch ready to use 
End 
 
 
Pseudocode adalah bahasa yang mendekati bahasa pemograman tetapi 
masih dapat dipahami oleh orang pada umumnya, dengan pseudocode ini akan 
dirancang lebih lanjut menggunakan bahasa pemograman C#. Program yang 
dibuat berdasarkan pseudocode, ditunjukkan pada Kode Program 1, 2 , 3 , dan 4. 
 
Kode Program 1 Perintah untuk Inisialisasi Variabel 
 
 
Kode Program 1 merupakan perintah yang digunakan untuk menentukan 
inisialisasi variabel awal, yang akan digunakan untuk menyimpan input dan 
perpindahan state. Pada awal inisialisasi variabel state sudah menyatakan state 
OFF sebagai state awal. 
 
Kode Program 2 Perintah untuk Pembacaan Input dan Perpindahan State 
 
Kode Program 2 merupakan perintah pembacaan input dan menentukan 
perpindahan state. Perintah cond = Console.ReadLine() (perintah pada baris 5) akan 
menyimpan input ke dalam variabel string cond yang akan digunakan sebagai 
penentu state berikutnya. Perintah if dan else akan merubah isi dari variabel string 
state sesuai dengan variabel string cond, dan pada akhir else adalah sebagai 
pembatas jika input yang diberikan tidak sesuai. 
 
Kode Program 3 Perintah untuk Kondisi Fail 
1. 
2. 
string cond; 
string state = "OFF"; 
1. 
2. 
3. 
4. 
5. 
6. 
7. 
8. 
9. 
10. 
11. 
12. 
13. 
14. 
15. 
16. 
17. 
18. 
while (state=="OFF") 
{ 
Console.WriteLine("STATE IS "+state); 
Console.WriteLine("IS SWITCH TURNED ON? OK(1)/NOK(2)"); 
cond = Console.ReadLine(); 
if (cond == "1") 
{ 
state = "POST"; 
} 
else if  (cond == "2") 
{ 
state = "OFF"; 
} 
else 
{ 
Console.WriteLine("Wrong Input"); 
} 
} 
1. 
2. 
3. 
4. 
5. 
6. 
else if (cond == "2") 
{ 
state = "Failed"; 
Console.WriteLine("STATE IS " + state); 
Console.WriteLine("Cannot Contine!"); 
} 
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Kode Perintah 3 adalah perintah jika kondisi yang akan dipilih adalah 
Failed. Program akan mencetak pesan bahwa kondisinya adalah Failed dan tidak 
bisa untuk dilanjutkan, kemudian program akan berhenti. Kondisi ini terjadi jika 
switch tidak dapat melanjutkan proses booting karena terdapat kesalahan yang 
critical. 
 
Kode Program 4 Perintah untuk Final State 
 
Kode Program 4 adalah perintah untuk kondisi akhir, yaitu state Ready. 
Program akan mencetak pesan bahwa kondisinya adalah Ready dan switch sudah 
dapat digunakan, kemudian program akan terhenti. Kondisi ini terjadi setelah 
Check Port dan Mapping Table terpenuhi. 
Program dibuat berdasarkan input-an dari abjad sehingga akan merubah 
state yang ada sesuai dengan input-an yang diberikan. Program ini berbentuk 
console dan menghasilkan output berupa tulisan dan keterangan state yang  
dilalui. Tampilan hasil output akhir pada program ini adalah seperti pada Gambar 
9.  
Gambar  9 Tampilan Hasil Akhir Program 
Pengujian analisis dilakukan dengan membandingkan switch yang telah 
diuji dengan menggunakan hasil aplikasi penelitian berdasarkan model finite 
state automata dan hasil kerusakan sebenarnya yang telah diuji oleh teknisi 
perangkat. Perangkat yang akan diuji berjumlah 10 unit switch. 
Table 3 Perbandingan Hasil Uji Teknisi dan Aplikasi 
Switch Data input  Hasil Uji 
Teknisi 
Hasil Uji 
Aplikasi 
1 OK, OK, OK, OK, OK, OK, Active,  
OK 
Switch dalam 
kondisi baik 
Switch dalam 
kondisi baik 
2 OK, OK, OK, OK, OK, OK, Active, 
OK 
Switch dalam 
kondisi baik 
Switch dalam 
kondisi baik 
3 OK, OK, OK, OK, OK, Not OK, 
OK 
Kerusakan pada OS 
switch 
Kerusakan pada 
OS switch 
1. 
2. 
3. 
4. 
5. 
6. 
if (cond == "1") 
{ 
state = "Ready"; 
Console.WriteLine("STATE IS " + state); 
Console.WriteLine("Switch Ready to use."); 
} 
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4 OK, OK, OK, Critical, OK Kerusakan pada 
initialization 
CPU 
Kerusakan pada 
initialization CPU 
5 OK, OK, OK, OK, Not OK,OK Kerusakan pada 
File System 
Kerusakan pada 
File System 
6 OK, OK, Not OK Kerusakan pada 
boot loader 
Kerusakan pada 
boot loader 
7 Not OK Kerusakan pada 
power supply 
Kerusakan pada 
power supply 
8 OK, OK, OK, Critical, OK Kerusakan pada 
initialization 
CPU 
Kerusakan pada 
initialization CPU 
9 OK, OK, OK, Critical, OK Kerusakan pada 
initialization 
CPU 
Kerusakan pada 
initialization 
CPU 
10 OK, OK, OK, OK, OK, OK, Active, 
OK 
Switch dalam 
kondisi baik 
Switch dalam 
kondisi baik 
Berdasarkan hasil pengujian tersebut maka dapat ditarik kesimpulan 
bahwa hasil dari aplikasi sesuai dengan hasil dari teknisi sehingga menunjukkan 
bahwa aplikasi hasil penelitian berdasarkan model finite state automata dapat 
berjalan dengan baik sebagai alat analisis untuk mengetahui kerusakan pada 
proses booting switch. 
 
5. Simpulan 
 
Bedasarkan penelitan dan pengamatan pada switch booting sequence,  
maka dapat dibuat rancangan model finite state automata dalam model N-DFA 
sehingga dapat disimpulkan: (1) Switch booting sequence dapat dirancang 
menggunakan Finite State Automata (FSA) menjadi model Non-deterministic 
Finite Automata (NDFA); (2) Pemodelan yang telah dirancang  dapat 
dimanfaatkan untuk menentukan masalah pada switch booting sequence jika  
terjadi anomali sehingga proses booting terganggu; (3) Hasil-hasil dari penentuan 
masalah  dengan  menggunakan  pemodelan  ini  dapat  dijadikan  sebagai    
acuan masalah yang sering terjadi pada switch booting sequence. Saran untuk 
pengembangan selanjutnya adalah pemodelan FSA dapat dilanjutkan pada proses kerja 
switch sehingga keputusan solusinya dapat lebih jauh, sampai pada proses kerja switch. 
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