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IoT Internet of things Internet stvari
SPA Single page application Aplikacija na eni strani
SFC Single file component Enodatotečna komponenta
HTML Hypertext markup language Označevalni jezik za oblikova-
nje večpredstavnostnih doku-
mentov
DOM Document object model Objektni model dokumenta
VDOM Virtual document object mo-
del
Navidezni objektni model do-
kumenta
MVC Model—View—Controller Model – pogled – nadzornik
CSS Cascading style sheets Kaskadni oblikovni slogi
OGP Open graph protocol Protokol OGP
HTTP Hypertext transfer protocol Protokol za prenos hiperteksta




Front-end Čelni del aplikacije
Back-end Zaledni del aplikacije
Instant messaging Takoǰsnje sporočanje
Web sockets Spletni vtičniki
Reactivity Reaktivnost
HTML based template syntax Predloga, definirana na podlagi jezika
HTML
Rich-text editor Urejevalnik obogatenega besedila
Functional programming Funkcijsko programiranje
Immutable Nespremenljivo
Content expressions Vsebinski izrazi
Node Vozlǐsče
Node view Pogled vozlǐsča
Mark Označba
Decoration Dekoracija
Inline decoration Dekoracija v vrstici
Widget decoration Dekoracija gradnika
Tooltip Pojavno okno z namigi
Gesture Gesta
Swipe right Podrsati v desno
Swipe left Podrsati v levo
Pinch Premik prstov
angleško slovensko
Rule based model Model, ki temelji na seznamu pravil
Event listener Poslušalec dogodkov
Side panel Stranska orodna vrstica
Hyperlink Hiperpovezava
Pop up window Pojavno okno
Blockchain Veriženje blokov
Access control Nadzor dostopa
Business logic Poslovna logika
Server sent events Strežnǐski dogodki
Povzetek
Naslov: Načrtovanje inteligentnega uporabnǐskega vmesnika v sistemu Cor-
teza
Avtor: Tomaž Jerman
Industrijska revolucija 4.0 za človeštvo predstavlja pomembno prelomnico,
saj nam hitri napredki na področju računalnǐstva in informatike omogočajo
doseganje ciljev, ki so bili prej znanstvena fantastika. Poleg vseh novosti,
kot sta IoT in veriženje blokov, čedalje več pozornosti pridobiva področje
komunikacije in izmenjave podatkov, kar dokazuje čedalje večje število temu
namenjenih storitev, med katerimi se pojavi odprto-kodni projekt Corteza.
V diplomski nalogi opǐsemo načrt izdelave sistema, ki s pomočjo obdelave
besedila in uporabnǐskega vmesnika omogoči obogatitev sporočil z informa-
cijami ter definicijo akcij, ki se na podlagi le teh lahko izvedejo. Na začetku
predstavimo tehnologije, ki smo jih uporabili za razvoj sistema, saj dobro ra-
zumevanje orodja omogoči hitreǰsi proces izdelave. Za tem definiramo celoten
sistem – najprej definiramo čelni del aplikacije, ki služi kot uporabnǐski vme-
snik celotnega sistema. Sledi definicija zalednega dela aplikacije, ki omogoči
shranjevanje in deljenje podatkov med uporabniki sistema. Na koncu po-
vzamemo celotno diplomsko nalogo in predstavimo potencialne izbolǰsave za
nadaljnja dela.
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Industrial Revolution 4.0 is a major turning point for humanity, as the rapid
advances in computer and information science enable us to achieve goals, that
were previously science fiction. In addition to all the innovations such as IoT
and blockchain, there is a growing focus on communication and data sharing,
as evidenced by the increasing number of dedicated services, including the
open-source project Corteza.
In the thesis, we define a system that, through text processing and an intu-
itive user interface, enables message enrichment with additional information.
Firstly, we introduce the main technologies that were used to develop the
system, as a good understanding of the tool allows for faster development.
Following is the definition of the entire system. Firstly we define the front
end, which serves as the user interface of the defined system. Following that,
we define the backend, that is used for data storage and data sharing among
system users. Finally, we summarize the entire thesis and present potential
improvements for future work.





Hiter napredek na področju računalnǐstva in informatike predstavlja velik
vpliv na področju razvoja programske opreme, saj se skoraj dnevno poja-
vljajo nove tehnologije, ki nam omogočajo hitreǰsi in kakovostneǰsi razvoj.
Eno izmed večjih področij, ki je pridobilo veliko pozornosti, so storitve za ta-
koǰsnje sporočanje, saj sodobne tehnologije kot so spletni vtičniki in ogrodja
SPA omogočajo trivialno izdelavo temu namenjene storitve. Posledično se na
današnjem trgu pojavlja vedno večje število storitev za takoǰsnje sporočanje,
ki se razlikujejo predvsem po videzu in uporabnǐski izkušnji. Po naboru funk-







Eno izmed največjih in najpomembneǰsih področij je pridobivanje in ob-
delava podatkov, saj nam svetovni splet omogoča dostop do podatkov po
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celem svetu iz udobja lastnega doma. Dostop do velike količine podat-
kov je v sodobni industriji vreden več kot zlato, saj informacije o interesih
strank, preteklih interakcijah s strankami in informacije o priljubljenih tren-
dih omogočajo optimizacijo poslovnih procesov, nižanje stroškov poslovanja
ter posledično večanje dobička. Hkrati takšna svoboda predstavlja dvore-
zen meč, saj se po spletu pojavlja veliko nekakovostnih, ne strukturiranih
in neuporabnih podatkov, ki otežijo, oziroma celo onemogočajo pridobiva-
nje znanja. Na srečo se težav, povezanih s kakovostjo in količino podatkov
lahko lotimo s pomočjo pristopov umetne inteligence in podatkovnega rudar-
jenja, kar je omogočeno z vse večjimi procesorskimi zmogljivostmi sodobnih
sistemov.
V diplomski nalogi opǐsemo načrt izdelave sistema, ki s pomočjo obde-
lave besedila in uporabnǐskega vmesnika omogoči obogatitev sporočil z in-
formacijami ter definicijo akcij, ki se na podlagi sporočila lahko izvedejo.
Načrt definiramo s pomočjo odprto-kodnega projekta Corteza Messaging.
Uporaba izhodǐsčnega projekta omogoči izdelavo kakovostneǰsega in podrob-
neǰsega načrta, saj pridobimo bolǰsi pregled posameznih komponent projekta.
Dodatno pridobimo zmožnost izdelave testnih implementacij, kar omogoča
testiranje predlaganih rešitev.
V 2. poglavju predstavimo tehnologije, ki smo jih uporabili pri defini-
ciji sistema. Dobro poznavanje posamezne tehnologije je ključnega pomena,
saj poznavanje prednosti in slabosti le teh poenostavi celoten proces. Po-
glavje 3 predstavi čelni del aplikacije, kjer definiramo nabor podatkovnih
tipov, modele za obdelavo besedila in na koncu sam uporabnǐski vmesnik. V
4. poglavju predstavimo zaledni del aplikacije, kjer definiramo najpomemb-
neǰse komponente sodobnih sistemov, kot so obdelava zahtev HTTP, nadzor
dostopa, poslovna logika in dostop do podatkovne baze. Za zaključek, v
poglavju 5, povzamemo diplomsko nalogo in predstavimo nekaj možnih iz-
bolǰsav in nadaljnjih del.
Poglavje 2
Predstavitev tehnologij
Pomemben korak izdelave kateregakoli sistema je dobro razumevanje samih
tehnologij, ki jih bomo uporabili pri izdelavi sistema. S pomočjo dobrega
pregleda prednosti in slabosti tehnologije lahko izdelamo kakovostneǰsi sis-
temski načrt, natančneǰso časovno oceno in načrt za upravljanje tveganj. Vse
zgoraj omenjene prednosti nam omogočijo izdelavo kakovostneǰsega izdelka
v predvidenem časovnem roku in predvidenem proračunu projekta.
2.1 Vue.js
Vue.js [19] je odprto-kodno JavaScript [22] ogrodje za razvoj uporabnǐskih
vmesnikov in SPA aplikacij [35]. Glavne prednosti ogrodja Vue.js [32] pred
bolj razširjenimi SPA ogrodji, kot so React.js [11], Angular [9] in Ember.js
[10], so:
velikost paketa: manǰsa velikost paketa skraǰsa čas, ki je potreben za pri-
kaz same aplikacije. Čeprav je Vue.js zelo majhno ogrodje (okvirno
20.0 kB [41]), ponuja širok nabor funkcionalnosti za izdelavo poljubno
kompleksnih uporabnǐskih vmesnikov,
hitra učljivost: ogrodje sledi konceptu SFC [34], s pomočjo katerega defi-
nira preprost potek izdelave komponent za uporabo znotraj aplikacije.
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Komponente temeljijo na sintaksni predlogi, definirani na podlagi je-
zika HTML [37], kar pripomore k hitreǰsi učljivosti,
kakovostna dokumentacija: dokumentacija predstavlja pomemben vir in-
formacij in posledično je njena kakovost ključnega pomena. Ogrodje
Vue.js vsebuje obsežno, kakovostno in preprosto razumljivo dokumen-
tacijo.
Omenimo še nekaj funkcionalnosti, ki so ključnega pomena pri vsakem ogrod-
ju za izdelavo SPA aplikacij:
reaktivnost: reaktivnost [30] skrbi za sinhronizacijo med podatkovnim mo-
delom in pogledom komponente – ob spremembi v podatkovnem mo-
delu oz. pogledu, ogrodje izvede sinhronizacijo podatkov podatkovnega
modela in pogleda,
model VDOM: posodabljanje vozlǐsč modela DOM je zahtevna operacija,
saj večje spremembe, kot so postavitev in videz, zahtevajo ponovno
izvedbo celotnega procesa izrisa vozlǐsč [25]. Model VDOM [20] definira
preprosteǰso podatkovno strukturo, paralelno modelu DOM, s pomočjo
katere določimo najmanǰsi potreben nabor sprememb, za doseg želene
strukture dokumenta.
2.2 ProseMirror
ProseMirror [5] je odprto-kodno JavaScript ogrodje za izdelavo urejevalni-
kov obogatenega besedila [43], namenjenih spletnim brskalnikom. Temeljne
funkcionalnosti ogrodja:
modularna arhitektura: modularna arhitektura omogoča preprosto sno-
vanje novih funkcionalnosti, definicijo novih formatiranj besedila in
določitev novih vozlǐsč.
arhitektura MVC: arhitektura MVC [27] sistem razdeli na tri ločene in
logično povezane komponente – podatkovni model, pogled in krmilnik.
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Pri razvoju posamezne komponente se osredotočimo zgolj na funkcio-
nalnosti same komponente, ne odvisno od preostalega sistema. Takšna
delitev omogoči definicijo bolǰse strukture in posledično izdelavo kako-
vostneǰsega sistema,
funkcijsko programiranje: funkcijsko programiranje [17] je velik korak
naprej v svetu programiranja, saj njegova strogo definirana zasnova
vodi do kakovostneǰsega rezultata. Glavni koncept, ki ga ogrodje po-
vzame iz funkcijskega programiranja, je nespremenljivo stanje [18]. Ne-
spremenljivo stanje omogoči predvidljivo stanje sistema ob vsaki in-
terakciji. Posledično poenostavi algoritme, namenjene upravljanju z
vsebino, kot so prehod med preteklimi oz. nadaljnjimi stanji (undo in
redo) in skupinsko urejanje dokumenta,
definicija sheme dokumenta: shema dokumenta definira obliko in vse-
bino le teh. Za definicijo sheme uporabljamo vsebinske izraze [29], s
pomočjo katerih definiramo poljubno kompleksne dokumente.
2.3 TipTap
TipTap [12] je Vue.js ogrodje za izdelavo urejevalnikov obogatenega besedila,
izdelano na podlagi ogrodja ProseMirror. Definira najmanǰsi nabor funkcio-
nalnosti, ki omogočijo osnovno delovanje urejevalnikov obogatenega besedila.
Glavne lastnosti ogrodja TipTap vključujejo:
hitra postavitev: ogrodje definira osnovni urejevalnik obogatenega bese-
dila, ki ga s pomočjo razširitev prilagodimo lastnim potrebam,
definicija sheme dokumenta: ogrodje TipTap, na podlagi vključenih raz-
širitev in njihovih definicij, samodejno sestavi optimalno shemo doku-
menta. Samodejna izdelava sheme dokumenta prihrani veliko časa, saj
je proces sicer zamuden in potencialno nevaren zaradi nevarnosti defi-
nicije neskončnih ciklov,
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preprosta definicija vozlǐsč: ogrodje omogoča zasnovo novega vozlǐsča s
pomočjo komponent ogrodja Vue.js,
preprosto oblikovanje: ogrodje sledi konceptu renderless komponent [42].
Takšna komponenta definira zgolj obliko, ki je potrebna za njeno de-
lovanje. Koncept renderless komponent bistveno poenostavi proces iz-
delave uporabnǐskega vmesnika, saj zanemari potrebo po popravljanju
obstoječe oblike komponente.
2.4 FlashText
FlashText [33, 15, 3] je Python in JavaScript knjižnica, namenjena opti-
malnemu iskanju in zamenjavi ključnih besed znotraj danega besedila, brez
uporabe regularnih izrazov [31]. Uporaba regularnih izrazov pri iskanju
večjega števila ključnih besed predstavlja procesorsko zahtevno operacijo,
saj je časovna kompleksnost odvisna od dolžine besedila in števila ključnih
besed.
Knjižnica s pomočjo algoritma Aho-Corasick [6] in podatkovne strukture
trie [39] izdela indeks ključnih besed, ki ga nato uporabi pri iskanju oziroma
zamenjavi ključnih besed. Ker algoritem izdela indeks na podlagi ključnih be-
sed, časovna zahtevnost z njihovim številom ne narašča. Primerjavo časovnih
zahtevnosti med uporabo regularnih izrazov in knjižnice FlashText, predsta-
vimo na spodnji sliki 2.1.
2.5 Vue-Tippy
VueTippy [40] je prilagodljiva Vue.js knjižnica namenjena preprosti izde-
lavi pojavnih oken z namigi. Izdelana je na podlagi knjižnice Tippy.js [21]
in omogoča prikaz pojavnih oken s pomočjo komponent oziroma direktiv
ogrodja Vue.js. Za pomoč pri konsistentnem delovanju in kakovostnem iz-
računu postavitev znotraj dokumenta DOM, knjižnica uporablja gonilnik
Popper.js [28].
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Slika 2.1: Primerjava časovne kompleksnosti pri iskanju ključnih besed s
pomočjo regularnih izrazov in knjižnico FlashText [33]. Iz slike je razvidno,
da časovna kompleksnost pri uporabi knjižnice FlashText, za razliko od re-
gularnih izrazov, s številom ključnih besed ne narašča.
2.6 AnimeJS
Anime.js [7] je odprto-kodna JavaScript knjižnica, ki definira učinkovit go-
nilnik za izdelavo animacij znotraj spletnega brskalnika. Gonilnik omogoči
animacije elementov DOM, njihovih atributov, oblikovnih slogov CSS, vek-
torskih slik in JavaScript objektov. Visoka učinkovitost in preprost vmesnik
API omogočita preprosto izdelavo animacij poljubnih zahtevnosti, kot so ani-
macije pri odpiranju in zapiranju navigacijskih vrstic na podlagi gest.
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2.7 AloyFinger
AlloyFinger [36] je JavaScript knjižnica namenjena zaznavanju gest. Geste
uporabniku omogočijo sodelovanje z uporabnǐskim vmesnikom, s pomočjo
intuitivnih interakcij z napravo. Primer takšnih interakcij:
• podrsaj desno: odpre navigacijsko vrstico,
• podrsaj levo: zapre navigacijsko vrstico,
• premik prstov: poveča sliko.
Glavna prednost knjižnice AloyFinger, pred bolj priljubljeno knjižnico Ham-
mer.js [2], je njena prilagodljivost, bolje vzdrževana Github shramba in bolǰsa
podpora mobilnim brskalnikom ter hibridnim aplikacijam.
Poglavje 3
Čelni del aplikacije
Čelni del aplikacije predstavlja pomembno vlogo, saj preko nje uporabnik
dostopa do celotnega sistema. Pri izdelavi uporabnǐskega vmesnika današnji
trendi tekom celotnega procesa vključujejo samega uporabnika, saj je za
uspeh bistvena dobra uporabnǐska izkušnja. V primeru slabe uporabnǐske
izkušnje je zelo verjetno, da bo stranka zamenjala ponudnika storitve in po-
sledično stranko izgubimo [24]. V poglavju definiramo podatkovne tipe sis-
tema, model za obdelavo besedila in uporabnǐski vmesnik, ki omogoči obo-
gatitev sporočil in prikaz podatkov. Na spodnji sliki 3.1 bralcu predstavimo
arhitekturo predlaganega sistema.
3.1 Podatkovni tipi
Opredelitev podatkovnih tipov pri razvoju programske opreme igra pomem-
bno vlogo, saj s strogo definicijo celotnega sistema zmanǰsamo možnosti na-
pak. Čeprav je JavaScript dinamično tipiziran skriptni jezik, to še ne pomeni,
da ne moremo izkoristiti prednosti strogega tipiziranja. Z uporabo standar-
dov, ki jih uvaja specifikacija ES6 [14], lahko s pomočjo izdelave razredov

















Slika 3.1: Abstraktni prikaz arhitekture čelnega dela aplikacije. Shramba
podatkov je zasnovana znotraj stanja korenske komponente in je zadolžena
za hranjenje podatkov in interakcijo z zalednim delom aplikacije. Vnosna vr-
stica predstavlja glavni del uporabnǐskega vmesnika in uporabniku omogoči
kreiranje in obogatitev posameznih sporočil. Stranska orodna vrstica pred-
stavlja pomožni uporabnǐski vmesnik, preko katerega uporabnik upravlja s
podatki posameznega sporočila.
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3.1.1 Podatkovni tip Keyword
Podatkovni tip Keyword predstavlja ključno besedo, ki se uporablja pri ob-
delavi besedila in zaznavanju značk (Tag) znotraj danega besedila. Glavne
lastnosti podatkovnega tipa:
sistemske ključne besede: sistemske ključne besede so definirane s strani
razvijalca oziroma administratorja sistema in predstavljajo nespremen-
ljivo informacijo (na primer čas in datum),
uporabnǐske ključne besede: uporabnǐske ključne besede so definirane s
strani uporabnikov med uporabo sistema,
ključna beseda kot niz: ključne besede definirane z nizom, omogočijo za-
znavanje preprostih informacij znotraj danega besedila, kot so na pri-
mer imena mesecev in imena krajev,
ključna beseda kot regularni izraz: ključne besede definirane z regular-
nim izrazom, omogočijo zaznavanje zahtevneǰsih informacij znotraj da-
nega besedila. S pomočjo regularnih izrazov omogočimo zaznavanje
širokega nabora časovnih informacij z minimalnim številom ključnih
besed. Primer regularnega izraza za zaznavo ure v obliki 10 PM:
/([a-zA-Z]+ ?)?([0-9]\{1,2\}) ?(am|pm|a.m.?|p.m.?)/gi,
normalizacija podatkov: s pomočjo normalizacije, ključna beseda zazna-
no informacijo pretvori v obliko, ki je sistemu lažje razumljiva. Na
primer, datum 10. 1. 2020, se pretvori v sledeči objekt:
{ date: 10, month: 1, year: 2020 },
overitev podatkov: s pomočjo overitve podatkov, lahko na podlagi vsebine
zaznane informacije in konteksta določimo veljavnost informacije, Na
primer 40. 1. 2020 predstavlja neveljaven datum, katerega ne smemo
upoštevati,
teža ključne besede: s pomočjo teže definiramo svojevrstnost ključne be-
sede in tako bolj določenih ključnim besedam podamo prednost pri
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obdelavi besedila.
3.1.2 Podatkovni tip Association
Podatkovni tip Association predstavlja asociacijo, ki znački (Tag) pripne
dodatno informacijo, kot so na primer čas, datum in lokacija. Preden na-
daljujemo z opisom podatkovnega tipa, moramo definirati način predstave
časovnih informacij znotraj posamezne asociacije.
Posamezno časovno informacijo, kot je na primer 7:30 PM predstavimo po
komponentah v objektu oblike { unit: value } (glej primer 3.1). Glavni
razlog za takšno hranjenje je hitreǰsa konstrukcija samega objekta in možnost
združevanja več časovnih asociacij v eno samo (glej primer 3.2). Omenjeno
podatkovno strukturo lahko v koraku prikaza asociacije, oziroma v koraku
priprave parametrov akcije, preprosto spremenimo v dejanski časovni objekt.
10. 1. 2020
{ date: 10, month: 1, year: 2020 }
(3.1)
{ date: 17, month: 1 } +
{ hour: 11, a: AM } =
{ date: 17, month: 1, hour: 11, a: AM }
(3.2)
Vrnimo se na definicijo podatkovnega tipa:
vrsta asociacije: vrsta asociacije definira vrsto podatka, ki jo asociacija
pripne znački:
location: asociacija tipa location definira lokacijo
(na primer Večna pot 113, FRI),
link: asociacija tipa link definira spletno povezavo
(na primer https://fri.uni-lj.si/sl),
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user: asociacija tipa user definira uporabnika sistema, oziroma osebo
izven sistema (na primer Jane Doe),
file: asociacija tipa file definira dateteko
(na primer RSD Project Name.pdf),
time: asociacija tipa time definira uro
(na primer 1:30PM),
date: asociacija tipa date definira datum
(na primer 1.10.2019).
podatek: podatek asociacije definira informacijo, ki jo asociacija pripne
znački.
3.1.3 Podatkovni tip Tag
Podatkovni tip Tag predstavlja značko, ki na podlagi ene ali več ključnih
besed (Keyword) skupaj z asociacijami (Association) in njihovimi informa-
cijami določenemu delu besedila poda pomen. Glavne lastnosti podatkovnega
tipa:
seznam ključnih besed: za potrebe nadaljnjega obravnavanja mora po-
datkovni tip omogočiti referenco na seznam ključnih besed, ki le to
definirajo,
seznam asociacij: za potrebe nadaljnjega procesiranja in izdelave akcij mo-
ra podatkovni tip omogočiti dostop do seznama asociacij, ki so pripete
na značko,
pozicija znotraj besedila: za potrebe prikaza znotraj besedila in obrazlo-
žitve uporabniku, mora podatkovni tip definirati pozicijo znotraj tega,
identifikator: za potrebe sklicevanja na posamezno značko, mora podat-
kovni tip omogočiti istovetenje. Identifikator je lahko predstavljen s
pomočjo vsebine značke, oziroma s pomočjo identifikatorja, ki ga upo-
rablja preostanek sistema.
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3.1.4 Podatkovni tip Action
Podatkovni tip Action predstavlja definicijo, ki jo uporablja sistem pri za-
znavanju akcij, ki se za dano sporočilo lahko izvedejo (ActionMatch). Glavne
lastnosti podatkovnega tipa:
vrsta akcije: vrsta akcije definira kako naj se sistem na zahtevo po akciji
odzove. Definiramo osnoven nabor akcij:
reminder: akcija tipa reminder sistemu narekuje izdelavo preprostega
opomnika,
event: akcija tipa event sistemu narekuje izdelavo zahtevneǰsega opo-
mnika o dogodku.
zaznavanje akcije: podatkovni tip na podlagi vhodnega besedila in njego-
vega nabora značk določi, če se akcija za dano sporočilo lahko izvede,
normalizacija podatkov: s pomočjo normalizacije, podatkovni tip na pod-
lagi nabora značk vhodnega besedila, določi začetni nabor atributov,
ki akciji pripadajo (na primer čas, datum in lokacija).
teža akcije: s pomočjo teže definiramo specifičnost akcije in tako bolj spe-
cifičnim akcijam podamo prednost pri obdelavi besedila.
3.1.5 Podatkovni tip ActionMatch
Podatkovni tip ActionMatch predstavlja izvedljivo akcijo, izdelano s pomočjo
definicije akcije (Action) in nabora značk vhodnega besedila (Tag). Glavne
lastnosti podatkovnega tipa:
akcija: za potrebe prikaza pravilnih uporabnǐskih vmesnikov in nadaljnjega
procesiranja na zaledni strani aplikacije, mora podatkovni tip omogočiti
referenco na definicijo akcije,
pozicija znotraj besedila: za potrebe prikaza in lažje obrazložitve upo-
rabniku, mora podatkovni tip definirati pozicijo znotraj besedila. Pri
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določitvi pozicije lahko uporabimo pozicije značk, s pomočjo katerih je
bila akcija definirana,
parametri: parametri zalednemu delu aplikacije podajo podatke, s pomočjo
katerih dano akcijo izvede. Začeten nabor parametrov sistem določi na
podlagi definicije akcije in nabora značk vhodnega besedila. Za potrebe
dobre uporabnǐske izkušnje, moramo uporabniku omogočiti urejanje le
teh.
3.2 Modeli
Model si lahko predstavljamo kot zbirko algoritmov, formul in nastavitev,
ki na podlagi vhodnih podatkov določijo rezultat, kot je na primer napoved
temperature [44]. V nadaljevanju razdelka predstavimo dva modela, ki ju
sistem uporabi pri zaznavanju značk in akcij. Modela sta izdelana na podlagi
seznama pravil, saj je za izdelavo kompleksneǰsih modelov potrebnih preveč
podatkov.
3.2.1 Model Tagger
Model Tagger vhodnemu besedilu s pomočjo ključnih besed (Keyword) določi
seznam značk (Tag). Določitev značk vhodnega besedila se izvede s pomočjo
regularnih izrazov in knjižnice FlashText (2.4).
Preden nadaljujemo z definicijo modela, moramo omeniti pomanjkljivost
knjižnice FlashText. Glavni namen te knjižnice je iskanje in zamenjava
ključnih besed znotraj besedila. Posledično je izhodni objekt temu prila-
gojen in ne definira pozicije ključne besede. To pri zaznavanju značk pred-
stavlja omejitev, saj značke brez njene pozicije ne moremo definirati. Ker je
knjižnica odprto-kodna in prosto dostopna [3], lahko Github shrambo kloni-
ramo in popravimo izhodni objekt.
Vrnimo se na definicijo modela in predstavimo algoritem za iskanje značk:
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inicializacija modela: model vhodni seznam ključnih besed razdeli na dva
pod seznama:
• seznam ključnih besed predstavljenih z nizom, ki jih uporabi pri
inicializaciji knjižnice FlashText,
• seznam ključnih besed predstavljenih z regularnim izrazom, ki jih
razvrsti z upoštevanjem njihovih tež.
iskanje značk: model nad danim vhodnim besedilom s pomočjo ključnih
besed poǐsče vse razpoložljive značke:
• uporaba knjižnice FlashText za iskanje značk s preprosteǰso struk-
turo, kot so na primer imena krajev, imena mesecev in imena
posameznikov,
• uporaba regularnih izrazov za iskanje značk s kompleksneǰso struk-
turo, kot sta na primer datum in čas. S pomočjo preprostega re-
gularnega izraza, lahko pokrijemo širok nabor vrednosti, kar po-
sledično zmanǰsa število potrebnih ključnih besed.
normalizacija podatkov: na podlagi ključnih besed in vhodnega besedila,
s pomočjo normalizacije zaznano informacijo pretvorimo v obliko, ki je
sistemu lažje razumljiva. Na primer, datum 10. 1. 2020, se pretvori
v sledeči objekt: { date: 10, month: 1, year: 2020 },
preverjanje veljavnosti podatkov: na podlagi ključnih besed posamezne
značke, s pomočjo preverjanja veljavnosti podatkov iz seznama izklju-
čimo tiste, ki so ne veljavne. Na primer 40. 1. 2020 predstavlja ne-
veljaven datum, ki ga ne smemo upoštevati,
3.2.2 Model Actor
Model Actor vhodnemu besedilu s pomočjo seznama definicij akcij (Action)
in seznama značk vhodnega besedila (Tag), določi seznam izvedljivih akcij
(ActionMatch). Model zasnuje sledeči algoritem:
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inicializacija modela: model vhodne definicije akcij, z upoštevanjem nji-
hovih tež, razvrsti in zapǐse v notranjo spremenljivko,
iskanje akcij: model s pomočjo definicij akcij, na podlagi vhodnega se-
znama značk in njihovih asociacij, danemu besedilu določi seznam iz-
vedljivih akcij. Pri iskanju izvedljivih akcij lahko uporabimo poljuben
algoritem. Tu definiramo primer, ki temelji na konceptu algoritma k-
NN [23]:
• vhodni seznam značk na podlagi njihovega položaja znotraj bese-
dila, razvrsti v več pod seznamov. S takšno delitvijo značk, pri
definiciji izvedljivih akcij uporabimo samo sosednje značke, ki se
najverjetneje med seboj navezujejo,
• za posamezni pod seznam, s pomočjo definicij akcij, poskusi do-
ločiti izvedljivo akcijo,
– če izvedljivo akcijo lahko definiramo, izdelaj nov objekt tipa
ActionMatch,
– če izvedljive akcije ne moremo definirati, nadaljuj na naslednji
pod seznam.
normalizacija podatkov izvedljivih akcij: na podlagi značk in njihovih
asociacij, izvedljivi akciji s pomočjo njene definicije določimo začetni
nabor atributov,
preverjanje veljavnosti podatkov izvedljivih akcij: model s pomočjo
preverjanja veljavnosti iz seznama izvedljivih akcij izloči ne veljavne.
Veljavnost teh določimo na podlagi pripadajočih značk in njihovih aso-
ciacij,
3.3 Vnosna vrstica
Pomemben del uporabnǐskega vmesnika storitve za takoǰsnje sporočanje je
vnosna vrstica, saj predstavlja večino interakcije z uporabnikom. Za bolǰso
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uporabnǐsko izkušnjo moramo zagotoviti odzivno interakcijo, kjer lahko s
pomočjo manǰsih sistemskih odzivov (na primer označevanje besedila) pred-
stavimo unikatno uporabnǐsko izkušnjo. V nadaljevanju razdelka, s pomočjo
ogrodja TipTap (2.3) definiramo vnosno vrstico.
3.3.1 Pomembni koncepti ogrodja ProseMirror
ProseMirror je prilagodljivo ogrodje, s pomočjo katerega lahko razvijemo po-
ljubno kompleksen uporabnǐski vmesnik. V poglavju Predstavitev tehnologij
(2.2) smo predstavili arhitekturo, prednosti in slabosti ogrodja. V nadalje-
vanju podrobneje predstavimo pomembneǰse koncepte.
Vozlǐsče
Vozlǐsče definira strukturo informacije znotraj dokumenta, kot so na primer
tabela, slika in seznam. Vozlǐsča omogočijo veliko prilagodljivosti, saj je
velik del njihove definicije prepuščen samemu razvijalcu. Posameznemu vo-
zlǐsču lahko s pomočjo nadzora izrisa vozlǐsča definiramo poljubno komple-
ksno strukturo. V kontekstu implementacije logike za nadzor izrisa vozlǐsča
moramo omeniti naslednje:
• razvoj logike za izris vozlǐsča ni trivialen proces, saj je dodatno po-
trebno definirati logiko, ki ogrodju opǐse proces urejanja vsebine vo-
zlǐsča,
• ogrodje TipTap omogoči razvoj te logike s pomočjo Vue.js komponent,
• izris vozlǐsča definiran kot Vue.js komponenta (v času pisanja) ne omo-
goča razvoja logike za urejanje vsebine vozlǐsča.
Označba
Označba definira videz informacije, ki se pojavi v dokumentu, kot sta na
primer sloga pisave krepko in ležeče. Sama definicija označbe je precej po-
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dobna definiciji vozlǐsča, vendar omogoča zgolj definicijo videza in ne same
strukture.
Dekoracija
Dekoracija omogoči prikaz dodatnih informacij znotraj same vnosne vrstice
brez spreminjanja vsebine dokumenta – na primer označevanje besed, prikaz
ikon in prikaz uporabnǐskih vmesnikov. Glavna razlika med dekoracijo in
označbo je, da dekoracija ni del podatkovnega modela, torej ne obstaja zno-
traj samega dokumenta. Če želimo dekoracije vključiti v izhodno besedilo,
moramo implementirati dodatno logiko, ki bo omogočila njihovo vključitev.
ProseMirror definira dve vrsti dekoracij:
dekoracija v vrstici: dekoracija v vrstici je prikazana znotraj vnosne vr-
stice v samem besedilu. Njen namen je označevanje posameznih delov
besedila, kot je na primer označevanje ne veljavnih besed. Ta vrsta
dekoracije je strogo definirana in omogoča minimalno prilagodljivost,
saj dovoli zgolj definicijo atributov elementa modela DOM, ki pripada
dekoraciji. Glavni razlog stroge definicije je učinkovitost algoritmov za
upravljanje z elementi modela DOM – kreiranje elementov, združevanje
elementov za doseg optimalne predstavitve dokumenta in sam izris ele-
mentov,
dekoracija pripomočkov: dekoracija pripomočkov je prikazana v bližini
vnosne vrstice, izven njene vsebine. Njen glavni namen je prikaz pre-
prostih uporabnǐskih vmesnikov, kot so na primer pojavna okna z na-
migi. Za razliko od dekoracije v vrstici, je dekoracija pripomočkov
precej bolj prilagodljiv, saj je njen namen veliko splošneǰsi.
3.3.2 Razširitve
Modularna zasnova ogrodja ProseMirror omogoči razvoj razširitev s pomočjo
katerih definiramo nove funkcionalnosti in tako razvijemo poljubno zahtevno
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komponento. V nadaljevanju predstavimo dve razširitvi, ki s pomočjo zgo-
raj omenjenih modelov, trenutnemu ProseMirror dokumentu določita nabor
značk in akcij.
Razširitev Tagger
Razširitev Tagger, s pomočjo modela Tagger, v trenutnem dokumentu ogro-
dja ProseMirror določi seznam značk, ki jih s pomočjo dekoracij prikaže upo-
rabniku. Razširitev mora ob vsaki spremembi dokumenta določiti spremembe
v seznamu značk, bodisi z obdelavo celotnega dokumenta bodisi z obdelavo
spremenjenega dela dokumenta. Takšna obdelava je procesorsko zahtevna,
saj se mora izvesti ob vsaki transakciji, ki prestavlja spremembo dokumenta,
zato definiramo nekaj izbolǰsav:
ponovna raba obstoječih dekoracij: ob transakciji, ki ne definira spre-
memb dokumenta, oziroma dane spremembe dokumenta ne vplivajo na
nabor značk, ponovno uporabimo trenutni nabor dekoracij.
omejevanje procesiranja: s pomočjo konceptov kot so throttle oziroma
debounce [38], lahko obdelavo zakasnimo in istočasno obdelamo večje
število sprememb dokumenta. Ker ProseMirror temelji na zasnovah
funkcijskega programiranja, njegov podatkovni model ne dovoljuje asin-
hronih operacij in posledično takšnih omejevanj ne smemo uporabiti v
samem podatkovnem modelu. Predlagamo sledečo rešitev:
• izven razširitve (znotraj komponente za vnosno vrstico) definiramo
novo metodo, ki se odziva na vse transakcije ogrodja ProseMirror.
• metoda implementira omejevanje procesiranja – bodisi throttle bo-
disi debounce, s pomočjo katere v intervalih razširitvi razpošilja
transakcije. Omejevanje procesiranja lahko razvijemo s pomočjo
knjižnice Lodash [4],
• razširitev se odzove na zgoraj omenjeno transakcijo in obdela do-
kument. Paziti moramo, da metoda omenjena v prvi točki, te
transakcije ne upošteva, saj bi sicer povzročili neskončno zanko.
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Sledi definicija algoritma, s pomočjo katerega obdelamo dokument in upo-
rabniku prikažemo značke:
zaznavanje transakcij: razširitev prejema vse transakcije in na podlagi
meta podatkov določi, če se mora na dano transakcijo odzvati,
iskanje značk: razširitev s pomočjo modela Tagger na podlagi vsebine do-
kumenta določi nov nabor značk,
izdelava dekoracij: na podlagi novega nabora značk posodobimo trenutne
dekoracije,
posodobitev značk: na podlagi novega nabora značk posodobimo shrambo
značk.
Pri posodobitvi shrambe značk moramo paziti na posebna primera:
nova značka nadomesti trenutno značko: v primeru, kjer z novo zna-
čko nadomestimo trenutno značko, moramo zagotoviti prenos asocia-
cij, ki ji pripadajo. V nasprotnem primeru od uporabnika zahtevamo
ponovno izvedbo operacij, kar pripomore k slabi uporabnǐski izkušnji.
Zgled posebnega primera:
• uporabnik v vnosno vrstico vnese
”
Naslednji sestanek je 1. 10“,
kjer
”
1. 10“ predstavlja datum in se označi kot značka,
• uporabnik omenjeni znački s pomočjo asociacij pripne podatke,
• uporabnik besedilo v vnosni vrstici spremeni v
”
Naslednji sestanek






Predstavimo možno rešitev omenjenega posebnega primera:
• preveri, če se novo ustvarjena značka prekriva s katerokoli ob-
stoječo značko:
– če ni prǐslo do prekrivanja, ustvari novo značko,
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– če je prǐslo do prekrivanja, ob posodobitvi shrambe značk pre-
nesi asociacije iz trenutne značke na novo značko.
značka se pojavi na več mestih: v primeru, kjer model Tagger isto znač-
ko določi na več mestih, moramo takšen primer pametno obravnavati.
Predstavimo dve možni rešitvi, ki ju lahko združimo na podlagi vrste
značke oziroma na podlagi konteksta:
vsaka značka hrani svoje podatke: sistem znački ne glede na po-
dobnost obdeluje tako, kot da si nista enaki. Takšen pristop
predstavlja manj dela, vendar lahko predstavi slabšo uporabnǐsko
izkušnjo, saj se obe znački najverjetneje sklicujeta na isto stvar,
znački si delita podatke: sistem znački obdeluje, kot da sta si enaki
in si posledično delita podatke. Takšen pristop predstavlja več
dela, saj je treba določiti podobnost med njima. Podobnost lahko
določimo na podlagi seznama ključnih besed, ki znački definirajo.
Razširitev Actor
Razširitev Actor, s pomočjo modela Actor, v danem besedilu določi seznam
izvedljivih akcij, ki jih s pomočjo dekoracij prikaže uporabniku. Ker predla-
gan model Actor procesiranje izvaja zgolj na podlagi značk, lahko procesira-
nje izvajamo ob vsaki spremembi. Podobno kot pri razširitvi Tagger, lahko
pri razširitvi Actor implementiramo izbolǰsave z ponovno rabo obstoječih
dekoracij in omejevanjem obdelave.
Sledi definicija algoritma, s pomočjo katerega obdelamo dokument in upo-
rabniku prikažemo izvedljive akcije:
zaznavanje transakcij: razširitev prejema vse transakcije in na podlagi
meta podatkov določi, če se mora na dano transakcijo odzvati,
iskanje akcij: razširitev s pomočjo modela Actor na podlagi trenutnega
nabora značk določi nov nabor izvedljivih akcij,
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izdelava dekoracij: na podlagi novega nabora izvedljivih akcij posodobi
trenutne dekoracije,
posodobitev akcij: na podlagi novega nabora izvedljivih akcij posodobi
njihovo shrambo. Podobno kot pri definiciji razširitve Tagger, moramo
paziti, da se v primeru nadomestitve trenutne izvedljive akcije, njeni
atributi pravilno prenesejo.
3.3.3 Upravljanje z asociacijami
Ko uporabnik pǐse svoje sporočilo in sistem zazna značko, mu moramo na in-
tuitiven način omogočiti osnoven pregled in urejanje njenih asociacij. Razšir-
jene storitve namenjene urejanju besedila, kot sta Microsoft Word in Google
Docs, določene informacije, kot je oblika besedila, prikazujejo v neposredni
bližini le tega. Ker želimo definirati intuitiven uporabnǐski vmesnik, sledimo
omenjenemu trendu (slika 3.2 prikazuje shemo uporabnǐskega vmesnika). S
pomočjo komponente MenuBubble, ki je na voljo z ogrodjem TipTap, pojavno
okno z namigi prikažemo v neposredni bližini uporabnikove interakcije, kot
sta označitev besedila in klik na značko. Uporabnǐski vmesnik prikaže se-
znam vseh razpoložljivih asociacij in označi asociacije, ki znački pripadajo.
Dodatno omogoči njihovo dodajanje oziroma odstranjevanje. Pri prikazu
uporabnǐskega vmesnika moramo paziti, da ne omogočimo dodajanje ozi-
roma odstranjevanje sistemskih asociacij. Predstavimo še primer algoritma
takšnega uporabnǐskega vmesnika:
• ob uporabnikovi interakciji z vnosno vrstico prikaži pojavno okno v
bližini interakcije. Pojavno okno vsebuje seznam razpoložljivih asocia-
cij in trenutno izbranih asociacij,
• ob izbiri asociacije nad obstoječo značko:
– če je izbrana asociacija neaktivna, jo znački dodaj,
– če je izbrana asociacija aktivna, jo znački odstrani.
24 Tomaž Jerman
• ob izbiri asociacije nad neobstoječo značko:
– ustvari novo ključno besedo,
– ustvari novo značko z izbrano asociacijo.
Vnosna vrstica
Pojavno okno
Slika 3.2: Zgled uporabnǐskega vmesnika za osnovno upravljanje z asociaci-
jami značke. Uporabnǐski vmesnik je predstavljen znotraj pojavnega okna,
ki je na voljo v bližini uporabnikove interakcije (moder pravokotnik).
3.3.4 Izdelava izhodnega besedila
Ko uporabnik zaključi s pisanjem sporočila in ga želi objaviti v kanalu, je
treba dokument podatkovnega modela pretvoriti v tekstovno obliko, ki je pri-
merna za hrambo v podatkovni bazi. Tekstovna oblika naj obdrži posebne
elemente sporočila, kot so značke in ostale elemente, ki jih aplikacija pod-
pira (na primer označba uporabnikov in označba kanalov). V nadaljevanju
definiramo algoritem s pomočjo katerega na podlagi vhodnega dokumenta
izdelamo izhodno besedilo.
• za vsako vozlǐsče vhodnega dokumenta izvedi:
– če je vozlǐsče tipa paragraph, ustvari novo vrstico,
– če je vozlǐsče tipa text:
∗ za vsako dekoracijo, ki vozlǐsču pripada, izdelaj oznako znač-
ke. Na spodnjem primeru 3.3 prikažemo zgled takšne oznake,
∗ označbe značk in navadno besedilo dodaj v izhodno besedilo.





3.4 Stranska orodna vrstica
Naslednji večji del uporabnǐskega vmesnika predstavlja stranska orodna vr-
stica, ki uporabnikom omogoči podrobneǰso interakcijo z značkami in ak-
cijami. Stransko orodno vrstico definiramo kot ločeno komponento, ki je
zmožna prikazati pravilen uporabnǐski vmesnik na podlagi vhodnih podat-
kov, neodvisno od samega vira podatkov. Takšna ločitev komponente nam
omogoči uporabo na različnih področjih aplikacije z minimalnim naporom
s strani razvijalca. Stranska orodna vrstica mora omogočati upravljanje z
značkami (glej razdelek 3.4.1) in akcijami (glej razdelek 3.4.2).
3.4.1 Upravljanje značk
Upravljanje z značkami uporabniku omogoči ogled in urejanje asociacij ter
njihovih podatkov za posamezno značko. Za doseg cilja priporočamo razvoj
ločene komponente za vsako vrsto asociacije, ki jo sistem podpira namesto
razvoja generične komponente, ki se dinamično prilagaja podatkom. Vsaka
komponenta mora omogočiti prikaz podatkov in pogojno urejanje podatkov.
Takšen pristop razvoja komponent, kjer vsako vrsto prikaza predstavimo
z novo komponento, omogoči prilagodljivost in možnost razvoja poljubno
zahtevnih uporabnǐskih vmesnikov. Zgled omenjene hierarhije komponent
stranske orodne vrstice prikažemo na spodnji sliki 3.3. Definiramo sledeče
komponente:
Location: komponenta omogoči upravljanje z asociacijami tipa location
in omogoči prikaz ter urejanje lokacij, ki se nahajajo znotraj asociacije:












Slika 3.3: Shema hierarhije komponent stranske orodne vrstice, ki omogoča
upravljanje z značkami. Stranska orodna vrstica na podlagi vhodnih podat-
kov določi kateri uporabnǐski vmesnik mora prikazati.
ga lahko nadgradimo ali nadomestimo s prikazom lokacije na ze-
mljevidu,
urejanje: za urejanje posamezne lokacije, uporabimo vnosno vrstico,
preko katere uporabnik vnaša podatke. Podobno kot pri prikazu,
lahko vnos lokacij nadgradimo z izbiro na zemljevidu oziroma raz-
vijemo priporočilni sistem za izbiro lokacij.
Link: komponenta omogoči upravljanje z asociacijami tipa link in omogoči
prikaz ter urejanje spletnih povezav, ki se nahajajo znotraj asociacije:
prikaz: za prikaz posamezne spletne povezave uporabimo preprost sez-
nam. Seznam lahko dodatno nadgradimo s pomočjo protokola
OGP, ki omogoči prikaz predogleda spletne povezave.
urejanje: za urejanje posamezne spletne povezave uporabimo prepro-
sto vnosno vrstico preko katere uporabnik vnaša podatke. Vnosna
vrstica mora predstaviti preverjanje veljavnosti podatkov, da se iz-
ognemo primerom, kjer bi uporabniki vnašali napačno oblikovane
spletne povezave.
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User: komponenta omogoči upravljanje z asociacijami tipa user in omogoča
prikaz ter urejanje uporabnikov, ki se nahajajo znotraj asociacije:
prikaz: za prikaz posameznega uporabnika znotraj dane asociacije pri-
kažemo preprost seznam, katerega lahko nadgradimo z operaci-
jami, kot sta na primer pokaži profil in odpri zasebni kanal.
urejanje: za urejanje posameznega uporabnika znotraj dane asociacije
uporabimo priporočilno vnosno vrstico, ki na podlagi vnešenega
besedila prikaže seznam relevantnih uporabnikov.
File: komponenta omogoči upravljanje z asociacijami tipa file in omogoča
prikaz in upravljanje datotek, ki se nahajajo znotraj asociacije:
prikaz: za prikaz posamezne datoteke znotraj dane asociacije lahko
uporabimo preprost seznam datotek, ki ga lahko nadgradimo z
operacijami, kot sta na primer predogled datoteke in prenos da-
toteke.
urejanje: za urejanje datotek znotraj dane asociacije, lahko upora-
bimo knjižnico Dropzone.js [13], ki omogoči dodajanje datotek
preko klika na komponento in preko povleci in spusti na kompo-
nento.
Time: komponenta omogoči upravljanje z asociacijami tipa time. Ker so
časovne asociacije definirane kot sistemske asociacije katerih vrednosti
uporabnik ne more spremeniti, razvijemo samo komponento za prikaz
podatkov. Za prikaz posameznega časa znotraj dane asociacije lahko
uporabimo preprost seznam, kjer prikažemo objekte opisane v razdelku
3.3.3 v človeku prijaznem formatu. Prikaz lahko dodatno nadgradimo
z uporabo relativnih časov, kot sta na primer
”




Date: komponenta omogoči upravljanje z asociacijami tipa date. Ker so
časovne asociacije definirane kot sistemske asociacije katerih vrednosti
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uporabnik ne more spremeniti, razvijemo samo komponento za pri-
kaz podatkov. Za prikaz posameznega datuma znotraj dane asociacije
lahko uporabimo preprost seznam, kjer prikažemo objekte opisane v
razdelku 3.3.3 v človeku prijaznem formatu. Prikaz lahko dodatno






Upravljanje z akcijami uporabniku omogoči pregled in urejanje atributov
posamezne akcije. Za doseg cilja priporočamo razvoj ločene komponente
za vsako vrsto akcije, ki jo sistem podpira namesto razvoja generične kom-
ponente, ki se dinamično prilagaja podatkom. Vsaka komponenta mora
omogočiti prikaz podatkov in opcijsko urejanje podatkov. Takšen pristop
implementacije komponent, kjer vsako vrsto prikaza predstavimo z novo kom-
ponento, omogoči prilagodljivost in možnost razvoja poljubno zahtevnih upo-
rabnǐskih vmesnikov. Zgled omenjene hierarhije komponent stranske orodne









Slika 3.4: Shema hierarhije komponent stranske orodne vrstice, ki omogoča
upravljanje z akcijami. Stranska orodna vrstica na podlagi vhodnih podatkov
določi kateri uporabnǐski vmesnik mora prikazati.
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Reminder: komponenta omogoči upravljanje z akcijami tipa reminder in
omogoči prikaz ter urejanje atributov, ki se nahajajo znotraj akcije:
prikaz: za prikaz dane akcije uporabimo preprost izpis posameznih
atributov v uporabniku prijaznem formatu. Pri izpisu atribu-




• prikaz lokacije na zemljevidu.
urejanje: za urejanje dane akcije, uporabimo preproste vnosne ele-
mente, preko katerih uporabnik ureja atribute dane akcije. Pri
urejanju atributov lahko uporabimo podobne izbolǰsave, ki smo
jih definirali v preǰsnjem razdelku 3.4.1:
• izbira lokacije na zemljevidu,
• priporočilna vnosna vrstica za dodajanje uporabnikov.
Event: komponenta omogoči upravljanje z akcijami tipa event in omogoči
prikaz ter urejanje atributov, ki pripadajo akciji:
prikaz: za prikaz dane akcije, uporabimo preprost izpis posameznih
atributov v uporabniku prijaznem formatu. Pri izpisu atribu-




• prikaz lokacije na zemljevidu.
urejanje: za urejanje dane akcije uporabimo preproste vnosne ele-
mente, preko katerih uporabnik ureja atribute dane akcije. Pri
urejanju atributov lahko uporabimo podobne izbolǰsave, ki smo
jih definirali v preǰsnjem razdelku 3.4.1:
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• izbira lokacije na zemljevidu,
• priporočilna vnosna vrstica za dodajanje uporabnikov.
3.5 Prikaz podatkov
Glavna prednost omenjenega sistema je, da uporabniku omogoči združitev
večje količine podatkov in tako prihrani napor, ki je potreben pri iskanju
in združevanju manǰsih delov informacije v logično celoto. V zadnjem delu
definicije čelnega dela aplikacije, se osredotočimo na prikaz podatkov znotraj
storitve za takoǰsnje sporočanje.
3.5.1 Prikaz značk
Posamezna značka označuje pomemben del informacije znotraj samega spo-
ročila in posledično jih je smiselno prikazati v samem sporočilu (glej sliko 3.5).
Storitve kot so Corteza Messaging, Slack, Mattermost in številne druge, po-
dobne informacije kot so označbe kanalov in označbe uporabnikov prikažejo
znotraj samega sporočila kot hiperpovezavo. Za ohranjanje konsistence in
posledično bolǰse uporabnǐske izkušnje, predlagamo prikaz značk znotraj sa-
mega sporočila kot hiperpovezavo.
Sporočilo
Slika 3.5: Zgled prikaza značk (označene z modro) znotraj samega besedila
sporočila (označeno z črtkano obrobo).
V nadaljevanju predstavimo zgled algoritma, ki omogoči prikaz označb
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značk in podobnih označb, ki jih sistem ponuja. Spodnji algoritem temelji
na ogrodju Vue.js in knjižnici markdown-it [26] z razširitvijo markdown-it-v
[1], ki omogoči definicijo vozlǐsč modela VDOM ogrodja Vue.js:
• s pomočjo regularnih izrazov iz vhodnega besedila razberi vse označbe
(na primer značke, uporabnike in kanale),
• za vsako zaznano označbo izvedi:
– za označbo značke izdelaj novo vozlǐsče modela VDOM, ki pred-
stavlja značko,
– za dodatno označbo (na primer uporabnik in kanal) izdelaj novo
vozlǐsče modela VDOM, ki predstavlja le to,
• za navadno besedilo med posameznimi označbami izdelaj navadno te-
kstovno vozlǐsče modela VDOM,
• s pomočjo knjižnice markdown-it in njene razširitve markdown-it-v na
podlagi zgoraj definiranih vozlǐsč uporabniku prikaži sporočilo.
Zgoraj omenjen algoritem dodatno zahteva izdelavo nove Vue.js komponente
za prikaz novo definiranega vozlǐsča modela VDOM. Komponenta vhodne
podatke prikaže kot hiperpovezava, ki ob kliku nanjo, za potrebe nadaljnje
obdelave, sistem obvesti – na primer prikaz značke v stranski orodni vrstici.
3.5.2 Prikaz akcij
Posamezna akcija definira zahtevneǰso operacijo, ki se mora izvesti na podlagi
danega sporočila. Ker akcija predstavlja zahtevneǰso operacijo, posamezno
akcijo prikažemo v neposredni bližini samega sporočila v obliki sistemskega
sporočila (glej sliko 3.6).
Prikaz akcij definiramo kot kartico, ki se pojavi znotraj same zgodo-
vine sporočil pod sporočilom, ki je akcijo definiralo. Za doseg cilja pri-
poročamo implementacijo ločene komponente za vsako vrsto akcije, ki jo
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sistem omogoča namesto implementacije generične komponente, ki se di-
namično prilagaja podatkom. Takšen pristop razvoja komponent, kjer vsako
vrsto prikaza predstavimo z novo komponento, omogoči prilagodljivost in
možnost razvoja poljubno zahtevnih uporabnǐskih vmesnikov. Definiramo
sledeče komponente:
Reminder: komponenta omogoči prikaz akcije tipa reminder znotraj zgo-
dovine sporočil. Komponenta naj podpira dva načina prikaza:
osnovni: z osnovnim prikazom akcije prikažemo le bistvene informa-
cije v čim manǰsem prostoru, kar omogoči večjo preglednost in
uporabnika ne odvrača od pogovora, v katerem je vključen,
popolni: s popolnim prikazom akcije prikažemo vse informacije pove-
zane z dano akcijo. Pri prikazu posameznih podatkov dane akcije
lahko uporabimo izbolǰsave, ki smo jih definirali v razdelku 3.4.
Popolni prikaz lahko implementiramo kot pojavno okno (glej sliko
3.8), oziroma kot razširjeno verzijo osnovnega prikaza (glej sliko
3.7).
Event: komponenta omogoči prikaz akcije tipa event znotraj zgodovine
sporočil. Komponenta naj podpira dva načina prikaza:
osnovni: z osnovnim prikazom akcije prikažemo le bistvene informa-
cije v čim manǰsem prostoru, kar omogoči večjo preglednost in
uporabnika ne odvrača od pogovora, v katerem je vključen,
popolni: s popolnim prikazom akcije prikažemo vse informacije pove-
zane z dano akcijo. Pri prikazu posameznih podatkov dane akcije
lahko uporabimo izbolǰsave, ki smo jih definirali v razdelku 3.4.
Popolni prikaz lahko implementiramo kot pojavno okno (glej sliko
3.8), oziroma kot razširjeno verzijo osnovnega prikaza (glej sliko
3.7).
Omenjeni pristop prikaza akcij predstavi nekaj potencialnih omejitev, ki jih









Slika 3.6: Zgled prikaza akcije (označena z oranžno) znotraj zgodovine
sporočil.
uporabnik je udeležen v različnih kanalih: posamezen uporabnik lah-
ko istočasno sodeluje v različnih kanalih in v vsakem je lahko deležen
prikaza akcij. Posledično bodo pomembne informacije razdrobljene po
celotnem sistemu, kar zahteva preceǰsen napor pri samem iskanju. Pre-
dlagamo, da vse akcije, ki so uporabniku na voljo, spojimo in prikažemo
v novem kanalu, ki je temu namenjen. Mogoča je tudi implementacija
novega pogleda, ki je namenjen zgolj prikazu uporabnikovih akcij.
večje število zaporednih akcij: ker akcija predstavlja večjo in zahtevnej-
šo operacijo, lahko predpostavimo, da bo teh relativno malo. Vseeno se
lahko pojavijo primeri, kjer danemu sporočilu pripada več akcij, kar pri
prikazu zasede veliko količino prostora. Takšne primere lahko rešimo z
združevanjem večjega števila zaporednih akcij v eno samo komponento,














Slika 3.7: Zgled prehoda med osnovnim prikazom akcije (shema na levi) in
popolnim prikazom akcije (shema na desni). Popolni prikaz akcije implemen-











Prikaz akcije v pojavnem oknu
Slika 3.8: Zgled prehoda med osnovnim prikazom akcije (shema na levi) in
popolnim prikazom akcije (shema na desni). Popolni prikaz akcije imple-




Zaledni del aplikacije v sodobnih sistemih predstavlja drugo največjo kompo-
nento, saj je zadolžen za delovanje samega sistema. V nadaljevanju poglavja
s pomočjo storitve Corteza Messaging podamo definicijo zalednega dela apli-
kacije. Definiramo nadzor dostopa, odzivanje na zahteve HTTP, poslovno
logiko sistema in njegovo podatkovno bazo. Na spodnji sliki 4.1 predstavimo
arhitekturo sistema.
4.1 Nadzor dostopa
Nadzor dostopa je ena izmed najpomembneǰsih komponent vsakega sistema,
saj je zadolžena za varovanje podatkov. Nadzor dostopa na podlagi zahtevane
operacije, podanih avtentikacijskih parametrov in pravic določi, če je dostop
do zahtevanega vira dovoljen.
Za pravilno delovanje predlaganega sistema definiramo sledeče pravice, ki
jih mora sistem za nadzor dostopa omogočiti:
kreiranje značk: pravica določi ali dani uporabnik lahko kreira značke,
kreiranje akcij: pravica določi ali dani uporabnik lahko kreira akcije. Pra-
vica lahko dodatno na podlagi vrste akcije in stanja uporabnika (na










Slika 4.1: Abstraktni prikaz posameznih komponent zalednega dela aplika-
cije.
branje akcij: pravica določi ali dani uporabnik lahko dostopa do posamezne
akcije. Pravica lahko dodatno na podlagi konteksta (na primer ali je
uporabnik lastnik akcije) omogoči oziroma zavrne dostop. Predstavimo
zgled preverjanja dostopa:
• če je uporabnik lastnik akcije, omogoči dostop,
• če je uporabnik omenjen v akciji, omogoči dostop,
• drugače zavrni dostop.
urejanje akcije: pravica določi ali dani uporabnik lahko ureja posamezno
akcijo. Pravica lahko dodatno na podlagi konteksta (na primer ali je
uporabnik lastnik akcije) omogoči oziroma zavrne dostop. Predstavimo
zgled preverjanja dostopa:
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• če je uporabnik lastnik akcije, potem dovoli urejanje,
• drugače zavrni urejanje.
odstranitev akcije: pravica določi ali dani uporabnik lahko odstrani posa-
mezno akcijo. Pravica lahko dodatno na podlagi konteksta (na primer
ali je uporabnik lastnik akcije) omogoči oziroma zavrne dostop. Pred-
stavimo zgled preverjanja dostopa:
• če je uporabnik lastnik akcije, potem dovoli odstranjevanje,
• drugače zavrni odstranjevanje.
4.2 Obdelava zahtev HTTP
Naslednja pomembneǰsa komponenta sodobnih sistemov je obdelava zahtev
HTTP. Ta komponenta je zadolžena za osnovno obdelavo zahtev, pripravo
podatkov in podajanju odgovora dani zahtevi.
Za pravilno delovanje predlaganega sistema definiramo sledeč nabor ope-
racij, ki jih mora obdelava zahtev HTTP omogočiti:
branje ključnih besed: sistem mora omogočiti zahtevo po seznamu ključ-
nih besed,
urejanje ključnih besed: sistem mora omogočiti zahtevo po urejanju klj-
učnih besed,
odstranjevanje ključnih besed: sistem mora omogočiti zahtevo po od-
stranjevanju ključnih besed,
branje značk: sistem mora omogočiti zahtevo po seznamu značk,
urejanje značk: sistem mora omogočiti zahtevo po urejanju značk,
odstranjevanje značk: sistem mora omogočiti zahtevo po odstranjevanju
značk,
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branje asociacij: sistem mora omogočiti zahtevo po seznamu asociacij za
dano značko,
urejanje asociacij: sistem mora omogočiti zahtevo po urejanju asociacij,
odstranjevanje asociacij: sistem mora omogočiti zahtevo po odstranjeva-
nju asociacij,
branje akcij: sistem mora omogočiti zahtevo po seznamu akcij,
urejanje akcij: sistem mora omogočiti zahtevo po urejanju akcij,
odstranjevanje akcij: sistem mora omogočiti zahtevo po odstranjevanju
akcij,
4.3 Poslovna logika
Poslovna logika predstavlja naslednji najpomembneǰsi del zalednega dela
aplikacije. Zadolžena je za dejansko izvedbo operacije, ki jo uporabnik s
pomočjo zahteve HTTP zahteva, na primer kreiranje sporočila in kreiranje
uporabnika.
Za pravilno delovanje predlaganega sistema definiramo sledeč nabor ope-
racij, ki jih mora poslovna logika omogočiti:
branje ključnih besed: sistem mora omogočiti dostop do seznama ključ-
nih besed. Dodatno lahko implementiramo filtriranje na podlagi trenu-
tnega konteksta, kot je na primer identifikacija trenutnega uporabnika,
urejanje ključnih besed: sistem mora omogočiti urejanje ključnih besed,
odstranjevanje ključnih besed: sistem mora omogočiti odstranitev klj-
učnih besed,
branje značk: sistem mora omogočiti dostop do seznama značk,
urejanje značk: sistem mora omogočiti urejanje značk,
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odstranjevanje značk: sistem mora omogočiti odstranitev značk,
branje asociacij: sistem mora omogočiti dostop do seznama asociacij za
dano značko,
urejanje asociacij: sistem mora omogočiti urejanje asociacij,
odstranjevanje asociacij: sistem mora omogočiti odstranitev asociacij,
branje akcij: sistem mora omogočiti dostop do seznama akcij,
urejanje akcij: sistem mora omogočiti urejanje akcij,
odstranjevanje akcij: sistem mora omogočiti odstranitev akcij,
4.4 Podatkovna baza
Zadnji večji del zalednega dela aplikacije predstavlja sama podatkovna baza,
ki je namenjena trajnemu hranjenju podatkov. Podatkovna baza je lahko
predstavljena s preprostim datotečnim sistemom, specializiranim sistemom
kot je Oracle Database [8], oziramo z zunanjo storitvijo kot je na primer
Firebase [16].
Za pravilno delovanje predlaganega sistema definiramo sledeč nabor ope-
racij, ki jih mora podatkovna baza omogočiti:
hranjenje ključnih besed: nova tabela oziroma podatkovna struktura, ki
omogoči upravljanje z ključnimi besedami, definirane v razdelku 3.1.1,
hranjenje značk: nova tabela oziroma podatkovna struktura, ki omogoči
upravljanje z značkami, definirane v razdelku 3.1.3,
hranjenje asociacij: nova tabela oziroma podatkovna struktura, ki omo-
goči upravljanje z asociacijami, definirane v razdelku 3.1.2,
hranjenje akcij: nova tabela oziroma podatkovna struktura, ki omogoči
upravljanje z akcijami, definirane v razdelku 3.1.4.
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4.5 Obveščanje o spremembah
Realnočasovna komunikacija v sodobnih sistemih igra pomembno vlogo, saj
omogoča sinhronizacijo podatkov s čelnim delom aplikacije. Za doseg re-
alnočasovne komunikacije lahko uporabimo širok nabor tehnologij oziroma
zasnov, kot so:




Za pravilno in uporabniku prijazno delovanje predlaganega sistema defi-
niramo sledeč nabor operacij, ki morajo delovati v realnem času:
upravljanje sporočil: dodajanje, urejanje in odstranjevanje sporočil,
upravljanje ključnih besed: dodajanje, urejanje in odstranjevanje ključ-
nih besed,
upravljanje akcij: dodajanje, urejanje in odstranjevanje akcij.
Poglavje 5
Zaključek
V diplomski nalogi opǐsemo načrt izdelave sistema, ki s pomočjo obdelave
besedila in uporabnǐskega vmesnika omogoči obogatitev sporočil storitve za
takoǰsnje sporočanje. Sistem definiramo na podlagi odprtokodnega projekta
Corteza Messaging. Uporaba izhodǐsčnega projekta omogoči izdelavo kakovo-
stneǰsega in podrobneǰsega načrta, saj pridobimo bolǰsi pregled posameznih
komponent projekta. Dodatno pridobimo zmožnost izdelave testnih imple-
mentacij, kar omogoča testiranje predlaganih rešitev.
V diplomski nalogi najprej predstavimo čelni del aplikacije, kjer defini-
ramo celoten uporabnǐski vmesnik. Predstavimo podatkovne tipe, modele za
obdelavo sporočil in komponente, s pomočjo katerih sestavimo uporabnǐski
vmesnik.
Za tem predstavimo še zaledni del aplikacije. Predstavimo nadgradnje
posameznih komponent zalednega dela aplikacije, kot so nadzor dostopa,
obdelava zahtev HTTP in poslovna logika.
Za zaključek predstavimo še nekaj možnih izbolǰsav in nadaljnjih del:
napredni modeli za zaznavanje značk in akcij: sistem pri zaznavanju
značk in akcij temelji na naboru pravil. Takšen sistem omogoči hi-
tro postavitev, saj ne potrebujemo velike količine podatkov za izdelavo
zahtevneǰsih modelov. Po dalǰsi uporabi sistema lahko na podlagi pre-
teklih informacij izdelamo napredneǰse modele, ki zgoraj omenjena mo-
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dela nadomestita ali nadgradita. S pomočjo kompleksneǰsih modelov
omogočimo kakovostneǰse in natančneǰse zaznavanje,
integracija zunanje storitve za upravljanje z lokacijami: z integraci-
jo zunanje storitve, kot je na primer Google Maps, lahko omogočimo
zaznavanje značk tipa location, izbiro lokacij s pomočjo priporočilnega
sistema in prikaz lokacij s pomočjo zemljevida,
nadgradnja prikaza podatkov: pri definiciji prikaza podatkov asociacij
in akcij smo v pod poglavju 3.1.2 predstavili nekaj izbolǰsav:
• prikaz lokacij s pomočjo zemljevida,
• prikaz spletnih povezav s pomočjo protokola OGP,
• prikaz predogledov datotek.
integracija storitve za kreiranje opomnikov: akcije, ki jih definiramo
na podlagi sporočil lahko v zunanji storitvi (na primer Google Calen-
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ska naloga, Fakulteta za računalnǐstvo in informatiko, Univerza v Lju-
bljani, 2018.
[25] Paul Lewis. Rendering performance. Dosegljivo: https://developers.
google.com/web/fundamentals/performance/rendering. [Dosto-
pano 2. 1. 2020].
[26] Markdown parser, done right. 100% commonmark support, extensi-
ons, syntax plugins high speed. Dosegljivo: https://github.com/
markdown-it/markdown-it. [Dostopano 9. 2. 2020].
[27] Model–view–controller. Dosegljivo: https://en.wikipedia.org/
wiki/Model%E2%80%93view%E2%80%93controller. [Dostopano 2. 1.
2020].
[28] Positioning tooltips is difficult. popper is here to help! Dosegljivo:
https://github.com/FezVrasta/popper.js. [Dostopano 2. 1. 2020].
[29] Prosemirror guide. Dosegljivo: https://prosemirror.net/docs/
guide/. [Dostopano 2. 1. 2020].
[30] Reactivity in depth. Dosegljivo: https://vuejs.org/v2/guide/
reactivity.html. [Dostopano 2. 1. 2020].
[31] Regular expression. Dosegljivo: https://en.wikipedia.org/wiki/
Regular_expression. [Dostopano 2. 1. 2020].
48 Tomaž Jerman
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