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Abstrakt
Sdílení obrazovky přináší nespočet výhod zejména při týmové spolupráci a zvyšuje produk-
tivitu jednotlivých členů. Tahle práce se zaobírá rozborem existujúcich řešení, návrhem a
implementací aplikace, která bude schopna v libovolnem čase přenést obraz na obrazovku
druhého počítače. Hlavní myšlenkou celého projektu je přenos obrazových dat mezi uživa-
teli bez účasti serveru s využitím metody UDP hole punching. Serverová část aplikace se
využíva nejenom na získaní informací o klientech při zahájení komunikace, ale i na udržení
užívatelských kotaktů a přenos textových zpráv. To je doprovázeno příjemným a praktickým
uživatelským rozhraním.
Abstract
Screen sharing brings numerous advantages, which can be used mainly in teamwork and
increases the productivity of individual members of the team. This paper deals with the
analysis of the existing solutions, conceptual design and implementation of the application,
that will be able to transfer image to another computer screen at any time. The main
idea of the project is transferring an image data between users without the participation
of the server, using the UDP hole punching method. The server part of the application
is used not only to obtain information about clients when initiating communication, but
also for maintaining user contacts and transmission of text messages between them. This
is accompanied by pleasant and convenient user interface.
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Kapitola 1
Úvod
Tímová spolupráca je najdôležitejší prvok vývoja softvéru. Potýka sa však s množstvom
prekážok ako sú nezhody v komunikácií, či rozličná poloha pracovníkov tímu. S narastajúcim
množstvom prekážok sa vývoj aplikácie spomaľuje, stáva sa zložitejším a môžu nastať osobné
nezhody. Nemusí ísť iba o vývoj aplikačných riešení, ale aj o rozličné odvetvia, v ktorých
sa pracuje s počítačom.
Pre tieto dôvody sa hľadajú riešenia ako zjednodušiť a zefektívniť tímovú spoluprácu.
Predíde sa tak rozpadom tímov, ale najmä predraženiu vývoja. Jedným z možných riešení
je práve zdieľanie obrazovky.
Existuje mnoho softvéru, ktoré zdieľanie obrazovky ponúka. Nie sú však vhodne opti-
malizované pre vývojárske prostredia. Existujú v nich mnohé prekážky, ktoré prácu veľmi
neuľahčia, ba priam sťažia. Môže ísť o inštaláciu, registráciu účtov, problematické spojenie,
alebo o celkovú nefunkčnosť, prípadne riešenie je príliš drahé na to, aby bolo využité.
Pre predstavu, nastala situácia kedy jeden člen (A) potrebuje prezentovať určitú časť
práce, alebo zdôrazniť problém členovi (B), ktorý momentálne nie je fyzicky prítomný. Člen
A musí kontaktovať člena B, buď elektronickou poštou alebo telefonicky, aby si ujasnili
podmienky spojenia medzi sebou. Po ujasnení podmienok a predaní dôležitých informácií
prebehne žiadané spojenie a poslanie údajov (obrazu). Situácia je náročná na čas, technickú
zdatnosť a aktívnu komunikáciu, ktorá predchádza požiadavke.
Cieľom tejto práce je tieto prekážky odstrániť a čo najviac zjednodušiť komunikáciu.
Vo výslednom riešení je člen A schopný overiť prítomnosť člena B a následne mu poslať
požadované informácie (snímok obrazovky) bez jeho účasti v čo najjednoduchšej forme
a najkratšom čase.
V prvej časti práce sú uvedené existujúce riešenia a technológie dostupné bežne na
internete. Ďalšia kapitola sa venuje návrhu vlastného riešenia protokolu zdieľania obra-
zovky s uvedením jeho špecifikácií a implementácií. Zaoberá sa vytvorením spojenia, pre-
nosom údajov, komunikáciou klient-klient a server-klient a algoritmami, vďaka ktorým sa
tento projekt zrealizoval. Nasledujúce dve časti sa týkajú implementácie klienta a serveru,
špecifikáciou požiadaviek na ich korektné fungovanie, rozborom používateľského rozhrania
a stručným zhrnutím použitých technológií. Na záver sú v stručných bodoch uvedené ná-
pady, ktoré by sa neskôr mohli zrealizovať a mohli by projektu pomôcť presadiť sa medzi
používateľmi, alebo aj v komerčnej sfére.
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Kapitola 2
Ciele
Cieľom bakalárskej práce je vytvoriť softvér na jednoduché zdieľanie časti obrazovky s prak-
tickým používateľským rozhraním. Komunikácia bude pozostávať z klientskej a serverovej
časti, z ktorej každá spĺňa špecifickú úlohu. Je potreba špecifikovať komunikačný proto-
kol, uplatniť komunikáciu klient-klient1 bez účasti servera a implementovať zjednodušený
TCP model do komunikácie pomocou UDP datagramov. To všetko by malo prebiehať bez
vedomia používateľa, aby mohol efektívne využívať aplikáciu.
2.1 Serverová časť
Serverová časť bude zastávať úlohu správcu používateľov, ich vzájomných väzieb a bude
dôležitý medzičlen pri vytváraní komunikácie medzi dvoma klientskými časťami.
Prenositeľnosť – Pre jednoduchšiu prenositeľnosť budú použité technológie voľne do-
stupné na každej platforme.
Správa používateľov – Vďaka správe používateľov bude server schopný pracovať s ob-
medzeným počtom účastníkov, ako aj viesť ich kontakty druhými účastníkmi.
Kontakty – Aby používateľ nemusel zadávať zakaždým meno druhého účastníka, server
bude udržiavať zoznam kontaktov.
Sprostredkovateľ pripojenia – Aby sa mohlo vytvoriť klient-klient spojenie, server musí
obom účastníkom poskytnúť požadované údaje.
2.2 Klientská časť
Klientská časť bude schopná za pomoci serverovej časti pristúpiť k spoločnej sieti používa-
teľov a komunikovať s nimi.
Prenositeľnosť – Aplikáciu nebude potreba inštalovať, stačí iba spustiť.
Nenáročnosť – Aplikácia nebude vyťažovať systémove zdroje.
Používateľské rozhranie – Aplikácia bude mať prívetivé používateľské rozhranie, ktoré
nebude zavadzať pri práci. Od momentu spustenia sa bude ukazovať iba ako ikonka
na paneli úloh pri hodinkách.
1peer-to-peer
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Jednoduchá dostupnosť, klávesové skratky – Aplikáciu bude možné vyvolať kláveso-
vou skratkou alebo kliknutím na ikonku pri hodinkách.
Intuitívna práca s aplikáciou – Pre odoslanie obrazovky druhému účastníkovi postačí
iba stlačiť klávesovú skratku, vybrať oblasť (obrazovku, aplikáciu), ktorú je potreba
zdieľať a následne vybrať účastníka zo zoznamu kontaktov.
Jednoduchá správa kontaktov – S kontaktami sa bude jednoducho narábať (pridanie,
mazanie).
Okamžité správy – Používatelia si budú môcť medzi sebou vymieňať správy.
Stav používateľa – Aplikácia bude zdieľať pre druhých používateľov stav Prihlásený, Ne-
rušiť, Odhlásený.
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Kapitola 3
Existujúce technológie a postupy
Protokolov a implementácií zdieľania obrazovky existuje nespočetne. Táto kapitola sa za-
oberá najznámejšími z nich, ich ukážkou a stručnou históriou.
3.1 RealVNC/TightVNC
RealVNC a TightVNC sú jedny z najznámejších softvérov na zdieľanie obrazovky. Zatiaľ čo
RealVNC je dostupné zdarma pre nekomerčné použitie, TightVNC je projekt s otvoreným
zdrojovým kódom, určený pre komerčné aj nekomerčné používanie.
RealVNC bol vyvinutý rovnomennou spoločnosťou v roku 2002. Za to obdobie získal
viac ako 250 miliónov používateľov a stal sa štandardom pre prenos obrazovky a vzdialené
ovládanie PC. Definoval VNC (RFB) protokol (RFC 6143[10]), ktorý je dnes považovaný za
štandard. RealVNC sa vyskytuje v 3 verziách a to Free (veľmi obmedzené, iba pre súkromné
účely), Personal (podpora šifrovania, tlače, prenosu súborov, určené aj pre komerčné účely)
a vo variante Enterprise (s väčšími možnosťami zabezpečenia). Napriek pomerne vysokým
cenám sa teší veľkej popularite a je dostupný pre operačné systémy Windows, Mac, Linux
a mobilné operačné systémy iOS a Android.[2]
TightVNC je softvér na zdieľanie obrazovky podobný predchádzajúcemu, ktorý bol vy-
tvorený Constantinom Kaplinskym v roku 2001. Používa upravený RFB protokol. Hlavnou
nevýhodou je, že serverová časť softvéru je dostupná iba pre operačný systém MS Win-
dows. Klientská časť Viewer je vďaka alternatívnej implementácií v jazyku Java dostupná
aj v rámci operačných systémov, ktoré ju podporujú. Vďaka ThightVNC vzniklo množstvo
derivátov podobnej funkčnosti ako je TurboVNC alebo TigerVNC.
Hlavnou nevýhodou oboch spomenutých programov a ich derivátov je, že vyžadujú
odborné znalosti pri ich konfigurácií. Obe pracujú na princípe spojenia klient-server a sú
previazané s IP adresou servera, z čoho vyplýva, že pripojenie za NAT 1 alebo pripojenie
na server bez verenej IP adresy je veľmi obtiažne.
3.2 Remote Desktop Services
Remote Desktop Services, tiež známe ako Terminal Services je skupina aplikácií vyvinutých
spoločnosťou Microsoft na vzdialený prístup k aplikáciam a dátam na vzdialenom počítači.
Pripojenie k vzdialenej ploche umožňuje používateľovi pripojiť sa k ľubovolnému počítaču
1Smerovač pre preklad sieťových adries
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v sieti, ktorý má nainštalovaný a nakonfigurovaný vyššie zmienený balík a umožniť mu prácu
tak, ako keby sedel za počítačom fyzicky. Nie je však dostupný vo všetkých verziách OS
Windows, ale iba vo verzií Professional alebo vyššej[4]. Tento nástroj je vhodný najmä na
správu serverových verzií operačného systému Windows. Nevýhodou tohoto riešenia je, že
v jednom momente môže byť prihlásený iba jeden používateľ, či už lokálne alebo vzdialene.
V prípade, že je lokálne prihlásený nejaký používateľ a iný sa prihlasuje vzdialene, musí tento
používateľ pripojenie povoliť a následne je mu znemožnená práca s PC. Vzdialená pomoc
je softvér určený na spoluprácu pri riešení problémov pri používaní počítača špecialistom
bez nutnosti, aby bol pri počítači fyzicky prítomný. Funguje na princípe pozvánok, preto
musí byť komunikácia iniciovaná na vzdialenom počítači. Tie sú rozdelené na 2 typy:
Pozvánka cez elektronickú poštu Vygeneruje súbor, ktorý používateľ odošle špecialis-
tovi a ten je za pomoci tohoto súboru schopný sa pripojiť k vzdialenému počítaču
kedykoľvek, pokiaľ je pozvánka platná.
Jednoduché pripojenie (Easy connect) Softvér vzdialenej pomoci vytvorí heslo, s kto-
rým používateľ oboznámi špecialistu a ten toto heslo použije na pripojenie sa.
Oproti Pripojeniu k vzdialenej ploche nedochádza k znemožneniu práce s počítačom lokál-
nemu používateľovi, ten vidí čo sa na obrazovke deje a môže kedykoľvek zasiahnuť.
Obr. 3.1: Vzdialená pomoc[4]
3.3 TeamViewer
TeamViewer bol vyvinutý firmou TeamViewer GmbH, ktorá bola založená v roku 2005
v meste Uhnigen v Nemecku. Je to robustný nástroj, ktorý umožňuje vzdialené ovládanie
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počítača, či zdieľanie pracovnej plochy za účelom prezentácie a prenos súborov medzi po-
čítačmi. Veľkou výhodou oproti predchádzajúcim programom je, že účastník nemusí mať
verejnú IP adresu, aby prebehlo spojenie. To je riešené šifrovanou klient-klient komuniká-
ciou. PC používateľa je identifikované jedinečným 9 miestnym číslom a je chránené heslom.
TeamViewer je dostupný na každom populárnom operačnom systéme (Windows, Mac, Li-
nux), ale aj na smartfónoch so systémom Android alebo iOS.
3.4 Skype
Skype je najznámejší voľne dostupný komunikačný klient na svete. Nasvedčuje tomu aj viac
ako 30 miliónov2 aktívnych používateľov denne, z ktorých veľká časť za túto službu platí.
Hlavnou myšlienkou Skype je spojiť používateľov formou textu, hlasu, ale aj videom.
Prvá verzia Skype bola vydaná v roku 2003. Jej autormi sú Niklas Zennström a Janus
Friis, tvorcovia softvéru Kazaa. Neskôr, v roku 2005, bol Skype kúpený spoločnosťou eBay.
V máji 2011 spoločnosť Skype bola odkúpená Microsoftom za rekordných 8,5 miliardy ame-
rických dolárov. Skype sa rýchlo stal medzi používateľmi PC veľmi populárny a rozšíril sa na
aj na mobilné platformy. Základnou funkciou Skype je vytvoriť hlasový hovor medzi dvoma
účastníkmi, zároveň používateľmi programu Skype. Okrem toho podporuje konferenčný ho-
vor a volanie do pevných a mobilných sieti. Po 2 rokoch od vydania prvej verzie Skype
priniesol podporu pre obrazovú telefóniu. V rámci video prenosu Skype umožňuje zobraziť
pracovnú plochu jedného účastníka druhému (obrázok 3.2). Bohužiaľ, toto zobrazenie je iba
jednosmerné a jeho kvalita veľmi záleží na rýchlosti pripojenia telefonujúcich.
Obr. 3.2: Zdieľanie obrazovky programom Skype
2Štatistiky Skype voľne dostupné na: http://www.statisticbrain.com/skype-statistics/
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Kapitola 4
Technický prehľad
Programová časť bakalárskej práce využíva pre komunikáciu so serverom a s druhým klien-
tom transportnú vrstvu UDP. UDP vrstva prináša určitú formu zjednodušenia prepojenia
klientov aj napriek tomu, že treba dodržiavať určité zásady a postupy, aby bol prenos údajov
úspešný.
4.1 Komunikácia na transportnej vrstve UDP
UDP je nespojový1 komunikačný protokol transportnej vrstvy, ktorý nám ponúka obme-
dzené množstvo služieb na výmenu údajov medzi počítačmi, ktoré používajú internetový
protokol IP. Poskytuje možnosť zasielať správy iným programom s minimálnym využitím
mechanizmov protokolu, ale nezaručuje, že bude dodržané poradie zasielaných datagramov2,
budú doručené všetky, alebo nebudú doručené duplicitne.[8] Zjednodušene: je to datagra-
mová služba bez záruky doručenia a poradia paketov.[11]
Jej nasadenie je vhodné v situáciach, kde strata údajov nehrá žiadnu rolu. Ide napríklad
o hry, VoIP, či prenos obrazu. Využíva sa taktiež v aplikáciach typu otázka-odpoveď, ktoré
obsluhujú veľké množstvo klientov (napr. DNS, SNMP) vďaka nižšej réžií.
Datagram sa vyznačuje extrémne krátkou hlavičkou dlhou 64 bitov, ktorá obsahuje iba
najzákladnejšie údaje:
Zdrojový port je voliteľná položka v hlavičke, ktorá určuje port, na ktorom komunikuje
odosielateľ. Príjemca tento údaj využíva najmä na to, aby vedel, na ktorý port ma
odoslať odpoveď.
Cieľový port je port doručenia datagramu. Je to identifikácia aplikácie na cieľovej stanici.
Na tomto porte príjemca očakáva správy.
Dĺžka udáva veľkosť datagramu vrátane hlavičky. Jeho minimálna hodnota je 8 bajtov.
Kontrolný súčet slúži na detekciu poškodenia dát. Táto položka je voliteľná.
Výpočet kontrolného súčtu UDP datagramu prebieha za pomoci pseudo hlavičky, ktorá
obsahuje niektoré údaje z IP hlavičky, ktorá bude použitá na odoslanie datagramu.
Po vytvorení je UDP datagramu pridaná IPv4, alebo IPv6 hlavička obsahujúca smero-
vacie údaje a paket je odoslaný príjemcovi.
1Nevytvára spojenia
2Blok prenášaných dát
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0-15 bit 16-31 bit
0 Zdrojový port Cieľový port
32 Dĺžka Kontrolný súčet
. . . Dáta
Obr. 4.1: UDP datagram
4.1.1 Porovnanie s TCP
TCP je taktiež komunikačný protokol transportnej vrstvy, ktorý narozdiel od UDP je
spojový a spoľahlivý. Na prenos údajov musí prebehnúť vytvorenie spojenia medzi klientom
a serverom. Tento mechanizmus sa nazýva handshaking. Oproti UDP má výhody v rámci
spoľahlivosti a zachovania poradia paketov za cenu vyššej réžie. TCP potvrdzuje prijatie
každého paketu a v prípade, že príde k strate dát, sú automaticky opäť vyžiadané.
Ďalším významným rozdielom je veľkosť hlavičky. Tá u TCP má veľkosť minimálne
20 bajtov, oproti 8 u UDP. Rozdiel nastáva vďaka prítomnosti riadiacich údajov priamo
v hlavičke. [9]
4.2 Metóda hole punch
Preklad sieťových adries (NAT – Network Address Translation) je technika často používaná
na zdieľanie jednej verejnej IPv4 adresy medzi zariadeniami za NAT smerovačom. Smerovač
NAT obvykle blokuje požiadavky z vonkajšej siete, čo spôsobuje tzv. problém prekročenia
NAT (NAT traversal) a bráni vytvoreniu klient-klient3 spojenia. Na riešenie tohto problému
existujú rozličné metódy tzv. dierovania. [13]
Nie však všetky metódy sú podporované. Záleží od výrobcu, podľa určenia zariadenia
alebo od povolenia v nastaveniach. Ako ukazuje tabuľka 4.1, ktorá rozoberá funkčnosť na
zariadeniach rozličných výrobcov, najúspešnejšia a najviac podporovaná metóda je metóda
UDP dierovania4.
Výrobca UDP hole punching TCP hole punching
Linksys 98% 87%
Netgear 84% 63%
D-Link 76% 47%
Draytek 12% 29%
Belkin 100% 100%
Cisco 100% 86%
SMC 100% 89%
ZyXEL 78% 0%
3Com 100% 83%
Celkovo 91% 64%
Tabuľka 4.1: Podpora hole punching na NAT-och rozličných značiek[5]
3peer-to-peer
4UDP hole punching
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4.2.1 NAT
NAT zariadenie pracuje s tabuľkou záznamov, ktorá udržuje informácie o vytvorených spo-
jeniach medzi klientmi v sieti a vzdialenými zariadeniami. Dôležitosť tejto tabuľky spočíva
v tom, aby bol možný obojsmerný tok údajov. Aj keď klient za NAT-om nie je priamo
viditeľný, vďaka NAT tabuľke smerovač vie, ktorému klientovi a na akom porte má údaje
zaslať.[12]
V momente vytvorenia spojenia medzi lokálnym klientom v podsieti za NAT zariadením
a vzdialeným zariadením počítač klienta určí, na akom porte bude očakávať odpoveď od
vzdialeného zariadenia. NAT pri prenose údajov túto skutočnosť zaznamená a skontroluje,
aký port na vonkajšiu komunikáciu nie je obsadený. Následne vytvorí v NAT tabuľke záznam
o komunikácií, ktorý obsahuje typ spojenia, IP adresu lokálneho klienta, port na ktorom
odpoveď očakáva, IP adresu vzdialeného zariadenia a port, na ktorom s ním komunikuje.
U vzdialeného zariadenia sa NAT tvári ako komunikujúci klient prezentovaný IP adre-
sou a portom určeným na odpoveď a preto je posielaná jemu. NAT túto odpoveď zachytí
a skontroluje či existuje záznam v NAT tabuľke. Až áno, dáta odošle ďalej v rámci podsiete
klientovi s IP adresou a komunikačným portom uvedeným v NAT tabuľke. V prípade, že
záznam neexistuje alebo jeho platnosť vypršala, sú dáta odmietnuté. Z toho vyplýva: aby
komunikácia bola možná, spojenie musí vytvoriť klient umiestnený za NAT smerovačom.
Táto funkcia NAT-u umožnila vznik metód, ktoré umožňujú priame spojenie dvoch
klientov, aj keď sa obaja nachádzajú v sieti za NAT smerovačom.
4.2.2 UDP hole punching
UDP hole punching (alebo v preklade UDP dierovanie) je metóda, ktorá umožňuje vytvoriť
priame klient-klient UDP spojenie za pomoci serveru pre výmenu informácií. Je najčastejšie
používanou technikou, ktorá umožňuje prechádzať cez NAT. Vďaka vlastnostiam komuni-
kácie cez UDP transportnú vrstvu nie je potreba vytvárať trvalé spojenie, ale stačí iba
komunikovať na správnych portoch.
Algoritmus UDP hole punching je vcelku jednoduchý:
1. Jeden z klientov, ktorý chce vytvoriť spojenie sa opýta servera na údaje o druhom
klientovi.
2. Server zašle potrebné informácie (lokálnu a verejnú IP adresu a port, na ktorom
komunikuje so serverom) obom účastníkom spojenia, ktoré sa má vytvoriť.
3. Obaja klienti si navzájom začnú posielať pakety na adresy druhého klienta, ktoré
získali od serveru.
4. Vďaka funkcií NAT-u sa vytvorí potrebný záznam v NAT smerovači každého klienta,
ktorý umožní obojsmerný prenos dát.
Jednotlivé prípady využitia UDP hole punching sú popísané v časti 4.3 Typy spojenia
za použitia UDP hole punching.
4.2.3 TCP hole punching
Princíp TCP hole punching je podobný UDP hole punching. Rozdiel nastáva v povahe TCP
spojení. Zatiaľ, čo UDP prenos je nespojový, funkčnosť TCP spočíva vo vytvorení stabilného
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spojenia medzi klientmi. Obaja klienti musia na porte, na ktorom komunikujú so serverom
zároveň počúvať, či neprichádza spojenie od druhého klienta. V rámci toho, že transportná
vrstva TCP očakáva odpoveď, všetky pokusy o pripojenie musia prebiehať asynchrónne,
aby neovplyvnili inú komunikáciu a opakovať sa v prípade neúspechu.
4.2.4 Universal Plug and Play
Universal Plug and Play, alebo známe ako UPnP, je technológia určená na jednoduché
a flexibilné vytvorenie spojenia medzi zariadeniami v domácich, malých a aj verejných
sieťach.[1]. Za využitia protokolu IGD (Internet Gateway Device Standardized Device Con-
trol Protocol) sa využíva na automatické otváranie a presmerovanie portov v sieťových
zariadeniach. Nevýhodou UPnP je nízka bezpečnosť a ochrana proti útokom. Vo väčšine
koncových zariadení býva štandardne vypnutá.
4.2.5 Ručné presmerovanie komunikačných portov
Ručné presmerovanie komunikačných portov spočíva v manuálnom nastavení siete tak, aby
určitý port bol vždy smerovaný k danému klientovi v sieti. Nevýhoda spočíva v tom, že
používateľ musí byť schopný meniť nastavenia siete a IP adresa lokálneho klienta sa nesmie
zmeniť. Komunikujúca aplikácia musí mať taktiež jednoznačne určený port, na ktorom
pracuje. Využívanie ručného presmerovania portov je veľmi pracné a správca siete (alebo
používateľ) musí dávať pozor na každú prípadnú zmenu a tú okamžite uviesť do systému.
4.3 Typy spojenia za použitia metódy UDP hole punching
4.3.1 Spojenie klientov s verejnými IP adresami
Najjednoduchší typ spojenia je priame prepojenie dvoch klientov s verejnými IP adresami,
ktorí sa nenachádzajú za NAT smerovačom. Situáciu znázorňuje obrázok 4.2.
Obr. 4.2: Štruktúra pripojenia klientov s verejnými IP adresami
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Server ako jediný prostriedok, ktorého IP adresa je známa, funguje ako sprostredkovateľ
pripojenia medzi klientmi. Klient s IP adresou 73.89.17.152 komunikuje so serverom s IP
adresou 37.9.170.51 počúvajúcim na porte 9876. Aby mohol prijímať odpoveď od servera,
vyhradí na to port 25123. Rovnako sa pripojí k serveru aj druhý klient, s IP adresou
217.73.81.3 očakávajúci odpoveď na porte 63105.
Ako bolo spomenuté, jediný známy člen je server. Jeden z klientov požiada o pripo-
jenie k druhému. Server musí túto žiadosť spracovať a obom klientom naraz zašle in-
formáciu o tom, akým spôsobom komunikuje s tým druhým klientom. Konkrétne klient
73.89.17.152 získa informáciu, že druhý klient sa nachádza na IP adrese 217.73.81.3
a komunikuje na porte 63105. Zároveň rovnakú informáciu získa aj druhý klient o prvom.
Keďže ani jeden z klientov nie je za NAT smerovačom, môžu si navzájom posielať správy
komunikáciou priamo s IP adresami a portami, ktoré získali od servera.
4.3.2 Spojenie klientov za odlišnými NAT-mi
Oproti priamemu spojeniu medzi klientmi s verejnými IP adresami, ktoré je popísane v časti
4.3.1, je toto podstatne zložitejšie. Situáciu znázorňuje obrázok 4.3. Obaja klienti sa na-
chádzajú vo svojej vlastnej sieti za NAT smerovačom, ktorý ma verejnú IP adresu do siete
internet. Server, ako jediný člen schémy, má verejnú IP adresu, ktorá je známa obom klien-
tom.
Obr. 4.3: Štruktúra pripojenia spojenia klientov za NAT
Klient A disponuje lokálnou IP adresou 192.168.5.15 a komunikuje na porte 25123.
Dáta odosielané klientom A prechádzajú cez NAT smerovač 73.89.17.152, ktorý disponuje
verejnou IP adresou do siete internet. Ten dáta zaznamená a vytvorí zodpovedajúci záznam
v NAT tabuľke. Server S vidí klienta A prezentujúceho sa verejnou IP adresou NAT-u,
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komunikujúceho na porte 64000.
Podobne aj klient B, ktorý disponuje lokálnou IP adresou 192.168.1.10 a komunikuje
na porte 25000, sa nachádza za NAT smerovačom. Serveru S sa prezentuje svojou verejnou
IP adresou 217.73.81.3 a portom 63105.
V prípade, že jeden z klientov požiada S o priame pripojenie s klientom druhým, S
obom pošle informácie o verejnej IP adrese a komunikujúcom porte toho druhého.
Klient A odošle ľubovolný paket na verejnú adresu klienta B (znázornený červenou
farbou na obrázku 4.4). Tento paket je odmietnutý, keďže neexistuje žiaden záznam v NAT
tabuľke smerovača klienta B. Odoslaním paketu však vytvorí záznam vo svojej NAT tabuľke.
Ten obsahuje informáciu o tom, že klient A odoslal údaje na smerovač klienta B a očakáva
odpoveď.
V tom istom čase zašle paket aj klient B. Prechádzajúci paket (znázornený zelenou
farbou na obrázku 4.4) vytvorí záznam v NAT tabuľke smerovača klienta B, podobne ako
v prípade klienta A. Keďže klient A odoslaním paketu vytvoril záznam v NAT tabuľke
svojho smerovača a očakáva komunikáciu od klienta B, paket je prijatý a preposlaný na
lokálnu IP adresu klienta A.
Obr. 4.4: Hole punching – Klient A odoslal údaje klientovi B a naopak
Týmto je komunikácia medzi smerovačmi NAT oboch klientov otvorená a tí môžu pre-
nášať údaje bez účasti servera. Situácia je znázornená na obrázku 4.5
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Obr. 4.5: Vytvorené priame spojenie klient-klient
4.3.3 Spojenie klientov za spoločným NAT-om
Existujú situácie, ktoré znázorňuje obrázok 4.6, kedy sú obaja klienti za rovnakým NAT-
om a zdieľajú spoločnú verejnú IP adresu. V takejto situácií znalosť verejnej IP adresy
a verejných portov určených pre komunikáciu nestačí. V prípade využitia princípu spojenia
klientov za rozličnými NAT, ako je uvedené v 4.3.2, väčšina NAT smerovačov toto spojenie
odmietne. V princípe ide o to, aby sa zbytočne nezaťažovali sieťové prvky a komunikácia
prebehla bez ich účasti.
Pre taký prípad musia obaja klienti informovať server S o svojej lokálnej IP adrese
a porte, na ktorom očakávajú komunikáciu. Vytvorenie spojenia prebieha podobne ako
v 4.3.1, s tou zmenou, že použité koncové body sa nachádzajú v lokálnej sieti.
4.3.4 Spojenie klientov za viac-úrovňovými NAT-mi
U viac-úrovňových NAT-ov nastáva situácia podobná ako v 4.3.2. Výnimkou je prípad,
pokiaľ NAT smerovač najvyššej úrovne disponuje spoločnou IP adresou pre všetky NAT
smerovače nižšej úrovne a obaja klienti sa nachádzajú v odlišných podsieťach ako na obrázku
4.7.
Pri spojení dvoch klientov, ktorí sa nachádzajú za väčším počtom NAT-ov nastáva
problém, že ani klient, ani server nepozná celú cestu, aby sa mohli vyskúšať všetky kom-
binácie spojení. Keďže lokálne spojenie nie je možné, pretože každý klient sa nachádza vo
vlastnej sieti, jediná možnosť je pokúsiť sa spojiť klientov cez najvyšší NAT smerovač. Ten
musí povoliť spätné pripojenie za účasti NAT. Množstvo NAT smerovačov ale tento spôsob
spojenia nepodporuje.[5]
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Obr. 4.6: Štruktúra pripojenia v prípade, že obaja klienti sú za spoločným NAT-om
Obr. 4.7: Štruktúra pripojenia v viac úrovňovými NAT-mi
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Kapitola 5
Návrh protokolu zdieľania
obrazovky
Aby bolo možné implementovať programovú časť bakalárskej práce, musel byť projekt
riadne navrhnutý a mať určené špecifikácie. V prvom rade bolo potreba vymyslieť vhodný
protokol, pomocou ktorého bol klient schopný komunikovať so serverom a s druhým klien-
tom. Následne bolo treba určiť, akým spôsobom budú udržiavané údaje o jednotlivých
používateľoch a akým spôsobom budú medzi nimi prebiehať vzájomné väzby.
5.1 Špecifikácie
5.1.1 Serverová časť
Vhodnou formou servera nezávislého na použitom operačnom systéme bola jeho imple-
mentácia v jazyku PHP. Ide o jednoduchý multiplatformový skriptovací jazyk so strmou
krivkou učenia. Hlavným využitím PHP je tvorba webových stránok, ale vďaka vysokej
popularite a širokému spektru nasadenia je ho možné použiť aj na iné účely. Dlhodobou
súčasťou je rozšírenie pre prácu s nízko-úrovňovými soketmi a obsiahly manuál plný vhod-
ných príkladov1. Keďže sa PHP používa najmä na tvorbu webových stránok, je úzko spätý
s databázami. Najčastejšie sa používa v kombinácií s databázovým systémom MySQL.
MySQL, celosvetovo najpopulárnejší relačný databázový server implementujúci jazyk
SQL dostupný na všetkých známych platformách. Ponúka vysokú rýchlosť, spoľahlivosť
a je jednoduchý na používanie. Vďaka množstvu nastavení a možností, ktoré ponúka, je
možné ho použiť od tých najjednoduchších aplikácií až po tie najzložitejšie, ktoré pracujú
s veľkým množstvom dát.[7]
PHP, ako aj MySQL, sú softvéry s otvoreným zdrojovým kódom a je možné ich nasadenie
aj v komerčnej sfére.
Keďže ide o serverovú časť práce, používateľské prostredie nie je potrebné. Aplikácia si
vystačí s textovým výstupom, bez možnosti zásahu do jej práce používateľom. Vhodnou
formou však upozorňuje svojho správcu o jej vnútornom stave.
5.1.2 Klientská časť
Keďže vytvoriť softvér na zdieľanie obrazovky tak, aby fungoval spoľahlivo na všetkých
operačných systémoch a mal rovnakú funkčnosť je takmer nemožné, je klientská časť baka-
1Dostupný na: http://php.net/manual/en/book.sockets.php
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lárskej práce zameraná na OS Windows. Vďaka jednostrannému zameraniu sa mohol využiť
natívny jazyk platformy .NET Common Language Runtime C#. Jazyk C# je hlavným ja-
zykom vytvorený spoločnosťou Microsoft pre nastupujúcu generáciu operačných systémov
Windows – platformu .NET. Ide o moderný nástroj vychádzajúci z toho dobrého, čo dote-
rajšie jazyky (najmä C++) priniesli, zároveň však odstraňuje nedostatky, kde tieto jazyky
už nestačia sledovať rýchly vývoj[6].
Vďaka použitiu jazyku C#, platformy .NET a prostrediu Microsoft Visual Studio 2012,
klientská časť disponuje prívetivým používateľským rozhraním a vlastnosťami, ktoré sú
dostupné iba na operačných systémoch Windows. Požiadavky však určili, že bude potreba
použiť najnovšie dostupné technológie, ktoré prináša až platforma .NET Framework 4, preto
bola aplikácia vyvíjaná a testovaná najmä pre operačný systém Windows 7 a novší.
5.2 Definovanie protokolu
Ako základnou jednotkou na prenos údajov (ďalej paket) bol navrhnutý jednoduchý textový
protokol, ktorého jednotlivé časti sú viditeľne oddelené znakom
”
|“ s maximálnou veľkosťou
1400 bajtov. Paket sa skladá z dvoch častí: hlavičky a tela. Hlavičku tvorí 46 bajtov údajov,
ktoré sa podieľajú na správnom riadení toku dát. Keďže transportná vrstva UDP nedokáže
doručovať pakety v správnom poradí, bolo treba implementovať zjednodušený TCP model
priamo do hlavičky paketu ako znázorňuje tabuľka 5.1.
Identifikátor je jednoznačným určením o aký typ dát pôjde (prihlásenie, potvrdenie pre-
nosu).
Identifikátor relácie sa vytvorí v momente nadviazania spojenia, je jedinečný a rozlišuje,
od koho údaje pochádzajú.
Číslo paketu sa účastní správneho riadenia prenosu dát. V prípade, že komunikáciu tvorí
viac ako jeden paket, číslo paketu určuje poradie, v akom sa má spracovať.
Celkový počet paketov definuje, aké veľké množstvo paketov v prenose sa má očaká-
vať. Spolu s číslom paketu sa zúčastňuje na správnom zoradení paketov v momente
spracovania.
Identifikátor skupiny paketov sa každým prenosom mení a nesmú nasledovať dva pre-
nosy s rovnakým identifikátorom za sebou.
Počet atribútov určuje množstvo atribútov, ktoré budú v tele paketu.
Zvyšný priestor môžu zaplniť atribúty. V prípade, že atribúty obsahujú dáta, ktoré by
mohli ovplyvniť správne spracovanie paketu (napr. binárne dáta), sú prevedené na formát
Base64 2. Keďže Base64 má presne definované povolené znaky, bolo možné určiť vhodný
oddeľovač jednotlivých dát, aby neprišlo ku kolíziám. Pre jednoduchú predstavu, ako od-
deľovač funguje, stačí si každú položku hlavičky a atribútov predstaviť samostatne a spojiť
ich znakom
”
|“.
2Dátový formát zobrazujúci binárne dáta v podobe tlačiteľných znakov
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Identifikátor (3 bajtov)
Identifikátor relácie (16 bajtov)
Číslo paketu (6 bajtov)
Celkový počet paketov (6 bajtov)
Identifikátor skupiny paketov (8 bajtov)
Počet atribútov (2 bajty)
Tabuľka 5.1: Hlavička paketu
Identifikátor atribútu (2 bajty)
Dáta
Tabuľka 5.2: Atribút
5.2.1 Riadiace pakety
000 – Udržovací paket Paket určený na udržiavanie spojenia medzi serverom a klientom
a medzi dvoma klientmi navzájom. Odpoveďou naň je paket 001. Činnosť tohoto
paketu zabráni ukončeniu spojenia.
001 – Odpoveď Odpoveď na paket 000.
002 – Akcia úspešná Potvrdenie o úspešnosti vykonanej akcie a uvoľnenie prostriedkov,
ktoré posledná akcia využila. Spolupracuje zároveň s paketom potvrdenia prenosu
009.
005 – Požiadavka na prihlásenie sa V prípade, že klient nie je prihlásený do systému,
je mu zaslaný paket 005, ktorý mu túto skutočnosť oznámi.
006 – Inicializačný paket Novovytvorená komunikácia so serverom začína inicializačným
paketom 006.
009 – Paket úspešne prijatý Obdoba ACK paketu pri TCP komunikácií. Odosiela sa
okamžite po prijatí akéhokoľvek paketu ako potvrdenie o úspešnom prijatí druhou
stranou. V prípade, že nepríde k odoslaniu alebo doručeniu tohoto paketu s požado-
vanou identifikáciou, je zdrojový paket po určitom čase odoslaný znova.
01 Číslo paketu v aktuálnom prenose.
Tabuľka 5.3: Atribúty 009
5.2.2 Používateľské akcie
010 – Prihlásenie/Registrácia klienta Týmto paketom prebieha prihlásenie alebo re-
gistrácia klienta do systému. V atribútoch sa nachádzajú prihlasovacie údaje a údaje
o lokálnych sieťových zariadeniach. Funkčnosť prihlásenia je rozobraná v 7.1.
100 – Prihlásenie alebo registrácia prebehla v poriadku Potvrdzovací paket o úspe-
šnosti prihlásenia.
101 – Chyba počas prihlásenia Počas prihlásenia nastala chyba. Vyplnené prihlasova-
cie meno sa nezhoduje s heslom, ktoré je uložené v databáze.
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01 Prihlasovacie meno.
02 Prihlasovacie heslo.
03 Zoznam IP adries lokálnych sieťových zariadení a por-
tov, na ktorých klient počúva, oddelených čiarkou.
Tabuľka 5.4: Atribúty 010
011 – Zmena stavu Používateľ ručne zmenil aktuálny stav.
01 Identifikátor stavu (0 – Odpojený, 1 – Pripojený, 2 –
Nerušiť).
Tabuľka 5.5: Atribúty 011
012 – Odhlásenie sa Klient zasiela požiadavku o odpojenie sa od servera.
013 – Potvrdenie prihlásenia sa Klient úspešne obdržal odpoveď o úspešnom prihlá-
sení sa. Odpoveďou servera na túto správu je zaslanie zoznamu kontaktov.
5.2.3 Správa kontaktov
015 – Pridanie nového kontaktu Žiadosť o pridanie nového kontaktu do zoznamu kon-
taktov na serveri.
01 Prihlasovacie meno kontaktu.
Tabuľka 5.6: Atribúty 015
016 – Požiadavka o zaslanie kontaktov Klient požaduje zaslanie zoznamu kontaktov.
017 – Požiadavka o zmazanie kontaktu Klient žiada o zmazanie kontaktu identifiko-
vaného menom zo zoznamu kontaktov.
01 Identifikačné číslo druhého používateľa.
Tabuľka 5.7: Atribúty 017
150 – Kontakt úspešne pridaný
151 – Chyba pri pridávaní kontaktov Používateľ sa snažil pridať sám seba.
152 – Chyba pri pridávaní kontaktov Požadovaný používateľ neexistuje.
153 – Chyba pri pridávaní kontaktov Používateľ už existuje v zozname kontaktov.
161 – Oznámenie o zmena stavu Informácia od servera, že niektorý z používateľov zme-
nil svoj stav.
160 – Zoznam kontaktov Paket obsahujúci celý zoznam kontaktov s aktuálnym stavom
všetkých používateľov.
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01 Identifikačné číslo používateľa, u ktorého došlo
k zmene stavu.
02 Identifikátor stavu (0 – Odpojený, 1 – Pripojený, 2 –
Nerušiť).
Tabuľka 5.8: Atribúty 161
01 Zoznam kontaktov v tvare stav:identifikačné
číslo:prihlasovacie meno oddelené čiarkou.
Tabuľka 5.9: Atribúty 160
5.2.4 Pakety na sprostredkovanie vzájomnej komunikácie dvoch klientov
019 – Žiadosť o vytvorenie spojenia Klient žiada o informácie o druhom klientovi, aby
sa mohol pokúsiť o priame spojenie s ním.
01 Identifikačné číslo druhého používateľa.
Tabuľka 5.10: Atribúty 019
190 – Informácie o druhom klientovi Tento paket je zaslaný obom účastníkom spoje-
nia naraz. Obsahuje všetky potrebné informácie na to, aby mohol prebehnúť pokus
o vzájomne prepojenie dvoch klientov bez účasti servera.
01 Identifikačné číslo druhého používateľa.
02 Meno druhého používateľa.
03 Verejná IP adresa a zoznam IP adries sieťových zaria-
dení u druhého používateľa spolu s portami, na kto-
rých klient počúva, oddelené čiarkou.
04 Náhodne vygenerovaná identifikácia sedenia, aby sa
zaistila unikátnosť spojenia.
05 Oznámenie, či klient má byť iniciátorom spojenia. Na-
dobúda slovné hodnoty true a false.
Tabuľka 5.11: Atribúty 190
191 – Klient nie je pripojený Oznámenie, že klient, ku ktorému je vyžadované spoje-
nie, nie je pripojený do systému.
5.2.5 Pakety použité pri metóde UDP hole punching
050 – Punch paket Používa sa ako paket opakovane zasielaný na všetky rozhrania dru-
hého klienta. V prípade, že druhý klient tento paket zaznamená, opätuje ho odozvou
051.
051 – Potvrdenie príjmu punch paketu V prípade, že klient prijme paket 050, odpo-
vie naň svojim identifikátorom.
052 – Potvrdenie príjmu punch paketu Potvrdenie prijatia paketu 051.
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053 – Potvrdenie obojsmerného toku dát Potvrdenie prijatia paketu 052.
01 Náhodne vytvorený identifikátor spojenia na konkrét-
nom rozhraní.
Tabuľka 5.12: Atribúty 051 a 052
5.2.6 Prenos obrazových dát
055 – Obrazové dáta Prenos obrazových dát druhému klientovi. V atribútoch sú dáta
uložené vo forme Base64. V prípade, že ide o prenos cez server, je použitý nepovinný
parameter 02, ktorý obsahuje meno odosielateľa.
01 Obrazové dáta vo formáte Base64.
02 Meno odosielateľa.
Tabuľka 5.13: Atribúty 055
056 – Ukončenie príjmu dát Paket odosiela potvrdenie o úspešnom prijatí dát a pri-
pravovanom odpojení sa od druhého klienta.
058 – Posielanie obrazových dát cez server Paket podobný paketu 055. Je použitý
v prípade, že sa nepodarilo nadviazať priame spojenie s druhým klientom a dáta sú
preposlané cez server. Server tieto dáta odošle ďalej použitím paketu 055.
01 Identifikačné číslo druhého používateľa.
02 Obrazové dáta vo formáte Base64.
Tabuľka 5.14: Atribúty 058
5.2.7 Prenos správ
040 – Odchádzajúca správa Paket identifikuje odchádzajúcu správu od klienta.
01 Identifikačné číslo používateľa.
02 Text správy vo formáte Base64.
Tabuľka 5.15: Atribúty 040
041 – Prichádzajúca správa Analogické s odchádzajúcou správou, doplnená o používa-
teľské meno odosielateľa.
01 Identifikačné číslo odosielateľa.
02 Text správy vo formáte Base64.
03 Prihlasovacie meno odosielateľa.
Tabuľka 5.16: Atribúty 041
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5.2.8 Ostatné
030 – Násilné odhlásenie sa Správa sa posiela v prípade, že príde ku viac-násobnému
prihláseniu používateľa. V takom prípade sú predchádzajúce prihlásenia zrušené a klien-
tom je odoslaná správa o odhlásení.
5.3 Návrh databáze
Aj keď server zohráva podstatnú úlohu v komunikácií, správe používateľov a pri prenose
údajov, vystačí si s jednoduchým návrhom databázy. V podstate stačí iba udržiavať prihla-
sovacie údaje jednotlivých používateľov a väzby medzi nimi (kontakty). Na to slúžia dve
tabuľky: clients a friends.
Tabuľka clients udržiava prihlasovacie meno a heslo každého používateľa zaregistro-
vaného v systéme. Každé prihlasovacie meno musí byť unikátne. Databáza nedovolí, aby
boli pridaní dvaja používatelia s rovnakým prihlasovacím menom. Novému používateľovi
sa priradí jedinečné identifikačné číslo, ktoré zastupuje úlohu pri komunikácií medzi inými
používateľmi. Každým ďalším prihlásením sa upravuje hodnota lastlogin, ktorá obsahuje
aktuálny čas.
Tabuľka friends združuje existujúce väzby medzi používateľmi. Ide o jednoduchú formu
kontaktov, kde každá väzba musí byť jedinečná a existovať v systéme iba raz.
Obr. 5.1: Štruktúra databázy
5.4 Riadenie paketov na UDP transportnej vrstve
Ako bolo spomenuté v časti 4.1, UDP je nespojitá služba bez záruky dodržania poradia
a doručenia paketov. Preto bolo potreba navrhnúť vhodný systém, aby sa týmto problé-
mom zamedzilo. O riadenie správneho príjmu a spracovania paketov starajú triedy Client
a PacketManager, ktoré boli implementované ako aj u serverovej, tak aj u klientskej strany
aplikácie.
5.4.1 Spracovanie paketu triedou PacketManager
Funkčnosť triedy PacketManager spočíva v tvorbe a spracovaním paketu ako celku. Podľa
prístupu k jednotlivým podstatným metódam triedy sa určuje, či má byť paket vytvorený
alebo spracovaný.
Vytvorenie paketu
Vytvorenie paketu prebieha metódou createPacket, prípadne createPacketIdent, ktorá
novo vytvorenému paketu priradí potrebné údaje, a to identifikačné číslo a jedinečný identi-
fikátor toku. Následne je možné metódou addAttribute pridať ľubovolný atribút, označený
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svojim identifikačným číslom z tabuliek atribútov v 5.2. Každý atribút sa smie v pakete
nachádzat iba raz, a v prípade, že vytváraný paket atribút už obsahuje, jeho hodnota je
prepísaná. Takto vytvorený paket ale nie je vhodný na odoslanie, pretože môže byť príliš
veľký. Metóda getRawPackets sa postará o to, aby boli vygenerované jednotlivé čiastkové
pakety s maximálnou veľkosťou 1400 bajtov. Hodnota 1400 bajtov bola určená s dostatoč-
nou rezervou pre zabalenie paketu do UDP a IP hlavičky tak, aby neprekročila hodnotu
MTU a predišlo sa k ďalšej fragmentácii paketu počas prenosu. Výsledná veľkosť odosie-
laného paketu je 1400 + 8 + 24 = 1432 bajtov, kde 24 bajtov tvorí IP hlavička a 8 bajtov
UDP hlavička (4.1). Hodnota bola zvolená podľa tabuľky 5.17, aby bol prenos úspešný vo
väčšine typov sietí.
Typ siete Hodnota MTU v bajtoch
16 Mbps Token Ring 17914
4 Mbps Token Ring 4464
FDDI 4352
Ethernet 1500
IEEE 802.3/802.2 1492
PPPoE (WAN Miniport) 1480
X.25 576
Tabuľka 5.17: Hodnota MTU podľa použitého typu siete[3]
Spracovanie paketu
Na príjem paketu pre spracovanie sa využívajú metódy parsePacket alebo addParsePacket,
ktoré spracovávajú jednotlivé časti paketov. Aby neprišlo ku kolízií, je dovolené v rámci
triedy PacketManager spracovávať iba jeden typ paketu zároveň. Typ je určený prvým
spracovaným paketom. Každý ďalší paket musí niesť identifikačné údaje zhodné s prvým
prijatým. V prípade, že sa tak nestane, je odmietnuté jeho ďalšie spracovanie. Po prijatí
všetkých čiastkových paketov je možné vytvoriť jeden výsledný, ktorý je vhodný na ko-
nečné spracovanie. Metóda getWholePacket zoradí všetky čiastkové pakety v poradí, ako
ho určuje číslo poradia paketu (5.1) a poskladá z nich jeden.
5.4.2 Príjem a zasielanie paketov triedou Client
Trieda Client úzko spolupracuje s triedou PacketManager a riadi jej činnosť počas práce
s paketmi. Jej funkčnosť sa skladá z dvoch dôležitých častí, a to:
• Príjem a správne spracovanie a vyhodnotenie paketu.
• Vytvorenie dotazu alebo odpovede na prijatý paket.
Príjem dát
Príjem dát prebieha pre každý paket samostatne. V momente prijatia akéhokoľvek paketu
metódou receivePacket je okamžite odoslané potvrdenie o úspešnom prijatí paketom
009. Nasleduje predbežné spracovanie paketu. V prípade, že sa zistí, že dátový prenos
nie je väčší ako jeden paket, nastáva okamžité spracovanie (za využitia PacketManager-a
na spracovanie obsahu paketu). V opačnom prípade sa vytvorí fronta recPackets, ktorú
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zastupuje PacketManager a dáta sú do nej zaradené. Každým novo prijatým paketom jeho
predbežné spracovanie určí, či bude zaradený do fronty recPackets. V prípade, že klient
prijíma dlhší dátový blok, ktorého prenos nebol ukončený, tak sa príjem preruší a prijíma
sa najnovší prenos. Predíde sa tým obsadzovaniu prostriedkov, pokiaľ je jeden z prenosov
prerušený a klient očakáva jeho dokončenie. Každým prijatým paketom sa server dotazuje
PacketManager-a, či boli prijaté všetky pakety v rámci prenosu metódou haveAllPackets.
Až áno, zavolaním metódy getWholePacket sa získa pôvodná štruktúra paketu a nasleduje
jej spracovanie a prípadná odpoveď podľa kapitoly 5.2.
Odosielanie dát
Spôsoby odoslania sú dva: Okamžité odoslanie, kedy sa pakety odosielajú okamžite po vy-
tvorení alebo oneskorené, kde odoslanie paketu/paketov prebieha až po vykonaní všetkých
činností v rámci jedného cyklu. Na vytvorenie paketu určeného na odoslanie sa opäť použije
trieda PacketManager a určí sa, o aký typ paketu pôjde. V prípade, že paket je odpoveďou
na prichádzajúci dátový tok, ako identifikátor toku sa použije zhodný údaj. Vytvorenie pa-
ketu musí prebehnúť v jednom cykle, preto je podmienkou aby dlhší alebo zložitejší paket bol
vytvorený až po úplnom prijatí dát určených na spracovanie. Dáta označené ako podstatné
pre bezproblémovú komunikáciu sú metódou setAwaitResponse označené ako dôležité,
alebo naopak. Vytvorený paket je zaradený do fronty na odoslanie sendPackets. Komuni-
kačné pozadie aplikácie sa periodicky pýta všetkých existujúcich inštancií triedy Client,
či nejaké pakety čakajú vo vyrovnávacej pamäti. V momente vykonania tejto metódy dáta
určené na odoslanie sú okamžite zaradené do vyrovnávacej pamäte na odoslanie v podobe
jednotlivých čiastkových paketov, tak aby neprekročili maximálnu stanovenú dĺžku. Táto
činnosť sa deje za pomoci metódy getRawPackets triedy PacketManager, ktorej výsledkom
je zoznam čiastkových paketov. Vytvoreným čiastkovým paketom je priradený identifikátor
dátového toku a časová značka. Tým sa určí poradie paketov na odoslanie v rámci vyrov-
návacej pamäte. Toto zabezpečí, že pakety sú odoslané od najstarších tak, aby v jednom
dátovom toku neboli pakety iného.
Princíp komunikácie
Princíp komunikácie triedy Client medzi dvoma klientmi znázorňuje obrázok 5.2. Vo fronte
klienta A čakajú dáta na odoslanie. Na konci cyklu práce sú tieto dáta odoslané vždy v urči-
tých skupinách, ako bolo spomenuté vyššie, po jednotlivých paketoch. Keďže UDP neza-
ručuje spoľahlivý prenos údajov, každý odoslaný paket (okrem paketu potvrdenia prijatia)
vyžaduje odpoveď o úspešnom prijatí. Ak táto odpoveď nie je doručená do 200 milisekúnd,
paket je odoslaný znova. Aby sa predišlo zahlteniu siete, časová značka všetkých paketov
v danej skupine je nastavená na aktuálny čas a opäť sa očakáva odpoveď do 200 milisekúnd.
Pokiaľ nepríde žiadne potvrdenie akéhokoľvek paketu skupiny do 10 sekúnd, považuje sa
prenos za neúspešný a dáta sú z vyrovnávacej pamäte odstránené. Táto situácia neplatí
u paketov, ktoré boli určené metódou setAwaitResponse ako pakety, ktoré nevyžadujú
potvrdenie. Pakety nevyžadujúce potvrdenie sú z vyrovnávacej pamäte zmazané okamžite
po odoslaní.
Klient B po obdržaní paketu okamžite odošle potvrdenie klientovi A, že prenos kon-
krétneho paketu v rámci dátového toku bol úspešný. Až klient A toto potvrdenie neobdrží,
proces opätovného odoslania paketov sa opakuje. Problém s príjmom môže spôsobiť nízka
odozva siete, kde prenos potvrdzovacieho paketu môže trvať dlhšie ako je určený limit, za
ktorý tento paket musí doraziť. V takom prípade môže prísť k doručeniu toho istého paketu
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aj viac krát. Trieda PacketManager však zabezpečí, aby duplicitný paket nebol spracovaný
znova a nespôsobil tak inkonzistenciu v prijímaných dátach.
Obr. 5.2: Princíp potvrdzovania prenosu
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Kapitola 6
Aplikácia – klient
Klient je jednoduchá a používateľský prívetivá aplikácia, ktorá svoju vnútornú a komu-
nikačnú činnosť vykonáva bez vedomia a ovplyvňovania používateľa. Využitie technológie
.NET Framework vo verzií 4.0 predurčilo, že aplikácia bude na svoj beh vyžadovať mini-
málne Windows XP SP3, alebo lepší, nezávisle na tom, či je 32 alebo 64 bitový.
Po spustení sa aplikácia presunie do pozadia a vytvorí notifikačnú ikonku v oznamovacej
oblasti panela úloh. Tá farebne zobrazuje aktuálny stav používateľa. Tie sú 3:
Pripojený – ikonka svieti na zeleno, informuje o nadviazanej komunikácií so serverom
a dostupnosti aplikácie.
Nerušiť – ikonka má žltú farbu, oznámenia aplikácie sú skryté (napr. zvuk správy pri
textovej komunikácií).
Odpojený – šedo sfarbená ikonka. Komunikácia so serverom bola ukončená alebo ešte nie
je nadviazaná.
Obr. 6.1: Ikonka v oblasti oznámení a používateľské menu
Táto ikonka aplikácie zároveň po kliknutí pravým tlačítkom myši poskytuje väčšinu
funkcií, ktorými aplikácia disponuje. Prvé tri položky Show contacts, Share active
window a Share screen majú klávesovú skratku dostupnú napriek celým operačným
systémom a môžu byť vyvolané kedykoľvek.
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6.1 Spustenie aplikácie a prihlásenie/registrácia do systému
Pri prvom spustení aplikácia vyžaduje od používateľa, aby vpísal adresu servera, s ktorým
bude komunikovať a svoje prihlasovacie meno a heslo. Po potvrdení dialógu 6.2 sa aplikácia
pokúsi spojiť so serverom a tieto údaje mu odoslať paketom 010. Až sa heslo nezhoduje, je
používateľ vyzvaný k opätovnému zadaniu prihlasovacieho mena a hesla.
Obr. 6.2: Prihlasovací dialóg do systému
Každé ďalšie spustenie aplikácie už prihlásenie nevyžaduje. Prihlasovacie údaje sa na-
trvalo zachovajú v nastaveniach každého používateľa operačného systému samostatne. Exis-
tuje však možnosť manuálneho odhlásenia sa zo systému, kedy je používateľ opäť požiadaný
o vyplnenie prihlasovacích údajov.
Spolu s prihlásením sa v pakete 010 zasiela aj zoznam lokálnych IP adries, ktorými
počítač používateľa disponuje spolu s použitým portom, na ktorom aplikácia komunikuje.
Okamžite po prihlásení je server požiadaný o zaslanie úplného zoznamu kontaktov.
6.2 Práca s kontaktami
Aby sa zjednodušila forma komunikácie medzi klientmi, aplikácia disponuje tzv. zoznamom
kontaktov. Ten je prístupný dvojitým kliknutím ľavým tlačítkom myši na ikonku v ozna-
movacej oblasti panela nástrojov alebo kliknutím na možnosť Show contacts v ponuke
ikonky.
Kontakty v zozname sú roztriedené do 3 kategórií podľa stavu používateľov. Plne funk-
čná kontextová ponuka je iba u používateľov v kategórií Online (Prítomný) a Do not
disturb (nerušiť). Prázdny textový blok nad zoznamom kontaktov pracuje ako filter, aby
sa urýchlilo vyhľadanie požadovaného kontaktu. Zároveň okno zoznamu kontaktov umož-
ňuje zmeniť stav prihláseného používateľa. Každá zmena stavu sa okamžite prejaví u všet-
kých používateľov, ktorí tvoria väzbu s aktuálne prihláseným, využitím paketu 011.
Pridanie nového kontaktu, a teda vytvorenie jednostrannej väzby medzi používateľmi,
je možné kliknutím na tlačítko v ľavom dolnom okraji zoznamu kontaktov. Po vyplnení
používateľského mena kontaktu aplikácia odošle serveru paket 015, ktorý je požiadavkou
na pridanie kontaktu do zoznamu. Ten požiadavku spracuje a pošle klientovi informáciu
o priebehu operácie, a v prípade neúspechu vypíše chybovú hlášku. O funkčnosti väzieb
medzi kontaktmi pojednáva 7.3.
Kontextovou ponukou sa rozumie zobrazenie zoznamu operácií, ktoré je možné vyko-
nať po kliknutí pravým tlačidlom myši na ľubovolný z kontaktov. Možnosti Share screen
a Open chat window sú prístupné iba u kontaktov, ktorí sú prihlásení v systéme. Po
kliknutí na poslednú možnosť Delete contact je serveru odoslaný paket 017 s identifikač-
ným číslom používateľa a ten po spracovaní tejto požiadavky odstráni kontakt zo zoznamu
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Obr. 6.3: Zoznam kontaktov
Obr. 6.4: Pridanie nového kontaktu
Obr. 6.5: Kontextová ponuka kontaktu
kontaktov, ktoré aktuálny používateľ udržuje.
Aby sa udržala konzistencia zoznamu kontaktov, tak je pravidelne vyžadované od servera
paketom 016, aby v odpovedi (160) poslal úplný zoznam kontaktov so stavmi všetkých
používateľov, s ktorými má aktuálne prihlásený používateľ vytvorené väzby.
6.3 Textová komunikácia s druhým používateľom
Aplikácia disponuje jednoduchou textovou komunikáciou medzi používateľmi, aby mohli
medzi sebou komunikovať bez použitia iného softvéru. Tá je možná iba za podmienky, že
obaja používatelia, medzi ktorými komunikácia prebieha, sú prítomní v systéme.
Po odoslaní správy kliknutím na tlačítko alebo použitím klávesy Enter sa vytvorí paket
(prípadne viac paketov, záleží od dĺžky správy, ktorá je obmedzená na 32767 znakov) 040
a je odoslaný na server. Ten ju doručí druhému používateľovi. Odoslaná správa sa zároveň
zobrazí v histórií komunikácie s klientom. Použitím kombinácie Control+Enter je možné
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Obr. 6.6: Okno s textovými správami medzi používateľmi
písať viacriadkovú správu.
Pokiaľ aplikácia zaznamená prichádzajúcu správu 041, zaradí ju do histórie správ. V zá-
vislosti od nastaveného stavu používateľa ho na túto udalosť upozorní. Pokiaľ je používateľ
v režime prihlásený, je zobrazené okno so správou a prehratý zvuk upozorňujúci na pri-
jatú správu. U používateľa v režime nerušiť je okno zobrazené ako zmenšené v paneli úloh
s pulzujúcou ikonkou.
6.4 Zdieľanie obrazovky
Hlavnou funkciou programu je proces zdieľania obrazovky. Prihlásený používateľ ho môže
kedykoľvek vyvolať možnosťou Share screen u ľubovolného pripojeného kontaktu, či v menu
notifikačnej ikonky aplikácie alebo klávesovou skratkou Control+F12. Dostane na výber, či
chce zdieľať všetky obrazovky (v prípade viac monitorovej konfigurácie) alebo aktuálnu, na
ktorej je zobrazená ponuka možností. Ďalšou možnosťou je zdieľanie aktuálne otvoreného
okna (dostupné aj klávesovou skratkou Control+F11 ) a vlastného výberu za pomoci okna
6.7. Okno manuálneho výberu je presúvateľné a roztiahnuteľné do všetkých smerov, takže
používateľ nie je obmedzený pri výbere.
Snímok je zaznamenaný a skomprimovaný do formátu JPEG s kompresiou 30%. Okam-
žite po vytvorení snímky môžu nastať dve situácie. Pokiaľ používateľ nevybral možnosť
zdieľania obrazovky v zozname kontaktov, je mu tento zoznam ponúknutý a dvojklikom
môže vybrať používateľa zo zoznamu. Až bol cieľový používateľ vybraný predom, je okam-
žite uskutočnené odosielanie obrazovky.
Serveru je zaslaná žiadosť o informácie potrebné k priamemu pripojeniu druhého klienta
paketom 019. Po prijatí odpovede 190 začne klient odosielať spojovacie pakety 050 na
všetky komunikačné rozhrania druhého klienta. Ide o metódu UDP Hole punching, popísanú
v 4.2.2. Po prijatí paketu 050 alebo 051 od druhého klienta začne okamžite odosielať snímok
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Obr. 6.7: Manuálny výber časti obrazovky, ktorá sa ma zdieľať
obrazu paketmi s identifikátorom 055, kde je snímok vo formáte Base64.
Môže však nastať situácia, kedy nie sú klienti medzi sebou schopní vykonať priame
spojenie. V takom prípade sa snímok obrazovky pošle za pomoci serveru použitím paketov
s identifikátorom 058.
Po obdržaní všetkých 055 paketov ich klient spracuje. Formát Base64 opäť prevedie do
obrazovej formy a výsledok zobrazí v samostatnom okne. V prípade, že prijaté informácie
obsahujú viac ako jednu obrazovku, je každá obrazovka zobrazená v samostatnom okne.
Obr. 6.8: Prijatý snímok obrazovky
6.5 Zabránenie odpojenia z dôvodu neaktivity
V prípade, že medzi klientom a serverom dlhšiu dobu neprúdia žiadne údaje, môže dôjsť
k odstráneniu v záznamu NAT smerovači alebo k zmene portu, na ktorom aplikácia ko-
munikuje. Aby sa tejto situácií zabránilo, klient pravidelne zasiela udržiavací paket 000.
Na ten server reaguje odpoveďou 001. Túto činnosť vykonáva aj server. Takisto udržovacie
pakety sa posielajú medzi dvoma klientmi pri priamom spojení.
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Kapitola 7
Aplikácia – server
Server je konzolová aplikácia napísaná v jazyku PHP, ktorá sa stará o komunikáciu s klien-
tom, jeho prihlásením/registráciou do systému a o výmenu informácií medzi jednotlivými
používateľmi. Vyžaduje nainštalovaný interpret jazyka PHP v minimálnej verzií 5 a da-
tabázový systém MySQL s naimportovanou aktuálnou verziou databázy. Vďaka tomu, že
oba zmienené programy sú dostupné na väčšine operačných systémov, výber operačného
systému závisí iba na požiadavkách PHP a MySQL, ktoré sú potrebné na správny beh
aplikácie.
Podmienkou funkčnosti je aj správne nastavenie servera. Konfigurácia sa nachádza v sú-
bore config.php. Najdôležitejší parameter je $port, ktorý obsahuje číslo portu, ktorý bude
použitý na komunikáciu s klientmi. Zvyšné parametre sa týkajú pripojenia k databáze:
$dbhost – Umiestnenie databázového servera.
$dbuser – Prihlasovacie meno k databáze.
$dbpass – Prihlasovacie heslo k databáze.
$dbname – Názov databázy.
Po spustení servera prebehne pripojenie k databáze a následne server očakáva pripojenia
na porte, ktorý bol určený v konfiguračnom súbore.
7.1 Prihlásenie/registrácia do systému
Pripojenie nového klienta server oznámi správou:
11:36:09 - Client connected - 95.102.238.158:49658
a odošle požiadavku na prihlásenie sa. Následne očakáva od klienta paket 010, ktorý obsa-
huje prihlasovacie údaje. Až server obdrží akýkoľvek iný paket, je odmietnutý a odpoveďou
naň je opäť požiadavka na prihlásenie 005.
Po obdržaní paketu 010 server skontroluje existenciu používateľa v databáze. V prípade,
že sa prihlasovacie meno a heslo nezhoduje s existujúcim záznamom v databáze, je obra-
tom poslaná informácia 101 o nesprávnom hesle. Až prihlasovacie meno nie je v databáze
nájdené, server vytvorí nového používateľa a odošle informáciu o úspešnom prihlásení 100,
rovnako ako v prípade, že sa kombinácia používateľského mena a hesla zhoduje. Následne je
všetkým pripojeným používateľom, s ktorými udržuje práve prihlásený používateľ kontakt
oznámené, že bol pripojený do systému.
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Každá operácia v rámci prihlásenia vypíše na textový výstup servera svoj výsledok:
11:40:12 - Password mismatch for user tomasz
11:40:39 - User tomasz has been successfully loged in
11:51:11 - User test has been successfully registered and loged in
Server následne skontroluje, či náhodou nie je používateľ s rovnakým menom už prihlá-
sený v systéme. Každému klientovi, ktorého prihlasovacie meno je rovnaké ako prihlasovacie
meno aktuálneho používateľa, je zaslaný paket 030 s oznámením, že bol od servera násilne
odpojený. Vykonanie tejto operácie server oznámi správou:
11:43:58 - Force logout of user tomasz
Súčasťou prihlasovacích údajov sú informácie o lokálnych IP adresách, ktorými klient
disponuje a portoch, na ktorých očakáva komunikáciu. Spolu s verejnou IP adresou, ktorú
vidí server, tvoria základ pre metódu UDP hole punching na priame prepojenie dvoch
klientov medzi sebou.
7.2 Zmena stavu, Odpojenie sa od systému
Zmena stavu a odpojenie sa od systému sú jednoduché operácie závislé na 2 typoch paketov.
Prijatý paket 011 informuje server o zmene stavu používateľa. Ten túto zmenu oznámi ďalej
všetkým aktívnym kontaktom. Keďže zmeny stavu sú časté operácie, ktoré nemajú zásadný
vplyv na beh servera, nie sú nijak oznámené na textový výstup.
Prijatím paketu 012 príde k odpojeniu klienta zo siete. Server to oznámi na textový
výstup správou:
12:09:13 - User tomasz loged out
7.3 Správa kontaktov
Podstatnou časťou vzájomných väzieb medzi používateľmi je správa kontaktov. Server hrá
úlohu správcu. Paketom 015, ktorý nesie atribút s prihlasovacím menom používateľa, klient
požiada o pridanie klienta ku kontaktom. Pridanie sa neuskutoční v prípade, že klient
neexistuje (152), väzba medzi klientmi už existuje (153) alebo sa klient pokúša pridať sám
seba (151). Úspešné vytvorenie väzby server potvrdí paketom 150 a informáciou na textový
výstup:
02:54:50 - Client test has been added to contactlist of user tomasz
Paket 017 je požiadavkou na jednostranné zmazanie väzby medzi používateľmi. Server
to oznámi na textový výstup správou:
02:58:55 - Client 5 has been removed from contactlist of user tomasz
Podmienkou správneho fungovania väzieb je zaslanie existujúcich kontaktov klientovi,
to sa deje paketom 160 buď automaticky po určitom deji (pridanie), alebo na vyžiadanie
paketom 016.
Zaujímavou činnosťou servera je správanie sa, keď sa klient snaží spojiť s používateľom,
s ktorým nemá vzájomnú väzbu. V takom prípade sa vykoná okamžité pridanie klienta do
zoznamu kontaktov druhého používateľa.
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7.4 Posielanie správ medzi klientmi
Po obdržaní paketu 040, ktorý nesie okrem samotnej správy vo formáte Base64 aj infor-
máciu, komu je správa určená, je táto správa preposlaná zodpovedajúcemu používateľovi
paketom 041. Preposlanie správy je podmienené prítomnosťou oboch používateľov v sys-
téme. V prípade, že cieľový používateľ je odpojený, odosielateľovi sa zašle oznámenie formou
textovej správy (041):
”
Message couldn’t be delivered. Contact is oﬄine.“
Server na textový výstup vypíše informáciu iba vtedy, pokiaľ sa snaží doručiť správu
odpojenému používateľovi.
14:50:21 - Message from tomasz to user id 5 couldn’t be delivered
7.5 Sprostredkovanie informácií k priamemu prepojeniu klien-
tov
Keďže server slúži ako prostredník pre priame spojenie medzi dvoma klientmi, musí dispo-
novať informáciami ako toto spojenie uskutočniť. Všetky potrebné údaje sa prenášajú už
počas prihlásenia. Ide o lokálne IP adresy a porty, na ktorých klient očakáva komunikáciu
spolu s verejnou IP adresou a portom, cez ktorý komunikuje so serverom.
Po obdržaní paketu 019 server skontroluje prítomnosť druhého používateľa v systéme.
Ak používateľ s požadovaným identifikačným číslom nie je pripojený, okamžite odošle paket
191, ktorý informuje o nedostupnosti požadovaného klienta. Zároveň je na textový výstup
servera vypísaná informácia o tejto udalosti:
02:09:11 - Request to exchange informations from tomasz about user id 5
failed. User is offline
V opačnom prípade server vypíše na textový výstup informáciu o tom, že operácia bola
vykonaná a obom klientom, ktorí majú byť účastníkmi spojenia, pošle potrebné údaje o tom
druhom. Ako bolo spomenuté, ide o lokálne IP adresy a porty, na ktorých klient očakáva
komunikáciu spolu s verejnou IP adresou a portom, cez ktorý komunikuje so serverom.
02:11:32 - Request to exchange informations from tomasz about test
7.6 Využitie servera na prenos obrazových dát
Niekedy môže nastať prípad, že sa klienti medzi sebou nedokážu spojiť a preniesť údaje bez
účasti servera. Aby k prenosu údajov došlo, vykoná sa ich poslanie cez server. Podobne ako
pri textových správach medzi klientmi, činnosť tohoto záchranného mechanizmu vyžaduje
prítomnosť oboch používateľov na severi. Po prijatí paketu 058 príde k vyhľadaniu druhého
klienta na serveri a prijaté dáta sú mu odoslané paketom 055. Server na túto skutočnosť
informuje správou:
03:11:25 - Sending data from tomasz to user id 5 via server
7.7 Zabránenie odpojenia klienta z dôvodu neaktivity
Aby sa predišlo uzavretiu komunikácie medzi klientom a serverom, využíva sa algoritmus
zhodný s 6.5.
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Kapitola 8
Záver
Cieľom bakalárskej práce bolo implementovať serverovú a klientskú časť aplikácie na jed-
noduché zdieľanie obrazovky.
Serverová časť zastáva dôležitú úlohu pri komunikácií medzi klientmi a je dôležitý pros-
tredník na vytvorenie priameho spojenia medzi dvoma klientskými časťami aplikácie. Je
schopná spravovať prihlásenie sa do systému, udržiavať väzby medzi používateľmi, prená-
šať správy a v neposlednom rade poskytnúť potrebné údaje klientskej časti, aby sa bola
schopná priamo pripojiť k ľubovolnému inému klientovi bez ďalšej účasti servera.
Klientská časť v spolupráci so serverovou tvorí celok schopný prenášať riadiace, textové
a obrazové dáta. Za účasti serverovej časti je schopná vytvoriť priame spojenie k druhému
klientovi. Dokáže komunikovať s textovou formou a spraviť snímok celej, alebo výrezu ob-
razovky, a poradí si aj s konfiguráciou viacerých monitorov.
Táto forma zdieľania obrazovky je vhodná pri tímovej spolupráci alebo vzdialenej po-
moci. Odpadá veľké množstvo konfigurácie, ktorú je potreba vykonať pri obdobných apli-
káciach. Vďaka jednoduchosti používania je schopný s ňou pracovať aj úplný začiatočník.
Možné rozšírenie v budúcnosti by z nej mohlo spraviť dostatočnú konkurenciu medzi
existujúcimi aplikáciami.
8.1 Možné pokračovanie projektu
Keďže zdieľanie obrazovky je široký pojem, ktorý zahŕňa veľké množstvo funkčnosti, ale má
potenciál pre hromadné využitie, bolo by vhodné v budúcnosti doplniť funkcie, ktoré by
spravili z projektu vhodnú aplikáciu na nasadenie na trh. Uvediem pár príkladov:
Multiplatformovosť – Máloktorý softvér na zdieľanie obrazovky je platformovo nezá-
vislý kvôli špecifickým vlastnostiam operačného systému. Preto by bolo potrebné
zvoliť vhodný jazyk (napr. C) a optimalizovať aplikáciu pre všetky OS, aj s rizikom
obmedzenia funkčnosti.
Sústavný prenos obrazu – Projekt je iba krôčik od toho, aby bol schopný prenášať
zmeny obrazu. V budúcnosti toto rozšírenie vidím viac ako reálne.
Prenos súborov – Vhodným rozšírením by bol aj prenos súborov medzi používateľmi.
Odpadla by potreba využívať iný softvér.
Šifrovanie – Šifrovanie, ako hlavný prvok bezpečnosti by bol nutný pri prenášaní citlivých
údajov.
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Zmena textového protokolu na binárny – Aby bol paket efektívnejšie využitý.
Rozšírenie nastavení – Napríklad o zmenu hesla, možnosť meniť meno, atď. . .
Web – Ako vhodná prezentácia softvéru.
Možnosť ovládať vzdialený počítač – By prinieslo množstvo výhod pri obojstrannej
spolupráci.
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Dodatok A
Obsah CD
client Klientská časť aplikácie
client/source Zdrojové kódy klientskej časti
client/compiled Kompilovaná forma klientskej časti pre 32 a 64 bitovú verziu
OS Windows
README Krátky manuál popisujúci prácu s aplikáciou
server Serverová časť aplikácie
server/db.sql Štruktúra prázdnych tabuliek určená na import do MySQL
thesis Zdrojový kód a pdf verzia technickej správy
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Dodatok B
Konfigračný súbor
<?php
/∗∗
∗ Server c o n f i g u r a t i o n
∗/
set time limit ( 0 ) ; // Unl imited run
error reporting (E ALL ) ;
ob implicit f lush ( ) ;
d e c l a r e ( t i c k s = 1 ) ;
$dbhost = ” l o c a l h o s t ” ; // Database s e r v e r address
$dbuser = ”bp” ; // Database user name
$dbpass = ”bprdp” ; // Database password
$dbname = ”bp” ; // Database name
$port = 9876 ; // Port determined f o r communication
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Dodatok C
Štruktúra tabuliek v MySQL
SET SQL MODE=”NO AUTO VALUE ON ZERO” ;
SET t ime zone = ”+00:00” ;
CREATE TABLE IF NOT EXISTS ‘ c l i e n t s ‘ (
‘ id ‘ int (11) NOT NULL AUTO INCREMENT,
‘ l og in ‘ varchar (80) DEFAULT NULL,
‘ password ‘ varchar (64) DEFAULT NULL,
‘ l a s t l o g i n ‘ timestamp NULL DEFAULT NULL,
PRIMARY KEY ( ‘ id ‘ ) ,
UNIQUE KEY ‘ l og in ‘ ( ‘ l og in ‘ )
) ENGINE=InnoDB DEFAULT CHARSET=ut f8 AUTO INCREMENT=1 ;
CREATE TABLE IF NOT EXISTS ‘ f r i e n d s ‘ (
‘ c l i e n t i d ‘ int (11) DEFAULT NULL,
‘ f r i e n d i d ‘ int (11) DEFAULT NULL,
UNIQUE KEY ‘ c l i e n t i d ‘ ( ‘ c l i e n t i d ‘ , ‘ f r i e n d i d ‘ )
) ENGINE=InnoDB DEFAULT CHARSET=ut f8 ;
ALTER TABLE ‘ f r i e n d s ‘
ADD CONSTRAINT ‘ f r i e n d s i b f k 1 ‘ FOREIGN KEY ( ‘ c l i e n t i d ‘ )
REFERENCES ‘ c l i e n t s ‘ ( ‘ id ‘ ) ON DELETE CASCADE
ON UPDATE CASCADE;
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