Viewpoint modeling is currently seen as an effective technique for specifying complex software systems. However, having a set of independent viewpoints on a system is not enough. These viewpoints should be related, and these relationships made explicit in order to count with a set of complete and consistent specifications. RM-ODP defines five complementary viewpoints for the specification of open distributed systems, and establishes correspondences between viewpoint elements. ODP correspondences provide statements that relate the various different viewpoint specifications, expressing their semantic relationships. However, ODP does not provide an exhaustive set of correspondences between viewpoints, nor defines any language or notation to represent such correspondences. In this paper we informally explore the use of MOF QVT for representing ODP correspondences in the context of ISO/IEC 19793, i.e., when the ODP viewpoint specifications of a system are represented as UML models. We initially show that QVT can be expressive enough to represent them, and discuss some of the issues that we have found when modeling ODP correspondences with QVT relations.
Introduction
Viewpoint modeling is gaining recognition as an effective approach for dealing with the inherent complexity of the design of large distributed systems. It comprises two major elements: model-driven development (MDD) on the one hand, and viewpoints on the other. The first one uses models as the key elements to direct the course of understanding, design, construction, deployment, operation, maintenance and evolution of systems. Models allow to state features and properties of systems accurately, at the right level of abstraction, and without delving into the implementation details-or even without giving a solution of how these properties can be achieved (Große-Rhode, 2004) . Viewpoints divide the system design according to several areas of concerns, and have been adopted by the majority of current software architectural practices, as described in IEEE Std. 1471 (IEEE Std. 1471 , 2000 .
The Reference Model of Open Distributed Processing (RM-ODP) framework (ISO/IEC 10746-1 to 10746-4, ITU-T X.901 to X.904, 1997) provides five generic and complementary viewpoints on the system and its environment: enterprise, information, computational, engineering and technology viewpoints. They allow different stakeholders to observe the system from different perspectives (Linington, 1995) . In addition, five viewpoint languages define the concepts and rules for specifying ODP systems from these viewpoints.
ODP viewpoint languages are abstract, in the sense that the RM-ODP defines their concepts and structuring rules, but independently from any notation or concrete syntax to represent them. This allows focusing on the modeling concepts themselves rather than on notational issues, and also allows the use of different notations, depending on the particular needs and on the appropriateness of the specific notation, e.g., Z for the information viewpoint, or Lotos for the computational viewpoint. The RM-ODP architectural semantics (ISO/IEC 10746-4, ITU-T Rec. X.904, 1998) deals with the representation of ODP concepts in different languages. Although ODP does not prescribe the choice of specification language to be adopted with the particular viewpoints, it does advocate that the chosen languages should be formal (Bowman et al., 1995) . However, this notationindependence may also bring along some limitations, e.g., it may hinder the development of ODP tools. The need to count with precise notations for expressing ODP specifications, and to develop ODP tools, motivated ISO/IEC and ITU-T to launch a joint project in 2004 which aims to define the use of UML for ODP system specifications (ISO/IEC CD 19793, ITU-T Rec. X.906, 2005) . This new initiative (hereinafter called UML4ODP) is expected to allow the development of tools for writing and analyzing ODP specifications, and to make use of the latest MDD practices for designing and implementing ODP systems. UML4ODP defines a metamodel for each ODP viewpoint language, and a set of UML Profiles for representing them. In this way, the ODP viewpoint specifications are expressed as a set of UML models of the system. This initiative introduces very interesting benefits: ODP modelers can use the UML notation for expressing their ODP specifications in a standard graphical way; UML modelers can use the RM-ODP concepts and mechanisms to structure their UML system specifications; and modeling tool suppliers can develop UML-based tools that are capable of expressing ODP system specifications.
So far, most of the ODP community efforts have focused on the definition of the five viewpoints and their corresponding viewpoint languages. However, having a set of independent viewpoints on a system is not enough. These viewpoints should be somehow related, and these relationships made explicit in order to provide a complete and consistent specification of the system. The questions are: how can it be assured that indeed one system is specified? And, how can it be assured that no views impose contradictory requirements? The first problem concerns the conceptual integration of viewpoints, while the second one concerns the consistency of the viewpoints.
RM-ODP tries to address these issues by establishing correspondences between viewpoint elements. ODP correspondences do not form part of any one of the five viewpoints, but provide statements that relate the various different viewpoint specificationsexpressing their semantic relationships. Hence, a proper ODP system specification consists of a set of viewpoint specifications, together with a set of correspondences between them.
ODP does not provide however an exhaustive set of correspondences between viewpoints (ODP is silent about many of them), nor defines any language or notation to represent correspondences. But without explicitly representing them we cannot reason about them, nor properly tackle the integration and consistency issues mentioned above.
In this paper we explore the use of MOF QVT (OMG, 2005) for representing ODP correspondences in the context of UML4ODP, i.e., when the ODP viewpoint specifications of a system are represented as UML models. We show that QVT seems to be expressive enough to represent them, and discuss some of the issues that we have found when modeling ODP correspondences with QVT.
The structure of this paper is as follows. First, Section 2 provides a brief introduction to ODP, describes in detail the correspondences defined by ODP, and also discusses some previous proposals for representing ODP correspondences. Section 3 provides a short introduction to QVT. Then, Section 4 presents our initial proposal, describing how to represent ODP correspondences with QVT. Section 5 discusses some the issues that we have found during our work. Finally, Section 6 draws some conclusions and outlines some future research activities.
ODP

Introduction to ODP
RM-ODP is a reference model that aims at integrating a wide range of present and future ODP standards for distributed systems, maintaining consistency among them. The reference model provides the coordination framework for ODP standards, and offers a conceptual framework and an architecture that integrates aspects related to the distribution, interoperation and portability of software systems-in such a way that hardware heterogeneity, operating systems, networks, programming languages, databases and management systems are transparent to the user. In this sense, RM-ODP manages complexity through a "separation of concerns", addressing specific problems from different points of view.
In ODP terms, a viewpoint (on a system) is an abstraction that yields a specification of the whole system related to a particular set of concerns. ODP defines five viewpoints, covering all the domains of architectural design. These five viewpoints are:
• the enterprise viewpoint (EV), which is concerned with the purpose, scope and policies governing the activities of the specified system within the organization of which it is a part;
• the information viewpoint (IV), which is concerned with the kinds of information handled by the system and the constraints on the use and interpretation of that information;
• the computational viewpoint (CV), which is concerned with the functional decomposition of the system into a set of objects that interact at welldefined interfaces;
• the engineering viewpoint (NV), which is concerned with the infrastructure required to support distribution;
• the technology viewpoint (TV), which is concerned with the choice of technology used to implement the system and to connect it with its environment.
These viewpoints are of course mutually related, but no temporal order of their development is implied. They are (at least in theory) separately specified, and sufficiently independent to simplify reasoning about the complete system specification.
ODP Correspondences
ODP clearly states that a set of viewpoint specifications of an ODP system written in different viewpoint languages should not make mutually contradictory statements i.e., they should be mutually consistent.
The key to consistency is the idea of correspondences between different viewpoint specifications, i.e., a statement that some terms or structures in one specification correspond to other terms and structures in a second specification.
The requirement for consistency between viewpoint specifications implies that what is specified in one viewpoint specification about an entity needs to be consistent with what is said about the same entity in any other viewpoint specification. This includes the consistency of that entity's properties, structure and behavior.
The specifications produced in different ODP viewpoints are each complete statements in their respective viewpoint languages, with their own locally significant names, possibly with different granularity, and so cannot be related without additional information in the form of correspondence statements that make clear how elements of different viewpoints are related, and how constraints from different viewpoints apply to particular elements of a single system to determine its overall behavior.
The correspondence statements relate the various different viewpoint specifications, but do not form part of any one of the five basic viewpoints. They fall into two categories (ISO/IEC 10746-3, ITU-T Rec. X.903, 1996):
• Some correspondences are required in all ODP specifications; these are called required correspondences. If the correspondence is not valid in all instances in which the concepts related occur, the specification is not a valid ODP specification.
• In other cases, there is a requirement that the specifier provides a list of items in two specifications that correspond, but the content of this list is the result of a design choice; these are called required correspondence statements.
RM-ODP only provides required correspondences between the computational and engineering viewpoints, and between the engineering and the technology viewpoints. For the rest of the viewpoints, RM-ODP only states that elements of every viewpoint should be consistent with the specification of the corresponding elements in the rest of the viewpoints, and with the restrictions that apply to them. For instance, the elements of the information viewpoint should conform to the policies of the enterprise viewpoint and, likewise, all enterprise policies should be consistent with the static, dynamic, and invariant schemata defined by the information specification.
For the sake of completeness, the rest of the clauses of this section describe the correspondences between every pair of viewpoints, as defined in Part 3 of RM-ODP (ISO/IEC 10746-3, ITU-T Rec. X. 903, 1996) 
EV and IV specification correspondences
In general, not all the elements of the enterprise specification of a system need to correspond to elements of its information specification. Where there is a correspondence between enterprise and information elements (e.g., between an enterprise object and the information object that stores the relevant information about it), the specifier has to provide: EI-1 for each enterprise object in the enterprise specification, a list of those information objects (if any) that represent information or information processing concerning the entity represented by that enterprise object;
EI-2 for each role in each community in the enterprise specification, a list of those information object types (if any) that specify information or information processing of an enterprise object fulfilling that role;
EI-3 for each policy in the enterprise specification, a list of the invariant, static and dynamic schemata of information objects (if any) that correspond to the enterprise objects to which that policy applies (an information object is included if it corresponds to the enterprise community that is subject to that policy);
EI-4 for each action in the enterprise specification, the information objects (if any) subject to a dynamic schema constraining that action;
EI-5 for each relationship between enterprise objects, the invariant schema (if any) which constrains objects in that relationship; EI-6 for each relationship between enterprise roles, the invariant schema (if any) which constrains objects fulfilling roles in that relationship.
EV and CV specification correspondences
Not all the elements of the enterprise specification of a system need to correspond to elements of its computational specification. In particular, not all states, behaviors and policies of an enterprise specification need to correspond to states and behaviors of a computational specification. There may exist transitional computational states within pieces of computational behavior which are abstracted as atomic transitions in the enterprise specification.
Where there is a correspondence between enterprise and computational elements, the specifier has to provide:
EC-1 for each enterprise object in the enterprise specification, the configuration of computational objects (if any) that realizes the required behavior; EC-2 for each interaction in the enterprise specification, a list of those computational interfaces and operations or streams (if any) that correspond to the enterprise interaction, together with a statement of whether this correspondence applies to all occurrences of the interaction, or is qualified by a predicate; EC-3 for each role affected by a policy in the enterprise specification, a list of the computational object types (if any) that exhibit choices in the computational behavior that are modified by the policy; EC-4 for each interaction between roles in the enterprise specification, a list of computational binding object types (if any) that are constrained by the enterprise interaction; EC-5 for each enterprise interaction type, a list of computational behavior types (if any) capable of representing (i.e. acting as a carrier for) the enterprise interaction type; EC-6 if a process-based approach is taken, the specifier has to provide, for each step in the process, a list of participating computational objects which may fulfil one or more of actor roles, artefact roles, and resource roles.
EV and NV specification correspondences
Not all the elements of the enterprise specification of a system need to correspond to elements of its engineering specification. Where there is a correspondence between enterprise and engineering elements, the specifier has to provide:
EN-1 for each enterprise object in the enterprise specification, the set of those engineering nodes (if any) with their nuclei, capsules, and clusters, all of which support some or all of its behavior; EN-2 for each interaction between roles in the enterprise specification, a list of engineering channel types and stubs, binders, protocol objects and interceptors (if any) that are constrained by the enterprise interaction; EN-3 the engineering channel types and stubs, binders or protocol objects may be constrained by enterprise policies.
IV and CV specification correspondences
RM-ODP does not prescribe exact correspondences between elements of the information and computational specifications of a system. In particular, information objects do not need to correspond to computational objects. Likewise, not all states of an information specification need to correspond to states of a computational specification. There may exist transitional computational states within pieces of computational behavior that are abstracted as atomic transitions in the information specification. However, IC-1 where an information object corresponds to a set of computational objects, static and invariant schemata of an information object may correspond to possible states of the computational objects; every change in state of an information object corresponds either to some set of interactions between computational objects or to an internal action of a computational object; and the invariant and dynamic schemata of the information object correspond to the behavior and environment contract of the computational objects.
IV and NV specification correspondences
The RM-ODP is silent about these correspondences.
CV and NV specification correspondences
ODP establishes some required correspondences between these two viewpoints.
CN-1 Each computational object that is not a binding object corresponds to a set of one or more basic engineering objects (and any channels which connect them). All the basic engineering objects in the set correspond only to that computational object. CN-2 Except where transparencies which replicate objects are involved, each computational interface corresponds exactly to one engineering interface, and that engineering interface corresponds only to that computational interface. The engineering interface is supported by one of the basic engineering objects which corresponds to the computational object supporting the computational interface.
CN-3
Where transparencies that replicate objects are involved, each computational interface of the objects being replicated corresponds to a set of engineering interfaces, one for each of the basic engineering objects resulting from the replication. Each of these engineering interfaces corresponds only to the original computational interface. CN-4 Each computational binding (either primitive bindings or compound bindings with associated binding objects) corresponds to either an engineering local binding or an engineering channel. This engineering local binding or channel corresponds only to that computational binding. If the computational binding supports operations, the engineering local binding or channel shall support the interchange of at least: computational signature names; computational operation names; computational termination names; and invocation and termination parameters (including computational interface identifiers and computational interface signatures). CN-5 Except where transparencies that replicate objects are involved, each computational binding object control interface has a corresponding engineering interface and there exists a chain of engineering interactions linking that interface to any stubs, binders, protocol objects or interceptors to be controlled in support of the computational binding. CN-6 Each computational interaction corresponds to some chain of engineering interactions, starting and ending with an interaction involving one or more of the basic engineering objects corresponding to the interacting computational objects.
CN-7 Each computational signal corresponds either
to an interaction at an engineering local binding or to a chain of engineering interactions that provides the necessary consistent view of the computational interaction.
CN-8
In an entirely object-based computational language, data are represented as abstract data types (i.e., interfaces to computational objects). Computational interface parameters (including those for abstract data types) can be passed by reference, and then such parameters correspond to engineering interface references. Computational interface parameters can also be passed by migrating or replicating the object supporting the interface. In the case of migration such parameters correspond to cluster templates.
TV specification correspondences with the rest
There are neither required correspondences nor required correspondence statements between the enterprise, information or computational viewpoints, and the technology viewpoint. There may be cases, however, where part of one of these three viewpoint specifications has a direct relationship with a technology viewpoint specification, i.e, with a choice of technology. Examples include enterprise policies, invariant schemata, or computational environment contracts covering performance (e.g. response time), reliability, and security. In these cases, the appropriate correspondence statements between the related viewpoint specification elements should the defined. RM-ODP defines the following correspondences between the engineering and the technology viewpoint specifications.
NT-1 Each engineering object corresponds to a set of one or more technology objects. The implementable standards for each technology object is dependent on the choice of technology.
NT-2
Engineering interfaces correspond to technology interfaces.
Expressing Correspondences
Different authors have dealt with the problem of defining and expressing correspondences between viewpoints, mainly when trying to address the issue of viewpoint consistency checking. Some of the proposals, e.g., (Boiten et al., 2000; Große-Rhode, 2004) , highlight the need to explicitly define and establish these correspondences but do not represent them as independent entities. Rather, they form part of the logical framework they define for checking the consistency of viewpoint specifications.
Other authors explicitly represent the correspondences, specially when viewpoint specifications are expressed as UML models, using different alternatives. One interesting possibility is the use of OCL to define relationships between the metamodel elements that represent the appropriate modeling concepts, as suggested by, e.g., (Dijkman, 2006) . This approach works very well when the correspondences are defined between all the instances of certain modeling concepts, e.g., when every computational interface corresponds exactly to one engineering interface (correspondence CN-2). However, there are cases in which correspondences need to be established between particular objects of an specification. The problem is that it is not possible at the metalevel to determine which particular objects should be related. Therefore, it is important that correspondences can be established between specific model elements, too. UML 2.0 abstraction dependencies, possibly constrained by OCL statements, are the natural mechanism provided by UML to represent a relationship that relates two elements or sets of elements that represent the same concept at different levels of abstraction or from different viewpoints. Thus, ODP correspondences between viewpoint specifications (for example, between enterprise objects and information objects, or between enterprise policies and information schemata) can be expressed as UML abstraction dependencies between the corresponding UML model elements.
However, as suggested by (Yahiaoui et al., 2005a; Yahiaoui et al., 2005b) , viewpoint correspondences can also be used for other purposes, e.g., change management in multi-view systems. Change management implies consistent evolution of system specifications: if a view is modified for any reason (e.g., change of some business rules or some QoS requirements), several changes may need to be performed in other views in order to maintain the overall viewpoint consistency. In this context, correspondences act as "binds" that link together the related elements, transforming them if a change in one of them occurs, i.e., propagating the changes to maintain consistency.
UML abstraction dependencies show to be insufficient for these purposes. The main reasons are that they cannot store all the required information about the correspondence they represent, and because they can be used to express existence of the correspondence but not to enforce it. Therefore, Yahiaoui et al. define a new viewpoint, the link viewpoint, whose elements are "links" that establish binds between elements in different viewpoints. These links explicitly represent the ODP correspondences, and store the relevant information about the relationships between the views and the information related to each one (as attributes of the class that represents the link), thus guaranteeing traceability. A (change manager) tool has been developed for defining and enforcing these links, thus providing automated support for change management and propagation.
We do not think that such correspondences constitute another ODP viewpoint. ODP explicitly states that correspondences do not form part of any viewpoint. In addition, ODP defines the concept of viewpoint on a system, whilst correspondences are defined between two viewpoints. However, we do agree that correspondences should be represented by something more powerful than UML abstraction dependencies for the reasons stated above: correspondences may require to store more information than a single UML abstraction dependency can convey, and they may be required for other purposes-e.g., for enforcing and propagating changes from one view to another.
The fact that change propagations can be considered particular cases of model transformations suggests the use of QVT as the perfect solution to the problem of representing ODP correspondences. The use of relations was initially indicated by (Akehurst, 2004) for relating concepts from different viewpoint at the metalevel but not explored any further for relating instances, which is essential for establishing proper correspondences.
RM-ODP itself explicitly states that correspondences can be used to define transformations between viewpoint elements to implement consistency checks: "One form of consistency involves a set of correspondence rules to steer a transformation from one language to another. Thus given a specification S 1 in viewpoint language L 1 and specification S 2 in viewpoint language L 2 , where S 1 and S 2 both specify the same system, a transformation T can be applied to S 1 resulting in a new specification T (S 1 ) in viewpoint language L 2 which can be compared directly to S 2 to check, for example, for behavioral compatibility between allegedly equivalent objects or configurations of objects." (ISO/IEC 10746-3, ITU-T Rec. X.903, 1996) 3 QVT
QVT Relations
MOF QVT (Query/View/Transformation) (OMG, 2005) is the OMG's standard for specifying MOF model queries, views and transformations. It is expected to play a central role in the Model Driven Architecture (OMG, 2001) . QVT defines three different (but closely related) languages for specifying transformations using declarative and imperative styles. Black-box implementations of operations can also be used to allow reuse of existing algorithms or domain specific libraries in certain model transformations.
QVT Relations is a language to write declarative specifications of the relationships between MOF models. The QVT Relations language supports object pattern matching, and implicitly creates trace classes and their instances to record what occurred during a transformation execution. Relations can assert that other relations also hold between particular model elements matched by their patterns.
QVT Relations allow for the following execution scenarios (OMG, 2005) :
• Check-only transformations to verify that models are related in a specified way.
• Single direction and bi-directional transformations.
• The ability to establish relationships between preexisting models, whether developed manually, or through some other tool or mechanism.
• Incremental updates (in any direction) when one related model is changed after an initial execution.
• The ability to create as well as delete objects and values, while also being able to specify which objects and values must not be modified.
QVT Transformations
In the relations language, a transformation between candidate models is specified as a set of relations that must hold for the transformation to be success- Relations in a transformation declare constraints that must be satisfied by the elements of the candidate models, and specify a relationship that must hold between the elements of the candidate models. Top level relations are those that need to hold for a transformation to be successfully executed.
A relation is defined by two or more domains and a pair of when and where predicates. For instance, the following relation EVrole2IVobjectType establishes a relationship between roles in the EV specification and object types in the IV specification, whereby every enterprise role is related to one information object type with the same name (but not necessarily viceversa, i.e., not every information object type should correspond to an enterprise role).
relation EVrole2IVobjectType { /* maps e-roles to i-objectTypes */ domain ev er:Class {name=r} domain iv iot:Class {name=r} when { er.stereotypedBy("EV Role") } where { er.stereotypedBy("EV Role") and iot.stereotypedBy("IV ObjectType") } } More precisely, relation EVrole2IVobjectType checks that for each role in the EV specification (i.e., a class stereotyped EV Role) there is an object type with the same name in the IV specification (i.e., a class stereotyped IV ObjectType).
A transformation can be invoked either to check two models for consistency or to modify one model to enforce consistency. In the first case, the transformation checks whether the relations hold in all directions, and report errors when they do not hold. In case of enforcement, one model acts as source and the other as target; the execution of the transformation proceeds by first checking whether the relations hold, and for relations for which the check fails, attempting to make the relations hold by creating, deleting or modifying only the target model, thus enforcing the relationship.
QVT transformations can also be used for propagating changes from one model to other. As mentioned in the QVT standard (OMG, 2005) , "the effect of propagating a change from a source model to a target model is semantically equivalent to executing the entire transformation afresh in the direction of the target model. The semantics of object creation and deletion guarantee that only the required parts of the target model are affected by the change. Firstly, the semantics of check-before-enforce ensures that target model elements that satisfy the relations are not touched. Secondly, key-based object selection ensures that existing objects are updated where applicable. Thirdly, deletion semantics ensures that an object is deleted only when no other rule requires it to exist."
Modeling ODP Correspondences
We have seen how QVT transformations can be specified to define general relationships between elements of two ODP viewpoint specifications (e.g, between enterprise roles and information object types, or between enterprise objects and information objects). However, these kinds of correspondences are not very common in the specification of any ODP system. Usually, correspondences are defined between particular elements of the specification (e.g., between particular objects, types, templates, or actions).
For instance, suppose that we have an ODP specification of a Banking system, in which bank accounts are modeled in the computational viewpoint as objects that support a couple of interfaces for accessing their services. In the engineering viewpoint specification, we want each of these computational objects to correspond exactly to two basic engineering objects that support the same interfaces (plus possibly other interfaces only relevant to the engineering objects concerned). The specification of such part of the system at the object template level, and using the UML profiles defined in UML4ODP, is shown in Figure 1 .
In order to represent such a correspondence, we could use a set of UML abstraction dependencies between the related elements. However, this could be done in a more precise and effective way using QVT.
At the object level, we need to define a relation that establishes a correspondence between a computational object which is an instance of an Account Figure 1 : Bank Account comp. objects and interfaces should be related to the corresponding eng. objects and interfaces object template, and two engineering objects that represent it in the engineering specification: relation cv-account2twonv-accounts { domain cv a:InstanceSpecification {name=n, classifier = "Account"} domain nv a1:InstanceSpecification {name=n + '1', classifier = "Account1"} domain nv a2:InstanceSpecification {name=n + '2', classifier = "Account2"} when { a.stereotypedBy("CV Object") } where { a.stereotypedBy("CV Object") and a1.stereotypedBy("NV BEO") and a2.stereotypedBy("NV BEO") and DuplTemplates(a.classifier,a1.classifier,a2.classifier) } }
We can see how it establishes that if there exists a UML InstanceSpecification stereotyped CV Object, whose classifier is an Account, then there should be two UML InstanceSpecifications stereotyped NV BEO, whose classifiers are Account1 and Account2, respectively. In addition, a relation called DuplTemplates should also hold between the classifiers of all these instance specifications. Such a QVT relation is precisely the one that establishes the correspondence between the appropriate computational object templates ( Fig. 1): relation DuplTemplates{ domain cv a:Component {name=n} domain nv a1:Component {name=n + '1'} domain nv a2:Component {name=n + '2'} when { a.stereotypedBy("CV ObjectTemplate") } where { a.stereotypedBy("CV ObjectTemplate") and a1.stereotypedBy("NV ObjectTemplate") and a2.stereotypedBy("NV ObjectTemplate") and sameODPInterfaces(a,a1) and sameODPInterfaces(a,a2) } }
