A I-dimensional cellular automaton which generates random sequences is discussed. Each site in the cellular automaton has value 0 or I , and is updated in parallel according to the rule a; = ai-I XOR (a i OR ai +l) (a; = (ai _ 1 + ai + a i + 1 + ai ai+ I) mod 2). Despite the simplicity of this rule, the time sequences of site values that it yields seem to be completely random. These sequences are analysed by a variety of empirical, combinatorial, statistical, dynamical systems theory and computation theory methods. An efficient random sequence generator based on them is suggested.
RANDOM SEQUENCE GENERATION
Sequences that seem random are needed for a wide variety of purposes. They are used for unbiased sampling in the Monte Carlo method, and to imitate stochastic natural processes. They are used in implementing randomized algorithms which require arbitrary choices. And their unpredictability is used in games of chance, and potentially in data encryption.
To generate a random sequence on a digital computer, one starts with a fixed length seed, then iteratively applies some transformation to it, progressively extracting as long as possible a random sequence (e.g., [1] ). In general one considers a sequence" random" if no patterns can be recognized in it, no predictions can be made about it, and no simple description of it can be found (e.g., [2] ). But if in fact the sequence can be generated by iteration of a definite transformation, then a simple description of it certainly does exist. 1 The sequence can nevertheless seem random if no computations done on it reveal this simple description. The original seed must be transformed in such a complicated way that the computations cannot recover it.
The degree of randomness of a sequence can be defined in terms of the classes of computations which cannot discern patterns in it. A sequence is "random enough" for application in a particular system if the computations that the system effectively performs are not sophisticated enough to be able to find patterns in the sequence. So, for example, a sequence might be random enough for Monte Carlo integration if the values it yields are distributed sufficiently uniformly. The existence say of particular correlations in the sequence might not be discerned in this calculation. Whenever a computation that uses a random sequence takes a bounded time, there is a limit to the degree of randomness that the sequence need have. Statistical tests of randomness emulate various simple computations encountered in practice, and check that statistical properties of the sequence agree with those predicted if every element occurred purely according to probabilities. It would be better if one could show in general that patterns could not be recognized in certain sequences by any computation whatsoever that, for example, takes less than a certain time. No such results can yet be proved, so one must for now rely on more circumstantial evidence for adequate degrees of randomness.
The fact that acceptably random sequences can indeed be generated efficiently by digital computers is a consequence of the fact that quite simple transformations, when iterated, can yield extremely complicated behaviour. Simple computations are able to produce sequences whose origins can apparently be deduced only by much more complex computations.
Most current practical random sequence generation computer programs are based on linear congruence relations (of the form x I = ax + b mod n) (e.g., [1] ), or linear feedback shift registers [4] (analogous to the linear cellular automata discussed below). The linearity and simplicity of these systems has made complete algebraic analyses possible and has allowed certain randomness properties to be proved [1, 4] . But it also leads to efficient algebraic algorithms for predicting the sequences (or deducing their seeds), and limits their degree of randomness.
An efficient random sequence generator should produce a sequence of length L in a time at most polynomial in L (and linear on most kinds of computers). It is always possible to deduce the seed (say of length s) for such a sequence by an exhaustive search which takes a time at most 0(2S). But if in fact such an exponentially long computation were needed to find any pattern in the sequence, then the sequence would be random enough for almost any practical application (so long as it involved less than exponential time computations).
No such lower bounds on computational complexity are yet known. It is however often possible to show that one problem is computationally equivalent to a large class of others. So, for example, one could potentially show that the problem of deducing the seed for certain sequences was NP-complete [5] : special instances of the problem would then correspond to arbitrary problems in the class NP, and the problem would in general be as difficult as any in NP. (One should also show some form of uniform reducibility to ensure that the problem is difficult almost always, as well as in the worst case.) The class NP (nondeterministic polynomial time) includes many well-studied problems (such as integer factorization), which involve finding objects (such as prime factors) that satisfy polynomial-timetestable conditions, but for which no systematic polynomial time (P) algorithms have ever been discovered.
Random sequence generators have been constructed with the property that recognizing patterns in the sequences they produce is in principle equivalent to solving certain difficult number theoretical problems [2] (which are in the class NP, but are not NP-complete). An example is the sequence of least significant bits obtained by iterating the transformation x' = x 2 mod (pq), where p and q are large primes (congruent to 3 modulo 4) [6] . Making predictions from this sequence is in principle equivalent to factoring the integer pq [6, 7] .
There are in fact many standard mathematical processes which are simple to perform, yet produce sequences so complicated that they seem random. An example is taking square roots of integers. Despite the simplicity of its computation, no practical statistical procedures have revealed any regularity in say the digit sequence of Ii (e.g., [8] ). (Not even its normality or equidistribution has however actually been proved.) An even simpler example is multiplication by t, say in base 6. 2 Starting with 1, one obtains the pattern shown in Fig. 1.1 . The center vertical column of values, corresponding to the leading digit in the fractional part of a)n, seems random [10] . (Though again not even its normality has actually been proved.) Given the complete number obtained at a particular stage, multiplication by (t Y suffices to reproduce the original seed. But given only the center column, it seems difficult to deduce the seed.
Many physical processes also yield seemingly random behaviour. In some cases, the randomness can be attributed to the effects of external random input. Thus, for example, "analog" random sequence generators such as noise diodes work by sampling thermal fluctuations associated with a heat bath containing many components. Coin tossings and Roulette wheels FIG. l.l. Successive powers of 3/ 2 in base 6. The leading digits in the fractional parts of these numbers form a sequence that seems random. The process of multiplication by 3/ 2 in base 6 corresponds to a k = 6, r = 1 cellular automaton rule.
produce outcomes that depend sensitively on initial velocities determined by complex systems with many components. It seems however that in all such cases, sequences extracted sufficiently quickly can depend on only a few components of the environment, and must eventually show definite correlations.
One suspects in fact that randomness in many physical systems (probably including turbulent fluids) arises not from external random input, but rather through intrinsic mathematical processes [11] . This paper discusses the generation of random sequences by simple procedures which seem to capture many features of this phenomenon. The investigations described may not only suggest practical methods for random sequence generation, but also provide further understanding of the nature and origins of randomness in physical processes.
CELLULAR AUTOMATA
A I-dimensional cellular automaton [12, 13] consists of a line of sites with values a j between 0 and k -1. These values are updated in parallel (synchronously) in discrete time steps according to a fixed rule of the form (2.1) Much of this paper is concerned with the study of a particular k = 2, r = 1 cellular automaton, described in Section 3.
For mathematical purposes, it is often convenient to consider cellular automata with an infinite number of sites. But practical implementations must contain a finite number of sites N. These are typically arranged in a circular register, so as to have periodic boundary conditions, given in the r = 1 case by ( 
2.2)
It is also possible to arrange the sites in a feedback shift register (d. [4] Cellular automata can be considered as discrete approximations to partial differential equations, and used as direct models for a wide variety of natural systems (e.g. [14] ). They can also be considered as discrete dynamical systems corresponding to continuous mappings on the Cantor set (e.g. [15] ). Finally they can be viewed as computational systems, whose evolution processes information contained in their initial configurations (e.g. [16] ).
Despite the simplicity of their construction, cellular automata are found to be capable of diverse and complex behaviour. Figure 2 .1 shows some patterns generated by evolution according to various cellular automaton rules, starting from typical disordered initial conditions. Four basic outcomes are seen [15] : (1) the pattern becomes homogeneous (fixed point), (2) the pattern degenerates into simple periodic structures (limit cycles), (3) the pattern is aperiodic, and appears chaotic, and (4) complicated localized structures are produced. The first two classes of cellular automata yield readily predictable behaviour, and show no seemingly random elements. But rule 22  rule 30  rule 45   rule 54  rule 57  rule 60   rule 73  rule 110  rule 122 FIG. 2.1. Patterns generated by evolution of various k = 2, r = 1 cellular automata from disordered initial states. Successive lines give configurations obtained on successive time steps, with white and black squares representing sites with values 0 and 1 respectively. The coefficient of 2; in the binary decomposition of each rule number gives the value of the function <I> in Eq. (2.1) for the neighbourhood whose site values form the integer i (cf. [17] ). the third class gives rise to behaviour that is more complex. They can produce patterns whose features cannot readily be predicted in detail, and in fact often seem completely random. Such cellular automata can be used as models of randomness in nature. They can also be considered as abstract mathematical systems, and used for practical random sequence generation. Figure 2 .1 showed patterns produced by evolution according to various cellular automaton rules, starting from typical disordered initial conditions, in which the value of each site is randomly chosen to be zero or one. a very simple rule 22  rule 30  rule 45   rule 54  rule 57  rule 60   rule 73  rule 110  rule 122 FIG. 2.2. Patterns generated by evolution of various k = 2, r = 1 cellular automata from an initial state containing a single nonzero site. Complex patterns are seen to be produced even with such simple initial conditions. initial condition containing a single nonzero site. With such simple initial conditions, some class 3 cellular automata yield rather simple patterns, which are typically periodic or at least self similar (almost periodic). There are nevertheless class 3 cellular automata which yield complex patterns, even from simple initial states. Their evolution can intrinsically produce apparent randomness, without external input of random initial conditions. It is such "autoplectic" systems [11] which seem most promising for explaining randomness in nature, or for use as practical random sequence generation procedures. Many class 3 cellular automata seem to perform very complicated transformations on their initial conditions. Their evolution thus corresponds to a complicated computation. But any predictions of the cellular automaton behaviour must also be obtained through computations. Effective predictions require computations that are more sophisticated than those corresponding to the cellular automaton evolution itself. One suspects however that the evolution of many class 3 cellular automata is in fact computationally as sophisticated as that of any (physically realizable) system can be [18, 19] . It is thus "computationally irreducible," and its outcome can effectively be found only by direct simulation or observation. There are no general computational shortcuts or finite mathematical formulae for it. As a consequence, many questions concerning infinite time or infinite size limits cannot be answered by bounded computations, and must be considered formally undecidable. In addition, questions about finite time or finite size behaviour, while ultimately computable, may be computationally intractable, and could require, for example, exponential time computations.
Most class 3 cellular automata are expected to be computationally irreducible. A few rules however have special simplifying features which make predictions and analysis possible. One class of such rules are those for which the function <I> is linear (modulo k) in the Qi +j . Such cellular automata are analogous to linear feedback shift registers [4] . An example with k = 2 is
where XOR stands for exclusive disjunction (this is rule number 60 in the scheme of [17] ). Linear cellular automata satisfy a superposition principle, which implies that patterns generated with arbitrary initial states can be obtained as appropriate superpositions of the self-similar pattern produced with a single non-zero initial site (as illustrated in Fig. 2.2) . As a result, it is possible to give a complete algebraic description of the behaviour of the system [20] , and to deduce the outcome of its evolution by a much reduced computation.
Most class 3 cellular automata are however nonlinear. No general methods to predict their behaviour have been found, and from their likely computational irreducibility one expects that no such methods even in principle exist. In studying such systems one must therefore to a large extent forsake conventional mathematical techniques and instead rely on empirical and experimental mathematical results.
A RANDOM SEQUENCE GENERATOR
There are a total of 2 23 = 256 cellular automaton rules that depend on three sites, each with two possible values (k = 2, r = 1). Among these are several linear rules similar to that of Eq. (2.4). But the two rules that seem best as random sequence generators are nonlinear, and are given by (3.1a) The cellular automaton rule (3.1) is essentially nonlinear. Nevertheless, its dependence on a i -I is in fact linear. This feature (termed "left permutivity" in [21] , and also studied in [22] ) is the basis for many of its properties. In the form (3.1), the rule gives the new value a; of a site in terms of the old values ai -I ' a i and a i + l . But the linear dependence on a i -I allows the rule to be rewri tten as (3.3) glvmg a i -I in terms of a;, a i and a i + l . This relation implies that the spacetime patterns shown, for example, in Figs. 2.1 and 2.2 can be found not only by direct time evolution according to (3.1) from a given initial configuration, but also by extending spatially according to (3.3) , starting with the temporal sequence of values of two adjacent sites.
Random sequences are obtained from (3.1) by sampling the values that a particular site attains as a function of time. In practical implementations, a finite number of sites are considered, and are typically arranged in a circular register. Given almost any initial " seed" configuration for the sites in the register, a long and seemingly random sequence can apparently be obtained. This paper discusses several approaches to the analysis of the cellular automaton (3.1) and the sequences it produces. While little can rigourously be proved, the overwhelming weight of evidence is that the sequences indeed have a high degree of randomness.
GLOBAL PROPERTIES
This section considers the behaviour of the cellular automaton (3.1) starting from all possible initial states. The basic approach is to count the possible sequences and patterns that can occur, and to characterize them using methods from dynamical systems theory (e.g. [23] ). The next section discusses the behaviour obtained by evolution from particular initial configurations. For purposes of simplicity, this section concentrates on the infinite size limit; Section 9 considers finite size effects. is evident, one may suspect that a single line of sites at any angle in the pattern can have an arbitrary sequence of values. Below we shall show that this is in fact the case: given an appropriate initial condition, any sequence can be generated in an infinite cellular automaton with the rule (3.1).
The rule (3.1) can be considered as a mapping from one (say infinite) cellular automaton configuration to another.. An important property of this mapping is that it is surjective or onto. . Thus starting from an ensemble that contains all possible (infinite) cellular automaton configurations with equal probabilities, each configuration will be generated with equal probability throughout the evolution of the cellular automaton, and so every possible spatial sequence of a particular length will occur with equal frequency. One may also consider sequences of values attained by a single site as a function of time. Starting from an initial ensemble which contains all configurations with equal probabilities, all such sequences again occur with equal frequencies. For, given any temporal sequence, iteration of Eq. (3.3) yields an equal number of initial configurations which evolve to it. The same is true for sequences of site values on lines at any angle in the spacetime pattern.
Entropies provide characterizations of the number of possible sequences that occur. First, let the number of distinct length n blocks in these sequences be N( n), and let the i th such sequence appear with probability Pi-Then the topological entropy of the sequence is given by (e.g. [15] ) If the cellular automaton configurations are considered as elements of a Cantor set, then these entropies give respectively the Hausdorff (strictly Kolmogorov) and measure dimensions of this set. If the sequences are considered as "messages," then the entropies give respectively their capacity and Shannon information content.
For the cellular automaton of Eq. (3.1), all possible sequences occur with equal probabilities (given an equal probability initial ensemble) so both entropies are maximal:
Any reduction in entropy would reveal redundancy in the sequences, and would imply a lack of randomness. Equation (4.3) is thus a necessary (though not sufficient) condition for randomness. (It is related to statistical test A of Sect. 10 and Appendix A.) Although Eq. (4.3) implies that all possible sequences of values for single sites can occur along any spacetime direction, the deterministic nature of the cellular automaton rule (3.1) implies that only certain spacetime patches of values can occur. In fact, all the site values in a particular patch are completely determined by the values that appear on its upper, left and right boundaries. Once these boundaries are specified, the values of remaining sites in the patch are redundant, and can be found simply by applying (3.1) and (3.3) .
In general the degree of redundancy in such spacetime patterns can be characterized by the invariant topological and measure entropies for the cellular automaton mapping, given by (e.g. [15, 24] 
where N( X, T) gives the total number of distinct X X T spacetime patches of site values that occur, and the Pi give their probabilities. It is clear from the locality of the rule (3.1) that hI'-:s; h :s; 2.
(4.6)
A calculation based on the method of [25) in fact shows that* (4.7)
'Recent results [45] suggest in fact that h~ "" 1 + T -(O.6±O.l), yielding a final value of 1.
Hence a knowledge of the time sequences of values of about 1.2 sites suffice in principle to determine the values of all other sites. In practice however the function which gives the initial configuration in terms of these temporal sequences seems rapidly to become intractably complicated, as discussed in Section 7.
STABILITY PROPERTIES
Section 4 considered properties of possible patterns generated by evolution with the cellular automaton rule of Eq. (3.1), starting from all possible initial configurations. This section considers the change in the patterns produced by small perturbations in the initial state. Figure 5 .1 shows the differences resulting from reversal of a single site value in a typical disordered initial configuration. The region affected increases in size with time, reflecting the instability of the patterns generated.
This instability implies that information on localized changes eventually propagates throughout the cellular automaton. The rates of information transmission to the left and right are determined by the slopes of the difference pattern in Fig The form of the cellular automaton rule (3.1) immediately implies that
For consider a configuration in which the difference pattern has reached site -1. Whatever the current values of sites 0 and 1, the XOR in (3.1) leads to a change in the new value of site O. The value (5.1) is the maximum allowed by the locality of the rule (3 .1). Empirical measurements suggest that the left-hand side of the difference pattern expands at an asymptotically linear rate, with a slope [45] AL = (0.2428 ± 0.0003). The result (5.2) gives the average speed of the left-hand side of the difference pattern. As the random walk interpretation suggests, however, one can choose initial configurations for which a single site change leads to differences which expand at speed 1 on the left. In general, one can construct the analog of a Green's function, giving the probability that a site at a particular position and time will be affected by an initial perturbation. This function is nonzero within a "light cone" with edges expanding at speed 1. It appears to be uniform on the right-hand side. But on the left-hand side, it appears to be determined by a diffusion equation which gives the average behaviour of the biased random walk. The difference pattern can thus extend beyond the line given by Eq. (5.2), but with an exponentially damped probability.
Lyapunov exponents measure the rate of information transmission in cellular automata, and provide upper bounds on entropies, which measure the information content of patterns generated by cellular automaton evolution. For surjective cellular automata it can be shown, for example, that [IS] {5.3} consistent with Eqs. (4.6) and (5.2). The existence of positive Lyapunov exponents is a characteristic feature of class 3 cellular automata.
The difference pattern of Fig. 5 .1, and the related Green's function, measure the effect of initial perturbations on the values of individual sites. In studying random sequence generation, one must also consider the effect of such perturbations on time sequences of site values, say of length T. These sequences are always completely determined from the initial values of 2 T + 1 sites. But not all these initial values necessarily affect the time sequences. A change in any of the T + 1 left-hand initial sites necessarily leads to a change in at least one element of the time sequence. But some changes in the T right-hand initial sites have no effect on any element of the time sequence. It seems that the probability for a particular initial site to affect the time sequence decreases exponentially with distance to the right. The average number of sites on the right which affect the time sequence is found to be approximately 0.26 + 0.19T. Thus the total number of initial sites on which a length T time sequence depends is on average approximately 1.91 + 1.19T. This result is presumably related to the entropy (4.6).
PARTICULAR INITIAL STATES
Sections 4 and 5 have discussed some properties of the patterns produced by evolution according to Eq. (3.1) from generic initial conditions. This section considers evolution from particular special initial configurations.
Figure 6.1 shows on two scales the pattern produced by evolution from a configuration containing a single nonzero site. (This could be considered a difference pattern for the special time-invariant state in which all sites have value zero.) Remarkable complexity is evident.
There are however some definite regularities. For example, diagonal sequences of sites on the left-hand side of the pattern are periodic, with small periods. In general, the value of a site at a depth N from the edge of the pattern depends only on sites at depths N or less; all the other sites on which it could depend always have value 0 because of the initial conditions given. As a consequence, the sites down to depth N are independent of those deeper in the pattern, and in fact follow a shifted version of the cellular automaton rule (3 .1), with boundary conditions that constrain two sites at one end to have value zero. Since such a finite cellular automaton has a total of 2N possible states, any time sequence of values in it must have a period of at most 2N. The corresponding diagonal sequences in the pattern of Fig. 6 .1 must therefore also have periods not greater than 2N. Table 6 .1 gives the actual periods of diagonal sequences found at various depths on the left-and right-hand sides of the pattern in Fig. 6 .1. These are compared with those for the self-similar pattern shown in Fig. 2 .2 generated by evolution according to the linear cellular automaton rule (2.4).
The short periods on the left-hand side of the pattern in Fig. 6 .1 are related to the high degree of irreversibility in the effective cellular automaton rule for diagonal sequences in this case [27] . Starting with any possible initial configuration, this cellular automaton always yields cycles with period 2). The maximum value of j increases very slowly with N, yielding maximum cycle lengths which increase in jumps, on average slower than linearly with N. (Between the N values at which the maximum cycle length increases, a single additional cycle of maximal length seems to be added each time N increases by one. The total number of cycle states thus increases at most quadratically with N, implying an increasing degree of irreversibility.) The actual sequences that occur near the left-hand boundary of the pattern in Period lengths for diagonal sequences in patterns generated by evolution from a single nonzero site according to the cellular automaton rules of Eqs. This length is small compared to the total number of states 2N; few states in fact lie on such longest cycles. Nevertheless, the periods of the right-hand diagonal sequences in Fig. 6 .1 do seem to increase roughly exponentially with depth, as suggested by The boundary in Fig. 6 .1 between regular behaviour on the left and irregular behaviour on the right seems to be asymptotically linear, and to move to the left with speed 0.25. A statistical argument for this result can be given in analogy with that for Eq. (5 .2). Each site at depth d on the left-hand side of the pattern could in principle be affected by sites down to depth d arbitrarily far up in the pattern. In practice, however, it is unaffected by changes in sites outside a cone whose boundary propagates at speed A L ~ 0.25. Thus the irregularity on the right spreads to the left only at this speed.
While diagonal sequences at angles ± 1 in Fig. 6 .1 must ultimately become periodic, sequences closer to the vertical need not. In fact, no periodicity has been found in any such sequences. The center vertical (i.e., temporal) sequence has, for example, been tested up to length 2 19 ~ 5 X 10 5 , and no periodicity is seen. One can prove in fact that only one such vertical sequence (obtained from any initial state containing a finite number of nonzero sites) can possibly be periodic [22] . For if two sequences were both periodic, then it would follow that all sequences to their right must also be, which would lead to a contradiction at the edge of the pattern.
Not only has no periodicity been detected in the center vertical sequence of Fig. 6.1. ; the sequence has also passed all other statistical tests of randomness applied to it, as discussed in Section 10.
While individual sequences seem random, there are local regularities in the overall pattern of Fig. 6.1 . Examples are the triangular regions of zero sites. Such regularities are associated with invariants of the cellular automaton rule. Configurations periodic under the cellular automaton mapping (3.1) consist of infinite repetitions of the elements given. Notice that the four elements given for period four correspond simply to different phases in a cycle. The patterns generated by these periodic configurations are shown in Fig. 6 .3.
The particular configuration in which all sites have value 0 is invariant under the cellular automaton rule of Eq. (3.1). As a consequence, any string of zeroes that appears can be corrupted only by effects that propagate in from its ends. Thus each string of zeroes that is produced leads to a uniform triangular region. Table 6 .2 and Fig. 6.3 give other configurations which are periodic under the rule (3.1). (They can be considered as invariant under iterations of the rule.) Again, any string that contains just the sequences in these configurations can be corrupted only through end effects, and leads to a regular region in spacetime patterns generated by Eq. (3.1).
In general, there is a finite set of configurations with any particular period p under a permutive cellular automaton rule such as (3.1). The configura- tions may be found by starting with a candidate length 2p string, then testing whether this and the string it yields through Eq. (3.3) on the left are in fact invariant under cpp. The string to be tested need never be longer than 2 2p , since such a string can contain all possible length 2p strings. Thus the periodic configurations consist of repetitions of blocks containing 22p or less site values. (For an arbitrary cellular automaton rule, the set of invariant configurations forms a finite complement language which contains in general an infinite number of sequences with the constraint that certain blocks are excluded [16] .)
The pattern in Fig. 6 .1 can be considered the effect of a single site "defect" in the periodic pattern resulting from a configuration with all sites o. Figure 6 .4 shows difference patterns produced by single site defects in the other periodic configurations of Table 6 .2 and Fig. 6.3 The periodic configurations of Table 6 The complexity of a Boolean function can be characterized by the number of logic gates that would be needed to evaluate it with a particular kind of circuit, or the number of terms that it would have in a particular symbolic representation. Explicit evolution according to the cellular automaton rule (3.1) corresponds to a circuit with 0(t 2 ) components and depth t. But for purposes of comparison, it is convenient to consider fixed depth representations. One such representation is disjunctive normal form (DNF), in which the function is written as a disjunction of conjunctions. A two-level circuit can be constructed in direct correspondence with this form (as programmable logic arrays often are).
For the function of Eq. (3.1), the DNF is where + stands for OR, concatenation for AND, and bar for NOT. Notice that by using in addition an XOR operation, Eq. (3.1) itself gives a shorter form for this function. The general problem of finding the absolute shortest representation for an arbitrary Boolean function, even in DNF, is NP-complete (e.g. [5] ), and so presumably requires an exponential time computation. But a definite approximation can be found in terms of "prime implicants" (e.g. [28] ). A Boolean function of n variables can be considered as a colouring of the Boolean n-cube. Prime implicants give the hyperplanes (with different dimensions) in the n-cube which must be superimposed to obtain the region with value l. Each prime implicant can thus be used as a term in a DNF for the function. The number of prime implicants required gives a measure of the total number of "holes" in the colouring of the n-cube, and thus of the complexity of the function.
The minimal DNF obtained with prime implicants for the function corresponding to two iterations of the cellular automaton mapping (3. Number of terms in disjunctive normal form Boolean expressions corresponding to iterations of the mappings (3.1) (CA30) and (2.4) (CA60). P.L gives the number of prime implicants; min. the number of terms obtained by [29] . (The two numbers are the equal in the case of Eq. (2.4).) 145 Table 7 .1 gives the number of prime implicants for successive iterations of the mapping (3.1). These results are plotted in Fig. 7 . The next curve gives the minimal number of terms obtained in this case using [29] . The lowest curve gives the minimal number of terms for the linear cellular automaton mapping (2.4). [28, 29] , the DNF of Eq. (7.2) can be reduced to
3)
The sizes of the minimal DNF obtained by this method for iterations of Eq. (3.1) are shown in Table 7 .1 and Fig. 7 .1. They are seen to grow more slowly than those obtained with prime implicants; the data given are however again fit by exponential growth like 4°·651. Table 7 .1 and Fig. 7 .1 also give the size of the minimal DNF for iterations of the linear cellular automaton mapping (2.4). This number remains much smaller, apparently increasing like 2 2 #,(1) -1 < t 2 , where #I(t) gives the number of ones in the binary representation for the integer t (d. [30] ).
The rapid increase in the size of the minimal DNF found for iterations of Eq. (3.1) indicates the increasing computational complexity of determining the result of evolution according to (3.1), and supports the conjecture of its computational irreducibility. (Note however that even the parity function cannot be computed by any DNF, or in general fixed-depth, circuit of polynomial size [3.1] .) Equation (7.3) gives the function which determines the value of a single site after two iterations of the cellular automaton rule (3.1). One can also construct a function which gives the length t sequence of values of a particular site attained through time by evolution from a given length 2t + 1 initial sequence. The minimal DNF representation for this function is found (using [29] ) to grow in size approximately as 21.361.
The results of Table 7 .1 and Fig. 7 .1 concern the difficulty of finding the outcome of cellular automaton evolution according to Eq. (3.1) from a given initial state. One may also consider the problem of deducing the initial state from time sequences of site values produced in the evolution. Given say t steps in the time sequence of values for two adjacent sites, the initial configuration up to t sites to the left can be deduced directly by iteration of Eq. (3.3) . The combinatorial results of Section 4 indicate in fact that only about 1.2 such temporal sequences should on average be required. And in principle from a single sufficiently long temporal sequence, it should be possible to deduce a complete initial configuration for a finite cellular automaton. In practice, however, the necessary computation seems to become increasingly intractable as the size of the system increases.
Given a particular temporal sequence, say at position 0, Eq. (3.3) uniquely determines the values of all sites in a triangle to the left as a function of sequence on which a _I depends seems to be roughly Poisson distributed, with a mean that grows like O.4t, as shown in Fig. 7.2 . This is consistent with the combinatorial result (4.6). Table 7 .2 also gives some properties of the prime implicant forms for a_I' It is clear that the complexity of the function that determines a _ I from temporal sequences grows with t, probably at an increasingly rapid rate. Again this suggests that the problem of deducing the initial sequence for evolution according to Eq. (3.1), while combinatorially possible, is computational complex.
By comparison, the corresponding problem for evolution according to the linear rule (2.4) is quite straightforward. For each possible position 0 sequence, there are only two possible forms for the dependence of a _ Ion the position 1 sequence, and each of them involves exactly 2#1(/ -1) prime implicants. This simplicity can be viewed as a consequence of the algebraic structure associated with this system.
COMPUTATION THEORETICAL PROPERTIES
The discussion of the previous section can be considered as gIvmg a characterization of the computational complexity of iterations of the cellular automaton mapping (3.1) in a particular simple model of computation. The results obtained suggest that at least in this model, there is no shortcut method for finding the outcome of the evolution: the computations required are no less than for an explicit simulation of each time step. As discussed above, one suspects in fact that the evolution is in general computationally irreducible, so that no possible computation could find its outcome more efficiently than by direct simulation.
This would be the case if the cellular automaton of Eq. (3.1) could act as an efficient universal computer (e.g. [33] ), so that with an appropriate initial state, its evolution could mimic any possible computation. In particular, it could be that the problem of finding the value of a particular site after t steps (given say a simply-specified initial state, as in Fig. 6 .1) must take a time polynomial in t on any computer. (Direct simulation takes 0(t 2 ) time on a serial-processing computer, and 0(1) time with O(t) parallel processors.) For a linear cellular automaton such as that of Eq. (2.4), this problem can be solved in a time polynomial in log(t); but for the cellular automaton of Eq. (3.1) it quite probably cannot [18] .
In addition to studying cellular automaton evolution from given initial configurations, one may consider the problem of deducing configurations of the cellular automaton from partial information such as temporal sequences.
In particular, one may study the computational complexity of finding the seed for a cellular automaton in a finite region from the temporal sequences it generates.
There are 2N possible seeds for a size N cellular automaton, and one can always find which ones produce a particular sequence by trying each of them in turn. Such a procedure would however rapidly become impractical. The results in Section 7 suggest a slightly more efficient method. If it were possible to find two adjacent temporal sequences, then the seed could be found easily using Eq. (3.3). Given only one temporal sequence, however, some elements of the seed are initially undetermined. Nevertheless, in a finite size system, say with periodic boundary conditions, one can derive many distinct equations for a single site value. The site value can then be deduced by solving the resulting system of simultaneous Boolean equations. The equations will however typically involve many variables. As discussed in Section 7, the number of variables seems to be Poisson-distributed with a mean around O. 4N .
The general problem of solving a Boolean equation in n variables is NP-complete (e.g. [5] ), and so presumably cannot be solved in a time polynomial in n. In addition, it seems likely that the average time to solve an arbitrary Boolean equation is correspondingly long. To relate the problem of deducing the seed discussed above to this would however require a demonstration that the Boolean equations generated were in a sense uniformly distributed over all possibilities. Out of all 2 2n n-variable equations, the problem here typically involves O(2 n ) , but these seem to have no special simplifying features. At least with the method discussed above, it is thus conceivable that the problem of deducing the seed is equivalent to the general problem of solving Boolean equations, which is NP-complete.
FINITE SIZE BEHAVIOUR
Much of the discussion above has concerned the behaviour of the cellular automaton (3.1) in the idealized limit of an infinite lattice of sites. But practical implementations must use finite size registers, and certain global properties can depend on the size and boundary conditions chosen.
The total number of possible states in a size N cellular automaton is 2N. Evolution between these states can be represented by a finite state transition diagram. Figure 9 .1 gives some examples of such diagrams for the cellular automaton of Eq. (3.1) with periodic boundary conditions, as in Eq. (2.2). Table 9 .1 summarizes some of their properties. The results are seen to depend not only the magnitude of N, but also presumably on its number theoretical properties. There are many regularities in the structure of the state transition diagrams obtained from Eq. (3.1) . The evolution is thus not well-approximated by a random mapping between 2N states.
A first observation is that most configurations have unique predecessors under the mapping (3.1) (as mentioned for infinite lattices in Sect. 4), so there is little branching in the state transition diagram. In fact, it can be shown [32] that a configuration has a unique predecessor unless it contains a pair of value zero sites separated by a sequence of 3n + 1 value one sites (with n ~ 0), or unless N is divisible by 3, and all sites have value one. In the former case, the configuration has exactly zero or two predecessors; in the latter case, it has three. The numbers of configurations with zero and two predecessors are equal when N is not divisible by 3; there are two more with zero predecessors when 31 N. For large N, the number of configurations with zero or two predecessors behaves as [32] KN, where K =' 1.696 is the real root of 4K 3 -2K2 -1 = O. Since the total number of configurations grows like 2N, the fraction of nodes in the state transition diagram that are branch points thus tends exponentially to zero.
A second observation is that there are often many identical parts in the state transition diagrams of Table 9 .1 and Fig. 9.1 . This is largely a consequence of shift invariance. States in a cellular automaton with periodic boundary conditions that are related by shifts (translations) evolve equivalently. Thus, for example, there are often several identical cycles, related by shifts in their configurations. In addition, the periods of the cycles are often divisible by N or its factors, since they contain several sequences of configurations related by shifts. The transient trees that feed each of these sequences are then identical.
The evolution of a finite cellular automaton with periodic boundary conditions is equivalent to the evolution of an infinite cellular automaton with a periodic initial configuration. Thus the results on cycle length distributions in Table 9 .1 can be considered as inverse to those in Table 6 .2 on configurations with given temporal periods. Cycles of lengths corresponding to these temporal periods occur whenever N is divisible by the spatial periods of these configurations. Such short cycles are absent if N has none of these factors. Properties of state transition diagrams for the cellular automaton rule of Eq. (3.1) in a circular register of size N. The multiplicity and length of each cycle is given, followed by the fraction of initial states which evolve to a longest cycle (size of attractor basin), the totaI fraction of all 2N states which lie on cycles, and the average length of transient before a cycle is reached in evolution from an arbitrary initial state. For large N, the state transition diagrams for Eq. (3.1) appear to be increasingly dominated by a single cycle. This cycle is longer than the others, and its basin of attraction is large enough that most arbitrarily chosen initial states evolve to it. The low degree of branching in the transient trees implies that the points reached from arbitrary initial states should be roughly uniformly distributed around the cycle.
The shorter cycles in Table 9 .1 can be considered as related to subsets of states invariant under the cellular automaton rule. With N even, for example, configurations which consist of two identical length N /2 subsequences can evolve only to configurations of the same type. Once such a configuration has been reached, the evolution is "trapped" within this subset of configurations, and must yield shorter cycles. (This phenomenon also occurs for cellular automata with essentially trivial rules, such as the shift mapping a~ = a i • All states are on cycles in this case. The different cycles correspond to the possible "necklaces" with N beads of two kinds, which are inequivalent under shifts or rotations. These necklaces in turn correspond to cyclotomic polynomials; there are EdINCP(d)2N/d of them, where cP the Euler totient function (e.g. [4] ).) In general, there may exist subsets of states with certain special symmetry properties that are preserved , by the cellular automaton rule. Initial states with particular, symmetrical, forms can be expected to have these properties, and thus to be trapped in subsets of state space, and to yield short cycles. For example, with N = 36, a configuration containing a single nonzero site evolves to a length 2844 cycle, while most initial configurations evolve to the longest cycle, with 2237472 states.
In the infinite size limit, patterns such as that of Fig. 6 .1 generated by the cellular automaton of Eq. (3.1) never become periodic. But with a total of N sites, a cycle must occur after 2N or less steps. Table 9 .2 and Fig. 9.2 give the actual maximal cycle lengths ON found. A roughly exponential increase of O N with N is seen, and a least squares fit to the data of Table 9 .2 yields (9.1) Note that if the state transition diagram corresponded to an entirely random mapping between the 2N cellular automaton states, then cycles of average length 2 N/2 would be expected [34] . The cycles actually obtained are significantly longer. The exponent in Eq. (9.1) may be related to the entropy (4.6) as a result of the expansivity or instability of the mapping discussed in Section 5.
If there were very short cycles, then the sequences produced by the cellular automaton would readily be predictable. So if in fact no such prediction can be made by any polynomial time computation, the length of the cycles that occur should in general increase asymptotically faster than polynomial in N (d. [2] ). This behaviour is supported by Eq. (9.1) .
If indeed the evolution of cellular automata such as (3.1) is computationally irreducible, then a complex computation may always be required to determine for example the lengths of cycles that appear. For in this case, there can effectively be no better way to find the succession of states that occur, except by explicit application of the rule (3.1). One expects in fact that the problem of finding say whether two configurations lie on the same cycle is PSPACE-complete, and so presumably cannot be solved in a time polynomial in N, but rather essentially requires a direct simulation of the cellular automaton evolution. (Note that if the lengths of the cycles studied are O(2M), where both 2 N -M and 2M are large, then parallel processing is essentially of no avail in this problem.)
While the determination of cycle lengths and structures may be computationally intractable for cellular automata such as (3.1), it should be much easier for linear cases such as (2.4). From the algebraic theory of these systems it is possible to show for example that the maximal cycle length O N satisfies [20] (9.2) where nlm states that the integer n exactly divides m. Here ord N(k) is the Maximum cycle lengths ON found for the cellular automata of Eqs. (3.1) (CA30) and (2.4) (CA60) in circular registers of size N. In the former case, a selection of seeds, including single nonzero sites, were used. In the latter case, maximal length cycles are always obtained with single nonzero site seeds. The results are plotted in Fig. 9.2. (Results for N ~ 32 were obtained by Holly Peck and Tsutomu Shimomura with an assembly-language program on a Celerity C-1200 computer.) multiplicative order function, equal to the minimum integer j such that k i = 1 modN. This function divides the totient function cf>(N) (equal to the number of integers less than N which are relatively prime to N), which is maximal for prime N. Table 9 .2 and Fig. 9.2 give the actual maximal periods found in this case. Equation (9.2) rarely holds as an equality, and the nN found are usually much shorter than the corresponding ones for the nonlinear rule (3.1).
The cycle structures of finite cellular automata depend in detail on the boundary conditions chosen. Table 9 .3 gives the maximal cycle lengths found for rules (3.1) and (2.4) with shift register boundary conditions. The results differ substantially from those witp periodic boundary conditions given in Table 9 .2. One notable feature is the presence of length 2N -1 cycles in the linear cellular automaton (2.4) for certain N. These correspond to maximal length linear feedback shift registers, and can be identified by a direct algebraic procedure [4] .
Other boundary conditions may also be considered. Among them are twisted ones, in which the sites a 1 and a N are negated in Eq. (2.2). The maximum cycle lengths found with such boundary conditions seem typically shorter than in the purely periodic case.
One may in addition consider boundary conditions in which the boundary site values are fixed, rather than being periodically identified. Section 6 (particularly Fig. 6 .2) gave some examples of results with such boundary conditions. Different cycles are obtained in different cases; all those investigated nevertheless give maximal cycle lengths shorter than those of Table 9 .2 found with periodic boundary conditions.
What has been discussed so far are cycles in complete finite cellular automaton configurations. But in obtaining random sequences one samples single sites. The sequences found could potentially have periods which were sub-multiples of the periods for the complete configuration. For permutive rules such as (3.1) (or (2.4)) this cannot, however, occur. The state transition diagrams summarized in Table 9 .1 give the number of complete N-site configurations that can occur at various stages in the evolution of the cellular automaton (3.1). One may also consider the number of single site temporal sequences that can occur. Table 9 .4 gives the fraction of the 2 L possible length L temporal sequences that are actually generated from any of the 2N possible initial states in a size N cellular automaton Fig. 9 .3. Whenever N ~ L + 2, all possible sequences seem to be generated. They appear with roughly equal frequencies.
STATISTICAL PROPERTIES
The sequences generated by the cellular automaton of Eq. in them, or allow their behaviour to be predicted. Even though it may not be possible to prove that no such procedure can exist, circumstantial evidence can be accumulated by trying various statistical procedures and finding that they reveal no regularities. The basic approach is to compare statistical results on sequences generated by (3.1) with those calculated for sequences whose elements occur purely according to probabilities.
To establish the validity of (3.1) as a general-purpose random sequence generator, one should apply a variety of statistical procedures, related to various different kinds of calculations. The choice of tests is necessarily as ad hoc as the choice of calculations done. Appendix A lists those used here.
(But see also [35] .) Some can be considered related to Monte Carlo simulations of physical and other systems. Others to statistical analyses that would be done on data from various kinds of measurements. While quite ad hoc, the tests seem to be sensitive, and reasonably independent.
As an example, consider the "equidistribution" or "frequency" test. If a sequence of zeroes and ones is to be random, the digits zero and one must occur in it with equal frequency. In general, in fact, all 2 n possible length n blocks of digits must also occur with equal frequency. (The measure entropy of (4.2) is maximal exactly when such equidistribution occurs.) However, in a finite sample of length m, there are expected to be statistical fluctuations, which lead to slightly different numbers of zeroes and ones. (The value of entropy deduced from a finite sample is thus almost always not maximal, even if it would be maximal were the sequence to be continued forever.) As a consequence, one can never definitively conclude by studying a finite sample that the complete sequence is not random. One can however calculate the probability that a truly random sequence would have the properties seen in the finite sample.
To do this, (e.g. [36] ), one evaluates X 2 , defined in terms of the observed and expected frequencies Po and P e as v X2 = L:(po -Pe)2j pe· (10.1) Here " gives the number of degrees of freedom, or number of distinct objects whose frequencies are included in the sum. If blocks of length n are studied then" = 2n. Now one must find the probability that a value of X2 larger than that observed would occur for a random sequence. This "confidence interval" is obtained immediately from the integral of the X2 distribution (e.g. [36] ).
If the confidence interval is very close to zero or one, then the observed X2 is unlikely to be produced from a random sequence, and one may infer that the observed sequence is not random. Of course, if say a total of k tests Results of the statistical tests described in Appendix A for sequences of length L (k = 1024) generated by the cellular automaton of Eq. 159 are done, it is to be expected that the confidence interval for at least one of them will be less than 11k. Evidence for nonrandom ness in a sequence must come from an excess of confidence interval values close to zero or one, over and above the number expected for a uniform distribution. Table 10 .1 gives results from the statistical tests described in Appendix A for sequences generated by the cellular automaton (3.1) in a finite circular register. Except when the sample sequence is comparable in length to the period of the system, as given by Table 9 .2, no significant deviations from randomness are found. Table 10 .2 gives statistical results for sequences generated by other procedures. Those obtained from linear feedback shift registers, while provably random in some respects (e.g. [4] ), are revealed as significantly nonrandom by several of the tests used here. Many sequences obtained from linear congruential generators are also found to be significantly nonrandom with respect to these tests. No regularities are detected in the digit sequence of Ii (and other surds tried) (cf. [37] ). There is, however, some possible evidence for nonrandomness in the digit sequences of e and 7T (cf. [38] ). (This will be explored elsewhere.) If deviations from randomness were detected by some statistical procedure, then this procedure could be used to make statistical predictions about the sequence. In addition, it could be used to obtain a compressed representation for the sequence, and would thus demonstrate that the sequence did not have maximal information content. The fact that deviations from randomness have not been found by any of the statistical procedures considered lends strong support to the belief that sequences produced by Eq. (3.1) with large N are indeed random for practical purposes.
PRACTICAL IMPLEMENTATION
The simplicity and intrinsic parallelism of the cellular automaton rule (3.1) makes possible efficient implementation on many kinds of computers.
On a serial-processing computer, each site could be updated in tum according to (3.1) . But in practice, site values can be represented by single bits in say a 32-bit word, and updated in parallel using standard word-wise Boolean operations. (Additional bit-wise operations are often needed for boundary conditions.)
On a synchronous parallel-processing computer, different sites or groups of sites in the cellular automaton can be assigned to different processors. They can then be updated independently (though synchronously), using the same instructions, and with only local communications.
Very efficient hardware implementations of (3.1) should also be possible. For short registers, explicit circuitry can be included for each site. And for long registers, a pipelined approach analogous to a feedback shift register can be used (cf. [39] ).
The evidence presented above suggests that the cellular automaton of Eq. (3.1) can serve as a practical random sequence generator. The most appropriate detailed choices of parameters depend on the application intended. The most obvious constraint is one of cycle length. To obtain a cycle length larger than 2 32 ~ 4 X 10 9 , Table 9 .2 shows that a circular register of length N = 49 can be used. Cycle lengths tend to increase with N , but Table 9 .2 shows some irregularities. Thus it is not clear, for example, how large N need be to obtain a cycle length larger than 2 64 ~ 10 19 . But based on Eq. (9.1), a value N = 127 should certainly suffice.
Random sequences can be obtained by sampling the sequence of values of a particular site in a register updated according to Eq. (3.1). The theoretical and statistical studies described above support the contention that such sequences show no regularities. For some critical applications, it may be best however, to sample site values only say on alternate time steps. While this method generates a sequence more slowly, it should foil prediction procedures along the lines discussed in Section 7.
Sequences could potentially be obtained more quickly by extracting the values of several sites in the register at each time step. But Eq. (4.6) implies that some statistical correlations must exist between these values. The correlations are probably minimized if the sites sampled are equally spaced around the register. Nevertheless, in some applications where only a low degree of randomness is needed, it may even be satisfactory to use all site values in the register. (An example appears to be approximation of partial differential equations, where randomness can be used to emulate additional low-order digits.)
The random sequences obtained from Eq. (3.1) have an equal fraction of o and 1. Many applications, however, involve random binary choices with unequal probabilities. There is nevertheless a simple algorithm [40] to obtain digits with arbitrary probabilities. First write the probability p for outcome 1 as a binary number. Then generate a random binary sequence s with a length equal to this number. The output is obtained by an iterative procedure. Begin with a "current result" of 1. Then, starting from the least significant digit in p, successively find a new result by combining the old result with the corresponding digit of s, using a function AND or OR, depending on whether the digit in p is 0 or 1, respectively. The final result thus obtained is equal to 1 with probability exactly p. Configurations in two length N registers with slightly different seeds should become progressively less correlated under the action (3.1) as a result of the instability discussed in Section 5. The characteristic time for this process is governed by Eqs. (5.1) and (5.2), and should be == 0.8 N. Thus, if several sequences are to be generated with seeds that differ only slightly (obtained for example from addresses of computer elements), then (3.1) should applied at least O(N) times to the seeds before beginning to extract random sequences.
One may compare the scheme for random sequence generation described here with the linear methods now in common use (e.g. [1] ). Figure 11 .1 shows patterns produced by these various schemes. The primary feature of linear schemes is that they can be analysed by algebraic methods. As a consequence, certain randomness properties can be proved for the sequences they generate, and cases that give long cycles can be identified. But the simplicity in structure which underli~s this analysis also limits the degree of randomness that such schemes can produce. The nonlinear scheme de- scribed here is not readily amenable to complete analysis, and no significant limits on the degree of randomness it yields are known. But on the other hand, no conventional mathematical proofs for particular randomness properties can be given, and it must be investigated by largely empirical methods.
ALTERNATIVE SCHEMES
The cellular automaton of Eq. (3.1) is one of the simplest that seems good for random sequence generation. But other cellular automata may also be considered, and some potentially ha\le certain advantages.
Among k = 2, r = 1 cellular automata, Eq. known, but their properties are very similar. Equation (3.2) gives however [45] AL = (0.1724 ± 0.0004), (12.1) slightly smaller than the corresponding result (5.2) for Eq. (3.1). In addition, it gives a slightly smaller invariant entropy hI-" It seems to have no advantages over (3.1). Cellular automata with k > 2 or R > 3 may also be studied. (Here R is defined as the total number of sites in the neighbourhood for the rule.) Any class 3 (chaotic) cellular automaton rule can be considered a candidate random sequence generator. Autoplectic rules which produce complex patterns even from simple initial conditions are probably best. Some of these rules have larger Lyapunov exponents and invariant entropies than Eq. (3.1), but they are also more difficult to compute. In addition, many rules that seem to produce chaotic overall patterns nevertheless yield sequences that show definite regularities, resulting, for example, in non-maximal temporal entropies. Permutive chaotic rules avoid such problems, but are very similar in character to the rule of Eq. (3.1), and so potentially share any of its possible deficiencies.
One possibility is to consider bijective cellular automaton rules, which are invertible, so that each configuration has both a unique successor in time, and a unique predecessor. The state transition diagrams for such cellular automata in finite regions with periodic boundary conditions can contain only cycles, and no transients. But only a very small fraction of all cellular automaton rules are bijective, and very few of those that are exhibit chaotic behaviour. Table 12 .1 gives some non-trivial bijective cellular automaton rules with k = 2 and R ~ 5 (d. [41] ). None of those with R ~ 4 are chaotic.
With larger effective k , it is nevertheless possible to construct chaotic bijective rules explicitly. One method [42] yields cellular automaton rules that are most easily stated in terms of dependence on second-to-Iast as well as immediately preceding site values: Such rules may be stated in the standard form (2.1) by considering sites with k 2 possible values. Some examples of patterns generated by rules of the form (12.2) are shown in Fig. 12.1 . The rules are bijective, so that all states lie on cycles. However, there are often many distinct cycles, each quite short, making the system unsuitable for random sequence generation. Bijective cellular automata rules with k possible values for each site and depending on strictly R previous site values. The rules given are "totally quiescent," so that </>(a , a, .. . , a) = a for all a. The rules are specified by giving the values of </> as digits in a binary number indexed by a number formed from the arguments of </>. The binary number is then stated in base 32, with letters of the alphabet representing successive digits greater than 9. Leading zeroes are not truncated. Long specifications correspond to rules with larger values of R. This paper has .used methods from several disciplines to study the behaviour of the nonlinear cellular automaton of Eq. (3.1). Despite the simplicity of its construction, all the approaches taken support the conjecture that its behaviour is so complicated as to seem random for practical purposes. It is remarkable that such a simple system can give rise to such complexity. But it is in keeping with the observation that mathematical systems with few axioms, or computers with few intrinsic instructions, can lead to essentially arbitrary complexity. And it seems likely that the mathematical mechanisms at work are also responsible for much of the randomness and chaos seen in nature.
The simplicity of Eq. (3.1) makes it amenable to highly efficient practical implementation. And the analyses carried out here suggest that the sequences it produces have a high degree of randomness. In fact, if any regularity could be found in these sequences, it would probably have substantial consequences for studies of many complex and seemingly random phenomena.
ApPENDIX A: STATISTICAL PROCEDURES This Appendix describes the statistical randomness testing procedures used in Section 10. The procedures are mostly taken from [1] , although their numbering has been changed slightly. The basic method in each case is to compare an observed distribution with that calculated for a purely probabilistic sequence.
The sequences studied consist of strings of binary bits. In many of the tests, these bits are grouped into blocks: either length 8 (non-overlapping) bytes, or length 4 (non-overlapping) nybbles. The possible bit sequences in these blocks can be represented by integer" values" between 0 and 255 or 16, respectively. 
