Database queries within a component framework usually take the form of a string passed to an operation in a component's interface. The interface operation accepts a value of type string as an actual parameter and implements the necessary support to resolve the query. In such an approach, a component's interface does not explicitly state the queries supported by that component. In this paper, we present an approach in which queries supported by a component are explicitly defined in its interface enabling a contract between a client of an interface and a component to be agreed. In our approach, a client creates a well-defined context within which interface operations can be executed. A context enables more complex queries to be constructed as sequences of related queries and saved contexts can be further combined to form more complex environments for query execution.
INTRODUCTION
A common approach to incorporating a component architecture into a database environment is to provide a mechanism that integrates the component architecture and the existing database technology. This approach to integration provides the benefits of a component architecture while retaining the capabilities of a Database Management System (DBMS).
Component-based frameworks such as Active X/DCOM [1] , Java Beans [2] and Common Object Request Broker Architecture (CORBA) [3] , provide a platform that supports access to databases.
For example, Java Database Connectivity [4] supports access to relational databases. In CORBA [5] , integration of databases with CORBA occurs at the application level. Persistent data is accessible via an Interface Definition Language (IDL) using a direct access mechanism, usually through a query processor interface or through a front-end which has operations that allow clients to manipulate objects either by passing object IDs or via business objects which refer to persistent data. Using the OLE DB Interface of COM [6] it is possible to connect to any database.
Apart from these frameworks which allow database access, many systems [7, 8, 9, 10, 11, 12] have been built using platforms that allow database access.
In component-based frameworks, database access is provided through an operation in a component's interface that accepts queries. A client's query is passed as an actual parameter of type String to such an operation and the string representing the query is then processed using a DBMS or query evaluator. For example, in CORBA's object query service [5] , a client's query is passed as an actual parameter to the evaluate() operation, and systems which use CORBA as middleware exploit this operation.
For example, in [8] SQL queries which are expressed against Interface Definition Language (IDL) views are passed as actual parameters to evaluate(). Attempts have been made to build database 'wrappers' so that user-friendly interfaces can be provided over and above the CORBA object query service. For example, in [13] a JAVA API that wraps the CORBA interface is constructed. In [9] a Graphical User Interface (GUI) is provided to assist the user in formulating SQL2 queries. Nevertheless, in all these systems, ultimately, the query is passed as an actual parameter to evaluate().
A fundamental limitation of this approach is that interfaces must allow clients to find suitable components and understand their purpose [14] . An interface defines the component's access points only and these allow clients of a component to use the services provided by a component [15, 16] . This situation implies that there is only one service provided by the component, whereas, in reality, the various queries that can be passed to a component are all part of the service provided by that component. Thus, the contract as specified in a component's interface is totally at variance with the actual service provided by that component to a client.
We believe that component interfaces should explicitly state all permissible operations in order that the contract between a client and a component is well defined.
Before we examine our approach to the specification of operations, we briefly consider the nature of data in a database.
Data in a database is persistent by nature. There are two approaches to maintaining persistent data. In the first approach, the component that supports the interface is also responsible for maintaining the data to support operations. That is, the component can be a database server that has a global state, and this state is the database. However, this would imply that the component has its own persistent state and this is not permissible [15] . In the second approach, the component interacts with a local DBMS that maintains the database. The component behaves like a database server with no global state and it implements the services specified in the interface by interacting with a DBMS.
Recall, next, how the definition of operations must ideally be stated explicitly in a component's interface. For this purpose, we propose a suite of operations which incorporate the relational algebra operations and we allow our operations to be composed together to form more complex structures. In addition, our operations when combined in a sequence ensure that a subsequent operation uses the data fetched in the previous operation without having to explicitly state this property. To facilitate this organization for operations, we propose the definition of a context and, further, that operations are defined within a context. The set of operations in an interface is then a subset of the operations in a context.
A component that implements these operations must translate each operation into some manipulative language supported by a local DBMS. This translation is dependent only on the user interfaces provided by the DBMS. In order to show the feasibility of our approach, we define components which map these operations to the industry standard language SQL 92 [17] .
The example presented in Figure 1 is used throughout the paper. The E-R diagram represents a very simple model of a district administration. A district has a name, an area and a number of villages. Each village has a name, a population, a value denoting the number of schools and wells.
One possibility is to represent this schema in the relational model as follows:
Create Table District (  DName VARCHAR2( 20) , Area NUMBER(6,2), DNum INTEGER(4) )
Create The relation village has an attribute DNum to represent the 1:N relationship between district and villages.
The rest of the paper is organized as follows. The architecture of the system is presented in Section 2. Sections 3 and 4 describe the algebra operations outside and within a context respectively. Section 5 specifies the operations that can be performed with a context. The manner in which components support these interfaces is discussed in Section 6. Section 7 gives a detailed example. The last section concludes and summarizes our proposal.
THE ARCHITECTURE
The architecture of the system is shown in Figure 2 . The interface of a component defines a set of operations implemented by the component that can be invoked by a client. The component in turn interacts with the DBMS through its own interface. The component's operations are ultimately executed in a database environment and the result is returned to the component which in turn collects the result in the form required by the client and then returns the result to the client.
THE ALGEBRA
The operations defined in Sections 3-5 form a basis set. A given component supports a subset of these operations as described by the component's interface.
The operations can be used in a 'context' mode or in a 'stand-alone' mode. In the stand-alone mode, each operation is executed and the result is returned to the user. In the context mode it is possible to specify a sequence of related operations whose intermediate results are not returned to the user. In the context mode, the result of the first operation in conjunction with the initial context is used to define the context of the second operation, the result of the first and the second operation define the context for a subsequent operation and so on. This process continues until the context is closed. Once contexts are created, operations can be performed on contexts themselves generating new contexts.
The operations are similar to the relational algebra operations [18] . The five basic operations, i.e. the Select, Project, Cross Product, Union and Difference are defined. The join operation, which is more frequently used than cross product, is also introduced. As mentioned previously, each of these can be used in the context mode or in the stand-alone mode. In this section we describe these operations when they are used in the stand-alone mode. In Section 4 we introduce the notion of a context and describe the manner in which these operations can be used with a context. Operations over contexts are dealt with in Section 5.
Select
The operation Select allows data to be selected based on their values. It has two parameters both of which are of type String. The form of Select is any Select (String Attrib, String Struc)
The first parameter Attrib is a Boolean expression. The second parameter is the target structure for which the Boolean expression is evaluated. The result is the data that is selected and which forms the return value. The return value is of type any, i.e. it is type compatible with the result of any Select operation.
Project
The operation Project allows fields within a structure to be retrieved. The general syntax is any Project (String Attrib, String Struc) where the parameter Attrib specifies the fields of the structure to be used in the projection and the operation is applied to the structure passed via the parameter Struc. The return value is of type any which is type compatible with any Project operation.
Product
The operation Product gives the cross product of two structures. The general syntax is any product (String Struc1, String Struc2)
where the parameters Struc1 and Struc2 are structures. The result is the cross product of the two structures.
Union
The union of two structures results in the collection of records which are in either of the two structures provided only that the structures are union compatible. The general syntax is any Union (String Struc1, String Struc2)
The parameters Struc1 and Struc2 contain the structures whose union is to be executed.
Difference
The difference of two structures Struc1 and Struc2 is the collection of all records which are in Struc1 and not in Struc2 provided only that the structures are union compatible. The general syntax is any Difference (String Struc1, String Struc2)
The parameters Struc1 and Struc2 contain the structures whose difference is to be taken.
Intersection
The intersection of two structures results in the collection of records that are in both the structures provided only that the structures are union compatible. The general syntax is any Intersection (String Struc1, String Struc2)
The parameters Struc1 and Struc2 contain the structures whose intersection is to be executed.
Join
Join permits the join of two structures. The operation is overloaded. In the first case there are three parameters any Join (String Struc1, String Struc2, String Attrib)
The first two parameters specify the structures for the join and the third parameter specifies the condition for theta-join.
In the second case there are only two parameters and these specify the structures for the join. The second form of the operation is any Join (String Struc1, String Struc2)
In this case, the join is assumed to be a natural join of the two structures.
SetContext
This operation specifies that the operations which follow are to be executed in a certain context. It is defined as
The context for the first operation after SetContext is executed is the 'db' context. The 'db' context consists of all the structures and the corresponding data in the database used by this component.
CloseContext

This operation closes a previously open context. It is defined as
void CloseContext()
ResetContext
This operation is equivalent to the sequence of two commands-'CloseContext()' followed by 'SetContext()'. It is defined as
OPERATIONS IN A CONTEXT
When the operations are executed in a context, only the structures and the data available in that context are available.
The 'db' context, which exists after the SetContext command is executed, is updated after the execution of the first operation. The next operation is then executed in the updated context. This process continues until the context is closed, i.e. each query is executed in the context which results from the evaluation of the previous query and in turn updates the resulting context for the query that follows. In this way it is possible to ask a sequence of related queries.
Below is an example in which the client first retrieves the villages which have a population of less than 30,000. The result of this retrieval is held in X. In the subsequent operation, the name and population of these villages is held in Y.
The context for the Select operation is the 'db' context. After the Select is executed, the data relating to villages with a population of less than 30,000 is the only information available in the context for the village structure. When Project is executed, the name and population of only these villages is returned to the client.
It is conceivable that the same structure is referred to again in the subsequent operation. For example, in the previous sequence, the Project operation obviously refers to the villages of the Select operation, i.e. the name and population of the villages of the previous operation is to be retrieved. It is desirable that in such situations the name of the structure be left unspecified and then assumed to be the one specified in the immediately preceding operation. In our system, we cater to this need by overloading operations such that this new format can be used only in the context mode. For instance, the Project operation in the previous example can be specified as Y Project ("VName, Pop") When in a context, the client may only want to execute a sequence of operations and retrieve data from the most recent operation. If data is not to be returned to the user, then the return variable may be omitted while invoking the operation. Note that the context is updated nevertheless and that the client does not get the data. In the previous example only the Project operation can specify the return variable type:
We now consider the specification of operations in a context, the manner in which these operations are executed and also the way in which an operation updates a context.
Select
The Select operation can be specified in one of two ways. In the first case, the form of Select is as specified in Section 3.1. That is, any Select (String Attrib, String Struc)
The operation succeeds only if the fields referred to in the parameter Attrib are available in the context.
In the second case, the structure to be used can be omitted and the Select is specified as any Select (String Attrib)
The structure is then assumed to be the result of the previous operation.
Consider, next, the manner in which the context is updated. The structure referred to in the Select operation remains in the context with all its fields. However, the data corresponding to this structure is altered. Only the data which represents the result of the operation remains in the context.
Project
The Project operation can be specified in one of two ways. In the first case, the form of Project is as specified in Section 3.2. That is, any Project (String Attrib, String Struc)
As before, this operation succeeds only if the fields referred to in the parameter Attrib are available in the context.
In the second case, the structure to be used can be omitted and the operation Project is specified as any Project (String Attrib)
In this case, the structure is assumed to be the result of the previous operation.
After execution, the fields used in the Project operation replace the original fields for this structure in the context.
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N. PARIMALA
Product, union, difference and intersection
The cross product, union, difference and intersection operations can be specified in one of two ways. In the first case, the form is as specified in Sections 3.3-3.6. For example, the cross product is specified as any Product (String Struc1, String Struc2)
where the parameters Struc1 and Struc2 are structures. The cross product of Struc1 and Struc2 is taken using only the fields of Struc1 and Struc2 that are available in the context. Similarly, the union, difference and intersection are executed using only the fields of Struc1 and Struc2 that are available in the context.
In the second form, the second parameter can be omitted. For example, the Product operation can be specified as
In this case, the second structure to be used is assumed to be the structure created in the previous operation.
Similarly, union, difference and intersection are overloaded and the second form has only one parameter which is a structure. The second structure to be used is then assumed to be the structure created in the previous operation.
After the operation is executed, the new structure and the corresponding data are also part of the context.
Join
The Join operation can be specified in three ways. The first form of Join is as specified in Section 3.7 which is given below:
any Join (String Struc1, String Struc2, String Attrib)
The second form is any Join (String Struc1, String Struc2)
If the second parameter refers to a structure then it is assumed to be the natural join as specified in Section 3.7. If Struc2 contains a join condition then the second structure is assumed to be the result of the previous operation in the context.
The third form can be specified as
In this case, a natural join is taken with Struc1 and the structure which is the result of the previous operation. The Join operation is performed using only those fields of Struc1 and Struc2 which are present in the context. If the join condition is specified, then the fields must refer to those that are in the context. If left unspecified, then only those fields which are in the context are picked up. When the operation is executed, as before, the new structure and the corresponding data are also part of the context.
SaveContext
A context can be saved by the user using the SaveContext operation which can be specified as void SaveContext (String name)
The name is the identifier of the context. All the structures in the context are saved. The current context is not altered in any way.
RestoreContext
This operation allows the current context to be changed. It has two forms. The first is void RestoreContext() The context that existed prior to the preceding SaveContext operation will become the current context. The second way in which the operation can be specified is void RestoreContext (String name) where name refers to a previously saved context. Here, the current context is set to the one contained in name.
Nested saving
The twin operations of SaveContext and RestoreContext can be nested to any depth. As an example consider the following sequence of operations. When the RestoreContext specifies a context name, say C, all the contexts which were saved after the command 'SaveContext(C)' are not available any more. For example, context C3 is not available after 'RestoreContext(C1)' is executed in the previous sequence.
OPERATIONS OVER A CONTEXT
Once a context is saved, then it can be combined with other contexts that are saved. Two contexts can be combined into one using one of the three set operations-union, intersection and difference.
While performing operations with two contexts, say C1 and C2, different situations arise. There may be structures in one which are not in the other or there may be some structures which are common to both. When C1 and C2 have common structures, different cases arise. These are explained below. SetContext() Select ("Pop < 30000", "Village"); Project ("VName, Pop") SaveContext("C1") SetContext() Select ("NWells < 3", "Village"); Project ("VName, Pop") SaveContext("C2")
The common structure Village has Vname and Pop as fields in both C1 and C2. Case 2. The common structure is not identical in C1 and C2 but the structures have some common fields.
As an example, consider the following sequences of operations.
SetContext() Select ("Pop < 30000", "Village");
The structure Village is present in both the contexts C1 and C2 with only one common field Vname. Case 3. There is no common field in the common structure of C1 and C2. As an example, consider the following sequences of operations.
The structure Village is present in both the contexts C1 and C2 but with no common field.
The different cases dealt with before are taken into account while defining the operations of union, intersection and difference. These operations are explained below.
Union
The union of two contexts can be specified as void Union (String C1, String C2) where C1 and C2 refer to the names of the contexts which have been saved before. The union consists of the structures which are in both C1 and C2. For the structure common to both C1 and C2, the union of C1 and C2 is defined as: Finally, there can be structures which are present only in one but not in both. In this case, these structures are added to the union of the contexts.
The union of the contexts is defined as follows.
DEFINITION.
Let 
Intersection
The intersection of two contexts can be specified as void Intersection (String C1, String C2) where C1 and C2 are the saved contexts. The intersection of two contexts is defined as consisting of only those structures which appear in both the contexts.
For the structure common to both C1 and C2, the different cases described previously are considered and the intersection is defined as: Intersection is defined as follows. 
DEFINITION. Let
Difference
The difference of two contexts can be specified as Formally, difference can be defined as follows. 
DEFINITION. Let the structures and fields in the contexts
: m + 1 ≤ j ≤ n.
COMPONENTS
The component which supports an interface must implement the operations stated in the interface. Typically, this component supports an operation by interacting with a DBMS. Here we show the implementation with a relational DBMS that supports SQL. The component translates an algebra operation to a SQL statement and interacts with a DBMS to retrieve the data. The result is returned to the client by the component.
The operations defined above can be used both within a context and also externally to a context. Whenever the operation is external to a context, the return value is not void and the collection retrieved as a result of executing this operation is returned to the user. Alternatively, within a context the result is returned to the client only if the client wishes. However, the result is always used to update the context. Consider, first, the implementation of an operation external to a context.
Select
The operation Select which has the form any Select (String Attrib, String Struc) is translated to SELECT * FROM Struc WHERE Attrib
Project
The operation Project which is specified as any Project (String Attrib, String Struc) is translated to SELECT Attrib FROM Struc
Product
The operation Product which is specified as any Product (String Struc1, String Struc2) is translated to SELECT * FROM Struc1, Struc2
Union
The operation Union which is specified as any Union (String Struc1, String Struc2)
Difference
The operation Difference which is specified as 
SetContext
When this operation is executed a flag is set and the context is the 'db' context. In order to provide uniqueness among multiple users, the context is prefixed with a unique username.
Operations in a context
Whenever the context is set then every operation has to take cognizance of the operations executed before it. Therefore, for every operation a view is defined which holds the result of executing the operation. This view is used in the operations to follow.
Consider the example
The Select operation is executed in the 'db' context. There is no view created as yet for the village structure. The operation is, therefore, translated into
The Project operation is also using the same structure village which has a view V1 associated with it. Therefore, the translation of the Project operation will be CREATE VIEW V2 AS SELECT VName,Pop FROM V1 SELECT * FROM V2
We now look at the operations and their translations in context mode in more detail.
Let S 1 , S 2 , . . . , S m be the structures of the database which have been referred to earlier after the context has been set and V 1 , V 2 , . . . , V m the corresponding views. Let S m+1 , S m+2 , . . . , S n be the structures of the database which have not been referred to earlier in the sequence of operations. Let oper be one of the operations specified in If a structure referred to in oper has a view associated with it, then replace the name of the structure in the translation with the corresponding view name. If not, use the structure name itself. If the structure to be used is left unspecified use the view name created in the previous operation. That is, Consider now the manner in which the context is updated. The context after SetContext is executed is the 'db' context. This consists of all the structures and the data within these structures in the database granted for use to this user. This is the context for the first operation within the context. Every operation operates in a current context C (which is 'db' context for the first operation) and when the operation completes execution the context is updated to C as explained below.
Two cases arise when updating the context. (a) The operation oper uses an existing structure. In this case the new context C is defined as follows:
where the structure or its view and its associated data are removed and the new view and its associated data are added to the context. (b) The operation uses more than one structure and creates an altogether new structure as in the case of Join, Product, etc. In this case the new context is defined as follows:
That is, the new view and its data are added to the context.
CloseContext
Here, all the views that have been created since SetContext was executed are dropped.
SaveContext
The views in the current context are saved. The context name is pushed onto a stack.
RestoreContext
If no name is specified, then the stack of context names is popped. The top of the stack becomes the current context. The views which are not in the current context are dropped. If a context name is specified, then the stack is popped till that context name becomes the top of the stack. The views are to be created for
Union of Contexts
The views are to be created for
Intersection of contexts
Let S 1 , S 2 , . . . , S m be structures which appear in both the contexts C1 and C2. Let The views are to be created for
The views are to be created for 1 ≤ i ≤ m.
Difference of contexts
If the structures, views and fields in the contexts are as defined in Sections 6.12 and 6.13 above, then taking into account the three different cases of Section 5, the difference of C1 and C2 is defined as consisting of the following views.
For 1 ≤ i ≤ m:
AN EXAMPLE
In this section, we consider a more realistic example to illustrate the effectiveness of the proposed set of operations. First, the names of villages which have a population below 30,000 (small villages) are to be retrieved.
A possible sequence of operations could be SetContext() Select ("Pop < 30000", "Village") SaveContext ("Small vill") Now, among these, the villages which have less than three wells (not even one well per 10,000 people) are to be identified. Since, at the moment the context is that of small villages, it is not necessary to repeat the clause "Pop < 30000". Therefore, the next operation is Select ("NWells < 3")
The names of the district and the villages which have the above specification are to be retrieved. Therefore, the next sequence of operations would be Join (" Village", "District", "DNum = DNum") X Project ("DName, VName") SaveContext ("Small vill no water")
The data thus obtained is saved in the context "Small vill no water". Let us say that at this point all the small villages which have only one school are also to be located. Since the context "Small vill" contains the small villages, the context can be reset to this desired one by executing the operation RestoreContext("Small vill") From this context, the villages which have only one school can be retrieved as
The names of the district and the villages which have the above specification are to be retrieved. Therefore, the next sequence of operations would be Join (" Village", "District", "DNum = DNum") X Project ("DName, VName") SaveContext ("Small vill one school") At this point, let us say that the names of small villages, which have no water and only one school, are also to be retrieved. This can be achieved by using the saved contexts without having to retrieve data again. The operations, thus, can be as shown below:
Intersection("Small vill no water", "Small vill one school") SaveContext (" Small vill no water one school") CloseContext() The above example illustrates the manner in which related operations can be performed.
CONCLUSION
In this paper we have proposed an approach in which algebra operations can be defined as part of a component's interface. By doing so, the contract between a client of an interface and the component that implements the interface is made explicit. In effect, the client knows the exact operations that can be used.
We have defined a set of operations that forms the basis set. This set of operations is relationally complete.
The notion of a context in which a query can be executed is also introduced. A context provides a well-defined structure within which related operations may be executed and contexts themselves can be saved and restored enabling the current environment of query execution to be potentially reused. Saved contexts can be further combined to form more complex environments for query execution.
It may be argued that the same effect can be achieved by assigning an intermediate result to a temporary structure and using this structure in subsequent operations. However, the underlying principle in both the cases is different. The main reason behind assigning intermediate results to a temporary structure is to split a complex query into a set of simpler subqueries. This refinement process has the potential to assist users in the construction of complicated queries. The usual alternative when using operations in a context is to require that the entire sequence of operations is dictated by the thought process where the first query leads to the second and so on. The sequence may not result in a well-structured refinement, i.e. it is an ad hoc way of accessing information.
Earlier work has dealt with multiple queries or complex queries where a subsequent query has been answered using the views which are created earlier. Efforts have been made to find common subexpressions among the queries so that the queries when considered in a batch can be optimized [19, 20, 21, 22, 23, 24, 25, 26, 27] . This work, though related, is different from ours, in that even though it is recognized that subqueries repeat, there is no mechanism to support related queries. In the absence of such a mechanism, the common parts of the subquery repeat multiple times. As an example, consider the relational schema corresponding to Figure 1 We see that the query q1 is repeated in q2 and a part of q2 in q3. In our proposal, the common part is not repeated and the sequence of operations is as follows: q1: SetContext q2: Join (" Village", "District", "DNum = DNum") q3: X Project ("DName, Vname") q4: Select ("Pop < 30000", "Village") q5: X Project ("DName, Vname") q6: Select ("NSchool < 5") q7: X Project ("DName, Vname") q8: CloseContext() Further, there is no mechanism in other systems for combining results of more than one operation. In our proposal, contexts can be combined in more than one way to yield additional contexts.
It must also be noted that, as shown in Section 6, when executing a sequence of operations in a context, a subsequent operation is answered using the materialized view of the earlier operations. As a result, identification of common sub-parts between operations and the use of earlier views is subsumed in the specification of the context itself.
In this paper, we have also shown the manner in which a component can support these operations by translating operations to the industry standard language SQL. The system proposed in this paper has been implemented using an ORACLE database and JDBC as the middleware. However, the proposed language can be mapped to any DBMS using any middleware framework.
