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V magistrski nalogi je opisan celoten postopek avtomatizacije meritev 
izkoristka krmilnika za pogon elektromotorja. 
Najprej smo preverili kakšne so možnosti za realizacijo avtomatizacije meritev 
na obstoječem sistemu, s katerim smo do sedaj ročno izvajali meritve. Tu je tudi 
opisana merilna oprema, postopek ročnih meritev ter najprimernejša možna zasnova 
za izvedbo avtomatizacije. V nadaljevanju so v nalogi podane možnosti nadgradnje 
obstoječega merilnega sistema in njegova povezljivost z zunanjimi napravami. Na 
podlagi tega je predstavljena možna arhitektura oziroma zgradba programa, ki jo 
omogoča sistem ter izbira programskega jezika za izdelavo programa ter 
uporabniškega vmesnika. 
V drugem delu naloge je predstavljena arhitektura in opis posameznih plasti 
programa. Tu izvemo kakšna je vloga in namen posameznih plasti. V nadaljevanju je 
podrobnejše razdelana glavna funkcija programa za izvajanje meritev, kjer je podan 
diagram poteka in postopek izvajanja funkcije. Sledijo navodila za uporabo programa 
ter primerjava avtomatskih meritev z ročnim. Poleg same avtomatizacije, je 
avtomatski način bistveno hitrejši od ročnega. 
 Na koncu so podane možne izboljšave in nadgraditev izdelanega programa, s 
katerim bi lahko merili izkoristek celotnega pogona. 
 
 




The master's thesis describes the entire process of automatization of efficiency 
measurements for motor controller. 
Firstly the possibilities for realization of automatization of efficiency 
measurements on the existing system were checked, on which we have manually 
performed the measurements to date. The measuring equipment and manual 
measurement procedure are also described in this section of the paper as well as the 
most appropriate possible design for the implementation of automatization. Next the 
paper presents the possibilities of upgrading the existing measuring system and its 
connectivity with external devices. On this basis, a possible architecture of the 
program is described as well as the choice of the programming language for the 
creation of the program and the user interface.  
Detailed description of program for automatization of efficiency measurements 
is described in the second part of the paper where we find out the basic structure of 
architecture of the program and its individual layers and their role. Next the flow 
chart and process of performing of the main function of the program, which is 
executing measurements, is described. In the last section the paper include user 
manual of the program and example of automated measurement result as well as 
comparison between manual and automated measurements. 
Finally possible improvements and upgrades of the program are suggested, 
with which we would be able to measure the efficiency of the entire drive system. 
 
 
Key words: measurements automatization, efficiency measurement, motor 
controller 
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1  Uvod 
V skorajda vseh panogah industrije je konkurenčnost na trgu večja kot kdaj 
koli poprej v zgodovini. To podjetja izziva k optimizaciji, torej k čim večji 
izkoriščenosti delovnih procesov (npr. načrtovanje, inženiring, proizvodni procesi 
…) in sistemov znotraj njih, kot so mehanski in električni sistemi, informacijski 
sistemi itd. 
Optimizirani procesi in sistemi zmanjšujejo skupne stroške podjetja, skrajšajo 
čas izvajanja posameznega procesa, optimizirajo natančnost posameznih procesov in 
izdelkov ter optimizirajo kakovost izdelka. S tem se doseže najboljše razmerje med 
kakovostjo, časom in stroški, kar je v današnjem času ključnega pomena za uspeh na 
trgu. 
Ena izmed ključnih postopkov optimizacije je avtomatizacija posameznih 
procesov. To pomeni da človeka zamenjamo s strojem, ki opravi nek proces namesto 
njega. Današnja tehnologija omogoča najrazličnejše načine in postopke 
avtomatizacije na skorajda vseh področjih industrije, s čimer lahko npr: skrajšamo 
delovni čas procesa, zagotovimo boljšo varnost (pri delu z nevarnimi snovmi ali 
stroji), povečamo natančnost, se izognemo monotonosti ponavljanja istega postopka 
... 
Podjetje MAHLE Electric Drives Slovenija d. o. o. v Šempetru pri Gorici se 
ukvarja s proizvodno in razvojno-raziskovalno dejavnostjo v avtomobilski industriji, 
ki zaobjema motorno elektro opremo, pogonske sisteme in mehatroniko [1]. Glavni 
proizvodi so alternatorji, zaganjalniki in električni motorji oziroma pogonski sistemi 
za električna vozila.  
Velik del procesa razvoja posameznih sistemov ali izdelkov sestavlja testiranje 
prototipov in primerjava le-teh med seboj, pri čemer se večina testov izvaja ročno. 
To pomeni, da je pri posameznem testu človek tisti, ki nastavlja stroje in merilne 
instrumente, zbrane podatke pa po končanem testu računalniško obdela sam. Meritve 
so počasne in monotone. Zaradi vse večjega povpraševanja po izdelkih, so količine 
prototipov vedno večje, zato prihaja do pomanjkanja časa za testiranje vseh izdelkov.  
Te probleme smo poskušali rešiti z avtomatizacijo nekaterih postopkov meritev.  
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Magistrska naloga opisuje analizo stanja, izbiro možne rešitve ter 
implementacijo avtomatizacije merilnega sistema, s programom za avtomatsko 
merjenje izkoristka krmilnika za pogon sinhronskih in asinhronskih motorjev. 
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2  Opis obstoječega sistema za izvajanje meritev izkoristka 
pretvornika 
Na oddelku za elektroniko v podjetju MAHLE Electric Drives Slovenija d. o. 
o. poteka razvoj pretvornikov za krmiljenje sinhronskih in asinhronskih motorjev. Te 
se uporablja za pogon električnih vozil, kot so viličarji, industrijska vozila, električni 
skuterji … Pomemben del procesa razvoja predstavlja testiranje. S testi se preveri 
kako dobro je bil nek izdelek načrtovan, koliko se približaš zastavljenim ciljem ter 
kakšna je kakovost in zanesljivost izdelka. S testiranjem se pokažejo vse dobre in 
slabe lastnosti izdelka.  
Eden izmed testov, ki se jih opravlja na prototipih pretvornikov je meritev 
električnega izkoristka. Ta test se opravlja pred in po vsakem potencialno 
degradacijskem testu za določanje stopnje vpliva posameznega testa na kakovost in 
zanesljivost izdelka. To je na primer pred in po termičnih testih, kjer se izdelek 
izpostavi določenim temperaturnim spremembam, pred in po testih na vibracijski 
mizi, kjer se testira mehansko trdnost izdelka itd. Zaradi velikega števila takšnih 
testov, se tudi meritev električnega izkoristka meri precej pogosto, zato je bila želja 
skrajšati čas tega postopka. 
2.1  Izkoristek 
Izkoristek nam pove, koliko je neka naprava ali sistem učinkovit pri 
opravljanju nekega dela v primerjavi z energijo ki jo naprava ali sistem prejme. V 
elektrotehniki je le-ta definiran z razmerjem med oddano in prejeto močjo. Za 
izračun izkoristka krmilnika za pogon elektromotorja moramo izmeriti vhodno in 
izhodno električno moč. Vhodna električna moč ne predstavlja problema pri meritvi, 
saj imamo opravka z enosmernimi napetostmi in tokovi. Večji problem predstavlja 
izračun moči na izhodu krmilnika, saj so izhodne napetosti krmilnikov pulzno 
modulirane in niso sinusnih oblik. Posledično so nesinusnih oblik tudi tokovi, zaradi 
česar je točno merjenje napetosti in tokov precej zahtevno.  
14 2  Opis obstoječega sistema za izvajanje meritev izkoristka pretvornika 
 
Za meritve moduliranih signalov lahko uporabimo različne merilne naprave, ki 
pa nalogo opravljajo različno dobro, nobena merilna naprava pa ni povsem točna in 
ne zagotavlja točnih meritev. Poleg tega pa na tem področju ni nobenega standarda, 
ki bi določal postopek meritev izkoristka. Posledično se rezultati in načini izvajanja 
meritev izkoristka razlikujejo od proizvajalca do proizvajalca [2], kar pa ne 
zagotavlja zadostne točnosti med primerjavami posameznih naprav med različnimi 
proizvajalci, razen v primeru da oba proizvajalca uporabljata isto metodo. 
V podjetju se meritve izkoristka opravlja na način, ki se uporablja za merjenje 
izkoristkov celotnega pogona ali motorja. Ta postopek zahteva meritve izkoristka po 
celotni površini hitrostno-navorne ravnine, kar pomeni da na motorju povečujemo 
navor od 0 do maksimalnega navora pri vseh hitrostih, ki jih lahko le-ta doseže. Kot 
rezultat meritev izkoristka pogonskih sistemov se podaja ploskovne grafe, kjer 
imamo na x in y osi podano hitrost in navor, izkoristek pa je podan z barvno lestvico 
ali izočrtami, ki povezujejo točke z enakim izkoristkom. Primer grafa je na sliki 2.1. 
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2.2  Merilni sistem 
Meritve električnega izkoristka se izvaja v merilnici z laboratorijskim merilnim 
sistemom za testiranje elektromotorjev proizvajalca Kistler Grup. Sistem je 
sestavljen iz več mehanskih in električnih sklopov [3]. Glavne mehanske 
komponente so: 
 osnovni okvir, 
 montažna plošča, 
 2 x sklopka (med motorjem in senzorjem navora in senzorjem navora ter 
testnim motorjem), 
 dvižna miza, 
električne pa: 
 bremenski motor, 
 krmilnik bremenskega motorja, 
 močnostni usmernik, 
 senzor navora, 
 kontrolni modul s sistemskim računalnikom, 
 trifazno stikalo za vklop testiranega stroja. 
Na sliki 2.2 je prikazana blokovna shema merilnega sistema, iz katere je razvidno 
kako so posamezne enote med seboj povezane. Sistem je primarno namenjen 
merjenju karakteristik in izkoristka 3-faznih izmeničnih strojev (motorjev ali 
generatorjev) ali pogonskih sistemov napajanih z enosmerno napetostjo (krmilnik + 
elektromotor).   
 
Slika 2.2:  Blokovna shema merilnega sistema Kistler Mohilo  
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Merilni sistem omogoča hkratno merjenje štirih faz (enosmerno- in tri-izmenične 
faze), zato s sistemom merimo tudi izkoristke samih krmilnikov, saj iz enosmernih 
veličin izračunamo vhodno moč, iz trifaznih pa izhodno moč. Razmerje med prejeto 
vhodno in oddano izhodno električno močjo nam poda izkoristek, ki se ga običajno 
piše v procentih  –  enačba (2.1). 
 𝜇 =  
𝑃𝑖𝑧ℎ
𝑃𝑣ℎ
∙ 100 % (2.1) 
  Merilna miza je sestavljena iz okvirja in montažne plošče, na kateri je 
pritrjen trifazni asinhronski bremenski motor. Ta lahko služi kot zavora, pogonski 
motor ali kot generator oziroma breme. Nazivna moč motorja je 119 kW pri nazivni 
hitrosti 2840 min
-1
 in 400 Nm navora na gredi. Bremenski motor je vodno hlajen in 
lahko trajno obratuje na nazivnih vrednostih. Krmilimo ga s sistemskim 
računalnikom s 4 kvadrantnim močnostnim krmilnikom proizvajalca Siemens. 
Krmilnik je napajan iz trifaznega 400 V omrežja in zagotavlja 120 kW izhodne moči. 
Energijo, ki nastane pri zaviranju ali v generatorskem režimu, vrača nazaj v omrežje.  
 Nastavljiva dvižna miza omogoča nastavljanje višine gredi, s čimer centriramo 
testni in pogonski motor. Gredi motorjev sta povezani preko sklopk na senzor za 
merjenje navora.  
 
Slika 2.3:  Merilna miza s pogonom, ki se testira [3] 
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Kontrolni modul s sistemskim računalnikom vsebuje naslednje komponente: 
 analizator moči, 
 sistemski računalnik, 
 vmesniška kartica za analogne in digitalne vhode in izhode, profibus in 
CAN vmesnik ter zunanji watchdog časovnik.  
Za zajem in obdelavo signalov skrbi analizator moči Yokogawa 1800 WT – 
slika 2.4 [4]. Omogoča direkten zajem podatkov napetosti do 1000 V, tokove pa 
zajemamo s tokovnimi pretvorniki proizvajalca LEM, ki omogočajo meritve tokov 
do 1000 A vršne vrednosti. Analizator moči ima 6 vhodov za napetosti in tokove, kar 
pomeni da lahko računa moči na 6 fazah z natančnostjo ± 0.1 % pri enosmernih in ± 
0.05 % pri izmeničnih veličinah. Analizator ima 16 bitne ADC pretvornike z 
vzorčenjem 2 MS/s. 5 MHz pasovna širina omogoča natančno vzorčenje pulzno 
moduliranih signalov. Eternet povezava s sistemskim računalnikom omogoča 
nastavljanje parametrov in branje merjenih podatkov iz analizatorja.  
 
Slika 2.4:  Analizator moči Yokogawa 1800 WT 
Srce merilnega sistema je sistemski računalnik. Opremljen je s programsko 
opremo Teststand control, ki omogoča upravljanje z merilnimi instrumenti in 
senzorji. Program omogoča nastavljanje različnih testnih načinov sistema npr. 
avtomatsko merjenje, ki je namenjeno za izvajanje cikličnih meritev različnih S 
režimov, ali pa ročno opravljanje meritev, pri katerih sami nastavljamo želene 
obratovalne točke oziroma načine meritev. Slednji način se uporablja za meritve 
karakteristik motorjev in za merjenje izkoristkov. 
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2.3  Krmilnik  
Glavno vlogo pri pogonu električnega vozila ima krmilnik. Ta skrbi da se 
vozilo odziva na zahteve, hkrati pa posreduje informacijo tudi o trenutnem stanju 
sistema. Tako poleg glavne funkcije, ki je regulacija navora ali hitrosti pogonskega 
motorja, krmilnik opravlja še vrsto drugih funkcij, ki so pomembne za normalno in 
varno obratovanje vozila. To so različne varnostne in zaščitne funkcije 
(prenapetostne in podnapetostne zaščite, pretokovne zaščite, zaščite v primeru 
odpovedi pedala ...) ter upravljanje senzorjev in aktuatorjev, ki se nahajajo na vozilu 
(vklop in izklop signalnih lučk, vzvratne luči, ventilatorjev za hlajenje motorja in 
krmilnika, prikazovanje stanja na ekranu …). Posledično imajo vsi krmilniki, ki jih 
proizvedemo v podjetju precej podobno zgradbo. Vsak krmilnik ima posebej 
zasnovano močnostno stopnjo in pa krmilno stopnjo. Močnostne stopnje so 
zasnovane za 3-fazne elektromotorje in se razlikujejo po moči in nazivni napajalni 
napetosti, krmilni deli krmilnika pa se razlikujejo po regulaciji krmiljenja motorja in 
po namembnosti posamezne aplikacije za katero je krmilnik namenjen (npr. 
električni skuter, električni viličar). Vsaka aplikacija namreč zahteva svoje 
funkcionalne, krmilne in zaščitne funkcije. Krmilniki imajo dva tipa priključkov, 
močnostne in signalne. Močnostnih priključkov je pet, dva za priklop na baterijo (B 
+ in B –) in tri za priklop faznih priključkov (U, V, W) motorja. Signalni priključki 
so povezani preko 23- ali 35-pinskega priključka za priklop senzorjev in aktuatorjev 
na vozilu. Običajno so krmilniki opremljeni s sledečimi signalnimi priključki: 
1. digitalni vhodi (stikala za signaliziranje stanja, ki jih krmili voznik), 
2. digitalni izhodi (signalne lučke, krmiljenje relejev …), 
3. analogni vhodi (senzor za pedal, senzor temperature motorja), 
4. 4 vhodi za absolutni dajalnik pozicije, 
5. 2 vhoda za relativni dajalnik pozicije, 
6. linije za napajanje zunanjih porabnikov na 5 V, 
7. linija za napajanje zunanjih porabnikov na 12 V, 
8. masa za priklop zunanjih porabnikov, 
9. dve CAN komunikacijski liniji. 
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 Za avtomatizacijo meritev izkoristka smo uporabili naslednja dva krmilnika – 
slika 2.5:  
 krmilnik MC − 020 za pogon trifaznega sinhronskega motorja v električnem 
skuterju, 
 krmilnik MC − 040 za pogon trifaznega asinhronskega motorja v 
enosedežnem električnem vozilu manjših dimenzij.  
 
(a)                           (b) 
Slika 2.5:  Krmilnik MC – 020 (a) in MC – 040 (b) 
Krmilnika sta izdelana za priklop na 48 V enosmerno napajanje in sta deklarirana za 
obratovanje v različnih S2 režimih. MC − 020 je deklariran za naslednje režime: 
10. S2 10 s pri 240 Arms,  
11. S2 2 min pri 195 Arms,  
12. S2 1 h pri 90 Arms. 
Za regulacijo se uporablja direktno vektorsko kontrolo z absolutnim dajalnikom 
pozicije, za zajem signalov pa je krmilnik opremljen z 23-pinskim konektorjem, kjer 
imamo naslednje signalne priključke: 
13. 3 analogni priključki, 
14. 2 digitalna izhoda, 
15. 1 digitalni vhod, 
16. 48 V napajanje za krmilni del krmilnika, 
17. 48 V napajanje za napajanje digitalnih izhodov, 
18. 3 x 5 V napajalne linije za zunanje porabnike, 
19. 12 V napajanje za zunanje porabnike, 
20. 4 signalni priključki za absolutni dajalnik pozicije, 
21. 4 x masa za zunanje porabnike, 
22. dve liniji za komunikacijo prek CAN protokola. 
MC − 040 je deklariran za naslednje režime: 
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23. S2 10 s pri 500 Arms,  
24. S2 2 min pri 450 Arms,  
25. S2 1 h pri 200 Arms. 
Za regulacijo se uporablja indirektno vektorsko kontrolo z relativnim dajalnikom 
pozicije, za zajem signalov pa je krmilnik opremljen s 35-pinskim konektorjem, kjer 
imamo naslednje signalne priključke: 
26. 3 analogni priključki, 
27. 6 digitalna izhoda, 
28. 6 digitalni vhod, 
29. 48 V napajanje za krmilni del krmilnika, 
30. 2 x 5 V napajalne linije za zunanje porabnike, 
31. 12 V napajanje za zunanje porabnike, 
32. 4 signalni priključki za absolutni dajalnik pozicije, 
33. 2 signalna priključka za relativni dajalnik pozicije, 
34. 3 x masa za zunanje porabnike, 
35. dve liniji za komunikacijo prek CAN protokola. 
2.4  CAN in CANopen komunikacija 
Za komunikacijo med krmilnikom in drugimi napravami se uporabljata CAN in 
CANopen kumunikacijska protokola. Oba protokola temeljita na ISO/OSI 
referenčnem modelu [5]. Ta predstavlja modularno zgradbo protokolov, kjer vsaka 
plast opravlja svojo določeno nalogo. Model je sestavljen iz 7-ih različnih plasti: 
fizična plast, povezovalna plast, omrežna plast, transportna plast, sejna plast, 
predstavitvena plast in aplikacijska plast – tabela 2.1. 
7. aplikacijska plast Vmesnik med uporabnikom in OSI modelom. 
6. predstavitvena plast 
Zagotavlja različne načine kodiranja, pretvarja 
podatke, določa sintakso, transformacijo in 
formiranje podatkov. 
5. sejna plast 
Nadzira komunikacijo med računalniki, določa 
vrsto povezave (enosmerna ali dvosmerna) … 
4. transportna plast 
Definira način prenosa, razbija dolga sporočila na 
manjše dele … 
3. omrežna plast 
Vzpostavlja, prekinja in vzdržuje povezavo, izbira 
pot in skrbi za preklapljanje paketov, zavez ter 
sporočil … 
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2. povezovalna plast 
Določa enote sporočila (znake, bloke, pakete), 
načine ugotavljanja napak, kontrolo pretoka … 
1. fizična plast 
Definira prenosni medij, nivoje signala, hitrost 
prenosa, način zapisa … 
Tabela 2.1:  ISO/OSI model [5] 
CAN (Controller Area Network) je temeljni standard za komunikacijo med 
krmilnikom in ostalimi napravami. Spada pod serijske komunikacijske protokole in 
zavzema le prve dve plasti ISO/OSI modela. Fizična plast določa število vodnikov 
(2), mehanske in električne lastnosti vodnikov, vrsto priključkov (9-pinski D-SUB 
konektorji), napetostne nivoje in hitrost podatkov (10, 20, 50, 125, 250, 500, 800 in 
1000 Kbit/s). Povezovalna plast določa okvirjanje (določa dolžino in pomen 
posameznega rezerviranega prostora v okvirju), signaliziranje detekcije napak, 
preverjanje napak, validacijo sporočil in potrditev prenosa. Poznamo dva standarda, 
ki določata dva tipa okvirja, to sta CAN 2.0A(11-bitni CAN ID or COB ID) ali 2.0B 
(29-bitni CAN ID). CAN 2.0A je osnovni tip (zato COB ID) in lahko prenaša 
sporočila, ki so sestavljena iz 11-bitnega naslova, enega bita ki potrjuje prenos 
podatka, 4-ih bitov, ki določajo obseg podatka in od 0 do 8 bajtov za prenos podatka. 
11-bitni naslov je razdeljen na 4 bite za funkcijsko kodo, ki predstavlja različne 
komunikacijske objekte, in pa 7 bitov, ki določajo naslov vozlišča. Ta omejuje 
število naprav, ki so v mreži na 127. CAN 2.0B ima 29-bitni naslov in omogoča 
večje število naprav v mreži [6].  
Ostale višjenivojske plasti ISO/OSI modela definira višjenivojski  
komunikacijski protokol CANopen. Podlaga za CANopen standard je višjenivojski 
CAL (CAN Application Layer) protokol. CAL definira štiri aplikacijske servisne 
elemente [6]: 
1. CMS (CAN-based Message Specification), 
2. NMT (Networ ManagemenT), 
3. DBT (DistriBuTor), 
4. LMT (Layer Management). 
Ti zagotavljajo vse komunikacijske storitve, opravljanja omrežja in sporočilne 
protokole. CANopen je v bistvu nadgradnja CAL in določa, kako so podatki 
organizirani in kako se izmenjujejo med seboj. CANopen tako definira dva nivoja in 
sicer komunikacijski vmesnik in slovar objektov. 
Bistvo protokola sloni na slovarju objektov naprave »OD« (Object dictionary). 
To je urejena skupina objektov, kjer je vsak objekt naslovljen s 16-bitnim indeksom 
in 8-bitnim pod-indeksom, ki omogoča dostop do posameznega elementa znotraj 
objekta. Vsak element ima svoj indeks, pod-indeks, funkcijo, ime, tip objekta, vrsto 
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podatkovnega tipa, dovoljenje za branje in pisanje, minimalno in maksimalno 
vrednost ter trenutno vrednost [6],[7],[8]. 
Vsako vozlišče v mreži ima svoj objektni slovar. Ta vsebuje parametre, ki 
opisujejo napravo in njihovo vedenje v mreži. Objekti so v slovarju razvrščeni po 
indeksih, ki so razdeljeni v več skupin. Vsaka skupina ima dodeljeno svojo funkcijo. 
Bolj pomembne skupine predstavljata komunikacijski profil in profil proizvajalca. 
Slika 2.6:  CAN in CANopen v povezavi s krmilnikom [6],[7] 
Prvi definira komunikacijske parametre – objekte, drugi pa vsebuje glavne parametre 
za delovanje naprave – aplikacijske objekte. Za prenos podatkov po CAN omrežju 
skrbi komunikacijski vmesnik, ki definira štiri vrste različnih tipov sporočil oz. 
komunikacijskih objektov [6],[7],[8]: 
- administrativna sporočila (NMT), 
- servisno podatkovna sporočila (SDO), 
- procesno podatkovna sporočila (PDO), 
- specialno funkcijsko objektna sporočila (SYNC, time stamp, emergency, 
Node/Life Guarding). 
Tipe sporočil in lokacijo vozlišča v mreži določa identifikacijski naslov COB-ID. 
Branje in pisanje podatkovnih tipov objektov omogočata SDO in PDO tipa sporočil.  
Servisno podatkovna sporočila (SDO) služijo za branje in pisanje sporočil v 
slovar objektov. S temi sporočili lahko beremo in spreminjamo parametre aplikacije 
oziroma naprave. Vozlišče, ki sprejema podatke je definirano kot klient, slovar 
objektov do katerega dostopamo v nekem vozlišču pa strežnik. S prenosom podatkov 
vedno začne klient, nato sledijo podatkovna sporočila in na koncu potrditveno 
sporočilo. Dolžina podatka, ki jo želimo prenesti je neomejena, saj lahko posamezni 
podatek razbijemo na več paketov po 8 bajtov. 
Procesno podatkovna sporočila (PDO) se uporablja za prenos podatkov v 
realnem času. Procesni podatki (npr. meritve iz senzorjev, kjer se vrednosti hitro 
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spreminjajo) se shranjujejo v slovar objektov. Vsako vozlišče lahko pošilja podatke 
avtomatsko z neko periodo, brez direktne zahteve, kar pomeni da je prenos zelo hiter, 
saj so podatki poslani brez dodatnih zahtev, po koncu prenosa pa ni potrebno 
preveriti ali so podatki prispeli. Za razliko od SDO načina komunikacije je dolžina 
podatka, ki ga lahko prenesemo omejena na maksimalno 8 bajtov. 
Pri povezavi krmilnika s PC uporabljamo ifak isCAN USB vmesnik 
proizvajalca Thorsis Technologies GmbH. Vmesnik skrbi za dostop do CAN omrežja 
in podpira oba CAN standarda (2.0A in 2.0B). Na računalnik se povežemo preko 
USB priključka, na CAN mrežo pa preko 9-pinskega D-Sub konektorja. Glavni 
vmesni člen med testnim okoljem na PC-ju in CAN omrežjem je dinamična knjižnica 
dll, ki jo zagotovi proizvajalec vmesnika. 
2.5  Dosedanji potek meritve izkoristka krmilnika 
Meritve izkoristka smo izvajali ročno na napravi, ki je opisana v poglavju 2.1. 
Obstajata dva različna načina s katerima lahko pomerimo točke na površini hitrostno-
navorne ravnine (glej poglavje 2.1). Pri prvem postopku najprej nastavimo začetno 
želeno hitrost bremenskega motorja in nato s testnim krmilnikom nastavljamo navor 
na testnem motorju od 0 do maksimalnega navora. Pri tem je potrebno poudariti, da 
je povečevanje navora zvezno in zato med meritvijo nikoli ne dosežemo 
stacionarnega stanja. Ko dosežemo maksimalen navor, postavimo navor na 0 in 
zaključimo meritev. Potem nastavimo novo hitrost bremenskega motorja in postopek 
ponovimo. Da pomerimo vse točke ravnine, meritev ponavljamo do največje možne 
hitrosti, ki jo testni motor lahko doseže. Drugi postopek poteka ravno obratno. 
Hitrost nastavljamo s testnim krmilnikom, navor pa povečujemo na bremenskem 
motorju. Meritve smo izvajali na prvi način, saj je stabilnost hitrosti precej večja, če 
jo nastavimo z bremenskim motorjem, kot pa s testnim motorjem. 
Na sliki 2.7 je predstavljena vezalna shema sistema. Krmilnik smo na napajalni 
strani priključili na močnostni usmernik na nazivno enosmerno napajalno napetost, 
na izhodu pa smo ga povezali na trifazni asinhronski motor.  
Vsak fazni kabel smo speljali skozi svoj tokovni pretvornik, s katerimi smo 
merili fazne tokove. Na enosmerni strani krmilnika smo merili tok na pozitivnem 
priključku. Z namenom da izmerimo točno in izključno samo izkoristek krmilnika in 
ne tudi vpliv povezovalnik kablov, smo enosmerno in medfazne napetosti merili 
direktno na priključkih krmilnika. S tem smo se izognili dodatnim padcem napetosti 
in izgubam, ki nastanejo na kablih. Asinhronski motor smo preko sklopke priklopili 
na bremenski motor.  
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Slika 2.7:  Vezalna shema za meritve izkoristka krmilnika 
Na sistemskem računalniku sistema Kistler Mohilo smo zagnali programsko 
opremo, ki omogoča upravljanje merilnih instrumentov in shranjevanje ter obdelavo 
meritev. V programu je potrebno najprej nastaviti pravilne parametre (tokovna in 
napetostna merilna območja, filtre …), nastavitve usmernika, proženje in vzorčenje 
analizatorja moči – slika 2.8.  
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Slika 2.8:  Nastavitve sistemskega programa za izvajanje meritev 
Po uspešni nastavitvi le-teh smo v programu zagnali »ročno nastavljanje meritev«. 
Odprlo se je vmesniško okno v katerem lahko nastavljamo napajalno napetost in 
tokovno limito usmernika ter hitrost in navorno limito na bremenskem motorju – 
slika 2.9. 
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Slika 2.9:  Vmesniško okno 
Nastavili smo napajalno napetost na nazivno za testni krmilnik ter limito toka, 
s katero omejimo moč napajanja testnega krmilnika. S pritiskom na gumb »Control 
ON« smo aktivirali usmernik, z gumbom »Test ON« pa smo sklenili trifazno stikalo. 
Nato smo nastavili še navorno limito, ki skrbi da nam sistem ne pobegne, in pa 
želeno hitrost pri kateri bomo začeli meritev. S tem je bila merilna naprava 
pripravljena za pričetek meritve. 
Testni krmilnik smo preko CAN povezave priključili na nadzorni računalnik, 
na katerem je bila nameščena programska oprema System monitor. Program je bil 
narejen v MAHLE Electric Drives Slovenija d. o. o. in omogoča spreminjanje 
parametrov testnega krmilnika ter izbiro različnih testnih načinov za krmiljenje 
elektromotorjev z različnimi tipi regulacije. V programu smo izbrali navorno 
regulacijo, kjer lahko povečujemo navor na testnem motorju.  
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Slika 2.10:  System monitor − navorna regulacija 
Na sistemskem računalniku smo pognali shranjevanje (glej sliko 2.9; Start 
save), se preselili na nadzorni računalnik in s puščico na tipkovnici zvezno 
povečevali navor na testnem krmilniku do maksimalnega navora. Pri večanju hitrosti 
v območje slabljenja polja motorja se maksimalen navor, ki ga lahko dosežemo, 
manjša, saj je moč motorja omejena (P = Mω). Ko smo dosegli maksimalen navor 
smo nastavili navor na 0 in zaključili shranjevanje na sistemskem računalniku. 
Ustavili smo hitrost, izključili trifazno stikalo in usmernik ter shranili meritev v csv 
tekstovnem formatu. Ob tem se zapre tudi vmesniško okno. Postopek je potrebno 
ponavljati za vsako točko hitrosti posebej, kar pomeni da imamo tudi toliko 
generiranih datotek z meritvami za vsako hitrost. 
Podatke v obliki csv datotek smo nato obdelali v programu Octave na 
nadzornem računalniku, kjer smo izrisali ploskovne grafe izkoristka krmilnika. 
Celoten postopek meritve je trajal od 30 do 90 min, včasih še nekoliko dlje, odvisno 
od zmogljivosti krmilnika, ki smo ga testirali in od koraka hitrosti. Po navadi smo 
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2.5.1  Slabosti pri izvajanju ročnih meritev 
   Kot je razvidno iz zgoraj opisanega postopka, se meritev hkrati izvaja na 
dveh računalnikih, kar pomeni da se med meritvijo selimo iz enega računalnika na 
drugega. Možnost za napako je večja, kot če se meritve izvaja na eni napravi. Drugi 
problem se kaže v tem, da je potrebno znova in znova nastavljati celoten sistem za 
meritev pri vsaki hitrosti posebej in je postopek meritve zato precej dolgotrajen. Še 
ena ključna slabost se kaže pri postopku nastavljanja želenega navora. Pri 
dosedanjem postopku se navor na testnem krmilniku nikoli ne ustali, zato sistem 
nikoli ne doseže stacionarnega stanja. To pomeni, da se neprestano povečujejo tudi 
fazni tokovi, s tem pa se točnost meritev precej zmanjša, saj analizator moči meri 
točne vrednosti le v stacionarnih stanjih. Poleg tega pri meritvah ne kontroliramo 
temperature krmilnika in motorja pri katerih so vzorčene posamezne točke meritve. 
Vemo, da se s porastom temperature običajno narašča tudi upornost. Posledično je 
izkoristek celotnega pogona nižji. 
Še eno pomembno pomanjkljivost dosedanjega sistema predstavlja obdelava 
podatkov po končanih meritvah. Program na sistemskem računalniku omogoča izris 
le 2D grafov, zato z njim ne moremo izrisati končnih ploskovnih grafov, kot je 
prikazano na sliki 2.1 v poglavju 2.1. Za končno obdelavo in izris grafov moramo 
najprej podatke iz vseh shranjenih podatkov (za vsako hitrost posebej) združiti v eno 
datoteko. Potem to obdelamo in interpoliramo na nadzornem računalniku s pomočjo 
programske opreme Octave. S pomočjo programa izrišemo tudi želene grafe. 
V želji po predvsem skrajšanju procedure meritve in pa izboljšanju natančnosti 
meritev, smo se odločili za avtomatizacijo meritve. Pri tem smo poskušali zajeti in 
odpraviti čim več zgoraj navedenih pomanjkljivosti dosedanjega postopka meritev. 
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3  Možnosti nadgradnje sistema in zasnova programa za 
avtomatizacijo 
Prvotna okvirna ideja je bila izdelati program z uporabniškim vmesnikom, s 
katerim bi lahko upravljali oziroma krmilili dosedanji merilni sistem in testirani 
krmilnik z enega računalnika. Program naj bi avtomatsko nastavljal delovne točke in 
sam pomeril celotno karakteristiko izkoristka krmilnika. Po opravljenih meritvah bi 
program omogočal izris določenih grafov in shranjevanje podatkov v csv datoteke 
(coma separated values), kar bi omogočalo kasnejšo obdelavo podatkov. Ena 
ključnih želja je bila poleg zgoraj navedenega tudi meritev izkoristka pri konstantni 
temperaturi. Takšne meritve bi trajale precej časa, zato smo se odločili da bi meritve 
izvajali v določenem temperaturnem območju, ki bi bilo čim ožje, s čimer bi omejili 
vpliv temperature na izkoristke. 
V prvi fazi izdelave programa smo najprej preverili kakšne so možnosti za 
realizacijo izvedbe avtomatizacije. Pri tem smo najprej določili kakšen naj bi bil 
najprimernejši postopek izvedbe meritve in kako podajati rezultate oziroma grafe, ki 
bi jih dobili kot rezultat meritve. V drugi fazi smo preverili možnosti nadgradnje 
obstoječega sistema. Pri tem smo preverili, kakšne so možnosti povezave 
obstoječega merilnega sistem z zunanjimi napravami, kakšno arhitekturo omogoča 
sistem in kateri programski jezik uporabiti za izdelavo programa in uporabniškega 
vmesnika. Sledila je tretja faza poteka dela, kjer smo izdelali program in uporabniški 
vmesnik, s katerim smo avtomatizirali meritve. V zadnji fazi smo program testirali in 
preverili njegovo delovanje. 
3.1  Temperaturna odvisnost izkoristka, okvirni potek meritve in 
prikazovanje izgub krmilnika na grafu 
Zaradi pomanjkanja standardov na področju meritev izkoristka pogonov, se te 
meritve od proizvajalca do proizvajalca lahko razlikujejo. Še posebej pri meritvah 
izkoristkov samih krmilnikov ni primernega standarda, ki bi določil najustreznejši 
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postopek izvedbe meritve, merilno opremo in obdelavo dobljenih rezultatov. S tem 
problemom smo se srečali tudi v našem podjetju, zato je bil eden od ciljev poiskati 
najprimernejši način merjenja in podajanja rezultatov, s katerim bi si olajšali delo in 
primerjavo izkoristkov prototipa nekega krmilnika z drugimi prototipi.  
Običajno se izkoristke krmilnikov meri v kombinaciji z motorjem. To pomeni, 
da merimo izkoristek celotnega sistema (pogona). Karakteristika krmilnika (navorno-
hitrostna) je tako po obliki enaka kot karakteristika motorja, dejanski izkoristek 
krmilnika pa je precej boljši v primerjavi z motorjem. Izkoristek krmilnika je v 
večini odvisen od preklopnih in prevodnih izgub močnostnih stikal (MOS-FET 
tranzistorjev). V večinskem obratovalnem področju karakteristike je izkoristek 
krmilnika nad 90 %, v določenem področju pa tudi nad 98 ali celo 99 %.  
3.1.1  Temperaturna odvisnost izkoristka 
Iz dosedanjih meritev in preizkušanja krmilnikov smo opazili, da se izkoristek 
spreminja tudi s temperaturo. Višja kot je temperatura, večje so izgube in s tem slabši 
izkoristek krmilnika.  
 Za bolj otipljiv vpogled in predstavo koliko temperatura vpliva na izkoristek 
krmilnika, smo naredili nekaj meritev pri katerih smo opazovali izgube v odvisnosti 
od izkoristka krmilnika. Meritve smo izvajali na krmilniku MC − 040 s katerim smo 
krmilili asinhronski motor. Ta je bil obremenjen z bremenskim motorjem. Motor smo 
obremenili s takšnim navorom, da smo dobili želeni fazni delovni tok – 450 Arms.  
 
Slika 3.1:  Graf odvisnosti izkoristka od temperature in časa 




Pri tem smo merili izkoristek in temperaturo krmilnika toliko časa, da je 
krmilnik dosegel končno temperaturo. Iz zgornjega grafa na sliki 3.1 vidimo, da se 
izkoristek krmilnika pri temperaturni razliki 70°C spremeni za manj kot 1 %. Za 
meritve znotraj 0,1 % izkoristka bi se morala meritev izvajati v temperaturnem 
območju 7°C. Poleg samega razpona temperature v kateri se krmilnik lahko nahaja 
za točno izvedeno meritev, na meritev vpliva tudi termična časovna konstanta 
krmilnika. Ta nam definira čas v katerem se bo krmilnik segrel od spodnje meje 
temperature, pri kateri še lahko izvajamo meritev, pa do zgornje meje temperature. 
Drugače povedano, definira nam čas v kateri se krmilnik segreje za določeno 
temperaturno razliko. Torej ta čas odločilno vpliva tudi na končni čas izvajanja 
meritve, obenem pa se temu prišteva še čas ohlajanja nazaj na spodnjo temperaturo, 
pri kateri začnemo meriti posamezne točke. 
3.1.2  Okvirni potek avtomatske meritve 
Okviren potek avtomatiziranega sistema smo načrtovali na podlagi ročnih 
meritev. Meritev naj bi potekala na enak način kot pri ročnem postopku, le da bi 
meritve izvajali v določenem temperaturnem območju in bi opravili celotno meritev 
karakteristike brez ustavljanja med posameznimi meritvami (pri različnih hitrostih) 
in shranjevanja podatkov za vsako nastavljeno hitrost posebej. Postopek bi zajemal 
izdelavo mreže točk v hitrostno-navorni ravnini, kot je prikazano na sliki 3.2.  
 
Slika 3.2:  Mreža točk hitrostno-navorne ravnine 
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S pomočjo grafičnega vmesnika bi določili minimalno in maksimalno hitrost 
ter korak spremembe hitrosti in navora. S tem bi določili mrežo oziroma število točk, 
kjer bi pomerili izkoristke. Pri tem je pomembno, da zajamemo zadostno vendar ne 
preveliko število točk, saj bi se meritev ob zelo velikem številu točk časovno precej 
podaljšala. Hkrati bi ob prenizki gostoti mreže dobili napačne oziroma manj 
natančne rezultate meritev. S pomočjo grafičnega vmesnika bi nastavili tudi želeno 
napajalno napetost in limite ter vrednosti minimalne in maksimalne temperature, pri 
kateri bi se meritev izvajala. Nato bi začeli meritev, kjer bi nastavili prvo točko 
hitrosti. Potem bi avtomatsko povečali navor iz 0 na 0 + korak in tako nastavili prvo 
točko pri kateri bi pomerili izkoristek. Pred vzorčenjem bi avtomatsko preverili 
temperaturo in v primeru, da je temperatura v želenem območju, bi program sam 
opravil meritev in shranil točko. Potem bi spet povečal navor za korak navora in 
postopek ponovil vse do zadnje točke navora, kjer bi navor postavili na 0. Program bi 
ob tem sam povečal hitrost za predhodno nastavljen korak in ponovno pomeril vse 
točke navora. Tako bi ponavljali postopek do zadnje točke hitrosti. Dodatna zahteva 
po preverjanju je potrebna v območju slabljenja polja. Če sistem zazna, da krmilnik 
ne zmore nastaviti želenega navora, se avtomatsko premakne na naslednjo hitrost. To 
je tipično delovanje krmilnikov, ki jih testiramo v podjetju. Po koncu meritev bi 
izklopili usmernik in zaključili meritev.  
3.1.3  Prikazovanje izkoristka na grafu 
Pri dosedanjem prikazovanju rezultatov na grafih, smo imeli kar precej težav 
pri primerjavi dveh karakteristik istega krmilnika med seboj, saj je bilo točno 
odčitavanje točk zelo oteženo zaradi zelo majhnih razlik med posameznimi točkami 
na sami karakteristiki in včasih precej nerazločnih mejah barv barvnega stolpca. 
Ideja je bila, da bi poleg takšnega prikazovanja izkoristka in posledično izgub, na 
koncu meritve izdelali še graf, ki bi prikazoval izkoristek točkovno in graf, ki bi 
prikazoval izgube v odvisnosti od toka pri posamezni hitrosti. Vemo, da so izgube 
krmilnika v večini pogojene z velikostjo toka, zato je za primerjavo krmilnikov med 
seboj in za primerjavo istega krmilnika pred in po npr. termičnih testih veliko bolj 
nazorna na grafu, kjer imamo prikazane izgube v odvisnosti od toka. Pri enakem toku 
in enaki hitrosti morajo biti izgube enake, pred in po termičnih testih. V nasprotnem 
primeru je potrebno preveriti, če smo izmerili pravilno ali pa je na krmilniku prišlo 
do poslabšanja stanja. 
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3.2  Možnost nadgradnje sistema 
3.2.1  Kaj merilni sistem omogoča? 
Da bi realizirali avtomatizacijo postopka meritve izkoristka, smo morali najprej 
preveriti kaj sistem omogoča in kako se s sistemom povezati. Kot smo videli v 
poglavju 2.2   je merilni sistem sestavljen iz več enot, ki jih ročno upravljamo s 
programom sistemskega računalnika. Program omogoča različne povezave z 
zunanjimi enotami za priključitev dodatnih naprav ali senzorjev preko digitalnih ali 
analognih vhodno/izhodnih enot in preko CAN komunikacijske enote. CAN 
komunikacijski protokol se uporablja tudi na krmilnikih. Od tu se je rodila ideja, da 
bi krmilnik in merilni sistem krmilili preko CAN komunikacijskega protokola. S tem 
bi lahko iz enega računalnika upravljali celoten sistem.  
Vzpostavitev komunikacije s krmilnikom ne predstavlja večjih težav, saj je to 
osnovna komunikacijska povezava krmilnikov z ostalimi napravami ali s PC-jem, ki 
jo uporabljamo v podjetju. Tu je bil za potrebe testiranja zasnovan razhroščevalni in 
testni protokol (LDTP – letrika debugging and testing protocol), ki ga uporabljamo v 
krmilnikih. Ta definira kako dostopamo do posameznih objektov, preko katerih 
pošiljamo ukaze za upravljanje posameznih funkcij aplikacije, kako dostopamo do 
spremenljivk in kako spreminjamo konstante aplikacije.  
Večji izziv je predstavljala vzpostavitev komunikacije s sistemom Kistler 
Mohilo. Na tem mestu smo morali preveriti, kako in katere podatke lahko prejemamo 
in pošiljamo preko CAN komunikacijskega protokola na sistemski računalnik 
merilnega sistema. Te funkcije so določene s strani proizvajalca merilnega sistema in 
jih ne moremo spreminjati. Ugotovili smo, da lahko preko CAN vmesnika 
komuniciramo le preko testnega programa Teststand control. Program omogoča 
komunikacijo po PDO sporočilih CAN protokola, kjer je hitrost za prenos podatkov 
omejena na fiksno hitrost 250 Mb/s. Preko sporočil lahko v sistemskem programu 
nastavljamo in beremo sledeče: 
1. napetost, tokovno limito in notranjo upornost usmernika, 
2. hitrost in navor na bremenskem motorju, 
3. vklop/izklop usmernika in trifaznega stikala, 
4. beremo podatke iz analizatorja moči: 
a. čas, 
b. napetost usmernika, 
c. tok usmernika, 
d. vrtljaje motorja, 
e. navor na gredi motorja, 
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f. fazne napetosti, 
g. fazne tokove, 
h. električno moč na usmerniku, 
i. električno trifazno moč, 
j. mehansko moč, 
k. fazni kot. 
Ravno tako so indeksi in paketi sporočil določeni s strani proizvajalca. Sistem ne 
omogoča proženja gumba za shranjevanje podatkov na sistemskem programu preko 
CAN protokola, zato smo se odločili, da bomo podatke shranjevali s pomočjo 
programa, ki smo ga izdelali. Poleg tega ne podpira pošiljanja izmerjenega izkoristka 
iz merilnega sistema, zato je potrebno izkoristek preračunati iz dobljenih moči. 
Sistem omogoča centralno vodenje naprav le preko sistemskega programa Teststand 
control, kar je odločilno vplivalo na takšno zgradbo programa. V njem so realizirane 
različne zaščitne funkcije, ki bi jih morali v nasprotnem primeru izdelati sami. 
Te lastnosti so ključno vplivale na povezavo, izvedbo in  arhitekturo 
programa, s katerim smo krmilili sistem. Pri takšni konfiguraciji sistema delo še 
vedno poteka na dveh računalnikih, vendar sistemski računalnik sistema Mohilo 
konfiguriramo le pred prvim izvajanjem meritev, kjer se nastavi zaščitne in merilne 
funkcije, izvajanje meritev pa poteka popolnoma avtomatsko z nadzornega 
računalnika. 
  
3.2.2  Izbira programskega okolja 
Za izdelavo oziroma pisanje programa za avtomatizacijo smo si izbrali Python 
programsko okolje. Python je višje nivojski, objektno usmerjen skriptni jezik. Ima 
popolnoma dinamične podatkovne tipe in samodejno upravlja s pomnilnikom. 
Izvajanje ukazov poteka v interpreterju, kar pomeni da se ukazi prevajajo v strojni 
jezik med samim izvajanjem kode. Zaradi svojih lastnih vgrajenih metod in objektov 
nam prihrani veliko časa in dela, zaradi precej enostavne sintakse pa je tudi hitro 
osvojljiv, kar je bil tudi eden od razlogov za izbiro programskega jezika. Poleg tega 
omogoča uporabo različnih orodij za različne tipe razvijanja aplikacij in grafičnih 
uporabniških vmesnikov in orodja za analitiko in obdelavo podatkov. 
Drugi glavni vzrok, ki je vplival na izbiro programskega jezika se nanaša na 
podjetje. Tu se že uporablja programsko okolje Python 2.7 za različne testne 
aplikacije. Za komunikacijo preko CAN in CANopen protokola je bila že izdelana 
python knjižnica, ki vsebuje funkcije za konfiguriranje povezave med 
komunikacijskim vmesnikom iFak in programskim okoljem Python preko dll 
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knjižnice, s katerimi kličemo dll-jeve funkcije za pošiljanje in prejemanje podatkov 
iz CAN omrežja.  
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krmilnika 
Program je bil izdelan na podlagi zahtev in možnosti nadgradnje dosedanjega 
sistema za meritev izkoristka v programskem okolju Python 2.7. Na sliki 4.1 je 
prikazana blokovna shema merilnega sistema. Shema predstavlja povezavo sistema 
na način, ki omogoča avtomatsko merjenje izkoristka z izdelanim programom. 
Blokovna shema se od prejšnje (ročna meritev) razlikuje le po dodatni CAN 
povezavi krmilnika z merilnim sistemom. To je tudi edini poseg na strojnem delu 
celotnega sistema. Tako smo na CAN vodilo, ki je povezano tako na testni krmilnik 
kot na merilni sistem Mohilo, povezani samo z enim samim ifak isCAN USB 
vmesnikom, pri čemer mora biti hitrost prenosa podatkov nastavljena na isti 
vrednosti tako na testnem krmilniku kot tudi na merilni sistem Mohilo. Obstaja tudi 
možnost, pri kateri se na krmilnik in merilni sistem povežemo z dvema ifak isCAN 
USB vmesnikoma. Prednost tega je večja fleksibilnost sistema, saj lahko 
komunikacija z merilnim sistemom in s krmilnikom poteka z različnimi hitrostmi 
prenosa podatkov. Taka vezava omogoča večjo količino prenesenih podatkov. 
Slabost takšne povezave pa se kaže v potrebi po dveh vmesnikih, zaradi česar se 
poveča kompleksnost celotnega sistema, še posebej programske kode. 
Meritve izvajamo posredno preko sistemskega računalnika. To pomeni, da se 
merilni algoritem dejansko izvaja na nadzornem računalniku od koder se pošiljajo 
ukazi na sistemski računalnik na merilnem sistemu Mohilo in na krmilnik pogona, ki 
se testira.  
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Slika 4.1:  Blokovna shema avtomatiziranega merilnega sistema 
4.1  Arhitektura in opis posameznih plasti programa 
 Osnovna arhitektura programa je prikazana na spodnji sliki 4.2. Sestavljena je 
iz dveh osnovnih plasti. 
 
Slika 4.2:  Arhitektura programa za avtomatsko merjenje izkoristka krmilnika 
Prva je komunikacijska, druga pa aplikacijska plast. Vsaka plast je sestavljena 
iz več knjižnic oziroma razredov, v katerih so posamezne metode (funkcije, ki 
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4.1.1  Komunikacijska plast 
Komunikacijska plast je sestavljena iz dveh podplasti. Najosnovnejšo plast, ki 
se nahaja na najnižjem nivoju, definira knjižnica »CanLib«. Ta je osnova za 
povezavo med ifak isCAN USB vmesnikom in nadzornim računalnikom s testnim 
programom v programskem okolju Python. V njej se nahajajo razreda »ifak« in 
»CanMsg« ter dinamična knjižnica proizvajalca ifak vmesnika (isCAN DLL). 
Dinamična knjižnica nima odprte kode, zato jo ne moremo preurejati. Uporabljamo 
lahko le pred-definirane funkcije, zato je bila v Python okolju uporabljena že 
izdelana knjižnica »CanLib« – slika 4.3. 
 
Slika 4.3:  Povezava ifak isCAN USB vmesnika s sistemom in testnim programom 
  
V razredu »ifak« so tako definirane nove poenostavljene metode (funkcije), s 
katerimi pošiljamo ukaze za branje in pošiljanje podatkov po PDO in SDO načinih 
CANopen protokola. Testni program, ki smo ga izdelali komunicira s krmilnikom in 
sistemom le prek PDO tipa sporočil, saj se prenos podatkov vrši v realnem času. Tip 
in lokacijo v CAN mreži definira COB-ID naslov. Krmilnik ima rezerviran po en 
COB-ID naslov za prejemanje in pošiljanje, merilni sistem pa ima 3 COB-ID naslove 
za pošiljanje podatkov iz merilnega sistema in 3 za prejemanje podatkov. Za 
identifikacijo sporočil iz krmilnika se dodatno uporablja prva dva byta 8-bytnega 
podatka. Tako krmilnik kot merilni sistem avtomatsko pošiljata periodično izmerjene 
podatke na vodilo. 
Drugo plast komunikacijske plasti definira razred »ifak_send/receive«, v 
katerem so zapisane metode za pošiljanje in prejemanje podatkov iz CAN mreže. 
Metoda za pošiljanje podatkov pokliče ukaz iz »ifak« razreda in omogoči prenos 
sporočila na mrežo. Poleg podatka o vrednosti, moramo v metodo vpisati tudi 
identifikacijski naslov COB-ID, s čimer poskrbimo da podatek pošljemo na pravo 
lokacijo. Metoda za branje podatkov preverja prisotnost sporočil na mreži. Če se 
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neko sporočilo nahaja na mreži, potem funkcija preveri COB-ID naslov. S tem 
preverimo, katero sporočilo prebrati in katero ignorirati. Sporočilo, ki ga preberemo 
najprej sortiramo na podlagi COB-ID naslova in ga shranimo v »vrsto« (podatkovno 
strukturo − »queue«). Za vsak COB-ID se pred tem generira seznam, v katerem se na 
prvem indeksu nahaja njegov naslov, na drugem indeksu vsebina podatka prvih dveh 
bytov in na tretjem ime podatkovne strukture. Za to skrbi posebna metoda, ki se 
ravno tako nahaja v  tem razredu, vendar jo uporabljamo na višjem nivoju, za 
pravilno razvrščanje podatkov pri branju podatkov iz mreže. Poleg tega sta tu še dve 
metodi, kjer vsaka teče v svoji niti, ločeno od niti v kateri se izvaja uporabniški 
vmesnik. Prva skrbi za branje podatkov iz CAN mreže druga pa to nit ustavi. S tem 
zagotovimo, da komunikacija poteka odzivno in ne čaka na izvajanje ostalih funkcij. 
Temu načinu izvajanja programa pravimo threading in omogoča navidezno ločeno 
izvajanje več funkcij hkrati.  
4.1.2  Aplikacijska plast 
Aplikacijska plast je sestavljena iz več delov, kot je prikazano na sliki 4.4. 
Najosnovnejšo plast predstavljata dva ločena razreda. Oba razreda sta si zelo 
podobna in zasnovana na enakem principu. Vsak razred ima na začetku podane 
identifikacijske naslove (COB-ID-je) za pošiljanje ukazov in prejemanje podatkov. S 
tem so točno določeni naslovi za komunikacijo med testnim programom in merilnim 
sistemom ter krmilnikom. Oba razreda se navezujeta na razred »ifak_send/receive«, 
ki ga kličemo kot objekt v razredih. S tem omogočimo povezavo med posameznimi 
plastmi programa. Razreda prve aplikacijske plasti (»logika«) se razlikujeta v tem, da 
se eden navezuje na ukaze, razvrščanje podatkov in krmiljenje krmilnika, drugi 
(»mohilo«) pa na ukaze, razvrščanje podatkov in krmiljenje merilnega sistema 
Mohilo. Razred »logika« vsebuje naslednje metode, ki slonijo na LDTP testnem 
protokolu:  
- metoda, ki v vsakem trenutku lahko prebere podatke krmilnika iz 
podatkovnih struktur (queue) in jih zapiše v spremenljivke ter vrne seznam 
vrednostmi spremenljivk krmilnika (napetosti, toki, temperature …),  
- metoda, ki aktivira in omogoči uporabo testnega načina krmiljenja 
krmilnika, 
- metoda, ki izbere želeni testni način, 
- metoda, ki pošilja referenčne vrednosti na krmilnik (npr. pošlje želeni 
navor, tok ..,), 
- metode za postavitev referenčne vrednosti na 0, izklop testnega načina in 
izklop uporabe testnega načina. 
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Zelo podobne metode vsebuje tudi razred »mohilo«. To so: 
- metoda, ki v vsakem trenutku lahko prebere podatke krmilnika iz 
podatkovnih struktur (queue) in jih zapiše v spremenljivke ter vrne seznam 
vrednostmi spremenljivk krmilnika (napetosti, toki, temperature …), 
- metoda s katero nastavljamo vrednosti na usmerniku (napetost, tok, 
notranja upornost), 
- metoda s katero nastavljamo hitrost in navor na bremenskem motorju, 
- metoda s katero vklopimo usmernik in sklenemo trifazno stikalo za začetek 
meritve. 
Drugo plast aplikacijske plasti predstavlja glavna funkcija programa, ki izvaja 
meritev. Ta se nahaja v razredu »glavni_program«. Ravno tako kot v prejšnjem 
razredu, tudi tukaj kličemo prejšnje razrede kot objekte (»ifak_send/receive«, 
»mohilo«, »logika«), s čimer se navezujemo na ostale plasti. Za izvajanje meritve 
skrbi metoda, v kateri je zapisan celoten potek meritve. Poleg tega se v razredu 
nahaja še metoda, ki skrbi da meritve potekajo v določenem temperaturnem območju 
krmilnika in metode, ki iz nižjih plasti pošiljajo in berejo podatke iz krmilnika in 
merilnega sistema Mohilo. 
Tretjo plast sestavlja razred »sort/save«, ki skrbi za obdelavo podatkov. Razred 
vsebuje metodo za razvrščanje izmerjenih podatkov, ki jih dobimo iz merilnega 
sistema, saj se v glavnem programu zapisujejo v listo, za nadaljnje izračune pa 
potrebujemo posamezne vrednosti vsako v svoji spremenljivki, da lahko z njimi 
računamo.  V razredu se nahaja tudi metoda za izračun vrednosti izkoristkov in 
izgub, saj merilni sistem Mohilo ne omogoča pošiljanja podatkov o teh veličinah po 
CAN komunikacijskem protokolu. Za shranjevanje izmerjenih in izračunanih 
vrednosti v csv file skrbi še zadnja metoda tega razreda. 
Četrto plast »GUI« sestavljata dva okna uporabniškega grafičnega vmesnika. 
Prvo je kot glavno okno. Tu se nahajajo gumbi in okvirji s katerimi nastavljamo 
parametre za izvajanje meritev in ukazi za posamezne akcije. Izdelali smo ga v 
QtDesigner-ju. To je odprtokodno ogrodje za razvoj grafičnih uporabniških 
vmesnikov. Drugo okno se izvede posredno preko prvega. Na njem se nahajajo 
gumbi, s katerimi izrisujemo grafe ob koncu meritve. 
Zadnjo plast aplikacijske plasti predstavlja razred »efficiency mapp 
application«. Razred vsebuje lastnosti in metode, ki omogočajo pravilno izvajanje in 
povezovanje programskih funkcij z uporabniškim grafičnim vmesnikom. Poleg tega 
vsebuje še metode, s katerimi na grafičnem vmesniku prikazujemo trenutne vrednosti 
iz krmilnika. 
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4.2  Potek glavne funkcije za meritev izkoristka 
Iz vhodnih parametrov, ki jih nastavimo s pomočjo grafičnega vmesnika, 
določimo točke navorno-hitrostne ravnine, kot smo to načrtovali v poglavju 3.1.2. Pri 
tem se generira matrika dimenzije (M x N), ki je enaka kvocientu maksimalnega 
navora s korakom navora (N = maks. navor/korak navora) in kvocientu maksimalne 
hitrosti s korakom hitrosti (M = maks. hitrost/korak hitrosti). Na vsa prazna mesta 
matrike se na začetku vpišejo vrednosti 0. Funkcija pomeri vse točke navorno-
hitrostne ravnine in zabeleži izmerjene podatke v matriko. Diagram poteka glavne 
funkcije programa je prikazan na sliki 4.4. Potek je sledeč:  
1. Inicializacija in zagon naprav 
o najprej kličemo funkcijo, s katero nastavimo želeno napetost in 
limito toka na usmerniku 
o vključimo usmernik in sklenemo trifazno stikalo, s katerim 
povežemo testni krmilnik s testnim motorje 
o počakamo 20 s, da se sistem postavi za začetek meritve 
o potem kličemo funkcijo, ki na krmilniku zažene testni način z 
navorno regulacijo 
o kličemo funkcijo za branje podatkov iz krmilnika in merilnega 
sistema 
o definiramo indeks navor in hitrosti ter ju postavimo na nič 
o definiramo še spremenljivko za hitrost in navor z začetnima 
vrednostma 0  
o definiramo konstanto za čas z vrednostjo 0.25 s – čas za čakanje za 
nove podatke  
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Slika 4.4:  Diagram poteka glavna funkcija za izvajanje meritve 
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2. Glavna while zanka 
o če je spremenljivka Stop enak False, potem se zanka izvaja, v 
nasprotnem primeru se proces ustavi in izstopi iz zanke 
o preverimo ali smo pomerili vse točke navora pri trenutni 
hitrosti: 
 če je indeks navora večji od števila točk navora (N) 
navorno-hitrostne ravnine, potem postavimo indeks navora 
na 0 in povečamo indeks hitrosti za 1 (pomerjene so vse 
točke, pri trenutni hitrosti) 
 ali če je razlika med referenčno vrednostjo in dejansko 
izmerjeno vrednostjo navora večja od 3-kratne vrednosti 
koraka navora, potem postavimo indeks navora na 0 in 
povečamo indeks hitrosti za 1 (pomerjene so vse točke, pri 
trenutni hitrosti) 
 v nasprotnem primeru prepišemo vrednost indeksa hitrosti v 
novo spremenljivko s staro vrednostjo (»indeks_old«) 
o preverimo ali smo pomerili vse točke hitrosti 
 če je indeks hitrosti večji od števila točk navorno hitrostne 
ravnine (M), potem ustavimo while zanko 
 v nasprotnem primeru nadaljujemo z izvajanjem programa 
o preverimo, če smo na začetku meritve 
 če je indeks hitrosti enak 0, ga povečamo za 1 in ga 
zapišemo v spremenljivko kot staro vrednost (»indeks_old«)  
 izračunamo začetno hitrost iz indeksa hitrosti in koraka, jo 
pošljemo na merilni sistem in počakamo, da bremenski 
motor doseže želeno vrednost 
o preverimo če smo še vedno pri isti hitrosti 
 če je stara vrednost hitrosti različna od trenutne indeks 
hitrosti, povečamo za 1 in ga zapišemo v spremenljivko kot 
staro vrednost (»indeks_old«)  
 izračunamo začetno hitrost iz indeksa hitrosti in koraka, jo 
pošljemo na merilni sistem in počakamo, da bremenski 
motor doseže želeno vrednost 
o preverimo temperaturo krmilnika 
 če je temperatura znotraj območja, ki smo ga nastavili 
nadaljujemo z meritvijo 
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 v nasprotnem primeru kličemo funkcijo, ki poskrbi da se 
temperatura nastavi znotraj želenega območja 
o izračunamo navor iz indeksa navora in koraka navora 
 pošljemo izračunan navor na krmilnik in počakamo da se 
navor ustali 
o počakamo da analizator moči pomeri vrednosti in nato 
zapišemo podatke v matriko v dani točki navorno-hitrostne 
ravnine 
o povečamo indeks navora in se vrnemo na začetek while zanke  
3. Konec meritve in izklop naprav 
o postavimo navor na krmilniku na 0 Nm 
o postavimo hitrost in limito navora na bremenskem motorju na 0 
o prekinemo komunikacijo s sistemom in krmilnikom 
o nastavimo usmernik na 0 V 
o odklopimo trifazno stikalo 
o naprava konča izvajanje funkcije in vrne rezultate meritve 
Za izvajanje glavne funkcije je pomembna tudi funkcija za nastavljanje 
temperature krmilnika. Ta skrbi, da se vse meritve izvajajo znotraj temperaturnega 
območja. Diagram poteka funkcije je prikazan na sliki 4.5.  
1. Preverimo ali je spremenljivka Stop enaka True 
a. preverimo, če je temperatura večja od maksimalne vrednosti 
temperaturnega območja 
- nastavimo navor na krmilniku na 0 
- v while zanki preverjamo temperaturo krmilnika, ko ta pade pod 
srednjo vrednost temperaturnega območja, prekinemo zanko  
b. preverimo če je temperatura manjša od minimalne vrednosti 
temperature krmilnika 
- nastavimo navor na krmilniku na 0 
- nastavimo hitrost bremenskega motorja na 500 min-1 
- počakamo da se hitrost ustali in nastavimo navor, s katerim 
grejemo krmilnik (tok) 
- v while zanki preverjamo temperaturo krmilnika in temperaturo 
motorja 
1. če temperatura krmilnika naraste nad srednjo vrednost 
temperaturnega območja, zapustimo zanko 
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2. če presežemo maksimalno temperaturo motorja potem 
postavimo navor na krmilniku na 0 in počakamo, da se 
motor pohladi na želeno vrednost 




Slika 4.5:  Diagram poteka funkcije za kontrolo temperature med meritvijo 
4.3  Navodila za uporabo programa 
Kot že omenjeno na začetku poglavja, se meritve izvajajo posredno preko 
sistemskega računalnika. Ta zahteva predhodne nastavitve merilnega sistema, da 
lahko uporabljamo program s katerim avtomatsko izvajamo meritve izkoristka. 
Ravno tako je potrebno pred meritvijo nastaviti programa za avtomatizacijo. V tem 
poglavju so po korakih opisani postopki za nastavitev merilnega sistema in 
nastavitve programa za avtomatiziran postopek meritve izkoristka. 
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4.3.1  Nastavitve merilnega sistema 
Na merilnem sistemu Kistler Mohilo je potrebno pred izvajanjem prve meritve 
najprej nastaviti nastavitve CAN komunikacijskega protokola, nastavitve analizatorja 
moči, nastavitve usmernika in nastavitve senzorja navora. Poleg tega sistem 
omogoča še dodatne nastavitve, ki pa jih za meritve izkoristkov ne potrebujemo.  
 
Slika 4.6:  CAN naslovi in vsebina paketov podanih s strani proizvajalca – za pošiljanje podatkov 
Na sistemskem računalniku merilnega sistema Kistler Mohilo najprej 
poženemo program Teststand control. Odpre se osnovno okno. Tu najprej nastavimo 
komunikacijske lastnosti in parametre. Naslovi, na katerih COB-ID naslovih se 
nahajajo posamezni podatki, so podani s strani proizvajalca. Na sliki 4.6 so v tabeli 
podani naslovi, s katerimi pošiljamo ukaze, na sliki 4.7 pa naslovi, iz katerih 
prejemamo podatke. Na posameznem COB − ID naslovu se nahajajo po štiri 16-bitni 
podatki, ki so med seboj zamaknjeni. »Start Bit« označuje na katerem bitu se začne    
 
Slika 4.7:  CAN naslovi in vsebina paketov podanih s strani proizvajalca − za prejemanje podatkov 
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nov podatek, »Length« označuje bitno dolžino podatka, »Min« in »Max« nam 
določata minimalno in maksimalno število, ki ga lahko zapišemo v sporočilo. Z 
»Dec« je določeno število decimalk, »Faktor« pa označuje faktor množenja. »Offset« 
se uporablja v primeru predznačenih števil. Pod zavihkom »File« (slika 4.8) se 
nahaja ukaz CAN definition. 
 
Slika 4.8:  "CAN definition " 
Odpre se okno, kjer so shranjene nastavitve s CAN oziroma COB-ID naslovi. 
Naredimo novo nastavitev s svojim imenom in pritisnemo na gumb »Edit«. 
 
Slika 4.9:  Nastavitve CAN definition 
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Odpre se novo okno, ki je prikazano na sliki 4.9. Vrednosti Prescaler, Time seg 1, 
Samples, Sync jump width in Time seg 2 so definirane na podlagi CAN protokola. 
Te zavisijo od dolžine kabla, hitrost prenosa podatkov itd. Nastavitve so za to 
napravo fiksno določene s strani podjetja (vsi uporabljamo iste nastavitve). ID 
naslove smo dobili iz tabel na slikah 4.6 in 4.7. »ID-length« predstavlja CANopen 
protokole (2.0 A – 11-bitni ali 2.0 B – 29-bitni). Cycle time nam pove s kakšno 
periodo merilni sistem pošilja izmerjene podatke na CAN mrežo. SP/MV (set 
point/measure value) nastavitev posamezne naslove za prejemanje ali pošiljanje 
podatkov iz merilnega sistema. SW pomeni pošiljanje podatkov iz sistema, IW pa 
prejemanje. Za uporabo programa avtomatizacije je potrebno nastavitve nastaviti, kot 
je prikazano na sliki 4.9. Po uspešno vpisanih in nastavljenih vrednostih vnos 
potrdimo in shranimo. Sledi nastavitev CAN ukazov. V meniju »File« tokrat 
izberemo ukaz CAN commands – slika 4.10. 
 
Slika 4.10:  CAN commands 
Odpre se novo okno (slika 4.11), v katerem ustvarimo spremenljivke in jim 
nastavimo parametre na vrednosti, podane na sliki 4.6 in sliki 4.7. Datoteko shranimo 
tako smo konfigurirali CAN ukaze iz katerih beremo in pošiljamo ukaze na merilni 
sistem.  
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Slika 4.11:  CAN commands konfiguracija 
Po uspešno nastavljenih komunikacijskih lastnostih v programu nastavimo še 
nastavitve merilnega sistema. Te nastavimo v meniju »File« pod zavihkom Master 
data – slika 4.12. 
 
Slika 4.12:  Master data 
4.3  Navodila za uporabo programa 51 
 
 
Slika 4.13:  Osnovne nastavitve "Master data"  
Odpre se okno z nastavitvami – slika 4.13. Tu ni potrebno nastaviti vseh nastavitev, 
nastavimo le-tiste, ki jih potrebujemo za meritev z avtomatiziranim programom. Tu 
nastavimo, kateri testni motor bomo uporabljali, kateri usmernik bomo uporabljali 
(obstaja tudi možnost uporabe zunanjega usmernika) in kateri analizator moči bomo 
uporabljali. Nastavimo tudi katere testne načine lahko izbiramo ob zagonu merilnega 
sistema – »TestModules«. V našem primeru uporabljamo samo ročni način (»manual 
mode«). Ostane še nastavitev za izbiro načina merjenja faz. Ta nastavitev nam med 
obratovanjem omogoča spremljanje faznih in medfaznih veličin, spremljanje 
osnovnih harmonikov, povprečja in faktorja popačitve. 
 S potrditvijo nadaljujemo na glavnih nastavitvah. Tu nastavimo čas 
vzorčenja, način proženja, tokovne, frekvenčne in navorne filtre, merilna območja, 
PID regulatorje usmernika in bremenskega motorja itd. Nastavimo samo parametre, 
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ki so pomembni za meritev izkoristka. Glavne nastavitve so prikazane na spodnjih 
slikah 4.14 in 4.15. 
 
Slika 4.14:  Nastavitve navornega senzorja, merilnega območja in možnosti izbire kontrole s CAN 
protokolom 
Vse parametre nastavimo na takšne vrednosti, kot je prikazano na slikah 4.14 in 4.15. 
S tem zagotovimo pravilno merjenje veličin iz analizatorja moči in navornega 
senzorja. Pod »CAN files« uvozimo datoteki, ki smo ju generirali v CAN 
konfiguracijah in na ta način omogočimo komunikacijo. Glavne nastavitve shranimo 
in sistem je pripravljen za uporabo. 
 
Slika 4.15:  Nastavitve analizatorja moči in CAN ukazov  
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 Na začetku meritve zaženemo merilni sistem. Naložimo shranjene nastavitve 
in kliknemo na gumb »Start«. Odpre se okno, ki nas sprašuje v kakšnem testnem 
načinu želimo obratovati. Izberemo ročni način (manual mode) in nadaljujemo – 
slika 4.16. 
 
Slika 4.16:  Izbira testnega načina 
Odpre se okno z nastavitvami, kjer lahko naredimo še manjše popravke glavnih 
nastavitev – slika 4.17. Če smo v glavnih nastavitvah nastavili sistem po zgornjem 
protokolu, potem lahko korak izpustimo in nadaljujemo. Pojavi se še okno v katerem 
nastavimo veličine, ki jih želimo prikazovati na monitorju med obratovanjem.  
 
Slika 4.17:  Nastavitve pred zagonom meritve izkoristka 
Nastavimo in nadaljujemo. Odpre se glavno okno z grafičnim uporabniškim 
vmesnikom – slika 4.18. V grafičnem vmesniku imamo možnost shranjevanja 
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podatkov, ki jo lahko zaženemo s klikom in je ne moremo upravljati preko CAN 
komunikacije. Ravno tako ne moremo preko CAN povezave upravljati z gumboma 
»Store« in »Finish«, s katerim zaključimo meritve. Ostali gumbi so onemogočeni za 
upravljanje z miško. Te ukaze upravljamo s CAN ukazi.  
 
Slika 4.18:  Uporabniški grafični vmesnik merilnega sistema 
4.3.2  Opis in nastavitve programa za avtomatizacijo 
Program, s katerim avtomatsko merimo izkoristek, se izvaja na nadzornem 
računalniku. Nadzorni računalnik, merilni sistem in krmilnik povežemo preko isCAN 
USB vmesnika. Na nadzorni računalnik se priključimo preko USB konektorja, na 
krmilnik in merilni sistem pa se povežemo preko dveh paralelno vezanih D-Sub 
konektorjev. 
Na nadzornem računalniku odpremo program za izvajanje avtomatskih 
meritev. Odpre se osnovno okno, ki je prikazano na sliki 4.21. Na prvi strani se na 
vrhu programa nahaja potrditveno polje »CAN connect/disconnect«, s katerim 
vzpostavimo ali prekinemo povezavo z ifak isCAN USB vmesnikom. Ob pritisku na 
gumb, se v kvadratku izriše kljukica. Ob uspešni povezavi se rdeča lučka obarva 
zeleno, v nasprotnem primeru se pojavi opozorilno okno z napako – slika 4.19.  
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Slika 4.19:  Opozorilo: Priključi CAN vmesnik 
Pod potrdilnim oknom se nahaja gumb »Start«, s katerim poženemo meritev. V 
primeru, da pred meritvijo nismo nastavili vseh nastavitev, se ob kliku na »Start« 
pojavi okno z opozorilom, ki zahteva da pred meritvijo opravimo konfiguracijo – 
slika 4.20. 
 
Slika 4.20:  Opozorilo: Pred meritvami nastavi nastavitve 
 Na sredini je velika lučka, ki se ob izvajanju meritve obarva zeleno. Na 
nasprotni strani se nahaja gumb, s katerim kadarkoli ustavimo meritev.  
Pod gumbi se nahaja »Monitoring«, kjer se med meritvijo izpisujejo vrednosti, 
ki jih beležimo s krmilnika. Tu spremljamo motorsko hitrost, navor, temperature 
motorja in krmilnika, fazni tok in napajalno napetost. Vrednosti, ki jih merimo z 
merilnim sistemom, spremljamo na sistemskem računalniku, zato jih tukaj ne 
izpisujemo.  
Čisto na dnu se nahajata še gumb, s katerim odpremo novo okno za izris grafov 
ob koncu meritve, in pa gumb, s katerim shranimo izmerjene podatke v csv obliko. 
Ime csv datoteke napišemo v bel pravokotnik, ki se nahaja levo od gumba. 
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Slika 4.21:  Osnovno okno grafičnega vmesnika 
 
Čisto na vrhu okna programa se nahajata dva menija. Prvi je »File« in drugi je 
»Edit«. Pod »File« se nahajajo 3 ukazi: »New« je ukaz, s katerim se na novo naloži 
prva stran programa in se ponastavijo vse nastavitve programa. Drugi, »Save«, je 
namenjen shranjevanju izmerjenih rezultatov, tretji pa je »Exit«, s katerim zapremo 
program - slika 4.22. 
 
Slika 4.22:  File meni 
  
V zavihku »Edit« (slika 4.23) izberemo nastavitve, s katerimi nastavimo nivoje 
usmernika merilnega sistema in krmilnika, pri katerih želimo izmeriti izkoristke 
krmilnika. S pritiskom na ukaz »Mohilo and controller setup« se nam odpre nova 
stran. 
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Slika 4.23:  Edit meni 
Tu nastavimo vrednosti napajalne napetosti in tokovne limite na usmerniku ter limito 
navora bremenskega motorja na merilnem sistemu – slika 4.24.  
 
Slika 4.24:  Primer nastavitve − "Mohilo and Controller setup" 
Navorna limita skrbi, da testni motor ne pobegne. Poleg tega se tu nastavi še navor, s 
katerim z obremenitvijo testnega motorja in posledično testnega krmilnika grejemo 
krmilnik do želenega območja temperature, v katerem se bodo izvajale meritve. 
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Vrednosti za navor se tukaj vpisuje pomnožene z 10, kar pomeni da če želimo motor 
obremeniti z 10 Nm, moramo v kvadratek vpisati številko 100. S potrditvijo 
vrednosti z gumbom OK, se odpre nova stran, ki jo lahko odpremo tudi z ukazom 
»Measuremnt setup« − slika 4.25. Tu nastavimo in določimo do katere hitrosti in 
navora se bodo izvajale meritve ter korak hitrosti in navora. Nastaviti moramo tudi 
temperaturno merilno območje, v katerem bomo izvajali meritve izkoristka 
krmilnika. Zaradi varnosti, smo pri gretju krmilnika realizirali tudi zaščito, ki skrbi 
da se motor ne pregreje v primeru, ko se motor greje hitreje kot krmilnik.  
S potrditvijo na gumb »OK« so nastavitve zaključene in lahko pričnemo z 
meritvijo. 
 
Slika 4.25:  Primer nastavitev − "Measuremnt setup" 
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Po končanih meritvah z gumbom »Draw graph« na glavni strani odpremo novo 
okno, ki je namenjeno izrisu grafov. V njem se na vrhu nahaja orodna vrstica, ki 
omogoča povečavo, premikanje po grafu, spreminjanje velikosti grafa, vrnitev na 
osnovne nastavitve in shranjevanje grafov. Pod orodno vrstico se nahajajo 4 gumbi, s 
katerimi izrišemo štiri različne vrste grafov: 
- ploskovni graf izkoristka krmilnika (Efficiency – surface), 
- graf izkoristka krmilnika podan s točkami (Efficiency – dots), 
- graf odvisnosti izgub od navora (Losses), 
- graf, ki prikazuje temperaturne spremembe motorja in krmilnika v 
odvisnosti od časa in spremembo faznega toka od časa pri meritvi 
(time measurements). 
Primer grafa je prikazan na sliki 4.26.  
 
Slika 4.26:  Okno za izris grafov 
 60 
5  Primer meritve − rezultati 
Za validacijo programa smo primerjali ročne in avtomatske meritve med seboj. 
Zanimala nas je predvsem časovna razlika med samima meritvama, saj je bil glavni 
cilj predvsem skrajšanje procedure meritve. 
Izdelan program smo testirali na krmilniku MC − 020. Pri testu smo uporabljali 
sinhronski elektromotor z nazivno močjo 3 kW in vršno močjo 7 kW. Napetost pri 
kateri smo merili izkoristek je bila 48 V. Najvišja hitrost pogona je 7500 min-1, 
največji navor, ki ga doseže pa 23 Nm.   
Najprej smo opravili ročne meritve. Pri tem smo merili čas izvajanja meritve in 
čas za izris grafa po končanih meritvah. Merilni sistem, krmilnik in motor smo 
povezali in nastavili na način kot je opisano v poglavju 2.5. Pri ročnih meritvah na 
sistemu ne moremo spremljati temperatur krmilnika in motorja, zato le-te niso bile 
zabeležene. Hitrost smo spreminjali po 500 min-1 z začetkom pri 500 min-1 in 
koncem pri 7500 min
-1. Navor smo povečevali ročno do maksimalne vrednosti v dani 
hitrosti. Graf je izdelan s pomočjo interpolacije. To pomeni, da množici izmerjenih 
točk določimo približno funkcijo, s katero opišemo potek točk. Za boljšo razločnost 
se na grafu izrisuje še izočrte, ki povezujejo točke istih vrednosti med seboj. Pri 
obdelavi podatkov smo zanemarili točke z navorom, ki je manjši od 2.5  Nm. 
Graf smo primerjali z grafom, ki smo ga dobili z avtomatsko meritvijo. Meritve 
smo izvajali pri isti napajalni napetosti do maksimalnega navora (23 Nm) in 
maksimalnih obratov (7500). V programu smo nastavili korak navor 0,25 Nm in 
korak hitrosti 500. S tem smo definirali mrežo točk v navorno-hitrostni ravnini, kar 
pomeni da smo dobili matriko dimenzije 15 x 92. Program je avtomatsko spreminjal 
navor in hitrost po celotni mreži in za vsako točko zabeležil izmerjene vrednosti. 
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Slika 5.1:  Ročno izmerjen graf izkoristka 
Slika 5.2:  Avtomatska meritev izkoristka 
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Na sliki 5.1 je prikazan graf, ki smo ga izvedli ročno. Čas, ki smo ga 
potrebovali za celotno ročno meritev izkoristka in izris grafov za krmilnika MC − 
020 pri danih pogojih, je bil 45 min.  
Potem smo meritev ponovili s programom, ki smo ga nastavili tako, da je 
izkoristke krmilnika zajemal v območju med 45 °C in 55 °C. Največja dovoljena 
temperatura motorja, ki jo lahko doseže pri obratovanju je 150 °C, zato smo to 
omejili na 110 °C, tako da smo na varni strani delovnega območja. Po koncu meritve 
smo grafe izrisali s pomočjo programa za avtomatizacijo in jih shranili. Dobili smo 
graf, ki je prikazan na sliki 5.2. Za avtomatsko meritev izkoristka krmilnika in izris 
grafov smo potrebovali 14 min. To pomeni, da smo meritev s programom skrajšali za 
več kot tretjino.  
Podprogram, ki skrbi za izris grafov, shrani izmerjene podatke najprej v 
začasno csv datoteko. Ob pritisku na gumb za izris grafa, shranjene podatke najprej 
prebere in sortira v matriko, iz katere potem s pomočjo »contourf« funkcije izrišemo 
točke. Metoda za izris ploskovnega grafa izkoristka krmilnika ne uporablja 
interpolacije, izloči pa podatke, kjer je navor manjši od 2,5 Nm in podatke, kjer je 
izkoristek večji od 100 %. Slednje predstavlja težavo predvsem pri nizkih močeh, saj 
imamo tu večjo merilno negotovost. Graf je zato na pogled nekoliko bolj ostrih 
robov. 
V osnovi sta grafa s slik 5.1 in 5.2 precej podobna, kar je bilo tudi pričakovano. 
Primerjali smo posamezne vrednosti izkoristkov v istih točkah na grafih med seboj. 









1000 ≈ 94,5 ≈ 94,5 5 
1000 ≈ 93,2 ≈ 93,0 10 
1000 ≈ 92,2 ≈ 92,0 20 
2000 ≈ 96,3 ≈ 96,0 5 
2000 ≈ 95,3 ≈ 95,2 15 
3000 ≈ 97,2 ≈ 97,2 10 
5000 ≈ 98,4 ≈ 98,4 5 
6000 ≈ 98,2 ≈ 98,0 5 
7000 ≈ 97,5 ≈ 97,4 5 
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Tabela 5.1:  Primerjava rezultatov meritev v točkah 
Vidimo, da so razlike precej majhne. Nobena vrednost na grafu ne odstopa za 
več kot 0,5 %. Ta odstopanja lahko pripisujemo merilni negotovosti samega 
merilnega sistema, sami metodi izrisovanja grafov (interpolacija ali brez 
interpolacije) in pa tudi razlikam v temperaturah med obema sistemoma.  Z 
gotovostjo pa ne moremo sklepati, da ima temperatura samega krmilnika bistveni 
vpliv na merjeni izkoristek samega krmilnika. Krmilnik, ki smo ga uporabljali za 
primerjavo meritev, je manjše moči in se bistveno manj greje, kot krmilniki večjih 
moči. Pri ročnih meritvah je proces meritve tak, da se med nastavljanjem sistema na 
novo meritev v naslednji točki hitrosti, krmilnik ohladi. Tako temperatura nima 
večjega vpliva. Bistveno večje spremembe so opazne pri krmilnikih večjih moči. 
Za lažje odčitavanje izkoristka v posameznih točkah, smo omogočili izris grafa 
s točkami. Za zgornjo meritev je prikazan primer grafa podanega s točkami na sliki 
Napaka! Zaznamek ni definiran..Napaka! Vira sklicevanja ni bilo mogoče najti.. 
 
Slika 5.3:  Graf izmerjenega izkoristka podan s točkami 
 
Zahteva je bila tudi podajanje izgub v odvisnosti od toka, zato smo realizirali tudi to 
možnost. Primer je prikazan na sliki 5.4.  
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Slika 5.4:  Primer grafa podajanja izgub v odvisnosti od toka 
Na grafu so z barvami podane hitrosti pri katerih smo opravljali meritev, točke pa 
označujejo izgube v odvisnosti od toka. Pri tem je opazen trend, da so pri višjih 
hitrostih pri enaki vrednosti toka večje izgube. Ta trend se bol izraža pri velikih 
tokovih. 
Za boljši pregled in spremljanje temperature smo izdelali še grafe, kjer se 
podaja temperature krmilnika in motorja ter fazni tok v odvisnosti od časa. Primer je 
prikazan na sliki 5.5. Tu vidimo kako sistem deluje. V program zapišemo želeno 
temperaturno območje krmilnika, v katerem želimo opraviti meritve. Program najprej 
segreje krmilnik, tako da testni motor obremenimo s pred-nastavljenim navorom, 
tako da krmilnik generira visoke fazne tokove, s katerimi segrejemo krmilnik na 
srednjo vrednost nastavljenega temperaturnega območja. Ko program to doseže, se 
prične meritev. Če krmilnik med meritvijo ni v mejah temperaturnega območja, se 
sistem ustavi in počaka, da se krmilnik ohladi oziroma segreje. 
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Slika 5.5:  Časovni potek temperature motorja, krmilnika in faznega toka 
 
Vidimo, da časovno zelo skrajšamo proceduro meritve vendar pa je celoten 
čas izvajanja meritev odvisen od naslednjih pogojev:  
- končne hitrosti in koraka hitrosti (s tem definiramo število točk 
hitrosti), 
- končnega navora in koraka navora (s tem definiramo število točk 
navora), 
- temperaturnega koeficienta motorja in krmilnika (kako hitro se 
krmilnik in motor segrevata in ohlajata). 
Hkrati je potrebno izmeriti dovolj točk hitrostno-navorne ravnine, saj s tem 
zagotavljamo boljšo in bolj natančno meritev. Še ena prednost programa je ta, da 
med meritvijo ni potrebe po prisotnosti osebja in se meritev izvaja sama. Sistem se 
po koncu meritve ustavi sam in zaključi napajalno napetost s čimer poskrbimo tudi 
za varnost.  
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6  Možne izboljšave 
Zgradba programa je zasnovana tako, da lahko v program dodajamo nove 
funkcije. Je odlična osnova za nove nadgradnje in avtomatizacije ostalih testnih 
postopkov, ki jih izvajamo na merilnem sistemu.  
Sistem bi lahko še izboljšali z dodatnimi nadgradnjami in postopki. Čas 
izvajanja meritve bi lahko še dodatno skrajšali tako, da bi skokoma prehajali med 
posameznimi točkami navora pri isti točki hitrosti. To pomeni, da bi meritev začeli 
izvajati pri neki hitrosti, kjer bi začeli z meritvijo v točki maksimalnega navora, 
sledila bi točka minimalnega navora, potem točka za ena manjša od maksimalnega 
navora in za eno večja od minimalne vrednosti navora ter tako naprej do zadnje 
točke. 
Čas bi lahko skrajšali tudi s tem, da bi za uravnavanje temperature uporabili 
ventilatorje, ki bi jih vklapljali v primeru previsoke temperature krmilnika. Pri tem bi 
vklope in izklope ventilatorja krmilili s testnim programom, za kar bi potrebovali 
dodatna vezja za krmiljenje ventilatorjev.  
Zelo pomembna nadgraditev sistema bi bila točnejše in bolj zanesljivo 
zaznavanje končne točke maksimalnega navora v območju slabljenja polja. Za enkrat 
se primerja absolutno razliko med dejansko izmerjeno vrednostjo navora in 
zahtevano vrednostjo navora. Tu se kaže problem, če je ta razlika nastavljena 
prenizko, saj se v tem primeru pri večjih korakih navora zgodi, da zaradi dinamike 
program izmeri trenutno večjo vrednost kot je nastavljena in zato včasih prezgodaj 
zaključi z meritvijo. Če pa je ta vrednost nastavljena na previsoko, se meritev izvaja 
v isti točki precej časa in se motor ter krmilnik posledično bolj segrejeta.  
Druga pomembna izboljšava bi bila implementacija interpolacije pri obdelavi 
in izrisovanju podatkov. Ločljivost bi izboljšali tudi z implementacijo izočrt. 
Program bi lahko uporabili tudi za meritve izkoristka celotnega pogona (motor 
+ krmilnik). Pri tem bi pri meritvi izkoristka bilo potrebno uskladiti temperature 
motorja in krmilnika. Zaradi različnih temperaturnih časovnih konstant segrevanja in 
ohlajanja obeh, bi bilo potrebno poiskati način, s katerim bi temperature usklajevali 
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npr. dodatno segrevanje krmilnika oz. motorja oziroma ohlajanje. Hlajenje bi lahko 
realizirali z dodatnimi ventilatorji, ki bi jih vključevali po potrebi.  
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7  Zaključek 
Izdelava takšne aplikacije, kot smo jo opisali v magistrski nalogi, zahteva 
veliko predhodnega načrtovanja in raziskovanja. Če želimo izdelati program, ki bo 
čim bolj univerzalen in fleksibilen, je potrebno že na začetku preučiti in obdelati čim 
več možnosti, ki jih dopušča sistem, merilne naprave in testirani objekti. Na podlagi 
zbranih podatkov se potem odločimo o najboljši metodi, arhitekturi in postopku 
izdelave programa avtomatizacije. Na ta način je potekala tudi izdelava programa za 
avtomatizacijo postopka meritve izkoristka. V prvem delu smo opisali in predstavili 
merilne naprave oz. merilni sistem, njegovo zgradbo in možnosti, ki jih sistem 
ponuja. Na podlagi tega smo načrtovali arhitekturo programa, ki omogoča tudi 
nadaljnjo nadgrajevanje. V drugem delu je predstavljena glavna funkcija, ki skrbi za 
izvajanje meritve ter navodila za pravilno uporabo programa. 
Program je precej obsežen in kompleksen. Še posebej bi na tem mestu 
izpostavili izdelavo grafičnega vmesnika. Njegova izdelava zahteva natančno 
načrtovanje in zgradbo, ki zagotavlja imunost na uporabnikove napake pri 
nastavljanju meritev in povezovanju naprav ter opozarjanje na te napake. Zagotovo 
se bo zgodilo, da program kdaj ne bo deloval v skladu s pričakovanji, zato bo 
potrebno nadaljnje nadgrajevanje in odpravljanje neželenih težav.  
Cilj avtomatizacije je bil poenostavitev in pohitritev merilnega postopka, kar 
nam je tudi uspelo. Z nekaj popravki bo program ki smo ga izdelali, podjetju v veliko 
pomoč, saj smo več kot prepolovili čas izvajanja meritve. 
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