This special issue contains three papers devoted to the automatic generation of programs for embedded systems. Automatic program generation is a form of meta-programming, where a high-level program is automatically generated for the programmer using some program generator tool. Embedded systems are a natural target for automatic program generation. Program generator tools may range from simple pre-processors through to complete implementations of new languages, or to tools that build a software product line from libraries of components, tailoring the final software to the specific needs of the product. The special issue arose out of a workshop on automatic program generation for embedded systems, held in Salzburg, Austria in late 2007. Following the workshop, an open call was issued for extended, journal quality papers to explore key issues associated with this emerging and increasingly important research area.
may be used without sacrificing any of the many advantages of C. Indeed, tools may include cost or memory information that would take some effort to derive by hand.
The special issue contains three papers. Each of these papers throws new light on some specific aspect of this increasingly important area. In their paper on ''Automatic Library Migration for the Generation of Hardware-in-the-loop Models'', Ryssel, Ploennigs and Kabitzsch show how a generative programming technique can handle the diversity of test libraries, simplifying their management by the programmer. The approach is illustrated using MATLAB/Simulink examples taken from the automotive domain, where a software product line is built from systems components. The authors have been able to demonstrate both good performance and good quality in the examples that they have studied. Because the technique is based around a functional building-block approach, these results should extend beyond the automotive sector to a variety of other domains. This clearly demonstrates the generality of generative programming approaches.
In their paper on ''Separate Compilation of Hierarchical Real-Time Programs into Linear-Bounded Embedded Machine Code'', Ghosal et al. consider how to compile a hierarchical extension of Giotto so that it targets a virtual machine for embedded systems, the E-Machine. This involves flattening the hierarchy. However, if this is done naively, there may then be a code explosion. Here, the use of automatic program generation is as part of the compilation process for the hierarchical code. The technique produces a version of the source code that eliminates the hierarchical structure, generating E-Machine code that is linear in the source input.
Finally, in their paper on ''Compositional Design of Isochronous Systems'', Talpin et al. introduce an approach to balance the tradeoff between performance and precision by introducing a formal design methodology that supports non-blocking composition of a specific class of processes, those that support weak endochrony, that is processes with an internal notion of time. Importantly, the approach is able to reuse most of the Signal tool suite, which has been commercialised by TNI. This gives an easily exploitable tool set, a classic outcome from a generative approach.
We hope that the reader derives as much pleasure in reading these papers as we had in editing this volume.
