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ABSTRACT
Nowadays, social networks are attracting more and more users.
These social network subscribers may share personal and sensitive
information with a large number of possibly unknown other users,
which is in constant evolution. This raises the need of giving users
more control on the distribution of their shared content which can
be accessed by a community far wider than they may expect. Our
concern is to devise and enforce an appropriate access control model
for online social networks that enables users to specify their privacy
preferences in an expressive way, and, scales well over small, as
well as, large social graphs (i.e., regardless to the size of the social
graph). In this paper, we propose an access control model for on-
line social networks based on connection characteristics between
users, in an extended sense that includes indirect connections. This
model provides a conditional access to shared resources based on
reachability constraints, between the owner and the requester of
a piece of information. Then, we describe the work that we have
done to scale the access control enforcement performances over
large social graphs. This paper describes PhD work carried out at
Télécom ParisTech under the guidance of Talel Abdessalem.
Categories and Subject Descriptors
H.2.7 [Information System]: Security, integrity, and protection;
H.2.8 [Database management]: Database Applications - graph
indexing and querying
Keywords
Access control, privacy preferences, ordered label-constraint rea-
chability queries
1. INTRODUCTION
With the development of Web 2.0 technologies in the last few
years, social networks (e.g., Facebook, LinkedIn, Flickr, Twitter,
etc.) have become among the most successful services on the Web,
exploited by an exponentially increasing number of users. Actually,
Facebook now reports more than 800 million active users [2] and
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Twitter has 200 million users [1]. These so-called Online Social
Networks (OSNs) are online communities whose main goal is to
make available an information space, where each social network
participant can publish and share information (e.g., personal data,
photos, videos, opinions, contacts, etc.), as well as meet other people
for a variety of purposes (e.g., business, entertainment, religion,
dating etc.).
The availability of this information obviously raises privacy and
conﬁdentiality issues. Users typically do not want to share all of
their information with everyone. Consequently, OSNs must provide
the right mechanisms in order to give users more control on the dis-
tribution of their resources, which may be accessed by a community
far wider than they can imagine. For example, many employers tend
to search for their candidates on social networking sites before they
hire them [14]. In a tight job market, information that people share
(e.g., political views, status updates, funny pictures, etc.) might be
a deal breaker. The private information that is available on OSNs
could endanger job candidates’ chances of future employment, even
before the chance to have an interview.
Most developed social networks provide only the most basic
access control policies. For instance, Facebook allows users to ca-
tegorize their friends into lists and specify whether a speciﬁc piece
of information should be available to all friends in a particular list.
However, since the average friends number of Facebook users is
estimated to 130 [2], the process of categorizing friends into lists
turns out to be tedious and time-consuming. Moreover, it may hap-
pen that users ﬁnd themselves obligated to create a huge number of
friend lists due to the fact that their privacy preferences may vary
depending on the piece of information to share.
It is clear that users should be provided with more ﬂexible me-
chanisms to govern access to their own information. In real world
scenarios, interpersonal relationships are natural criteria for privacy
management. For instance, one can say that ’only my family and my
friends can view my birthday photos’, ’only my children and their
friends can read my notes on The Simpsons’ or ’only my reliable
neighbors can have access to the details of my next holidays’. As in
the real world, OSNs members can have in mind a speciﬁc audience
for their resources. OSNs should, then, enable them to specify the
audience and enforce access rules set by users.
Based on this, we propose in this paper a network-aware access
control model for OSNs where access control rules are expressed
as reachability constraints. These constraints specify the path that
should exist in the social graph between the seeker and the owner of
the shared resource. Thus, each user can precisely and easily specify
the target audience for his resources.
Access control in social networks is a recent problem that have
emerged with the growing popularity of online social networks.
We can classify previous works in two categories : (1) machinelearning-based approaches, like [9], which try to automatically
conﬁgure users privacy settings, based on available explicit access
authorizations; and (2) rule based approaches, like [5], which intro-
duced trust and distance in the social graph as key criteria for access
rules.
Our work can be seen as a new step in the latter category of
works, which tries to generalize access constraints by taking into
account user properties, indirect connections between users, and
complex relationships (sequence of direct relationships of different
types). The main idea is the speciﬁcation of the target audience in
each access rule as a reachability constraint, which is expressed as a
path expression over the social network graph. This path expression
speciﬁes some constraints on the link that should exist between the
information owner and the one who wants to access this information.
These constraints are expressed on relationship types between users,
directions, and, order of these relationship types, and/or distance
between users in the social graph.
The enforcement of an access rule consists in the evaluation of
the speciﬁed path(s). For example, if a user A wants to share his
information only with the children of his friends’ friends, he would
specify this audience through a multi-relationship path p1, which is
denoted as friend=friend=children. A user B will not be able to
access A’s information, unless there exists a path p1 between A and
B in the social network graph (i.e., user B should be reachable from
user A through a path p1). The problem of evaluating these paths
can be, than, reduced to a reachability problem in graph databases,
which is not a trivial one. It consists in determining if two users in
the social graph are reachable given some speciﬁc constraints on the
path that should link them.
Computing reachability queries in graph-structured data has be-
come an important research problem in the database research com-
munity, given the sheer size of these large graphs. A straight-forward
method for answering constraint-labeled reachability queries is to
apply a Depth-First Search algorithm (respectively, Breadth-First
Search algorithm) together with the constraints to reduce the search
space, and try to ﬁnd out if there is such a path between A and B.
This takes O(j V j + j E j) time which is too costly when dealing
with large graphs (i.e., j V j is the number of vertices and the j E j
number of edges). Another option is to precompute the transitive
closure of the social graph and record the reachability between any
pair of vertices in the graph, in advance. While this approach can
answer reachability queries in O(1) time, the computation of the
transitive closure has a complexity of O(j V j  j E j) [12] and
the storage cost is O(j E j
2). Both approaches (i.e., online search
and transitive closure precomputation) are unacceptable for large
graphs. The challenge here is to ﬁnd a compromise in terms of time
and space complexity when computing reachability queries.
To deal with this issue, some existing research work has been
trying to ﬁnd good ways to reduce the precomputation time and
storage cost (i.e., compress the transitive closure) and help with
reachability answering, using different indexing techniques [11, 8].
Our goal is to ﬁnd an efﬁcient way to compute ordered label-
constraint reachability queries as they are expressed in our access
control model. As a ﬁrst direction, we try to apply some existing
indexing techniques, adapt it to our graph model and queries, and
possibly extend it to ﬁnd an efﬁcient solution to our problem. For
instance, we show in this paper how Cheng et al. [8] cluster-based
index can be adapted to help us solve the problem.
The remainder of this paper is organized as follows : in Section 2,
we outline the main features of the proposed access control model.
In Section 3, we describe our work to ﬁnd efﬁcient ways to com-
pute our ordered label-constraint reachability queries, as they are
proposed in the access control model. We discuss some related work
in Section 4. Finally, Section 5 concludes the paper and give some
future perspectives.
2. THE PROPOSED MODEL
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Figure 1: A Social Network Subgraph
DEFINITION 1. Social Network Graph
A social network graph is a directed and labeled graph. We formally
deﬁne it as a tuple :
G = (V;E;;)
where (1) V is a ﬁnite set of nodes denoting the social network
members. (2) E  V  V is a ﬁnite set of edges where a pair of
nodes (x;y) denotes a relationship from user x to user y. (3) 
is a function deﬁned on V such that for each node v 2 V , (v)
is the set of attributes of node v. Each person has attributes such
as user identiﬁer, name, gender, job, contact information, educa-
tional background, etc. (v) is a tuple (A1 = a1;:::;An = an)
representing the attributes of node v and their different values, 
is then the function that carries node properties.(4)  is a function
deﬁned on E such that for each node e 2 E, (e) is a label (i.e.,
a relationship type) in a ﬁnite alphabet .  speciﬁes then edge
types and  denotes all possible edge types (i.e., relationship types).
Relationships are an important part of data semantics. Generally in a
social network, labels could be explicitly given by users themselves
(i.e., manually annotated) when establishing relationships with other
users or they can be automatically inferred based user interactions,
point of views on particular subjects, etc.
Figure 1 depicts an online social subgraph with seven nodes. Each
vertex v in V is associated with a tuple (v) such that
(Alice) = (gender = female;age = 24), etc.
Each edge e in E carries a relationship type (e) in fColleague;
Friend;Parentg.
A path p in G is a sequence of a ﬁnite number of edges. The
length j p j of a path p is the number of edges contained on that path.
The depth of a given relationship type between two users A and B
is the length of the path relating A to B in G consisting of edges
labeled with the same relationship type, e.g, from Alice to George,
there is a friend-typed path (Alice-Bill-Elena-George) of length 3.
In [3], we devised an access control model that allows social
network users to share their resources (e.g., personal information,
photos, videos, etc.) based on the semantics of the relationships that
they have with others. This model allows targeting the audience
of a given resource with the granularity that a user might need. It
takes into account user properties (age, location, status, etc.), and,
relationships between them in an extended sense (i.e., not limited to
direct relationships). Following this model, Alice is able to share herresources with her friends, her colleagues, her colleagues’ friends,
etc. David is able to share his jokes with those who consider him as
a friend (Elena and Colin), and he can extend the audience to their
friends (George and Bill, for Elena), and so on. More details can be
found in [3].
Access Policies : As far as access control is concerned, members
authorized to access a given resource are denoted in terms of rela-
tionship semantics between users. In particular, such requirements
are speciﬁed through one or more access rules, each one consists
of a set of access conditions denoting all the requirements a user
should satisfy to access a given resource.
DEFINITION 2. Access Rule (AR)
An access rule expresses a set of access conditions that should be
satisﬁed in order to access a given resource. An access rule is a
tuple :
(rid;ACS)
where rid is the identiﬁer of the resource and ACS={AC} is a set of
access conditions expressing the requirements that should be satis-
ﬁed by the requester in order to be allowed to access the resource.
An access rule is issued by a particular user to express the way he
wants his shared resources to be accessed.
DEFINITION 3. Access Condition (AC)
An access condition speciﬁes the proﬁles of authorized users. It is
formally deﬁned as a couple :
(o;p)
where o is the starting node (representing the resource owner), p is
a path in the social network graph. We consider p = s1;s2;:::;sn
as a sequence of ordered steps. Each step si is represented by a
tuple (r;dir;I;C), where r is a label denoting the relationship, dir
speciﬁes the corresponding edge orientation in the graph : dir = +
(respectively, dir =  ) means that the relationship must be out-
going (respectively, incoming). A default value  is used for dir
indicating that both incoming and outgoing relationships are autho-
rized. I is the set of authorized depth levels, and C = c1;c2;:::;cn
is the set of conditions on user properties. In order to get access to a
given resource, a requester v must have a direct or an indirect rela-
tionship with the resource owner o that matches with the speciﬁed
path p.
Problem Statement : User privacy preferences are stored in
terms of access rules. Each time a user submits an access request to a
given resource of another user, the system will intercept the request,
and, on the basis of the speciﬁed access rules, it determines whether
access should be granted or denied to the requester. In order to be
valid, an access rule should have all its access conditions validated.
To check if an access condition is valid, the graph should be queried
to see whether there exists a path between the resource owner and
the requester that matches the path pattern of each access condition
to be validated.
To query data graphs, reachability queries are widely used, asking
whether there exists a path from one node to another. In a labeled
graph context, a reachability query often involves constraints on the
path connecting two vertices. We can look at each access condition,
in the access control model, as a constraint-labeled reachability
query. Constraints are expressed on graph labels, edge directions,
depth levels, and, node properties.
Consider the reachability query Q1 of the example shown in
Figure 2. It grants access to the colleagues of Alice’s friends within
2 hops (i.e., the colleagues of Alice’s friends or those of the friends of
her friends). This reachability query can be expressed in our model
through the following path : Alice=friend
+[1;2]=colleague
+[1].
Alice B C Friend[1,2] Colleague[1]
1
Figure 2: A Reachability Query (Q1)
The computation of such an ordered label-constraint reachability
query is to ﬁnd out whether there exists a path between two given
vertices that matches reachability constraints on label order and
directions, distances, and, node properties.
3. QUERY EVALUATION
The main idea behind answering reachability queries in graphs
is to build indices based on reachability labels (i.e., reachability
information). Since it is to manipulate and query very large graphs,
the computational cost and index size of the labels using existing
methods would prove too expensive to be practical. Thus, efﬁciently
processing this type of queries is a critical issue in graph databases.
Our challenge is is to ﬁnd good ways to reduce the precomputation
time and storage cost with a reasonable answering time. To the best
of our knowledge, this is the ﬁrst work that used graph labellings to
enhance access control performances over social networks.
One of the main proposals that have been done in the area of
computing constrained reachability queries is described in Cheng
et al. [8]. They proposed a cluster-based join index to ﬁnd all the
subgraphs that match a given node-labeled graph pattern. However,
the graph patterns that they consider do not express neither distance
constraints, nor constraints on node attributes as it is in our ordered
label-constraint reachability queries. Our aim is, then, to adapt and
extend Cheng et al.’s approach in order to consider distance and
attribute constraints that are expressed in our class of reachability
queries.
Roughly, we propose to construct a node-labeled version of the
original edge-labeled social graph G, while maintaining all the
reachability information of G. Each time a query is sent, the join
index is used in order to return all the tuples that correspond to the
query pattern. These tuples are consistent with the required label
direction and label constraints. However, they are not necessarily
consistent with the distance and attribute constraints. The resulting
tuples are, then, analyzed to check if the ﬁrst and last element of
each tuple correspond, respectively, to the owner (i.e., source node
of the query) and the requester of the resource (i.e., target node
of the query). Adjacency between elements of the same tuple are
also analyzed to check whether they form a single path, and not a
set of distinct paths. Another difference is that Cheng et al. used a
node-labeled graph model, and not an edge-labeled one like ours.
In what follows, we describe how we transform the initial social
graph G before detailing how to obtain its corresponding join based
index. We, then, explain how order label-constraint reachability
queries are handled over that index.
3.1 Line Graph Construction
The ﬁrst step is to build the line graph L(G) (also called an
interchange graph or edge graph) of the social graph G, which holds
the adjacency information between the edges of G.
DEFINITION 4. Directed Line Graph L(G)
Given a directed graph G, its line graph L(G) is a directed graph
such that each vertex of L(G) represents an edge of G, and two
vertices in L(G) are connected by a directed edge if the target of
the corresponding edge of the ﬁrst vertex is the same as the sourceof the corresponding edge of the second vertex. It is the intersection
graph of the edges of G, representing each edge by the set of its two
endpoints.
L(G) is obtained by associating a vertex with each edge of the
graph and connecting two vertices with an edge if and only if the
corresponding edges of G have a vertex in common. L(G) is then a
directed graph whose vertex set corresponds to the arc set of G and
having an arc directed from an edge e1 to an edge e2 if in G, the
head of e1 meets the tail of e2 [10].
Figure 3: Line Graph L(G)
Figure 3 shows the line graph of the initial social graph depicted
in Figure 1. Each node in L(G) holds a couple hlabel   targeti,
where label is a relationship type and target represents the endpoints
of the edge represented through the node in question. The time
complexity of this algorithm is O(n
2).
Figure 4: An access control RQ and its corresponding line RQ
As depicted in Figure 2, an ordered label-constraint reachability
query is an oriented edge-labeled path pattern with constraints on
the distance between nodes, as well as on node attributes. Before
evaluating such a query, we transform it into a line query as men-
tioned above. Transforming an ordered label-constraint reachability
query may result in one or multiple line queries depending on dis-
tance constraints. Note that, the initial query expressed that only
distances 1 and 2 are authorized for the friend label, and, for label
colleague, only distance 1 is authorized. The transformation results,
then, in two line queries. The ﬁrst one matches the colleagues of
Alice’s friends, and, the second one matches the colleagues of Alice’s
friends of friends. The resulting line queries are evaluated over the
join index which is built based on the line graph of G.
3.2 2-Hop Labeling Construction
The join index construction is based on a 2-hop reachability
labeling, which is deﬁned as follows :
DEFINITION 5. 2-hop reachability labeling
Let G = (V;E) be a directed graph. A 2-hop reachability labeling
ofGassignstoeachvertexv 2 V alabelL(v) = (Lin(v);Lout(v))
such that Lin(v);Lout(v)  V , there is a path from every x 2
Lin(v) to v and from v to every x 2 Lout(v).
For any two vertices u;v 2 V , we should have :
u ; v iff Lout(u) \ Lin(v) 6= ;
The size of the labeling is deﬁned to be :
P
v2V
j Lin(v) j + j Lout(v) j
A query involving two vertices u and v may be answered using only
the labels of u and v. During the preprocessing stage, each vertex
u of the graph is attached a relatively short label L(u) such that
for any two vertices u and v, the two labels L(u) and L(v) would
contain enough information to answer the required queries.
A 2-hop reachability labeling of a graph G is derived from the
2-hop cover of G.
DEFINITION 6. 2-hop cover
Let G = (V;E) be a directed graph. For every u;v 2 V , let Puv be
a collection of paths from u to v. Let P = fPuvg. A hop is a pair
(h;u), where h is a path in G and u 2 V is one of the endpoints
of h. A collection of hops H is said to be a 2-hop cover of P if for
every u;v 2 V such that Puv 6= ;, there is a path p 2 Puv, and
two hops (h1;u) 2 H and (h2;v) 2 H, such that p = h1h2, i.e.,
p is the concatenation of h1 and h2. The size of the cover is j H j,
which is the number of hops in H.
Cheng et al. [6] proposed a fast algorithm to compute the 2-
hop cover of a given graph G. Based on their approach, a directed
acyclic graph G1 (DAG) is ﬁrst built based on the obtained line so-
cial graph L(G), by identifying its strongly connected components.
More clearly, each SCC (Strongly Connected Component) in L(G)
is represented through a randomly selected node from that SCC in
G1. This transformation will not cause any loss of reachability infor-
mation, given that any two nodes in the same SCC are necessarily
reachable. The algorithm for determining SCCs in graph L(G) is
Tarjan’s algorithm [13], and, its time complexity is of the order of
(jV j + jEj).
w po # I # po " I "
0 13 [1,13] 6 [6,6]
1 4 [1,6] 10 [6,6];[10;10]
2 7 [2,2];[5,7] 7 [6,7]
3 12 [8,12] 1 [1,1];[6,6]
4 1 [1,2];[5,6] 8 [6,6];[8,8];[10,10]
5 8 [8,8] 3 [1,3];[6,6]
6 11 [8,11] 2 [1,2];[6,6]
7 3 [2,3] 11 [6,6];[10,11]
8 6 [2,2];[6,6] 12 [6,8];[10,10];[12,12]
9 5 [5,5] 9 [6,10]
10 10 [10,10] 5 [1,2];[5,6]
11 9 [9,9] 4 [1,2];[4,4];[6,6]
12 2 [2,2] 13 [6,8];[10,13]
Figure 5: Reachability Table
An interval labeling is, then, determined based on what Agrawal
et al. [4] proposed on labeling directed acyclic graphs. This method
consists of three main steps : (1) As a ﬁrst step of this labeling
method, an optimum tree cover is constructed in a way that mini-
mizes the number of intervals that have to be associated to nodesin a subsequent. The main idea behind obtaining the optimum tree
cover of a given directed acyclic graph G1 is to traverse the graph
in topological order, and, for each node in G1, we keep only the
incoming edge that has the least number of predecessors. (2) After
generating the optimum tree cover, each tree node is assigned its
relative position in a postorder traversal of the tree, called postorder
number. (3) Then, each node is assigned with an interval consisting,
respectively, of the smallest postorder number among its descen-
dant’s (i.e., index) and its own postorder number. Every node can
reach itself, so that the index associated with a leaf node is the same
as the postorder number of that node. The same processing is done
on G2, which can be easily obtained by inverting edge directions
of G1. In brief, for a node, u, G1 can tell which nodes u can reach,
and G2 can tell which nodes can reach u, fast. As depicted in Fi-
gure 5, information about postorder numbers and interval labellings
are stored into a reachability table. Alice, Bill, Colin, David, Elena,
Fred, and George are respectively denoted as A, B, C, D, E, F, and
G. The nodes in the reachability table numbered from 0 to 12 corres-
pond, respectively, to Null A, FriendA C, ColleagueA D,
FriendA   B,FriendC   D, FriendE   B, FriendB   E,
ParentC F, ColleagueD F, ParentD G, FriendE D,
FriendE   G, and FriendF   G nodes.
The intervals associated to each node following this interval labe-
ling approach hold reachability information between nodes in the
tree cover. Consider for example the tree shown in Figure 7. A node
v is reachable from node u, if and only if, the interval associated to
v is subsumed by u’s interval.
Basedonthereachabilitytable,L(G)ismappedintoa2-dimensional
grid which maintain the reachability information between any two
nodes in the graph. Then, we apply Cheng et al. [6] algorithm, called
MaxCardinlityG, to get the 2-hop cover of L(G).
3.3 Index Construction
Suppose that H = Sw1;:::;Swn is the set of 2-hop cover com-
puted for a graph G. SWi = (UWi;wi;VWi) and all Wi’s are
centers. The 2-hop reachability labeling for a node v is L(v) =
(Lin(v);Lout(v)). Lin(v) is a set of centers wi where v appears in
Vwi. Lout(v) is a set of centers wi where v appears in Uwi. Based
on that, the graph is stored into a relational database, where each
label (e) in  is represented with a three-column table. The ﬁrst co-
lumn stores node identiﬁers xi (e.g., FriendA B, FriendA C,
etc.). The second and third column store, respectively, Lin(xi) and
Lout(xi). It consists of three base tables :
Tfriend(friend;friendin;friendout),
Tcolleague(colleague;colleaguein;colleagueout),
and,Tparent(parent;parentin;parentout).Giventwobasetables,
a reachability condition Friend ,! Colleague, in a reachability
query, can be processed as a reachability join between the two base
tables Tfriend, and Tcolleague : TR   Tfriend 1 Tcolleague. A
reachability join implies that for every xi 2 friend and yj 2
colleague, xi ; yj holds if the reachability condition
friend ,! colleague is evaluated to be true using base tables. A
pair hxi;yji appears in the temporal table TR (i.e., resulting table)
if Lout(u) \ Lin(v) 6= ; (i.e., xi ; yj is true).
Consider Tfriendcolleague 1
friend, !colleague
Tfriend, the couple
h friendAC;colleagueDF i appears in the result because
Lout(friendAC) = fcolleagueDF;friendCDg,
Lin(colleagueDF) = fcolleagueAD;friendAC;friendCDg,
and, Lout(friendAC) \ Lin(colleagueDF) 6= ;.
The join-index approach [8] we use consists in indexing all tuples
xi and yj that can join between two tables Tx and Ty. The cluster-
based index for a graph G is computed based on the 2-hop cover of
(Colleague, Friend) {colleague D-F, colleague A-D}
(Colleague, Parent) {friend A-D}
(Colleague, Colleague) {colleague D-F, colleague A-D}
(Friend, Parent) {friend C-D}
(Friend, Friend) {colleague D-F, friend A-C}
{friend A-B, friend C-D}
{parent C-F}
(Parent, Friend) {parent C-F}
(Friend, Colleague) {colleague D-F, friend C-D}
(Parent,Parent) {parent C-F}
Figure 6: W-Table
Figure 7: Cluster-based Index
G. This index is a B
+tree, where non-leaf nodes are centers. Each
non-leaf node wi holds two clusters Uwi, and, Vwi. This join-index
is associated with a two-entry W-table telling which are the relevant
centers for a given reachability join.
Figure 7 depicts the obtained cluster-based join index, and, Fi-
gure 6 shows the associated W-table. As depicted in Figure 7, the
join index has six centers : colleagueDF;colleagueAD;
friendAB;friendCD;friendAC, and parentCF.
Let us consider the join Tfriend 1 Tcolleague.
The W-table entry (friend;colleague) holds one center :
friendCD, which means that the answers can only be found in
friendCD’s clusters. The answer of the reachability query is the
cartesian product of ffriendACg and fcolleagueDFg which is
the couple
h friendAC;colleagueDF i.
Considerthefollowingorderedlabel-constraintreachabilityquery:
(Tfriend 1
friend, !parent
Tparent) 1
parent, !friend
Tfriend
This query corresponds to the path =friend=parent=friend in
our access control model. It grants access to all the friends that are
colleagues with some other friends of the owner of a given resource.
The evaluation of this query is done as follows :
the friend ,! parent join condition is ﬁrst processed and results
are temporary stored in a table Tfriend parent =
f(friendAC;parentDG);(friendCD;parentDG);
(friendAC;parentCF)g. Only clusters maintained by the centers
friendCD, friendAC, and parentCF are used because
W(friend   parent) = ffriendCD;friendAC;parentCFg.
Next, Tfriendparent 1
parent, !friend
Tfriend is processed and re-
sults in the ﬁnal table consisting of the following tuple
f(friendAC;parentCF;friendFG)g.
3.4 Post-processing
In the post processing phase, the resulting tuple(s) of the previouspattern matching phase are analyzed in order to check if constraints
on distance and node attributes are respected, and if the owner and
the requester are, respectively, part of the ﬁrst and last nodes in at
least one of the resulting tuples. Only tuples holding adjacent nodes
are maintained. Suppose Alice shared a resource that she wants to
share with the friends of her friends’s parents. Suppose that George
sent an access request to this resource. Following this example, the
system will evaluate the access rule associated to the requested ob-
ject. The resulting tuple f(friendAC;parentCF;friendFG)g of
the pattern matching phase is maintained because it is consistent
with the distance and owner-requester requirements. It corresponds
to the link : Alice ! Colin ! Fred ! George in the initial
social graph G. Consequently, the system grants access to Alice’s
object that was requested by George. If, during the analyzing pro-
cess, no tuple was maintained, that means that there is no link bet-
ween the owner and the requester that respects the given constraints
(i.e., the requester has not the right to get access to the object that
he request for).
4. RELATED WORK
Access control in social networks is a new research area. It has
emerged with the growing popularity of OSNs, which have become
an important part of our daily digital life. We can classify previous
works in two main categories : machine learning-based approaches
and rule-based approaches. In the ﬁrst category, we can ﬁnd papers
that have proposed automatic extraction of communities from the
OSNs as a way to simplify privacy preferences speciﬁcation. Dane-
zis [7] proposed to classify users contacts into non-overlapping lists,
so that contacts of the same list can have only access to information
that is shared by their list members. Fang and LeFevre [9] proposed
a privacy wizard that considers users explicit privacy preferences as
well as automatically extracted communities to build a privacy pre-
ference model. This privacy preference model can be automatically
applied and adapted whenever the social network graph evolves. In
the second category, and more related to our work, is the rule-based
access control model proposed by Carminati et al. [5]. This work
introduced trust and distance in the social graph as key criteria for
access preferences. The target of an access authorization is speci-
ﬁed as a sub-graph based on one simple relationship (friendship,
for instance), having in its center the owner of the resource with a
ﬁxed radius (the maximum distance between the beneﬁciary of the
authorization and the owner of the resource).
Existing work on graph reachability proposed solutions that help
with the compression of the graph transitive closure matrix. Howe-
ver, the transitive closure can only be used to answer reachability
Yes/No questions, and, cannot tell how the connection is made bet-
ween any two vertices. The aforementioned ordered label-constraint
reachability queries can not be handled using such compressing
transitive closure solutions. Some other work has been trying to ﬁnd
efﬁcient way to compute constraint reachability queries, by using
different indexing techniques. For instance, Jin et al. [11] propo-
sed an index tree structure that enables answering label-constraint
reachability queries, where constraints are only expressed on edge
labels. Two nodes are reachable if and only if they are linked by
a path that contains all the labels that are part of a given label set.
The proposed index does not consider constraints neither on label
order, nor on distance between nodes. Additionally, Cheng et al. [8]
proposed a clustered-based join index that helps retrieving the set
of subgraphs that match a given node-labeled graph pattern. Their
approach does not consider the distance constraint between nodes.
5. CONCLUSION
The aim of my thesis is to design and implement an access control
model for social networks that allows users to manage access to
their data in a ﬂexible and effective way. This model is expected
to prevent user shared information from being accessible to non-
desired users that are part of a very large network. In this paper,
we proposed an access control model for social networks based on
relationship semantics between users. We raised the problem of com-
puting order label-constraint reachability queries over large graphs.
This class of reachability queries speciﬁes combined constraints on
labels, edge directions, label order, and/or distance between nodes.
These queries express more sensible information than traditional
reachability queries. We described the work that we have done to
ﬁnd a solution for computing these queries in the context of large
social network graphs. The next step is to further invest in ﬁnding a
good solution and the implementation of the ideas that we described
in this paper in order to evaluate its performance over real and large
representative synthetic datasets.
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