ABSTRACT
INTRODUCTION
In a previous study [1] the author presented the results of an analysis of 12 group projects. These projects were cross-site, collaborative software engineering group (SEG) projects carried out by second year computer science students from two HE institutions [2, 3] . Groups consisted of a team from each campus, with each group having a similar requirements specification.
The implementation phase was facilitated by a SubVersion repository [4] and every change to a project was reflected in the group's repository. Each time a revision was submitted, the student was prompted for a message or comment to describe the changes. It was these comments that formed the data for this analysis. There were 12 SEG projects, with over 4,000 revisions in total. In the original study, the results were compared with the theoretical best-practices -i.e. what the students were being taught. A brief comparison was also made with publically-available open source projects. This study is an expansion of the first, aiming to confirm the results from the initial research and then to expand the scope of the study to explore other aspects of student group projects.
THE PROJECTS
Fourteen additional projects were analysed: the 10 2007/08 SEG projects and four open source projects.
2007/08 Projects
In the original study, there were potential threats to validity from the nature of the projects -all 12 were from the same year and covered the same basic specifications. By analysing an additional year's projects it was possible to reinforce the results from the original study.
Open Source Projects
Due to the nature of open source software, it is possible for members of the public to access the SubVersion repositories and examine the source code and history. In several cases it is possible to download and create a copy of the entire repository, which allows much deeper analysis. Four such projects were discovered: Putty (the popular SSH client), CapiSuite (a discontinued Linux ISDN telecommunication suite), Parrot (a virtual machine for dynamic languages) and GNUstep (part of the GNU project). While SEG projects are developed over the course of weeks, these projects are developed over years and can consist of thousands of revisions.
Rather than perform a complete analysis of each of them it was decided to analyse only the first 150 revisions from each of them. This would allow a much more practical comparison with the SEG projects by covering a similar timeframe and stage of each project. While the initial set of SEG projects averaged over 300 revisions per project, when revisions with no comments were removed this number dropped to 85 revisions per project.
The open source projects are included to provide a real-world comparison with the SEG projects -mature projects developed by experienced programmers in an environment demanding good collaboration provide an excellent point of comparison to academic projects performed by students new to collaborative development.
RESEARCH QUESTIONS
The original study aimed to explore how development activity changes over the lifetime of a project, and what factors this might be affected by. This study sought to verify the first study with an expanded set of projects, and then to expand it with a deeper analysis and comparison with projects in other contexts. The research questions are therefore:
• Verify the findings of the initial study:
o How is development activity distributed across the lifetime of a SEG project?
o Is this distribution affected by campus?
o Do students make good use of tools provided to support collaboration? • How do SEG projects compare to mature, open source projects?
• Is thematic analysis of change-logs a useful and viable method for assessing collaborative software development projects?
THEMATIC ANALYSIS

The Process
Thematic analysis [5] is a qualitative analytic method which aims to uncover patterns or "stories" in data. It is conducted over several stages; firstly a set of codes is defined and each data item is labelled with one of these codes. This code scheme checked by a reviewer to determine if it is balanced, repeatable and unambiguous. The codes are refined and reviewed until the researcher and the reviewer reach a predetermined agreement rate.
The Codes
Following a thorough, iterative review process the initial study produced a series of codes; these codes were reused here with one alteration. The first instance of the codes was derived directly from the types of software maintenance: perfective, preventative, adaptive and corrective [6] . This set of codes did not fit the data however, and a new set was defined. Following several refinements and reviews, a set of codes were defined:
1. Perfective: Includes testing, cleaning, refactoring, deleting, restructuring, commenting and JavaDoc.
2. Developmental: Addition or expansion of features or functions.
Corrective:
Fixing bugs and errors in the project.
Ambiguous:
When progress or changes have clearly been made and are being reported, but it is not clear which activity type was carried out. It is also applicable when there are clearly two or more codes applicable (e.g. Corrective and Developmental).
Misc:
Irrelevant or out-of-scope comments.
Experience from the first study has led to two slight revisions of this set. Firstly, to better reflect the activities, "Perfective" was renamed to "Administrative". This is a minor change, and had no effect on the results from the initial study. Secondly, while "Ambiguous" previously referred to two meanings, in this study it was split into two codes:
1. Ambiguous: A change has clearly been made, and partially documented, but the type is not clear.
Multiple: Multiple activities -(e.g. corrective and developmental in the same revision).
This is also a minor change, intended to help differentiate between desirable and undesirable codes.
Previously an "ambiguous" comment could be either good (e.g. a clear, informative comment which refers to two types of activity) or bad (an unclear comment), so it was decided to make this change.
The final set of codes used in this study were: The results from the previous study have been revised to use this new scheme.
EVALUATION
Limitations
One of the aims of this study was to mitigate some of the limitations of the original study -such as the homogeneous nature of the projects and the single year of students. The addition of a wider range of projects has indeed addressed this, but it has also introduced a new set of limitations.
A direct comparison cannot be drawn between SEG projects and open source projects due to their lengths. As discussed above, SEG projects run for weeks, while the open source projects run for years. By taking only a slice of the revisions, significant results or behaviours could be missed. A further study will likely perform a complete analysis of an open source project to explore this possibility.
Another limitation is that comments in the open source projects frequently require domain-specific knowledge to understand properly. This problem was addressed by coding a sample of revisions in each project outside of the set selected for final analysis; the experience from this resulted in a better knowledge of the project and the terminology used.
Finally, students were unaware that their change-logs would be analysed. It is possible that if they knew the analysis was being carried out, especially if it were to support assessment, their behaviour would have been different. One of the benefits of the change-logs at the moment is that they provide an honest, open insight into student behaviour. Conversely, if students knew that their change-logs were being used in assessment, it would likely encourage them to apply the theories they have learnt. A further study will investigate how student change-logs change when the students are aware that the logs would be used to support assessment.
Overview
The 2006/07 SEG projects have a comment/revision ratio of around 25%, while the 2007/08 SEG projects are around 60%. Contrasted with this, the open source projects have a ratio of almost 100%, highlighting a crucial shortfall of SEG projects. Both open source and SEG projects are distributed, collaborative environments with all the attendant difficulties this presents, especially in communication. Open source projects make good use of tools available to them -mailing lists, chatrooms and development tools such as SubVersion -to work together, whereas SEG students cite communication as a major difficulty and hindrance to development, despite not making good use of the tools available to them.
How are Development Activities Distributed?
Overall, the spread of activity aggregated over all 26 projects was as follows: As expected, developmental activity accounted for the largest amount of revisions. However, by themselves these figures do not provide much information. Figure 1 shows how the two years of SEG projects compared to each other.
Figure 1: Activity Types Between SEG Project Years
The distribution was largely similar between years aside from the spike in ambiguous revisions in 2007/08, almost four times as high. Examination of the individual groups shows that this was not caused by one anomalous group but by a consistent increase in ambiguous comments. It is interesting to consider that the ratio of comments to revisions was also much higher in the 2007/08 projects -60% compared with 25%. Whether this was due to teaching or a factor inherent in the cohort cannot be known. However, an ongoing question has been "how useful are automatically generated metrics in supplementing assessment?", with a specific sub-question "is the comment/revision ratio a useful indicator of performance? " These results would suggest that this simple metric is not necessarily a useful measure -a higher comment ratio has simply led to a disproportionate increase in meaningless or unhelpful comments -"filler" in many cases. Figure 2 shows how activity types were distributed between sets of projects -SEG and open source projects. Again, in both cases developmental activities were the largest group, while the open source projects had significantly more corrective and administrative revisions than the others and much lower proportion of ambiguous activities, coupled with consistently low "multiple" activities. Overall, the desirable activities (administrative, corrective and developmental) were more prominent and evenly divided in open source projects than in the other projects, whereas they had a significantly lower proportion of undesirable activities (ambiguous and misc). A breakdown of this is shown in Figure 3 . It is also worth reiterating that the revisions analysed for the open source projects were taken from early in their development, and so the higher incident of corrective activities was even more noteworthy -the typical development cycle for an open source project tends to include a "feature freeze" followed by a "code freeze", which restrict the development to existing features and bug-fixing, respectively [7] . If the analysis covered a time period later in the cycle where a release was being finished, the level of corrective activities would be higher still.
How do Development Activities Change over the Course of a Project?
ITALICS In the initial study it was shown that, overall, activity was skewed towards the deadline -more work was done at the end of the project than at the start. This was an entirely expected result considering the subjects, and was repeated in the 2007/08 SEG projects. A breakdown of the activity types over time showed few patterns in the 2006/07 data -there was a lot of variation between groups, leading to a confused overall view. In the 2007/08 data however, there were some definite patterns evident. There was a decrease in the proportion of developmental activities over time, while corrective and "multiple" (typically a combination of developmental and corrective) activities increased as the deadlines approached. This is a much better trend than the previous year and is closer to how theory states, i.e. as a release (final deadline in this case) approaches, there should be less emphasis on adding new features and more on polishing and fixing the existing code.
No comparisons can be drawn between the open source and SEG projects in this respect due to the differences in the projects -SEG projects are closed and finished, while the others are ongoing.
Does Campus Affect Activity Distribution?
As stated earlier, the SEG projects are carried out by teams consisting of a mix of students from two campuses (labelled here as C1 and C2). One of the aims of the original study was to discover if there were differences in behaviour between students from these two campuses. It was found that there were differences in activity distribution between the two campuses, but it was not clear whether these were limited to that one year or showed consistent differences between the departments. As was reported for the 2006/07 SEG projects, the amount of work carried out by students from each campus was in line with the relative weightings of the courses -the project was a larger proportion of the year's summative work on one campus, and the distribution of work reflected this. On the other hand, C1 commented a significantly higher proportion of their revisions than C2 -63% of the revisions but 78% of the comments. In contrast, while the distribution of activity types was similar across campuses, C1 was responsible for significantly more developmental work, while C2 performed twice as much administrative work as C1.
In the 2007/08 projects, the distribution of revisions was roughly the same, and again the students from C1 were much more consistent in commenting the revisions. On the other hand, as shown in Figure 4 , development types were far more evenly balanced in the 2007/08 projects, with no significant differences between the campuses. It is therefore still impossible to say what factors affect the practices and behaviour of the different departments -cohort, training, experience, project domain, another factor entirely, or a combination of these. Repeated studies on future projects will be able to explore this further. The results of this study verify some of the findings of the original study, but fail to verify others. The first study found that students did not employ the practices they were being taught, a finding which has been borne out by this research. In a comparison of the behaviour of the two campuses, the overall differences were the same -the campuses both made contributions commensurate with their respective assessment weightings, while one made much better use of comments than the other. Conversely, the original study found significant differences in the activity distributions, which did not exist in this analysis. In terms of exploring whether or not students make good use of tools to support collaboration, the initial study found that they did not -the aspects of SubVersion designed to support communication were underused and often not understood. In the following year, students made more use of the tools available, but the increased proportion of ambiguous comments lead to the conclusion that while they understood the need to use the mechanisms, the students did not know how to use them properly. This research therefore suggests that changes in training from year to year have been beneficial, and that improvements can be made to cover the remaining problems.
In comparing the SEG projects to open source projects, it was shown that the open source projects were more structured and better commented than the SEG projects. The real-world success of projects such as Putty is an indication that the results of this research can be used to reinforce the training students receive regarding development and collaboration practices.
The final purpose of this study was to show that an analysis of project change-logs can be a valuable resource when assessing a group project. It is hard to assess the development process, and attempts to do so include having students keep logs of their work as they go on, but this simply replicates functionality that already exists in provided support tools. The comparison with real-world projects shows that students should definitely be making better use of the software available as it would support communication and facilitate groupwork. Considering that using descriptive, unambiguous comments during development is demonstrably beneficial to the students and groups, there is no reason why assessment should not make use of these comments instead of an artificial, secondary progress log. At a minimum, change-logs provide a useful insight into the development process and the roles and behaviour of individual students that may not be clear from other sources of information, and it is recommended that instructors at least read through change-logs when assessing group projects.
While a simple reading of change-logs is beneficial to assessment, a thematic analysis of those same logs are even more so. While requiring a greater commitment from the assessor, a thematic analysis can be performed sufficiently quickly as to be a viable tool. Once the coding scheme is understood by the assessor it is a relatively simple task to perform the analysis, and the results it produces allow for a deep, comprehensive outline of the development and history of the project; this study has looked no deeper than the campus level in the analysis, but it is entirely possible to examine the roles of individual students within a group, allowing for even deeper understanding of collaboration and contribution.
This study found that the differences between campuses for the 2007/08 SEG projects did not follow the same pattern as the 2006/07 projects; therefore a study of the 2008/09 projects will be used to investigate this further. Future research will involve a compete analysis of an open source project to enable a more complete comparison between a real-world project and SEG projects. A second follow-up will examine a smaller number of SEG projects in much greater detail to investigate the possibility of uncovering social roles that emerge within groups -can the comment log discover facilitators, managers, hard workers, "fixers" and obstructers, or subgroups of students?
