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Multi-platform Applikáció Fejlesztés 
Egy alkalmazás tervezésének egyik legelső és legfontosabb kérdése: Milyen platformra 
fejlesztjük az alkalmazást? 
A kérdésre a választ nagyban befolyásolja a fejlesztett alkalmazás típusa és 
komplexitása. Egy egyszerű levelező alkalmazás esetében az asztali számítógépek, 
tabletek és okostelefonok egyértelmű célplatformok lehetnek, míg egy nagy 
teljesítményt igénylő szerkesztő szoftvert elsődlegesen asztali számítógépeken 
használunk. Legtöbbször a fejlesztett alkalmazás típusából egyértelműen adódik, hogy 
mely platformokra érdemes elkészíteni. Ez azt jelenti, hogy nem is szükséges más 
platformokon gondolkozni? 
Minél több platformot fedünk le, annál több felhasználóhoz juttatjuk el 
alkalmazásunkat. Nem veszítünk potenciális vásárlókat azért, mert alkalmazásunk olyan 
eszközökön elérhető, mellyel nem rendelkezik. Viszont, ahogy növeljük a támogatott 
platformok számát úgy növeljük az alkalmazás fejlesztésével járó munkát és 
nehézségeket. 
A technológia rohamos fejlődésének köszönhetően manapság rengeteg különböző 
számítógép, telefon, tablet és egyéb informatikai eszközök közül választhatunk. Ezeken 
az eszközökön különböző hardvereken, különböző operációs rendszerek futnak. Eltérő 
be-és kimeneti felületekkel rendelkeznek. Egyesek apró érintőképernyőt, mások 
hatalmas nagyfelbontású megjelenítőt használnak. Mások a használatukban bevett 
szokások is. Az asztali számítógépeket általában hosszú munkamenetekben használjuk, 
az okostelefonokat pedig sok rövid alkalommal vesszük kézbe. 
A különböző operációs rendszerek különböző futtató környezeteket támogatnak és 
eltérő rendszerszintű API-kkal rendelkeznek. Az olyan egyszerű feladatok, mint egy ablak 
nyitása, vagy fájlba történő írás eltérő módon történik. Ilyen alap funkciók majdnem 
minden alkalmazásban szükségesek és rossz tervezés esetén rengeteg plusz munkát 
okozhat ezen eltérések kezelése. A kódbázis drasztikusan megnövekszik, ugyanazokat az 
algoritmusokat akár többször, több nyelven, több platformra is el kell készíteni. 
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Különböző platformok között nem csak az alkalmazásban használt API-k és könyvtárak 
térnek el, hanem az is ahogyan a felhasználók interaktálnak a szoftverrel. Egy asztali 
számítógépekre tervezett alkalmazást nem lehet egy az egyben okostelefonokra átírni. 
A telefonok képernyője sokkal kisebb ezért nagyobb feliratokra és gombokra van 
szükség, valamint kevesebb és pontatlanabb beviteli lehetőségeink vannak. 
Többek között ezek az okai, hogy egy alkalmazás tervezésének egyik legelső és 
legfontosabb kérdése: Milyen platformra fejlesztjük az alkalmazást? 
Diplomamunkámban ennek a kérdésnek a prioritását szeretném csökkenteni, multi-
platform alkalmazások hatékony elkészítésének lehetőségeit keresem. Kutatásom célja, 
hogy olyan alkalmazásfejlesztési módszereket tanulmányozzak, melyekkel az elkészített 
alkalmazás a lehető legtöbb platformon fordítható és futtatható. Hogyan lehet a 
platformok közötti eltéréseket a lehető legkevesebb munkával elfedni azért, hogy a 
fejlesztés fókuszában az alkalmazás üzleti logikája és működése legyen. A különböző 
platformok megvalósításait redukálva, a közös kódbázis a lehető legnagyobb legyen. 
Közös kódbázis 
Alkalmazásunk működése, az üzleti logika minden platformon megegyezik. Ugyanazt a 
funkcionalitást nyújtjuk minden platformon, csupán eltérő az interfész, más módon 
interaktálnak a felhasználók a szoftverrel. Az alkalmazás ezen részének újra írása a 
különböző platformokra felesleges. Célszerű úgy elkészíteni ezeket a modulokat, hogy 
az összes platform megvalósításában meghívhatók legyenek, ne használjunk benne 
olyan könyvtárakat melyek elérése gondot okozhat valamely környezetben. Egy multi-
platform alkalmazás fejlesztésének egyik legfontosabb feladata egy ilyen közös kódbázis 
elkészítése. 
Minél bővebb és rugalmasabb a közös kódbázis, annál kevesebb munkával érhetünk el 
egyszerre több platformot. A későbbi frissítés is egyszerűbb lesz, mert csak egy forrást 
kell módosítani. Egy megfelelő szoftverarchitektúra választásával lényegében a közös 
kódbázist tartalmazó modulok jól elkülöníthető rétegekbe szerveződnek. Interfészeknek 
köszönhetően a közös modulokban előre eltervezhetjük milyen platformfüggő, 
platformonként különböző funkcionalitásokat szeretnénk elérni. Ezen interfészek 
Szabó Dávid C# Multi-Platform Környezetben 6. oldal 
megvalósítását Függőség Befecskendezéssel, vagy különböző kódfordítási technikákkal 
injektáljuk a kódba. 
Hátrányok 
Egyszerre több platformot elérni rendkívül előnyös, de ez nem jelenti azt, hogy hátrányai 
ne lennének. 
A közös kódbázis létrehozásához valamilyen architektúrába kell szerveznünk az 
alkalmazást. Egy egyszerűbb alkalmazás esetében egy fejlett több rétegű architektúra 
felesleges overhead-et tud okozni, amely sebességveszteséghez vezet. Ezen kívül a 
tervezés idejét és nehézségét is megnöveli. 
Mivel a közös kódbázis több platformról is hívható lehetséges, hogy ugyanaz a kód több 
különböző hardver architektúrán és különböző operációs rendszereken, környezeteken 
fut. Nehéz, sok esetben lehetetlen egy-egy környezet sajátosságait kihasználni a 
nagyobb teljesítmény elérése érdekében. A platformokon eltérő exkluzív 
funkcionalitások elérése is további kihívásokat okozhat. 
Ha később bővülnek, vagy változnak a platformfüggő funkcionalitást elrejtő interfészek, 
akkor ezek megvalósításait utólag minden platformon frissíteni kell. Sok kutatást és 
előre tervezést igényel, hogy olyan interfészeket alakítsunk ki, melyek minden platform 
megvalósításának megfelelnek és később sem kell módosítanunk új platformok 
bevonása esetén. 
Multi-platform Programozási Nyelvek 
A fejlesztett alkalmazáshoz a legjobban illeszkedő programozási nyelvet szoktuk 
kiválasztani. Ha több platformot szeretnénk egyszerűen elérni, akkor a lehetőségeink 
leszűkülnek. 
A legelterjedtebb a Java nyelv melyben elkészített programok képesek futni bármely 
környezetben, ahol telepítve van egy Java Futtató Környezet. A nagyobb platformokon 
(pl. Windows, Linux, MacOS, Android) elérhető a futtató környezet, de iOS esetén csak 
kétes megbízhatóságú harmadik-fél futtató környezetek hozzáférhetők. Egyik 
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legnépszerűbb programozási nyelv, könyvtárakban és fejlesztő eszközökben gazdag, 
futtatása és terjesztése egyszerű, amennyiben a célplatformon rendelkezésünkre áll a 
futtatókörnyezet. 
Az Embarcadero által felkarolt Pascal alapú Delphi programozási nyelv multi-platform 
fejlesztőeszközt ígér. A Firemonkey keretrendszer segítségével egyetlen közös 
kódbázisból képesek vagyunk alkalmazást készíteni Windows, MacOS, Android és iOS 
rendszerekre. Minden platform ugyanazt a Grafikus Felületű könyvtárat használja. 
Előnye, hogy a megjelenítést csak egyszer kell elkészíteni, hátránya a nagyobb fájlméret 
és egy olyan külső, mely egyik platformon sem illik az adott platform környezetébe. 
Ameddig a Firemonkey által nyújtott szolgáltatásokat használjuk, többnyire 
kényelmesen készíthetünk multi-platform alkalmazásokat. Amint többre van 
szükségünk (platformspecifikus API-kra, szolgáltatásokra, hardver és operációs rendszer 
közeli eszközökre) rosszul dokumentált, nehezen használható és gyakran 
megbízhatatlan, hibásan működő wrapper osztályokat és API-kat találunk. 
A C++ programozási nyelvet sem szabad figyelmen kívül hagyni. Elterjedtségének és 
gazdag könyvtárainak hála sokféle lehetőségünk van egyszerre több platformot elérni. 
Olyan keretrendszerek igénybevételével, mint az SDL vagy a Qt fejleszthetünk multi-
platform alkalmazásokat. Minden platformra natív alkalmazásként fog lefordulni a 
programunk ezzel a lehető legnagyobb teljesítményt elérve. 
A C++ az említett programozási nyelvekhez képest sokkal alacsonyabb szintű, közelebb 
van a hardverhez. Teljesítmény szempontjából ez hatalmas előny, de multi-platform 
alkalmazások írásakor ügyelni kell arra, hogy programunkban ne alkalmazzunk 
implementációfüggő adatokat, függvényeket, melyek egyes platformokon másként 
működnek, más mellékhatásokat váltanak ki. 
Az utóbbi években a Microsoft a C# programozási nyelvet igyekezett a lehető legjobb 
multi-platform fejlesztő eszközévé tenni. Korában a Mono-Project kezdeményezte a C# 
nyelv multi-platform használatának fejlesztését, melyet a Xamarin keretein belül 
bővítettek ki a mai modern Android, iOS és még további eszközök támogatásával. A 
Microsoft 2016-ban vásárolta fel a Xamarin-t ezzel elindítva a robbanásszerű fejlődést a 
.NET multi-platform alkalmazhatóságában. 
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A Microsoft több fronton is megközelítette a .NET platformfüggetlenné alakítását. 
Windows 10 alapú rendszereken az Universal Windows Platform segítségével 
készíthetünk alkalmazásokat melyek képesek futni a Windows 10 rendszerrel 
rendelkező x86, x64 és ARM architektúrájú eszközökön. A .NET Core segítségével 
kiterjeszti a .NET alkalmazhatóságát Linux és MacOS rendszerekre. A Xamarin-nak 
köszönhetően elérhetőek az Android, iOS platformok is, sőt a Xamarin.Forms könyvtár 
segítségével a felhasználói felületet is platformfüggetlen módon tudjuk elkészíteni. 
Diplomamunkában a C# nyelvre fogok koncentrálni. A felsorolt programozási nyelvek és 
eszközök közül jelenleg ez tűnik számomra a legkézenfekvőbbnek. Ennek a kijelentésnek 
a valóságlapaját kutatom, lehetőségeket és módszereket vizsgálok a C# környezetben, 
melyekkel multi-platform alkalmazásokat tudunk készíteni. 
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C# és .NET 
Ahhoz, hogy érdemlegesen összehasonlíthassuk egyes platformok natív eszközeit a C# 
nyelv lehetőségeivel meg kell ismernünk, hogyan működnek a C#-ban írt alkalmazások. 
Milyen módon fordul le a kódunk, majd az elkészült alkalmazás, hogyan fut az adott 
eszközön. 
A C# programozási nyelv a .NET Framework futtatókörnyezettel együtt 2002-ben jött 
világra. A Microsoft eszközkészlete mely a C++ egyes nyelvi elemeit, a Visual Basic 
egyszerűségét és a Java előnyeit ötvözi. Kezdetben Windows volt a célplatform, de 
ahogy azt manapság tapasztalhatjuk, a .NET már több környezetben is alkalmazható. 
.NET Framework 
A .NET egy keretrendszer a .NET fordítóval épített alkalmazásoknak. A C#, Visual Basic, 
F# (vagy más .NET fordítóval rendelkező) nyelven készített alkalmazást lefordítva, a 
keretrendszer segítségével futtathatjuk programunkat Windows rendszeren. Ezen 
nyelvek közötti határokat is segít elmosni, például egyszerűen hívhatók meg C# 
metódusok Visual Basic-ből. Továbbá rengeteg előre definiált típus és könyvtár segíti, 
hogy gyorsan elkezdhessük alkalmazásainkat fejleszteni. 
A keretrendszer tartalmazza a Common Language Runtime (CLR) futtatókörnyezetet 
melynek a kód felügyelés az alapelve, megkeresi, betölti és menedzseli a .NET 
objektumokat. Kezeli a memóriát, szálakat, kód futtatást, kód biztonság verifikációt és 
rendszerszintű szolgáltatásokat. A .NET fordítókkal készített, futtatókörnyezetnek szánt 
kódot felügyelt kódnak nevezzük, melyet futtatáskor a futtatókörnyezet hajt végre, 
futás közben fordítja az aktuális platform natív kódjára. 
A CLR legfontosabb különbsége a további futtatókörnyezetekkel szemben (pl. Java 
Virtual Machine), hogy a CLR-ben egyetlen, jól definiált futtató réteg van, melyen 
megosztozik minden programozási nyelv és platform, mely támogatja a .NET-et. 
Igyekeztek a lehető legnagyobb nyelv függetlenséget elérni. A Common Language 
Infrastructure (CLI) egy specifikáció a CLR-el kompatibilis futtatható kódnak, melynek 
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meg kell felelnie az elkészített könyvtáraknak. Ennek köszönhetően a különböző nyelven 
íródott könyvtárak együtt tudnak működni. 
A CLI-n belül a Common Type System (CTS) írja le, hogy milyen adattípusok, objektumok 
és konstrukciók támogatottak a futtatókörnyezetben. Egy szabvány mely biztosítja, hogy 
a különböző forrásokból származó felügyelt kódok együtt tudnak működni, megfelelnek 
a CTS-nek. Egy gazdag típusrendszer melynek célja, hogy széles körben támogasson 
programozási nyelveket. 
Egy adott .NET támogatású nyelv nem feltétlenül támogatja a CTS minden lehetőségét. 
A Common Language Specification (CLS) a CTS egy részhalmazát definiálja, melyek azok 
a programozási konvenciók melyet minden .NET programozási nyelvnek támogatnia kell 
ahhoz, hogy a CLR ki tudja szolgálni. Amennyiben az adott programozási nyelv bővebb, 
a CLS specifikáción kívüli elemeket is tartalmaz, már nem lehet garantálni, hogy minden 
.NET programozási nyelv interaktálni tud majd a könyvtáraival. 
A CLI támogat Standard Könyvtárakat, melyek segítségével csoportosíthatók a sűrűn 
használt funkciók. 
A .NET Platform biztosít Base Class Libraries (BCL) osztálykönyvtárakat, melyen minden 
.NET programozási nyelven elérhetőek. Ezen könyvtárak olyan típusokat tartalmaznak, 
melyek bármilyen alkalmazás fejlesztésekor használhatók, legyen az egy grafikus 
felületű felhasználói alkalmazás vagy egy ASP.NET alapú web API. 
.NET Assembly 
A lefordított .NET állományokban nem feltétlenül tükröződik, hogy mely .NET 
programozási nyelven készültek. Függetlenül attól, hogy mely .NET programozási 
nyelven dolgozunk, a lefordított állományok felépítése ugyanolyan lesz. 
A lefordított .NET állományok tartalmaznak metaadatokat melyek leírják az 
állományban definiált osztályokat, típusokat és konstrukciókat. A manifest az állomány 
verzióját és egyéb lokális adat mellékleteit, valamint a hivatkozott .NET állományokat 
tárolja. Ahhoz, hogy rendeltetés szerűen működjön az adott állomány, hozzá kell férnie 
a manifest-ben felsorolt további állományokhoz. 
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Ezen .NET állományok Common Intermediate Language (CIL) kódot tartalmaznak. 
Minden .NET nyelv fordítóprogramja CIL kódot állít elő. Ez a kód nem tartalmaz 
semmilyen platformspecifikus hívást, kódot. Ennek hatalmas előnye, hogy a különböző 
programozási nyelvek közötti különbségek a lefordított .NET állományok szintjén már 
nem látszik. A BCL könyvtárak névterei, típusai és osztályai minden nyelven ugyanazon 
néven érhetők el, ezért ez sem okozhat problémákat. 
A CLR tartalmazza a Just-In-Time (JIT) fordítót mely a CIL kódot platformspecifikus kóddá 
fordítja a futtatás során. Ekkor készülnek a CPU specifikus utasítások és ekkor 
optimalizálja a kódot az adott platformra. Ez egy erőforrásigényes folyamat, a JIT több 
intelligens algoritmust is tartalmaz, melyekkel például az egyszer már lefordított kódot 
később újra felhasználhatja. 
Mivel a platformspecifikus és CPU utasítások a futtatás pillanatában készülnek, ezért a 
különböző architektúrákkal való kompatibilitás kérdésére nem kell koncentrálni a 
program fejlesztése közben. 
.NET Multi-Platform 
A fentebb taglalt CLI szabvány és részei benyújtásra kerültek hivatalos Ecma 
International sztenderdként az ECMA-335 specifikációban. Ezen nyilvános szabványnak 
köszönhetőben bárki harmadik fél elkészítheti a saját .NET futtatókörnyezetét bármely 
platformra, operációs rendszerre és architektúrára. Meghatározza egy minimális 
halmazát azon névtereknek és funkcionalitásoknak melyeket támogatnia kell minden CLI 
disztribúciónak (BCL könyvtárak, pl.: konzol és file I/O, szálkezelés stb.). 
.NET Native 
A Windows 8 megjelenésével párhuzamosan létrehozták az új CoreCLR, CoreRT 
futtatókörnyezeteket és a .NET Native előfordítási technológiát, mely a .NET állományok 
felügyelt kódjából képes natív kódot készíteni már a kiadási verzió fordítása során. A 
korábbi fordítási fázisok által előállított CIL kódot fordítja tovább a kiválasztott cél 
architektúra gépi utasításaira. Képes a teljes alkalmazást becsomagolni egyetlen fájlba, 
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mely tartalmazza az alkalmazást, a felügyelt függőségeket és a hozzájuk szükséges 
CoreRT futtatókörnyezetet, mely csupán néhány száz kilobájt. 
Ezen alkalmazások gyorsabban indulnak, mert nem kell a futtatáskor elkezdeniük a 
fordítást és sokkal optimalizáltabbak, mert a .NET Native fordítás során alkalmazhatunk 
fejlettebb, a C++ fordítókban megismert optimalizálási algoritmusokat. Az előfordítás 
során a .NET Framework szükséges részeit statikusan linkeli az alkalmazáshoz, így képes 
nagyobb mélységű optimalizálások elvégzésére. Továbbá az alkalmazás elindítható a 
támogatott architektúrákon mindenféle további modulok és környezetek telepítése 
nélkül, mert a lefordított állomány tartalmazza a függőségeket és könyvtárakat melyre 
szüksége van futtatás során. 
Fejlesztés során nem kell tartanunk a különböző architektúrákon való futtatás miatt, a 
kód írása közben ez továbbra sem fog gondot okozni. Debug futtatás során sem 
érzékelhetünk különbséget, mert ekkor a CoreCLR futtatókörnyezetben a korábban 
megismert JIT és hasonló technológiák segítségével fut az alkalmazásunk. Így munka 
közben nem kell a hosszabb fordítási időt megvárnunk és további hibakeresési 
lehetőségekhez is hozzáférünk. 
Egyedül a kiadási fordítás menete változik, mivel a .NET Native-al fordított alkalmazások 
már nem CIL kódot fognak kimenetként előállítani. Fordítás előtt ki kell választani a cél 
architektúrát (x86, x64, ARM) és platformot (Windows, Linux, MacOS), ezután a fordító 
elkészíti a CIL kódot, melyet a .NET Native Code Toolchain tovább fordít és statikusan 
optimalizál a megadott platform natív kódjára. Az optimalizáláshoz a fordítónak látnia 
kell a teljes alkalmazás teljes kódját, tehát az összes linkelt állományt is a .NET 
Framework-ben. A CoreFX könyvtár a teljes .NET Framework egy másik 
reprezentációban, melyet a fordító képes statikusan linkelni a forduló alkalmazásba. Az 
elkészített csomagba bekerül az mrt100_app.dll állomány, mely az alkalmazáshoz 
szükséges CoreRT futtatókörnyezet. 
A CoreRT az új .NET Core és Universal Windows Platform (továbbá korábban a WinRT) 
alkalmazások futtatókörnyezete, mely menedzseli a .NET Native programokat. Az 
előfordítás miatt nem kell futás közben interpretálni, de egyes szolgáltatások, például a 
szemétgyűjtő használatához szükség van a környezetre. Mivel a futtatókörnyezet az 
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alkalmazás mellé van csomagolva ezért nem szükséges, hogy az operációs rendszerbe 
telepítve legyen egy .NET futtatókörnyezet. Ez a környezet sokkal kisebb (néhány száz 
kilobyte) a teljes .NET Framework-nél, mivel a statikus linkelés miatt kevesebb 
szolgáltatásra van szükségünk. 
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.NET diszribúciók 
Az ECMA szabványnak 
köszönhetően több .NET 
disztribúció is készült, 
melyekkel további 
platformokat is elérhetünk. 
Kezdetben a Microsoft a 
készített további .NET 
platformokat, így a .NET 
elérhetővé vált az 
akkoriban virágkorát élő PocketPC-ken és kevés memóriával rendelkező chip-eken. 
Később további cégek és csapatok is készítettek .NET disztribúciókat melyek közül 
némely projekt csak néhány évet élt, egyesek pedig manapság teljesednek ki igazán.  
A régebbi és kevésbé használt verziókat csak említés szintjén taglalom, az újabb, 
manapság is aktív és fejlődő projektekkel fogok részletesebben foglalkozni. 
Korábbi Microsoft .NET disztribúciók 
A .NET Framework volt a Microsoft első .NET platformja, mellyel életre keltette ezt a 
világot. Windows asztali számítógépek rendelkeznek a futtatórendszerrel. Kezdetben 
parancssoros alkalmazások és folyamatok fejlesztésére volt alkalmas, majd minden 
újabb verzióval újabb keretrendszer támogatások is bekerültek. Először a WinForms 
keretrendszer biztosított egyszerű felhasználói felületet, melyet a mai napig közkedvelt 
Windows Presentation Foundation váltotta le. 
A Shared Source Common Language Infrastructure (Rotor) platform támogatta a 
Windows, FreeBSD és MacOS platformokat a Portable Abstraction Layer (PAL) 
segítségével. A PAL az operációs rendszer és a CLI közötti metódushívásokat kötötte 
össze. Főleg .NET kód analizálásához és javításához használták. 
2000 2002 2004 2006 2008 2010 2012 2014 2016 2018
.NET Framework
Shared Source Common Language…
.NET Compact Framework
Unity3D
.NET Micro Framework
Windows Runtime
Universal Windows Platform
.NET Core
DotGNU - Portable.NET
Mono
Xamarin
.NET Disztribúciók fejlődése
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A .NET Compact Framework a Microsoft PDA, PocketPC eszközökön volt támogatott. A 
.NET Framework egy kicsinyített változata az alacsony memóriahasználat miatt. Tovább 
szűkített változata a .NET Micro Framework mely alacsony, 64kb memóriával 
rendelkező eszközökön is képes volt futni. ARM alapú processzorok, kis teljesítménnyel 
bíró chip-ek és beágyazott rendszerek programozásához fejlesztették. 
A Windows 8, Windows 8 RT és Windows Phone 8 megjelenésével a Microsoft elindult a 
különböző platformjai egységesítésének útján. Mindhárom rendszer verzión elérhető a 
Windows Runtime futtatókörnyezet melyet megcélozva az elkészített alkalmazás 
fordítható x86, x64 processzorokra (Windows 8) és ARM processzorra is (Windows 8 RT, 
Windows Phone 8). 
Egyik legfontosabb újítása, hogy a korábbi Win32 API lecserélésére hívatott WinRT API-
t is tartalmazza. Korábban a Windows API-t használták a rendszer szintű funkcionalitás 
eléréséhez. Sajnos sok legacy kód, wrapper és glue kód készült ezen réteg elrejtéséhez, 
mivel programozása igen kényelmetlen. A Windows Runtime-nak köszönhetően az 
elkészített alkalmazások egymástól elkülönítve, sandbox-ban futnak, hasonlóan a mai 
modern okostelefonos alkalmazásokhoz. Ez növeli a felhasználó biztonságát, mert a 
programoknak csak a rendszer által felügyelt és a felhasználó által engedélyezett módon 
szabad egyes funkciókat elérni és kommunikálni más alkalmazásokkal. 
Sajnos ez az új API eléggé még gyerekcipőben járt és a Windows 8 rendszer sem aratott 
osztatlan sikereket ezért szükség volt a további gyors fejlődésre. 
Universal Windows Platform 
2015-ben a Windows 10 és Windows 10 Mobile megjelenésével a Microsoft elérhetővé 
tette a Universal Windows Platform (UWP) futtatókörnyezetet mellyel végre elérte az 
évek óta üldözött célját: Egyetlen kódbázissal fejleszthetünk alkalmazást az összes 
Microsoft platformra, Windows 10 asztali számítógépekre, tabletekre, okostelefonokra, 
IoT eszközökre és Xbox One játékkonzolokra. 
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Az új keretrendszerhez új 
futtatókörnyezet is készült, a 
CoreCLR mely 2015-ben vált nyílt 
forráskódúvá. A CoreCLR és CoreRT 
egy-egy moduláris implementációja 
a .NET Framework-nek, melyek képesek alkalmazásokat futtatni a Windows 10 
rendszerű eszközökön. Az utóbbi egyik legjelentősebb újítása a .NET Native fordítás mely 
képes natív kódot fordítani már a kiadási verzióban is. 
.NET Core 
2016-ban kiadásra került a Microsoft új, elsődlegesen webszerverek 
számára létrehozott keretrendszere a .NET Core. Futtatható 
Windows, Linux és MacOS rendszereken, jelenleg x64 
processzorokat támogat (Windows-on x86 is elérhető), de már 
fejlesztés alatt áll az ARM64 és ARM32 támogatás. A .NET Core teljesen nyílt forráskódú, 
a kódok megtalálhatóak Github-on. Jelenleg a .NET Core 2.1 verziója készül.  
A CoreCLR futtatókörnyezetet fejlesztették tovább a .NET Core alkalmazások 
futtatásához, melyek telepíthetők a támogatott operációs rendszerekbe, valamint a 
fordító képes a futtatórendszer szükséges részét a készített alkalmazásba csomagolni. 
Gyors, agilis fejlesztési módszerek eléréséhez a .NET Core NuGet csomagokra van 
felosztva. Ezen csomagok akár egymástól függetlenül is frissíthetők, így nem szükséges 
fél, vagy akár egy évet várni a javítások közzétételéhez, mint a .NET Framework 
esetében. 
Mono-Project 
2004-ben kiadásra került a nyílt forráskódú Mono futtatókörnyezet. Kezdetben a Novell, 
majd később a Microsoft által is támogatott projekt hatalmas sikerre tett szert a multi-
platform .NET programozók körében. 
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Rendelkezik a .NET Framework előnyeivel, a többnyelvűséggel, 
gazdag osztálykönyvtárakkal, fejlett kód futtató rendszerrel, viszont 
több platformot is elérhetünk vele. 1.0 verziójában Windows, Linux, 
Unix és MacOS rendszereket támogatott. Későbbi verziókban nem 
csak x86 és x64 architektúrájú processzorok, hanem ARM, PowerPC 
és még egyéb processzorok natív utasításait is képes lett előállítani a CIL kódból. 
Manapság fejleszthetünk Mono-ban iOS, Android, de akár még Nintendo és Playstation 
platformokra is. 
A Mono képes a futtatókörnyezetet beágyazni a fejlesztett alkalmazásba így az 
alkalmazást futtató eszközön nem szükséges, hogy telepítve legyenek a megfelelő 
keretrendszerek. 
Unity3D 
Manapság egyik legelterjedtebb 3D grafikus motor a Unity3D, melyet elsődlegesen 
videójátékok fejlesztésére használnak. A Mono futtatókörnyezeten alapul így C#-ban 
készíthetünk játék alkalmazásokat, melyeket rengeteg platformra eljuttathatunk az 
eszköz segítségével. Támogatja a Windows, Linux és MacOS rendszereket az Android, 
iOS és Universal Windows Platform platformokat, de elérhetők videojátékkonzol 
eszközök is, mint például a Playstation, Xbox és Nintendo. A felsoroltokon felül további, 
kevésbé lényeges platformok is támogatottak: Samsung Tizen, tvOS, stb. 
A Unity3D egy rendkívül fejlett 3D motor, melynek 
részletes működésének megértése, használatának 
bemutatása és technológiai vizsgálata egy önálló 
Diplomamunkának is elegendő lenne, ezért ezzel az eszközzel csak említés szintjén 
foglalkozom a munkámban. 
Xamarin 
A Xamarin céget Mono-projektből kivált fejlesztők alapították 2011-ben. Céljuk a 
Xamarin platformmal, hogy a fejlesztők egy közös C# kódbázis segítségével képesek 
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legyenek natív multi-platform alkalmazásokat készíteni. A Xamarin-t 2016-ban vásárolta 
fel a Microsoft ezzel tovább gyorsítva fejlődését. 
Xamarin segítségével fejleszthetünk UWP, Android, iOS (és 
még több) platformra, ráadásul mindezen platformok natív 
grafikus felületét és funkcionalitásait használva. C# wrapper 
biztosít hozzáférést a platformok könyvtáraihoz, melyek 
frissülés esetén a megjelenés napján bekerülnek a wrapper-be is. Ennek köszönhetően 
a natív eszközkészlet a kezünkben van és ezek használatához ki sem kell lépnünk a C# 
környezetből. 
A Xamarin.Forms könyvtárnak köszönhetően a felhasználói felületet sem kell többször 
elkészítenünk a különböző platformokon. Egyszer tervezzük meg a felületet, mely 
minden platformon a natív komponensekkel fog megjelenni. Nem csak az üzleti modellt, 
hanem a felületet is (legalább is a legnagyobb részét) meg tudjuk osztani a közös 
kódbázisban. 
Diplomamunkám fókusza 
Habár több keretrendszer és technológia is rendelkezésünkre áll a C# Multi-platform 
alkalmazások fejlesztéséhez, diplomamunkámban az Universal Windows Platform, 
.NET Core, Mono és Xamarin technológiákkal fogok alaposan foglalkozni. 
Ezen lehetőségeken belül is legfőképpen a kliens oldali eszközökön futó felhasználói 
alkalmazások készítésére fogok koncentrálni. 
Bemutatom, hogyan készíthetők alkalmazások ezen keretrendszerek segítségével és 
hogyan készíthető belőlük futtatható állomány, amelyet képesek vagyunk futtatni akár 
a telepített futtatókörnyezet nélkül is. 
Amennyiben alkalmazásunk teljesítményérzékeny, kulcsfontosságú, hogy azt a 
technológiát válasszuk, ahol a lehető leggyorsabb működést érhetjük el. A 
keretrendszerek teljesítményét is megvizsgálom és összehasonlítom. 
Több platform megcélzása esetén csak a legfelső és legalsó szoftverrétegek különböznek 
a használt keretrendszerektől függően. Megtervezem és kipróbálom, hogyan érdemes 
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kialakítani az alkalmazás architektúráját, milyen terveket és tervezési mintákat célszerű 
implementálni egyes keretrendszerek használatakor. 
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Közös kódbázis 
Egyes osztályok, típusok és algoritmusok működése nem tér el a különböző 
platformokon történő futás során sem. Ezért célszerű az implementációjukat is kiemelni 
egy közös állományba, melyet a platformokra fordítás során felhasználunk anélkül, hogy 
bármi módosítást végeznénk rajtuk. 
Megfelelő eszközök és támogatás nélkül sok fejfájást tud okozni egy közös kódot 
tartalmazó állomány létrehozása. Kompatibilitási problémák merülhetnek fel a 
különböző platformok és projekttípusok között. Rossz szoftveres támogatással könnyen 
írhatunk platformspecifikus kódot a közös könyvtárba. 
Shared Project 
A projektek közötti kódmegosztás egyik legegyszerűbb formája a Shared Project (SP). A 
SP-et nem lehet önmagában lefordítani egy Class Library-hez hasonlóan, nem készül 
belőle DLL állomány. A SP-beli kódok akkor fordulnak le, mikor egy az SP projektet 
referáló másik projektet fordítunk le. Ekkor a SP kód állományai automatikusan 
linkelődnek a referáló projekt állományaihoz és együtt fordulnak le. 
Fordítóprogram direktívákkal hozzáférhetünk, hogy éppen milyen platformra fordul a 
kód és akár még platform-specifikus kódot is írhatunk a SP-be. Ez hasznos tud lenni egy-
két utasítás esetén, de hosszabb programrészek átláthatatlanná tehetik a projektet, 
mivel minden támogatott platform platform-specifikus kódja egy projekten, vagy 
rosszabb esetben egy állományon osztozik. 
Portable Class Library 
Portable Class Library (PCL) segítségégével létrehozhatunk .NET állományokat melyeket 
több projektben is referálhatunk, akár különböző platformokon is. 
A PCL-ben megadott támogatott célplatformok alapján a Visual Studio (vagy egyéb PCL-
t támogató fejlesztőkörnyezet) mindig a megfelelő platformra fogja lefordítani a 
kódunkat. A platformok kijelölésével szűkül a támogatott .NET Framework verziók és 
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funkcionalitások halmaza. Az elérhető eszközöket a fejlesztőkörnyezet felügyeli és 
figyelmeztet, ha olyan funkciókat szeretnénk 
használni melyek az adott konfiguráción nem 
elérhetőek (hibát jelez és le sem fordul az állomány). 
Egy PCL-ből referálhatunk egy másik PCL-t. Ekkor a 
fejlesztőkörnyezet automatikusan ellenőrzi, hogy a 
megcélzott platformok alapján megvalósulhat-e az 
összeköttetés. Ezen szempontból nem kompatibilis 
PCL-ek esetén a fejlesztőkörnyezet nem is engedi 
referálni a projekteket. 
Nincs lehetőségünk olyan platform-specifikus kód írására, amely valamely PCL által 
megcélzott platformon nem elérhető. Ezzel elvesztettük a SP-ben támogatott 
kényelmes, fordítóprogram direktívákkal őrzött platform-specifikus kódírás lehetőségét, 
viszont sokkal biztonságosabb és átláthatóbb osztálykönyvtárakat készíthetünk. Ha 
mégis szükségünk lenne platformfüggő funkcionalitásra a PCL-ben, akkor ezen 
funkcióknak hozhatunk létre interfészeket, melyek platform-specifikus megvalósítását a 
PCL-t referáló projektben hozzuk létre és injektáljuk be a PCL kódjába. A PCL-en belül az 
interfészre hivatkozva mindig az adott platform injektált megvalósítását fogjuk 
használni. Ez egy sokkal elegánsabb és átláthatóbb módszer, bár várhatóan lassabb az 
öröklődés és dinamikus kötések miatt. 
Egyes osztályokat és típusokat NuGet csomagok formájában újra implementált a 
Microsoft. Ezeket a csomagokat (Out-of-Band OOB) telepítve a PCL állományba 
elérhetővé válnak azok az eszközök melyekhez egyébként a PCL konfiguráció alapján 
nem férhetnénk hozzá. 
2016-ban a .NET Standard megjelenésével elavultnak minősítették a PCL technológiát. 
Habár sok multi-platform alkalmazás fejlesztését megkönnyítették a PCL szolgáltatásai, 
mégsem tudta feloldani az összes kényelmetlenséget melyet egyszerre több platform 
megcélzása okozhat. Mivel a célplatformok kiválasztásával automatikusan 
meghatározódott a használható könyvtárak halmaza, nincs egy átlátható leírás arról, 
hogy mely konfigurációk milyen könyvtárakhoz biztosítanak hozzáférést. Ezt 
legfőképpen kényelmetlen próbálgatással lehetett kikövetkeztetni, mikor szabad és 
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mikor nem szabad a fordító szerint használni egyes funkcionalitásokat. A helyzetet 
tovább rontotta, hogy ha utólag szeretnénk egy új platformot támogatni akkor a PCL újra 
konfigurálásával tovább szűkül az elérhető API-k száma és ezzel lehetséges, hogy 
eltörjük a korábban megírt kódunkat, melyek ezen API-k valamelyikét használják. 
.NET Standard 
PCL esetén a támogatott platformokat választottuk ki és ez határozta meg mely API-khoz 
és könyvtárakhoz férünk hozzá. A korábban említett esetekben ez több gondot okozott, 
mint hasznot ezért az új .NET Standard könyvtárak segítségével megfordították a 
képletet: válasszuk ki a használni kívánt API-kat, melyek meghatározzák a támogatott 
platformokat. 
A különböző .NET megvalósítások (.NET Framework, .NET 
Core, Mono) különböző BCL-t tartalmaznak így, ha 
kódmegosztásra van szükség akkor az elérhető funkciókat 
minden .NET Platform befolyásolja valamilyen módon. A 
.NET Standard egy egységesített BCL specifikáció, melyet a platformok támogatnak egy 
bizonyos szintig. Minden Standard verzió (jelenleg a .NET Standard 2.0 a legfrissebb) 
deklarál API-kat és könyvtárakat melyeknek konzisztensen elérhetőnek kell lenniük az 
aktuális verziót támogató .NET Platformon. Tehát, ha a könyvtárunkkal megcélzunk egy 
.NET Standard verziót akkor a támogatott API-kat válasszuk ki, nem pedig a támogatott 
platformokat. Ráadásul, ha a jövőben 
megjelen egy új .NET Platform, amely 
támogatást biztosít a .NET Standard bizonyos 
verzióira, akkor a könyvtárunk mindenféle 
módosítás nélkül használható lesz az új 
platformon is. 
A .NET Standard visszamenőleg kompatibilis a megfelelő verziójú PCL projektekkel, 
valamint a 2.0 változattól kezdve a .NET Framework könyvtárakkal amennyiben azok a 
Standard által támogatott API-kat használják. Így hozzáférhetünk a rengeteg NuGet 
csomaghoz, melyeket korábban használtunk. 
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Az új .NET Standard és .NET Core megjelenésével a .csproj fájlformátum felépítését is 
frissítették. A C# projekt fájlok tartalmazzák az adott könyvtár vagy alkalmazás 
fordításához szükséges .cs állományokat, referált projekteket és csomagokat és egyéb 
fordítási információkat. Korábban ezek az XML szerkezetű fájlok rendkívül nehezen 
voltak kézzel szerkeszthetők és rengeteg felesleges információt tartalmaztak. Az új 
projekt fájlfelépítés akár grafikus felületű fejlesztőkörnyezet nélkül, szövegszerkesztőből 
is kényelmesen szerkeszthető. Ez egyrészt megkönnyíti a munkát, mert némely egyszerű 
változtatásokért nem kell a fejlesztőkörnyezet bonyolult menü rendszerét felkutatni, 
másrészt lehetővé teszi a fejlesztést olyan rendszereken melyeken nincsennek 
megfelelő grafikus felületű eszközeink (például Linux-on). 
Konklúzió 
Shared Project használata során nagyobb sebességet érhetünk el a fordítási 
direktíváknak köszönhető natív kód használatával ugyanis így nem kell például a 
Dependency Injection által bevezetett overhead-el számolni. Viszont a .NET Standard 
projektszerkezetében, habár nem a SP-hez hasonló könnyedséggel, de megoldható, 
hogy platformfüggő forrásokat és erőforrásokat tároljunk a projektben és csak akkor 
használja ezen erőforrásokat a fordító, mikor a nekik megfelelő platformra fordítjuk az 
alkalmazást. 
Jelenleg a legmodernebb kódmegosztásra használható .NET technológia a .NET 
Standard. Kiépítésének köszönhetően könnyedén használható lesz a jövőben is, ha új 
platformok vagy új API-k jelennek meg. A NuGet csomagok készítői is fokozatosan térnek 
át .NET Standard használatára és szerintem az alkalmazás fejlesztőknek is ez a feladata. 
A PCL már elavultnak lett minősítve ezért nem érdemes a használatát tervezni. 
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Universal Windows Platform 
A Microsoft már a Windows 8 alkalmazások esetében is igyekezett a közös kódbázis és 
egyszerű multi-platform fejlesztéshez megfelelő eszközöket a kezünkbe adni, de a 
technológia a Windows 10-el megjelenő Universal Windows Platform (UWP) 
keretrendszerében teljesedett ki. Korábban a különböző Windows platformokat 
(Windows 8 PC, Windows 8 Phone) külön projektekkel kellett megcélozni az alkalmazást 
menedzselő Application osztály leprogramozásához, egyes nézetek és API-k 
használatához. A közös kódok megosztása is az egyszerű bár sok esetben kényelmetlen 
Shared Project-eken keresztül történt. Az UWP-ben pótolták ezeket a hiányosságokat és 
sokkal gyorsabban juttathatjuk el ugyanazt az alkalmazást Windows 10 asztali 
számítógépekre, tabletekre, okostelefonokra, Xbox játékkonzolokra, IoT eszközökre és 
minden jövőbeli Windows 10-et támogató platformra.  
Egyetlen UWP-ot célzó alkalmazás csomag telepíthető és futtatható akár az összes 
Windows 10 rendszert futtató platformon. Többek között az UWP egy egységesített API 
réteg, melyet minden Windows 10 platform biztosít az alkalmazásunk számára. Az UWP 
alatt helyezkednek el a különböző eszközcsaládok (asztali számítógép, okostelefon, Xbox 
stb.), melyek az UWP API-kat egészítik ki a speciális, csak az adott eszköztípuson elérhető 
funkcionalitással. 
Amennyiben nem szeretnénk minden Windows 10 platformot megcélozni lehetőségünk 
van leszűkíteni a csomagunkat a szükséges eszközcsaládokra. Ezzel automatikusan 
meghatározzuk, hogy mely API-kat érhetjük el egyszerűen, ellenőrzések nélkül és melyek 
használatát kell körül venni ellenőrzésekkel, hogy jelen van-e az adott funkció az aktuális 
eszközön. 
A különböző eszközök különböző módokon tartják a kapcsolatot a felhasználókkal. Míg 
asztali számítógépeken egy precíz egér, billentyűzet és viszonylag nagy méretű 
megjelenítő áll rendelkezésünkre, addig okostelefonon egy kis érintőképernyő a be-és 
kiviteli interfész. Az UWP egyetlen alkalmazás csomagban el tudja fedni az eszközök 
közötti különbségeket, a fejlesztőnek csak akkor kell foglalkoznia az be-és kivitel egyes 
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eszközeivel, ha speciálisan szeretné valamely lehetőségét kihasználni. Az asztali 
számítógépen futó alkalmazás ugyanúgy használható lesz okostelefonon is. 
A megjelenítés méretei is eltérők, de az UWP ezt a problémát is leveszi a vállunkról. 
Intelligensen skálázza a gombokat, betű méretet és minden egyéb felületi elemet 
aszerint, hogy mekkora a rendelkezésre álló megjelenítő. 
Az UWP alkalmazások terjesztésének elsődleges területe a Microsoft Store (kezdetben 
Windows Store). 
UWP fejlesztői eszközök telepítése és használata 
UWP alkalmazások fejlesztéséhez egy Windows 10 rendszert futtató számítógépre és a 
Visual Studio 2017 fejlesztőkörnyezetre van szükségünk (Visual Studio 2015 is 
támogatott, de az újabb API verziók és .NET Standard nem elérhető ezért célszerű a 
legújabb verziót használni). A Visual Studio telepítésekor kiválasztható, 
hogy mely verziójú Windows 10 SDK-t szeretnénk feltelepíteni, ezzel 
határozzuk meg a megcélozható UWP verziókat.  
Projekt létrehozása 
Visual Studio 2017-ben a 
File\New\Project menüpontot választva 
az elérhető Projekt Sablonok közül a 
Visual C# \Windows Universal\Blank App 
(Universal Windows) sablont választva 
létrehozhatunk egy UWP alkalmazást. 
A projekt létrehozásakor a következő ablakban ki kell 
választanunk a cél és minimum verziót. Ezen verziók 
határozzák meg az elérhető API-kat és könyvtárakat, 
valamint az elérésük módját. A minimum verzióval megadjuk, hogy mely Windows 10 
verziókon futtatható az alkalmazásunk. A minimum verziónál régebbi Windows 10 
rendszereken az alkalmazás nem futtatható. A minimum verzióban elérhető API-k és 
könyvtárak gond nélkül hozzáférhetők. A cél verzió határozza meg, hogy milyen további 
könyvtárakat érhetünk el. Lehetőségünk van olyan könyvtárakat használni, melyek a 
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minimum verzióban nem elérhetők, így ha az alkalmazásunk frissebb Windows 10 
rendszeren fut akkor használhatjuk az új funkcionalitást is. Ezen API-k elérését viszont a 
programozónak kell felügyelni, hogy csak akkor férjünk hozzá, ha az aktuális futtatási 
környezetben jelen vannak. 
Fordítás és hibakeresés 
Az elkészült projekt már fordítható és futtatható is. A címsoron kiválaszthatjuk, hogy 
x86, x64, vagy ARM architektúrára szeretnénk fordítani és futtatni. Ennek függvényében 
változik a Futtatás gomb funkciója. Amennyiben az aktuális fejlesztőkörnyezetnek 
megfelelő architektúrát választottunk ki a "Local Machine" opciót láthatjuk, amely az 
aktuális eszközön fogja futtatni az alkalmazásunkat. ARM architektúrát választva 
megjelenik a "Device" opció, amely a számítógéphez USB vezetéken keresztül 
csatlakoztatott Windows 10 Mobile eszközön történő futtatást jelenti. Amennyiben a 
kiválasztott architektúra nem támogatott az adott rendszeren (például x86 eszközön 
x64) lehetőségünk van használni a "Remote Machine" opciót, amellyel a két eszköz 
Windows 10 Gépházon belüli Fejlesztői párosítása után, lokális hálózaton keresztül is 
képesek vagyunk futtatni és hibakeresést végezni a másik számítógépen. 
Az architektúra mellett a fordítási konfigurációt is kiválaszthatjuk. Alapesetben a Debug 
és Release konfigurációk elérhetőek, de mi magunk is készíthetünk saját 
konfigurációkat. Debug módban gyors fordítást végez, mely könnyen hibakereshető, de 
lassú alkalmazást eredményez. Fordítás során definiálja a DEBUG előfordító direktívát 
ezzel elérve a kódban használt hibakereső metódusokat. Ebben a módban fordított 
alkalmazásokat elutasítja a Microsoft Áruház. Release konfigurációban egy sokkal 
hosszabb fordítási folyamat vár ránk ugyanis itt már a .NET Native Toolkit segítségével 
generálódik az architektúrának megfelelő natív kód. Release alkalmazásokban már nem 
kerülnek be a Debug osztály és metódushívásai és az alkalmazás publikálható az 
Áruházba. 
Publikálás 
A publikálásnak két lehetősége van: közzététel a Microsoft Áruházban és a Sideloading. 
Mindenek előtt el kell készíteni kell egy csomagot az alkalmazásból. Visual Studio-ban a 
projektre jobb egér gombbal kattintva a Store\Create App Packages… opciót választjuk. 
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Ekkor kell kiválasztani, hogy az 
áruházban vagy saját úton terjesztjük az 
alkalmazást. Áruház választása esetén 
össze kell kötni az alkalmazást a Microsoft Fejlesztői Profillal, mellyel közzé szeretnénk 
tenni az alkalmazást. Ez a megfelelő fejlesztői tanúsítványt is előállítja és társítja az 
alkalmazáshoz. Ezután ki kell választani, hogy milyen architektúrákon szeretnénk 
közzétenni az alkalmazást. A kiválasztott architektúrák natív kódjai bele lesznek 
csomagolva az alkalmazás csomagba. Ezután a Visual Studio lefordítja az alkalmazást a 
választott architektúrákra és elkészíti 
a csomagot. Az elkészült csomag a 
projektkönyvtárában AppPackages 
mappában jött létre .appxbundle 
kierjesztéssel mely az alkalmazásunk 
natív verzióit tartalmazza. Közzététel 
előtt az elkészült csomagot ajánlott 
ellenőriztetni a Windows App 
Certification Kit (WACK) 
alkalmazással. 
Microsoft Áruházban történő közzététel esetén az .appxbundle állomány mellett egy 
.appxupload állomány is létrejött. A Microsoft Developer Center-ben az 
alkalmazásunknak létre kel hozni egy új Submission-t melyhez fel tudjuk tölteni az 
állományt. Miután a szerver sikeresen ellenőrizte csomagunkat közzé tehetjük az 
alkalmazást az áruházban. 
Ha saját úton szeretnénk terjeszteni alkalmazásunkat (a Microsoft Áruház kihagyásával) 
akkor használhatjuk az UWP és Windows 10 által támogatott Sideloading technikát. Az 
AppPackages mappában létrejött .appxbundle alkalmazáscsomag és .cer tanúsítvány 
állományokat kell a cél eszközre eljuttatni. 
Telepítés és futtatás 
Telepítés során mindig a cél eszköz architektúrájának legmegfelelőbb natív 
alkalmazásverzió fog települni a csomagból. Ha az adott architektúrának megfelelő natív 
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verziót nem tartalmaz a csomag akkor az alkalmazás nem telepíthető az eszközre. A 
Windows 10 verziójának is nagyobbnak vagy megegyezőnek kell lennie a csomagban 
szereplő alkalmazás minimum cél verziójával. 
A Microsoft Áruházban történő terjesztés során a Microsoft Áruház alkalmazásból kell 
telepíteni a szoftvert. Amennyiben az alkalmazás publikus, az áruházban az alkalmazás 
nevére keresve eljuthatunk az alkalmazás áruházi lapjára. Ha az alkalmazás csak linken 
keresztül látható, akkor csak ezt a linket használva lehet eljutni a lapra. 
Az alkalmazás áruházi lapján kattintson a Beszerzés vagy Telepítés gombra az alkalmazás 
telepítéséhez a cél eszközön. 
Saját úton terjesztés esetén (Sideloading) az alábbi lépésekkel lehet feltelepíteni az 
alkalmazás csomagot: 
Először engedélyezni kell a cél eszközön a Windows 10 Gépház\Frissítés és 
Biztonság\Fejlesztőknek menüpontban az Alkalmazások közvetlen telepítése funkciót. 
Az alkalmazás fejlesztői tanúsítványát telepíteni kell a rendszerbe a .cer tanúsítvány 
állomány segítségével: 
1. Nyissa meg a tanúsítvány állományt (dupla kattintás) 
2. Kattintson a Tanúsítvány telepítése… gombra 
3. Válassza a Helyi számítógép Tárolási helyet 
4. Válassza a Minden tanúsítvány tárolás ebben a tárolóban opciót majd kattintson 
a Tallózás gombra 
5. Válassza ki a Megbízható személyek tárolót majd az OK gombot 
6. A Tovább gombra kattintva a tanúsítványnak sikeresen települnie kellene 
Amennyiben a .cer tanúsítvány fájl nincs a cél számítógépen akkor az 
alkalmazáscsomagon keresztül is hozzáférhetünk az állományhoz: 
1. Jobb kattintás az .appxbundle állományon, majd válassza a Tulajdonságok opciót 
2. Válassza a Digitális aláírások fület 
3. Válassza ki az Aláírást a listából majd kattintson a Részletek gombra 
4. Kattintson a Tanúsítvány megtekintése gombra 
5. Folytassa a fejlesztői tanúsítvány telepítésének lépéseivel 
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A tanúsítvány rendszerbe telepítése után az alkalmazás telepíthető a .appxbundle 
állomány futtatásával (dupla kattintás), majd a Telepítés gomb választásával. 
Az alkalmazás immár telepítve van, a Start Menüben az alkalmazás csempéjére kattintva 
elindítható a szoftver. 
UWP összegzés 
Amennyiben a legmodernebb Windows 10 rendszerek és eszközök az alkalmazásunk 
célplatformjai, akkor véleményem szerint a lehető legjobb döntés az UWP használata. A 
gazdag felületi elemek segítségével gyönyörű, átlátható és könnyen használható 
felhasználói felületet hozhatunk létre, melyek minden eszközcsaládon a megfelelő 
méretben és formátumban fognak feltűnni. A beépített API-k kényelmesen 
használhatók, nagyszerűen működnek együtt a modern alkalmazások sandbox 
szabályaival. A natív fordításnak köszönhetően egyik leggyorsabb C# platform, melyet 
használhatunk. 
Multi-platform kategóriába sorolom az UWP-t, mert minden Windows 10 operációs 
rendszert támogató eszközre eljuttathatjuk az alkalmazásunkat, legyen az egy apró 
okostelefon, IoT eszköz vagy akár egy nagy teljesítményű asztali számítógép, 
játékkonzol. Viszont más rendszereket, Linux-ot, MacOS-t sajnos nem érhetünk el vele. 
Ahogy a technológia nevében is láthatjuk, az UWP-t csak Windows 10 alkalmazások 
fejlesztéséhez tudjuk használni. 
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.NET Core 
A .NET multi-platform implementációja, melyet elsősorban szerverek és 
felhőalkalmazások fejlesztéséhez készített a Microsoft 2016-ban. A fejlesztés és futtatás 
végezhető Windows, Linux és MacOS rendszereken. A .NET Core teljes projekt nyílt 
forráskódú, a kódok megtalálhatóak Github-on. Jelenleg a .NET Core 2.1 verziója készül. 
A CoreCLR és CoreRT a .NET Core alkalmazások futtatókörnyezetei, mely a .NET 
Framework moduláris implementációja. Kezdetben az Universal Windows Platform (és 
WinRT) alkalmazások futtatókörnyezeteként használták a Windows 10 eszközökön 
(asztali számítógépek, tabletek, okostelefonok). 
Fejlesztés során a CoreCLR környezetet használjuk a rövidebb fordítási idő és további 
hibakereső szolgáltatások elérése érdekében. 
Az új CoreRT futtatókörnyezetben dolgoznak a végleges natív .NET Core alkalmazásaink. 
A CoreRT tartalmaz egy Ahead-of-Time (AOT) fordítót is mely hasonlóan egy 
hagyományos C, C++ fordítóhoz, optimalizált natív gépi kódot állít elő, csupán a .NET 
esetében nem közvetlenül a C# (és további .NET fordítóval rendelkező) kódból, hanem 
az ebből készült CIL kódból. 
Gyors, agilis fejlesztési módszerek eléréséhez a .NET Core NuGet csomagokra van 
felosztva. Ezen csomagok akár egymástól függetlenül is frissíthetők, így nem szükséges 
fél, vagy akár egy évet várni a javítások közzétételéhez, mint a .NET Framework 
esetében. 
Az elkészült alkalmazásunk kétféleképpen fordítható kiadási verzióba. 
Framework-Dependent Deployment (FFD) esetén a .NET Core rendszerszintű 
megosztott könyvtárai külső függőségei a lefordított alkalmazásunknak. Az alkalmazás 
tartalmazni fogja a harmadik-fél függőségeit és hordozható lesz a különböző 
eszközökön, de a futtatáshoz szükség van a megcélzott .NET Core verziójának (vagy egy 
magasabb verziónak) telepítésére az adott környezetben. Ezt leszámítva becsomagolt 
alkalmazás operációs rendszertől és architektúrától függetlenül hordozható. Az FFD 
csomag gyakorlatilag a .NET Core „Java üzemmódja”. 
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Self-Contained Deployment (SCD) esetén minden komponens, könyvtár és részegység 
bele van csomagolva az elkészített alkalmazásba ezzel a környezettől való függőségeket 
megszűntettük. A csomag tartalmazza a harmadik-fél és a fordításhoz használt .NET Core 
függőségeket is. Viszont így a fordítás előtt meg kell adnunk, hogy mely operációs 
rendszerre fordítunk és minden támogatott rendszerre külön csomagolást kell 
végeznünk. 
Az SCD csomagok a CoreCLR futtatókörnyezetet is tartalmazzák, ez szolgálja ki futás 
közben az alkalmazást. Fejlesztés során hozzáadhatjuk a CoreRT fordító és 
futtatókörnyezetet a projekthez, mellyel a megadott platform natív kódját tartalmazó 
SCD csomagokat készíthetjük el. 
.NET Core fejlesztői eszközök telepítése és használata 
A .NET Core fejlesztői eszközöket Windows, Linux és MacOS rendszereken lehet 
telepíteni és használni. Windows-on és MacOS-en a Visual Studio 2017 15.3.0, vagy 
magasabb verzió telepítése során a .NET Core cross-platform development eszközöket 
kiválasztva települnek a megfelelő komponensek. Az eszközök külön is letölthetők a 
www.microsoft.com/net/download/windows oldalról. Linux rendszerekre nem 
elérhető a Visual Studio, ezért Linux rendszerre az előbbi oldalon található leírás alapján 
kell telepíteni a dotnet-sdk csomagot. Fejlesztéshez a Visual Studio Code szoftvert 
ajánlom Linux-on, valamint a többi rendszeren is, ha a teljes Visual Studio-t nem 
szeretnénk feltelepíteni. 
Projekt létrehozása 
Visual Studio-ban a File\New\Project menüben a Visual C#\.NET Core\ menü pont alatt 
tudjuk kiválasztani, hogy milyen típusú .NET Core projektet szeretnénk készíteni. 
Készíthetünk .NET Core osztálykönyvtárt (mely minimum a .NET Standard 1.6 verziójával 
kompatibilis), konzolos alkalmazást, tesztelőt és ASP.NET webalkalmazást. 
Habár, én mindig előnyben részesítem a grafikus felületű fejlesztő környezeteket a 
parancssoros utasításokkal szemben, a .NET Core parancssorban használata igen 
kényelmesre sikerült, ezért ezzel fogok bővebben foglalkozni (többek között azért is, 
mert Linux rendszereken csak ez az út elérhető). 
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Minden utasítás a dotnet paranccsal kezdődik. Részletes leírást olvashatunk a parancs 
használatáról a https://docs.microsoft.com/en-us/dotnet/core/tools/dotnet lapon, 
vagy a dotnet help parancs végrehajtásával. 
A dotnet new console -o NETCore-HelloWorld utasítással létrehoztam a NETCore-
HelloWorld.csproj konzol alkalmazás projektet és a Program.cs kódállományt. 
Amennyiben szeretnénk ezt a projekt fájl egy létező Visual Studio Solution-hez hozzáadni 
akkor a dotnet sln <solution>.sln add NETCore-HelloWorld.csproj utasítással ezt 
megtehetjük. 
Az állományok tetszőleges szövegszerkesztővel módosíthatók, én a Visual Studio Code 
alkalmazást fogom használni. A File\Open Folder opciót használva megnyithatjuk a 
frissen létrehozott projekt mappáját, majd a View\Integrated Terminal opcióval 
hozzáférünk a könyvtárban a parancssorhoz.  
 
Fordítás 
A dotnet run utasítást futtatva fordíthatjuk és futtathatjuk az alkalmazást. Az utasítás 
meghívja a dotnet build parancsot, mely meghívja a dotnet restore parancsot a NuGet 
referenciák beszerzéséhez, majd fordítja az alkalmazást. A dotnet build parancsnak a -c 
Debug/Release kapcsolót megadva választhatjuk meg, hogy Debug vagy Release 
konfigurációval fordítsa az alkalmazást. 
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Publikálás 
Miután alaposan leteszteltük alkalmazásunk helyességét megkezdhetjük a publikálást, 
az alkalmazásunk egy csomagját állítjuk elő, mely a fejlesztőeszközök nélkül futtatható 
a cél eszközön. 
Framework-dependent deployment (FDD) készítéséhez a dotnet publish -c Release 
parancsot kell kiadni. Az ilyen módon készített alkalmazáscsomag futtatásához 
szükséges a cél rendszeren a .NET Core futtatókörnyezet, de a harmadik-fél 
függőségeket tartalmazni fogja a csomag. Alapértelmezetten a fejlesztő rendszeren 
elérhető legfrissebb .NET Core futtatókörnyezetre, vagy egy ennél frissebbre lesz 
szükség a cél eszközön. A -f netcoreapp2.0 kapcsolóval megadhatjuk, mely verziójú 
futtatókörnyezetre legyen szükség. 
A projekt könyvtárán belül a bin/Release/<framework>/publish könyvtárban lévő 
állományok a lefordított alkalmazás. Ezeket az állományokat kell eljuttatni a cél eszközre 
a futtatáshoz. 
Self-contained deployment (SCD) készítéséhez a dotnet publish -c Release -r 
<platform> utasítást kell kiadni. 
A runtime (-r) kapcsoló értékével adjuk meg, hogy mely célplatform natív kódját 
szeretnénk előállítani. Az itt megadható Runtime Identifier (RID) azonosítókat a 
https://docs.microsoft.com/en-us/dotnet/core/rid-catalog weblapon kereshetjük fel.  
A projekt könyvtárán belül a bin/Release/<framework>/<platform>/publish 
könyvtárban lévő állományok a lefordított alkalmazás. 
Annak ellenére, hogy a nevéből adódóan az elkészült csomagnak minden függőséget 
tartalmaznia kellene, bizonyos esetekben, például Linux rendszereken ez alapesetben 
nem teljesül. Az elkészült csomagot egy fejlesztői könyvtárak nélküli Linux disztribúcióra 
eljuttatva, futtatáskor különböző Shared Library-kat hiányol, többek között a 
libcoreclr.so lefordított könyvtár fájlban hivatkozott libunwind.so.8 állományt. A .NET 
Core dokumentációja Natív Függőségek néven hivatkozik ezekre az állományokra. A 
legtöbben rövidre zárják ezt a problémát a Natív Függőségek feltelepítésével a 
célrendszeren, de véleményem szerint ez pont az SCD csomag lényegét teszi semmissé. 
A célom egy olyan hordozható csomag előállítása, mely nem követel meg a cél 
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rendszeren semmilyen további függőség telepítését. Az alábbi lépésekkel készítettem 
Ubuntu rendszeren egy alkalmazáscsomagot, mely mindenféle további telepítés nélkül 
képes volt futni Debian és OpenSUSE rendszereken: 
1. dotnet publish -c Release -r linux-x64 utasítással lefordítottam az alkalmazást. 
2. Ezután be kellett szerezni a Natív Függőségeket a Microsoft Dotnet Docker 
Képfájlból. 
a. sudo docker run -v $(pwd)/bin:/export microsoft/dotnet:2.0.0-sdk 
bash -c "cp /usr/lib/x86_64-linux-gnu/libicu* /export/" 
b. sudo docker run -v $(pwd)/bin:/export microsoft/dotnet:2.0.0-sdk 
bash -c "cp /usr/lib/x86_64-linux-gnu/libunwind* /export/" 
c. A fenti parancsok a futtatás helyén készített egy bin könyvtárat, melybe 
bemásolták a szükséges Shared Library állományokat. 
3. Az alkalmazás csomagunk indításakor a becsomagolt .NET Core Host alkalmazás 
indul el, mely betölti a szükséges könyvtárakat. Alapértelmezetten a host 
alkalmazás az RPATH változója az $ORIGIN/netcoredeps értéket tartalmazza, 
azaz a natív függőségeket az indító állomány könyvtárában található 
netcoredeps mappában keresi. Ha itt nem találja őket akkor fordul a Linux 
rendszerben található Shared Library könyvtárhoz (melyet az LD_LIBRARY_PATH 
környezeti változó határoz meg a rendszerben). 
a. Tehát az elkészített csomagban létre kell hozni egy netcoredeps 
könyvtárat, melybe be kell másolni a Docker segítségével letöltött 
állományokat. 
4. Az elkészült csomagot sikeresen futtattam egyéb Linux rendszereken 
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Egy SCD csomag tárhely igénye jelentősen nagyobb egy C++, Java, vagy akár egy FDD 
csomag tárhely igényétől. Egy egyszerű Hello Világ alkalmazás, mely kiír néhány 
információt az eszközről (rendszer neve, processzor architektúra, környezeti változók 
stb.) alapesetben 60 Megabyte mérettel rendelkeznek, de a Linux natív függőségekkel 
együtt ez akár 120 Megabyte-ra is duzzadhat. 
Az így elkészített csomag továbbra is CIL kódot tartalmaz, mely a célrendszeren a 
csomagba helyezett CoreCLR futtatókörnyezetben, Just-In-Time fordítást alkalmazva 
futtatható. Ahhoz, hogy natív állományt készítsünk a publish parancs kiadása előtt 
további feladataink vannak, hozzá kell adni a projekthez a CoreRT fordítót tartalmazó 
NuGet csomagot: 
1. Amennyiben nincs a projektünkben nuget.config állomány, készítsünk egyet a 
dotnet new nuget paranccsal. 
2. A nuget.config állomány <packageSources> elemén belül (a <clear/> vagy egyéb 
<add…/> elemek után) adjuk hozzá az alábbi két sort: 
a. <add key="dotnet-core" value="https://dotnet.myget.org/F/dotnet-core/api/v3/index.json" /> 
b. <add key="nuget.org" value="https://api.nuget.org/v3/index.json" protocolVersion="3" /> 
3. Referáljuk az alábbi paranccsal a CoreRT fordító csomagot: dotnet add package 
Microsoft.DotNet.ILCompiler -v 1.0.0-alpha-*  
4. Ezután a korábban megismert dotnet publish -c Release -r <platform> 
utasítással fordíthatjuk le alkalmazásunkat egy natív alkalmazás állományba. 
Natív fordítás során csak a win-x64, linux-x64 és osx-x64 RID-k támogatottak. 
a. A fordítás csak a célplatformon lehetséges (tehát, Windows-ra csak 
Windows-on, Linux-ra csak Linux-on és MacOS-re csak MacOS-en). 
b. Linux-on a clang 3.9 fordítót használja a linkeléshez és optimalizáláshoz. 
Amennyiben egy frissebb verzió van telepítve a rendszerbe a 
/p:CppCompilerAndLinker=clang opcióval bővítve futtassuk a publish 
parancsot. 
Futtatás 
A FDD csomag futtatásához a dotnet <alkalmazás>.dll utasítást kell kiadni. Amennyiben 
a rendszeren telepíve van a csomag futtatásához szükséges verziójú .NET Core 
futtatókörnyezet az alkalmazás el fog indulni. 
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A SCD csomag futtatásához az alkalmazás csomagban indítófájlt kell futtatni. 
• Windows rendszeren 
o Dupla kattintás az <alkalmazás>.exe állományra vagy 
o Parancssorban a .\<alkalmazás>.exe utasítás kiadása 
• Linux rendszeren 
o A futtatható állománynak futtatási jogot kell adni a chmod +x 
<alkalmazás> utasítással 
o OpenSUSE rendszeren problémát okozott a $TERM környezeti változó 
értéke a Console.ReadLine utasításnál. Az export TERM=xterm parancs 
futtatásával megoldódott a probléma. 
o Alkalmazás futtatása Terminál segítségével 
• MacOS rendszeren 
o A futtatható állománynak futtatási jogot kell adni a chmod +x 
<alkalmazás> utasítással, majd futtatni Terminál segítségével 
.NET Core Grafikus Felhasználói Felületek 
Elsősorban szerver-és webalkalmazások fejlesztésére tervezték a .NET Core-t, ezért 
grafikus felületet támogató könyvtárakat egyelőre még nem tartalmaz az alap 
eszközkészlete. Viszont NuGet és egyéb csomagok segítségével elérhetők olyan 
harmadik fél könyvtárak melyekkel egyszerű grafikus felületű alkalmazásokat 
készíthetünk. A grafikus felületet támogató könyvtárakat (ahogy minden egyéb 
könyvtárat is) NuGet segítségével célszerű beszerezni, mert így kényelmesen lehet 
együtt használni a mai modern fejlesztőeszközökkel. 
Legtöbb esetben egy grafikus felület inicializálása sok kóddal jár. A dotnet new --install 
<template> paranccsal telepíthetünk .NET Core projekt sablonokat, melyekkel 
egyszerűen létrehozhatók grafikus felhasználói felülettel rendelkező üres alkalmazások 
a parancssoros eszközökkel is. Ezen projekt sablonok is NuGet csomagok formájában 
terjednek. Később a szükségtelen sablonokat az --uninstall kapcsolóval törölhetjük. 
A Windows rendszerre készített SCD alkalmazások indítása esetén először egy 
parancssoros, majd utána a grafikus felületű ablak jelenik meg. Az átlag felhasználók 
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körében terjesztett grafikus felületű alkalmazásoknál nem szeretnénk egy parancssoros 
ablakot is megjeleníteni. A lefordított .exe állományt utólag módosíthatjuk ebből célból 
az editbin alkalmazással mely a Visual Studio-val települ. Az alkalmazás csak a Developer 
Command Prompt for VS 2017 parancssoros interfészen keresztül használható. Az 
editbin /subsystem:windows <alkalmazás>.exe utasítást kiadva az állományunkat úgy 
konfigurálja, hogy indításkor ne jelenjen meg a parancssoros, csak a grafikus felületű 
ablak. 
Gtk# 
Egyik legrégebbi és legnevesebb multi-platform grafikus felület létrehozására használt 
könyvtár a Gtk+. Windows, Linux és MacOS támogatással rendelkezik, és rengeteg 
felületi elemet és komponenst tartalmaz. Habár elsősorban C++ nyelvhez készült, több 
programozási nyelv is támogat wrappereket és kötéseket a könyvtárhoz. A Mono-nak 
köszönhetően C# wrapper is készült GtkSharp néven. Ezen csomagot használva .NET 
Core segítségével is készíthetünk Gtk alkalmazásokat, igaz ezek becsomagolása főleg 
Windows rendszeren nem egyszerű, sem kényelmes. 
A dotnet new -i GtkSharp.Template.Csharp parancsot futtatva telepíthető a GtkSharp 
projekt sablon a dotnet eszközhöz. Ezután a dotnet new gtkapp utasítással hozhatunk 
létre egy egyszerű GtkSharp grafikus könyvtárat használó .NET Core alkalmazás 
projektet. 
SCD csomag készítésekor Linux célrendszer esetében a fordító sikeresen becsomagolja 
a GtkSharp könyvtár minden szükséges függőségét, így a környezettől független 
csomagot hozunk létre. 
Windows esetében az SCD csomagból hiányoznak a Gtk használatához szükséges .dll 
állományok.  
Avalonia 
Az Avalonia egy nyílt forráskódú projekt, mely .NET multi-platform grafikus felületek 
létrehozását teszi lehetővé. A könyvtár kompatibilis a .NET Core környezettel, így 
fejleszthetünk vele grafikus felületű alkalmazásokat Windows, Linux és MacOS 
rendszerekre. Jelenleg kísérleti stádiumban van az Android és iOS támogatás. 
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Használata a WPF programozására hasonlít, Window osztályok tárolják a 
megjelenítendő ablakok elrendezéseit XAML formátumú állományokban leírva. A 
felületen megjelenő komponensek támogatják az adatkötést, melynek köszönhetően 
megvalósíthatjuk alkalmazásunkat MVVM architektúrában. A projekt megtalálható a 
https://github.com/AvaloniaUI/Avalonia oldalon. A könyvtár az Avalonia, 
Avalonia.Desktop, Avalonia.Reactive stb. NuGet csomagokon keresztül referálható a 
projektbe. 
Készült egy Avalonia 
kiterjesztés Visual Studio-
hoz melyet Avalonia for 
Visual Studio néven keresve telepíthetünk a fejlesztőkörnyezetbe. Telepítést követően 
a File\New\Project menüben a Visual C#\Avalonia menü pont alatt megtalálhatjuk a 
projekt sablonokat. Továbbá, a nézetek .xaml állományainak szerkesztése során látható 
valós időben az adott nézet megjelenése.  
A parancssoros dotnet eszközhöz is telepíthető projekt sablon, bár jelenleg ennek módja 
a hivatalos súgóban helytelenül szerepel. A dotnet new -i 
VitalElement.AvalonStudio.Templates parancsot kiadva települ az Avalonia projekt 
sablon (A súgó szerint az Avalonia.Templates.NetCore csomagot kellene telepíteni, de 
ez nem található. Idővel valószínűleg javítják a hibát). Ezután a dotnet new avalonia.app 
utasítással létrehozhatunk egy egyszerű grafikus felületű alkalmazás projektet, a dotnet 
new avalonia.mvvm utasítással pedig az előbbihez hasonló, de adatkötésre is 
előkészített projektet. 
Avalonia használata során FDD készítése nem változik. SCD készítésére is csak Windows 
megcélzása esetén kell nagyobb figyelmet szentelni, ugyanis a win futtatókörnyezet 
nem támogatott, win7, win8, win81, vagy win10 célplatformot kell megadni (viszont 
x86 és x64 gond nélkül választható). Natív állományt nem késztethetünk, mert az 
Avalonia könyvtár használja a Reflection.Emit névteret. Mivel használata futási idejű 
kódgenerálást eredményez, ezért a CoreRT környezet nem tudja kiszolgálni ezt az igényt, 
már a fordítás során is jelzést kapunk arról, hogy ezen hívások kivételt fognak dobni. 
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Egyéb könyvtárak 
További .NET Core támogatással rendelkező grafikus felületű könyvtárak is elérhetők, de 
a .NET Core fiatalsága miatt ezek jórészt kísérleti alpha verziók és nyílt forráskódú, 
közösség által fejlesztett eszközök. Használatuk a Gtk#-nál és Avalonia-nál is több 
konfigurálást és kihívást jelent ezért használatukat nem részletezem. .NET Core Grafikus 
felületű alkalmazás készítése esetén valószínűleg a fentebb bemutatott könyvtárak 
közül választanék. Viszont, ha valakinek ezek az eszközök nem nyerték el a tetszését 
akkor maradt még néhány egyéb lehetőség is: 
• Eto.Forms 
o https://github.com/picoe/Eto 
o Ígéretes, aktív közösségi fejlesztés alatt álló könyvtár. Sajnos egyes multi-
platform referenciái miatt az msbuild dotnet verziójával nem lehet 
lefordítani. A Visual Studio által használt msbuild eszközt kell használni, 
viszont ez megnehezíti az SCD állomány publikálását 
o dotnet new -i Eto.Forms.Templates paranccsal telepíthetjük a projekt 
sablont, melyet a dotnet new etoapp utasítással hozhatunk létre. 
Célszerű egy Solution állományt is létrehozni, ugyanis egy .NET Standard 
projektet is tartalmaz a sablon. 
• QtSharp 
o https://github.com/ddobrev/QtSharp 
o A Qt multi-platform grafikus felületű könyvtárhoz C# wrapper és kötések. 
Sajnos közösségi fejlesztése egy ideje megállt. 
• DevZH.UI 
o https://github.com/noliar/DevZH.UI 
o Szintén közösségi fejlesztésű grafikus felületű könyvtár, mely GTK-n 
alapul és támogatja a .NET Core-t. 
.NET Core Összegzés 
A .NET Core egy fantasztikusnak ígérkező új technológia, mely idővel komoly kihívója 
lehet a Java nyelvnek. .NET Core használatával Linux-on és MacOS-en is használhatjuk a 
.NET környezetben megismert nagyszerű könyvtárakat, API-kat és a modern fejlesztői 
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eszközök segítségével kényelmesen fejleszthetünk multi-platform C# alkalmazásokat. A 
technológia még nagyon fiatal a támogatott platformok száma az ígéretek szerint 
növekedni fog (Android támogatás fejlesztés alatt áll). 
Egyelőre nem az átlag végfelhasználók számára készült alkalmazások fejlesztésére 
összpontosít, hanem az ASP.NET által nyújtott lehetőségek kiaknázására. Jórészt csak a 
közösség által fejlesztett, nyílt forráskódú Grafikus Felületű könyvtárak állnak 
rendelkezésünkre, ezért számolnunk kell az ezzel járó hátrányokra. Mindenesetre 
ajánlott megismerni és számításba venni a .NET Core-t, biztos vagyok benne, hogy a 
következő években elképesztő fejlődésen fog végig haladni ez az ígéretes technológia. 
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Mono 
2004-ben kiadásra került a nyílt forráskódú Mono futtatókörnyezet. Kezdetben a Novell, 
majd Xamarin, manapság pedig a Microsoft által felvásárolt projekt hatalmas sikerre tett 
szert a multi-platform .NET 
programozók körében. Segítségével 
C# nyelven írhatunk alkalmazásokat, 
melyek futtathatók Windows, Linux, 
MacOS, Android, iOS (és még 
további) rendszereken.  
A nyílt forráskódú projekt tartalmaz egy C# fordítót (mcs), a Mono futtatókörnyezetet 
(Mono Runtime), Mono könyvtárakat, hozzáférést a .NET Framework-ben megismert 
könyvtárakhoz és egyéb eszközöket melyekkel elérhetünk további platformokat. 
A Mono C# Fordító (mcs) az ECMA szabványnak megfelelően fejlődik, a diplomamunkám 
írásakor a C# 6.0 verzióig teljes, a 7.0 verzióban pedig részleges a nyelvi funkciók 
lefedettsége. A lefordított CIL kódot tartalmazó .NET állomány Windows rendszeren 
futtatható a .NET Framework és Mono segítségével is. A többi platformon a Mono 
futtatókörnyezettel kell végrehajtani az alkalmazást vagy további csomagolást kell 
végezni. 
A Mono Runtime futtatókörnyezet (mely szintén az ECMA CLI szabványnak megfelelően 
implementált) szolgálja ki a Mono-ban készített alkalmazásokat. A CLR-hez hasonlóan a 
Mono Runtime is felügyeli a .NET állományokat, memóriát, szemétgyűjtőt, szálakat stb. 
Alapértelmezetten JIT fordítóval dolgozik, azaz futtatás közben fordítja a CIL kódot az 
aktuális platform natív kódjára. Támogat Ahead-of-Time fordítást is, amely még fordítási 
időben előre lefordítja a CIL kódot a gyorsabb végrehajtásért, így elérhetők vele azon 
platformok melyeken nem támogatott a JIT. 
A mkbundle eszközzel beágyazhatjuk az alkalmazásba a futtatókörnyezetet, így azokon 
a platformokon is futhat alkalmazásunk, melyeken nincs lehetőségünk a Mono 
futtatókörnyezet rendszerbe telepítésére. Megfelelő felparaméterezéssel az elkészült 
futtatható állományba becsomagolja az alkalmazásunkat a futtatókörnyezettel és 
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minden függőségével együtt. Ekkor az alkalmazást lefordíthatjuk egy cél architektúra és 
operációs rendszer natív kódjára így csupán a cél rendszertől fog függeni a csomag. 
Mono támogatott platformok 
Windows 
Izgalmas a Mono Windows támogatása ugyanis a lefordított Mono alkalmazások 
alapértelmezetten a .NET Framework futtatókörnyezetben futnak Windows alatt. A CIL 
kódra fordított Mono alkalmazások így teljesen kompatibilisek Windows rendszerrel, sőt 
még külön futtatókörnyezetet sem kell telepíteni hozzá ugyanis a Windows rendszer 
tartalmazza ezt. 
Amennyiben mindenképp a Mono futtatókörnyezetet szeretnénk használni, 
telepíthetjük azt a rendszerbe az alábbi leírás alapján, majd a Mono Command Prompt 
parancssori interfészben a mono utasítást kiadva futtathatjuk alkalmazásunkat. 
www.mono-project.com/docs/getting-started/install/windows/ 
Linux és MacOS 
A Mono 1.0 2004-es megjelenésével elérhetővé vált a C# programozók számára a Linux 
és MacOS rendszer. 
A Mono futtatókörnyezetet Linux és MacOS rendszerbe telepítve a Mono alkalmazások 
természetes módon futtathatók. Ezen felül a mkbundle eszközzel be is csomagolhatjuk 
a megfelelő Mono környezetet az alkalmazáscsomagunkba ezzel az alkalmazást 
függetlenítettük a futtatókörnyezettől és a megcélzott Linux vagy MacOS disztribúción 
mindenféle egyéb telepítés nélkül futtatható az alkalmazásunk. A futtatókörnyezet és 
fejlesztőeszközök az alábbi linken elérhetők: 
http://www.mono-project.com/download/stable/ 
Android és iOS 
Az okostelefonok elterjedésekor a Mono támogatta a két nagy okostelefon operációs 
rendszert, az Android-ot a Mono for Android és az iOS-t a MonoTouch könyvtárain és 
fejlesztőeszközein keresztül. A Xamarin megalapulásával, majd a Microsoft 
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közbelépésével ezeket a könyvárakat továbbfejlesztették és leváltották a 
Xamarin.Android és a Xamarin.iOS fejlesztői eszközökkel. Habár a Mono 
keretrendszeren, fordítón és eszközökön alapulnak, manapság mégis inkább a Xamarin 
alatt szeretjük említeni őket ezért a Xamarin fejezetben fogom a működésüket és 
használatukat bővebben taglalni. 
Mono fejlesztői eszközök telepítése és használata 
A Mono fejlesztői eszközöket Windows, Linux és MacOS rendszereken lehet telepíteni 
és használni. MacOS-en a Visual Studio for Mac eszközt tudjuk használni, Linux-on a 
MonoDevelop fejlesztői környezet is elérhető, Windows-on pedig a parancssoros 
eszközöket lehet csak használni. Az eszközök letölthetők a http://www.mono-
project.com/download/stable/ oldalon található leírás alapján. Célszerű a MonoDevelop 
fejlesztőkörnyezetet használni a projektek és Solution-ök kényelmes menedzselése 
érdekében. 
Projekt létrehozása 
A MonoDevelop fejlesztőkörnyezet ugyanazt a projekt és Solution struktúrát használja 
mind a Visual Studio (olyannyira, hogy a Visual Studio-ban létrehozott Solution-t be lehet 
tölteni MonoDevelop-ban és fordítva). A Fájl/New Solution menüt választva 
kiválaszthatjuk milyen típusú projektet szeretnénk létrehozni és kezdődhet is a munka. 
Fordítás 
Amennyiben parancssoros környezetben dolgozunk, használhatjuk az mcs és csc 
parancsokat a .cs állományok fordítására. Argumentumként megadjuk a lefordítandó 
forrásfájlokat a -out:<név> paraméterrel pedig a lefordított állomány nevét. 
Ha az alkalmazásunk Solution-be és projektekbe van szervezve akkor használhatjuk az 
msbuild utasítást melyeknek paraméterként megadva a .sln vagy .csporj állományt, 
lefordul a teljes projekt a függőségekkel és szükséges állományokkal együtt. 
A MonoDevelop is az msbuild és csc fordítókat használva készíti el a futtatható 
állományunkat, ha a projektre jobb egér gombbal kattintva a fordítás opciót választjuk. 
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Ha a Release fordítási konfigurációt választjuk a címsoron, akkor kódoptimalizálási 
eljárásokat is fog alkalmazni. 
A fordítás kimenete egy .exe állomány, mely futtatásához szükség van a 
futtatókörnyezetre. Windows-on alapértelmezetten .NET Framework futtatja, még 
Linux-on és MacOS-en a Mono futtatókörnyezet fogja kiszolgálni az alkalmazást. 
Publikálás 
Amennyiben a cél rendszeren elérhető a .NET Framework vagy Mono futtatókörnyezet, 
akkor a Release konfigurációval lefordított .exe állomány segítségével terjeszthetjük az 
alkalmazást. 
A mkbundle eszközzel a CIL kódra fordított alkalmazásból lehetőségünk van olyan 
csomagot készíteni, amely tartalmazza az alkalmazás minden függőségét és egy 
beágyazott Mono futtatókörnyezetet is. Ez az alkalmazás a cél rendszeren mindenféle 
további eszköz telepítése nélkül futtatható. 
Először le kell tölteni a cél rendszernek az előfordított futtatókörnyezetét. A mkbundle 
--list-targets utasítás a Mono szervereken elérhető futtatókörnyezeteket, a mkbundle -
-local-targets pedig az adott eszközre letöltött előfordított futtatókörnyezeteket 
listázza. A kívánt környezetet a mkbundle --fetch-target paranccsal tölthetjük le. 
(Tehát, ha például Debian rendszeren szeretném futtatni az alkalmazásomat a mkbundle 
--list-targets utasítás futtatásával megtudtam, hogy a jelenleg elérhető legfrissebb 
előfordított futtatókörnyezet Debian-hoz a mono-5.10.0-debian-9-x64. A mkbundle --
fetch-target mono-5.10.0-debian-9-x64 utasítással letöltöm az adott rendszerre, majd a 
mkbundle --local-targets utasítással ellenőrzöm, hogy sikerült-e a letöltés.) 
A szükséges környezetek beszerzése után jöhet a csomagolás: 
A mkbundle <alkalmazás>.exe -o <csomagnév> --cross <cél platform> --deps -z --static 
utasítás futtatásával készíthető el az alkalmazáscsomag a kívánt cél rendszerre. 
(Tehát, ha például Debian rendszerre készítem el az alkalmazáscsomagot akkor a 
mkbundle Mono-HelloWorld.exe -o Mono-HelloWorld-Debian-9 --cross mono-5.10.0-
debian-9-x64 --deps -z --static utasítást adom ki. Az elkészült Mono-HelloWorld-Debian-
9 állomány futtatható a célrendszeren.) 
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A legtöbb BCL könyvtár a Mono Global Assembly Cache-ben (GAC) található, melyből a 
futtatókörnyezet futás közben betölti a megfelelő .dll állományokat a használathoz. 
Független alkalmazáscsomag készítése esetén sajnos a mkbundle eszköz nem annyira 
intelligens, hogy magától megtalálja ezen állományokat ezért kézzel kell megadnunk 
ezeket az elérési utakat. Ezeket a könyvtárakat az -L /usr/lib/mono/gac/… utasítással 
kell megadni minden hiányzó állományra. Sajnos nem elég megadni a gac könyvtárat 
ugyanis nem keres rekurzívan az almappákban, meg kell adni minden hiányzó .dll pontos 
elérési útját… 
Mono Grafikus Felhasználói Felület 
Gtk# 
Mint azt korábban említettem, a Gtk+ grafikus felületű könyvtár C# wrapper csomagját 
a Mono fejlesztette, így elsősorban a GtkSharp-ot használhatjuk Mono 
alkalmazásokban. A MonoDevelop fejlesztőkörnyezet támogatja is a Gtk projekt sablont, 
hogy könnyedén létrehozhassunk Gtk alkalmazásokat. A File\New Solution menüben a 
Gtk# 2.0 projekt opciót választva a fejlesztőkörnyezet létrehozza nekünk a megfelelő 
Solution-t és projektet melyben hivatkozva vannak a megfelelő Gtk# könyvtárak. 
Sajnos a hordozható alkalmazáscsomag létrehozása már nem ilyen egyszerű. Hosszú és 
bonyodalmas a művelet, annyira, hogy sokkal egyszerűbb lenne inkább feltelepíteni a 
Mono futtatókörnyezetet és Gtk könyvtárakat a cél eszközre mintsem bajlódni a 
hordozható csomag létrehozásával. 
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Mono Összegzés 
A Mono-nak köszönhetjük a C# multi-platform elterjedését, a Mono futtatókörnyezet és 
AOT fordítási technológiája elérhetővé tette a .NET programozók számára a 
legnehezebben támogatható platformokat is. Hosszú utat tett meg a Mono-project, 
régóta folyamatosan fejlődik és ez az, aminek köszönhetjük, hogy a mai világban is, ha 
C# multi-platform környezetben szeretnénk a legmodernebb technológiákat használni, 
akkor legtöbb esetben a Mono futtatókörnyezet fogja alkalmazásunkat kiszolgálni. 
Sajnos, önmagában használni a Mono fejlesztői eszközöket számomra kényelmetlennek 
és elavultnak bizonyult. A fejlesztés legfőképpen rengeteg konfigurálással, parancssori 
utasítások felkutatásával és kísérletezésével, valamint évekkel ezelőtti nehezen 
fellelhető és felületes dokumentációk és fórum beszélgetések értelmezésével telt. 
Éppen ezért a Mono ismerete inkább a Mono környezetre épített eszközök kiszolgálása 
miatt jelentős. A modern technológiák a Xamarin, Unity3D, MonoGame mind a Mono 
futtatókörnyezetre épülnek és kényelmes használatát biztosítják. 
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Xamarin 
Sok a közös vonás a Xamarin és Mono eszközök között, mert mindkét eszközt ugyanazon 
fejlesztők és mérnökök alkották. A Mono futtatókörnyezeten alapuló Xamarin 
eszközkészlet a C# mai modern multi-platform alkalmazásának egyik legkényelmesebb 
és legfejlettebb módja. A Mono-projektet a Xamarin vezeti, a Xamarin tulajdonosa 
pedig 2016 óta a Microsoft. A MonoTouch és Mono for Android implementációkat 
tovább fejlesztve natív iOS és Android alkalmazások készítését tették lehetővé C# 
nyelvet használva. Elsődleges céljaik, hogy az elkészült alkalmazások natív külsőt és 
működést produkáljanak (minden platformon a platformon ismert felületi elemek és 
funkcionalitások használhatók), 
valamint a platformok közti közös 
kódbázis és kódmegosztás kiváló 
támogatása. További modern 
platformok is kaptak támogatást, 
mint például a MacOS rendszer, 
Android Wear, tvOS és Samsung 
Tizen.  
Xamarin támogatott platformok 
Xamarin.Mac 
2012-ben a Xamarin elérhetővé tette a Xamarin.Mac kiegészítést a MonoDevelop 
fejlesztőkörnyezethez, mellyel natív MacOS alkalmazásokat készíthetünk C#-ban. A 
korábbi Mono Mac eszközkészletet fejlesztették tovább és modernizálták újabb 
támogatott API-kkal, valamint az alkalmazások becsomagolására is lehetőséget 
biztosítottak így terjeszthetjük őket a Mac alkalmazásáruházában. 
A Xamarin.Mac alkalmazások a Mono futtatókörnyezetben futnak, a Xamarin fordítója 
által készített CIL kód futás közben fordul natív kóddá JIT segítségével. Az alkalmazás 
párhuzamosan fut egy Objective-C Runtime-al melyen keresztül hozzáférhetünk a Mac 
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API-hoz. Mindkét rendszer a Mac XNU, Unix-szerű kernel felett fut, mely pedig a 
szükséges alacsony szintű funkciókhoz biztosít hozzáférést. 
A Xamarin.Mac kötést biztosít a .NET világ és a natív Objective-C között. Így a natív és 
menedzselt objektumok közötti hívások lehetővé válnak. Ehhez C#-ban a Register és 
Export attribútum tulajdonságokat használják, az előbbivel az Objective-C 
futtatórendszer számára értelmezhetővé tehetik a C# osztályokat, az utóbbival pedig 
metódusait és mezőit tehetik használhatóvá. 
Fordítás során CIL kód keletkezik a C# forrásunkból és az elkészült állományba 
becsomagolják a Mono futtatókörnyezetet, melyet Beágyazott Mono néven hívnak. 
A Xamarin.iOS igényei miatt elérhető az Ahead-Of-Time (AOT) fordítási opció is, 
amellyel a CIL kódot még az alkalmazáscsomag előállítása során tovább fordíthatjuk 
natív kóddá. Ez felgyorsítja az alkalmazásunkat és csökkenti a memória igényét viszont 
sokkal nagyobb állományokat állít elő, növeli a fordítási időt és ellehetetleníti a 
hibakeresést. Támogatott a HybridAOT, amely az alkalmazásunk leglényegesebb részeit 
natív kódra fordítja, de egyes hívások esetén engedélyezi a dinamikus kódgenerálást 
(tipikusan ilyen a Reflection). 
A 2015-ben bejelentett Unified API segítségével fejleszthetünk Xamarin segítségével 
Mac és iOS alkalmazásokat közös kódbázissal. Az új könyvtárak támogatják az x86 és x64 
architektúrákat is a korábbi Classic API-val szemben. 
Xamarin.iOS 
2009-ben a Mono-t menedzselő Novell bemutatta a MonoTouch eszközt mellyel C#-ban 
készíthetünk alkalmazásokat iPhone okostelefonokra. Egy kihívásokkal teli fejlesztést 
tudhattak maguk mögött, ugyanis nem csupán két konkurens vállalat (Apple és 
Microsoft) technológiáját kellett együttműködésre bírniuk, de az Apple 
alkalmazásáruház szabályozásai, miatt a .NET használatának egyik alappillérét a JIT 
eszközt is el kellett hagyniuk. Az Apple alkalmazásáruház tiltja a futási idejű fordítást és 
dinamikus kódgenerálást, a CIL kódjának futtatásának pedig ez a módja. Ehhez ki kellett 
fejleszteniük egy megfelelő AOT technológiát, mellyel még a CIL kód elkészítése során 
tovább fordítjuk az alkalmazást natív gépi kóddá. 2011-ben a Novell vállalatból felnőtt 
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Xamarin cég vette át a fejlesztést (elvégre a ugyanazon fejlesztők dolgoztak mindkét 
vállalatban) és 2013-ban bemutatták a Xamarin.iOS eszközt. 
A korábbi Xamarin.Mac működéséhez hasonló elven valósították meg a Xamarin.iOS 
alkalmazások működését is. Az alkalmazásunk a Mono futtatókörnyezet felügyelete alatt 
fut, de a kódgeneráló funkció le van tiltva, előfordított natív kódot futtat a környezet. 
Ismét, ezzel párhuzamosan fut az Objective-C Runtime az iOS API-k eléréséhez és ezek 
felett pedig a natív XNU, Unix alapú kernel dolgozik az alacsony szintű funkciók 
kiszolgálásért. 
Korábbi platformok esetében nem volt elvárás a natív kód fordítási idejű elkészítése, az 
Apple alkalmazásáruház szabályzata miatt iOS esetében erre szükség van. Fordítás során 
egy natív iOS bináris állományt készítünk, melyre alkalmazhatunk optimalizálást is. A 
korábban látottakhoz hasonlóan, a teljesítmény és indítási idő szempontjából 
nyereséges ez technológia, viszont néhány nyelvi elemet, például a Reflection egyes 
kódgeneráló funkcióit nem használhatjuk. 
Az Objective-C Runtime osztályaival és struktúráival a Xamarin.Mac technológiánál 
bemutatott kötéseket alkalmazzák iOS esetében is. 
Xamarin.Android 
A MonoTouch sikerét meglovagolva, 2011-ben a Novell készítette a Mono for Android 
eszközt, mely a C# Mono környezet eljuttatása Android eszközökre. A csapatnak ismét 
nehéz dolga akadt, ugyanis megint konkurens technológiák között kellett 
együttműködést elérniük, mert a Google és Microsoft, valamint a .NET és Java is egymás 
kihívói. A Xamarin ezen technológiához kapott korlátlan hozzáférést (elvégre akárcsak a 
MonoTouch és Xamarin.iOS esetében ugyanazon emberek fejlesztették csupán más 
projekt keretein belül) és fejlesztették tovább Xamarin.Android néven 2013-ban. 
Xamarin.Android segítségével alkalmazásokat fejleszthetünk Android rendszerre, 
melyek úgy működnek és viselkednek, mint a natív Android alkalmazások. A 
Xamarin.Android egy áthidaló réteg az Android Runtime (ART, korábban Dalvik), 
Android natív APIk és a .NET világ között. A készített alkalmazás a Mono futtató 
környezetben fut, amely az ART-vel párhuzamosan dolgozik. Ezen rendszerek a Linux 
kernel felett futnak. Egyes funkcionalitások, például a System névtér némely könyvtára 
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a Linux rendszereszközökre hív, míg mások például az Hang, Grafika stb. az ART Java API-
n keresztül hajtódnak végre. Ezen API-kkal egészítették ki a Mono-ban alapból elérhető 
BCL-t. Egy interop motor hidalja át a C# és Java nyelvet, mellyel a Java nyelvi elemek, 
osztályok és API-k C# nyelvre lettek leképezve. Ezen kötések az alkalmazásunkkal 
terjesztett Mono.Android.dll állományban találhatók. A kötések a biztonság miatt 
erősen típusosak és kihasználják a C# nyelv programozási struktúráit, például a getter-
setter metódusok helyett property-k, az event és listener konstrukciókra pedig a nyelvi 
eseménykezelőket alkalmazzák. Bővebben lehet tanulmányozni az Android API 
kötéseket és működésüket az alábbi lapon: https://docs.microsoft.com/hu-
hu/xamarin/android/internals/api-design 
Az elkészült alkalmazáscsomag az Android rendszeren jól ismert .apk állomány lesz mely 
tartalmazza az alkalmazásunk CIL kódállományait és a natív könyvtárakat a Mono 
futtatókörnyezettel együtt. A kód futtatás közben fog natív utasításokra fordulni ezért a 
csomagban jelen kell lennie a Mono futtatókörnyezet adott Android architektúrájú 
verziójának (armeabi, armeabi-v7a, x86). Csomagolás során kiválasztható, hogy mely 
natív futtatókörnyezeteket szeretnénk a csomagba helyezni. 
Samsung Tizen 
2016-ban a Samsung csatlakozott a .NET világhoz és a Microsoft és Xamarin 
együttműködésével elkészítették a Xamarin-ban és Xamarin.Forms-ban használható 
Samsung Tizen eszközkészletet, mellyel a .NET fejlesztők számára elérhetővé vált a 
Samsung Okostelevízió és Samsung Okosóra platformok. 
Mivel a Tizen egy Linux alapú rendszer ezért a Samsung a .NET Core-t használja alapul a 
Xamarin-ban fejlesztett alkalmazások futtatásához. A Xamarin a nézeti réteget biztosítja 
az alkalmazásunknak, a Tizen API-n keresztül pedig a Tizen funkcionalitások több mint 
60%-át elérhetjük. 
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Xamarin fejlesztői eszközök telepítése és használata 
Windows és MacOS rendszeren érhetők el a Xamarin fejlesztői szoftverek. 
A Visual Studio 2017 fejlesztőkörnyezet telepítése során a Mobile development with 
.NET komponenseket kiválasztva települ a Xamarin és minden szükséges eszköze is a 
rendszerbe. 
MacOS rendszeren használható a Xamarin Studio fejlesztőkörnyezet is, de a platformok 
közti átjárás érdekében célszerűbb a Visual Studio for Mac-et használni. A Xamarin.Mac 
és Xamarin.iOS könyvtárak használatához a rendszerbe telepítve kell lennie egy friss 
XCode fejlesztőkörnyezetnek is. A Visual Studio és XCode szorosan együttműködnek a 
fejlesztés során. 
Projekt létrehozása 
Visual Studio-ban a File\New\Project menüben a Visual C#\ menü pont alatt tudjuk 
kiválasztani, hogy Android vagy iOS projektet szeretnénk készíteni. További sablonok is 
elérhetőek, például tvOS vagy Tizen Samsung TV (amennyiben telepítettük a 
kiterjesztést). 
Xamarin.Mac alkalmazások csak MacOS 
rendszeren hozhatók létre a Visual Studio 
vagy Xamarin Studio eszköz segítségével. A 
File\New\Project menüben a Mac\App 
menüpont alatti General\Cocoa App opciót 
választva hozhatjuk létre projektünket. Az 
elkészült alkalmazásprojekt a Mac 
fejlesztőknek ismerős MVC architektúrájú alkalmazást hozta létre. A .storyboard 
állományok szerkesztése az XCode fejlesztőeszköz segítségével történik, a módosítások 
mentés esetén automatikusan érvénybe lépnek a szükséges C# forrás állományokon. 
Android alkalmazások esetén a projektre jobb egér gombbal kattintva válasszuk a 
Properties menüpontot. A megjelenő grafikus felületen tudjuk szerkeszteni az Android 
fejlesztésben jól ismert AndroidManifest.xml állományt, mely az alkalmazásunk nevét, 
leírását, támogatott Android verziót, engedélyeket és egyéb információkat tárol. 
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További szerkesztéseket végezhetünk a 
manifest-en, ha a létrehozott MainActivity 
(vagy valamely saját Activity) osztályunkat 
további C# nyelvi Attribútumokkal látjuk el, 
mint például az [Activity] és [IntentFilter]. 
Habár Xamarin-ban is van lehetőségünk 
közvetlenül az .xml állományt szerkeszteni, 
az ajánlott módszer, hogy az előbbi 
menüben, valamint Attribútumokkal adjuk 
meg a szükséges információt. Fordítás során 
a Xamarin ezekből fogja előállítani az AndroidManifest.xml-t.  
Fordítás 
Android-ra fordításhoz szükség van a megfelelő verziójú Android SDK és Java 
Development Kit telepítésére. A Visual Studio telepítése során települnek ezen 
eszközök, de az újabb Android verziók megjelenésével frissíteni és karbantartani kell 
őket. A Tools\Android\Android SDK Manager eszköz segítségével telepíthetjük a 
megfelelő SDK-kat és emulátorokat a rendszerbe. 
iOS-re (és nyilván Xamarin.Mac-re) fordítás csak Mac eszközön lehetséges. Amennyiben 
a hálózathoz csatlakoztatva van a Mac eszközünk a telepített Xamarin fejlesztői 
eszközökkel, akkor a fejlesztés történhet Windows rendszeren is. Az iOS Simulator-ra 
fordításhoz nincs szükség fejlesztői tanúsítványra, de egy valós iOS eszközre fordításhoz 
már igen. Ezt a tanúsítványt az Apple fejlesztői honlapjáról kell beszereznünk. 
Egyszerűbb eszközön teszteléshez Visual Studio-ban az iOS projekt tulajdonságai között 
az iOS Bundle Signing/Automatic Provisioning opciót választva tesztelhetjük 
eszközünkön az alkalmazást fejlesztői tanúsítvány megléte nélkül is. 
Publikálás 
Xamarin.Mac esetén a projektre jobb kattintás menüjében az Archive for Publishing 
opciót választva egy Release konfigurációban fordított .xcarchive állomány készíthető. 
Android .apk alkalmazáscsomag elkészítéséhez ki kell választani a Release fordítási 
konfigurációt, majd jobb egér gombbal kattintva a projektre az Archive opciót kell 
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választani. Ekkor a fejlesztőkörnyezet lefordítja az alkalmazást és elkészíti belőle a 
csomagot. A csomag telepíthető közvetlenül Android eszközökön és publikálható a 
Google Play Store áruházban. Ügyeljünk rá, hogy minden elkészített csomag esetében a 
projekt tulajdonságaiban található Version Number és Version name paramétereknek 
növekedniük kell, különben fordítási hibát kapunk. 
Hasonlóan az Android publikáláshoz, iOS esetén is Release fordítási konfigurációt kell 
kiválasztani, majd a projekten az Archive opciót kell választani. Ekkor már szükségünk 
van a társított fejlesztői tanúsítványra is, ha az áruházban közzé tehető csomagot 
szeretnénk létrehozni. 
Xamarin.Forms 
A korábbi fejlesztések is tükrözik, hogy a Xamarin számára igen fontos a közös kódbázis 
és platformok közötti kódmegosztás témája. Sajnos a felső, nézeti (megjelenítés) 
réteghez érkezve a platformok elágaznak, minden platformon más-más felületi elemek, 
konténerek és felépítési módszerek támogatottak, melyeket idáig nem lehetett egy 
platformfüggetlen osztályban vagy projektben összefoglalni. A Xamarin.Forms 
technológia segítségével ezt a problémát célozták meg. A 2015-ben megjelenő eszköz 
segítségével egyetlen projektben leírhatjuk a felhasználói felület kinézetét és 
működését, a különböző platformok ezen közös kód alapján fogják legenerálni a saját 
natív megjelenésüket. Így a legfelső alkalmazásréteghez a nézethez is alkalmazhatunk 
platformok közötti kódmegosztást, mindezt úgy, hogy a platformok saját, natív 
lehetőségeit használjuk. Alapvetően a Xamarin-ban készített Android, iOS és Universal 
Windows Platform (valamint korábban a Windows Phone 8) alkalmazásainkban 
használhatjuk Xamarin.Forms által nyújtott közös nézeti kódbázist.  
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A Samsung 2016-os csatlakozása után Samsung Tizen alkalmazások készítéséhez is 
használhatjuk a Xamarin.Forms csomagot. Ugyanazon közös nézeti kódbázis 
segítségével előállíthatunk Android, iOS, UWP és Samsung Tizen alkalmazásokat is. 
Projekt létrehozása és felépítése 
Visual Studio-ban a File\New\Project menüben a Visual C#\Cross-Platform menü pont 
alatt tudjuk kiválasztani a Mobile App (Xamarin.Forms) opciót. A felugró ablakban 
választhatunk egy egyszerű kiindul projekt sablont, megadhatjuk, hogy mely 
platformokat szeretnénk megcélozni (Android, iOS, UWP) valamint a közös projekt 
típusát is megválaszthatjuk (melynek a modern .NET Standard típust célszerű 
választani). A végeredmény egy 
Solution mely több projektből áll, 
minden kiválasztott platformnak egy 
natív Xamarin projekt, melyek 
ugyanazt a .NET Standard projektet 
referálják.  
A közös projekt (Forms projekt) írja le a felületet és a futás menedzselésének azon 
pontjait, melyek minden platformon ugyanúgy kell, hogy történjenek. Az Application 
osztályból származó App osztályban készítjük el az alkalmazásunk futásának 
menedzselését. Az osztály megörökölt MainPage tulajdonságát beállítva az aktuálisan 
megjelenített lapot ("ablakot") adhatjuk meg. A felüldefiniált OnStart, OnSleep, 
OnResume metódusokban az alkalmazásunk életciklusának eseményeire reagálhatunk 
(alkalmazás indítás, háttérbe helyezés, háttérből visszatérés) minden platformon 
ugyanazzal az algoritmussal. 
A megjelenítendő lapokat .xaml állományokban írjuk le (WPF-hez, UWP-hez és Avalonia-
hoz hasonlóan), melyek működését a hozzájuk tartozó .xaml.cs állomány írja le. Előnézet 
funkciót sajnos még nem támogat a Visual Studio, de a Xamarin Live Player Android és 
iOS alkalmazással hálózaton keresztül ellenőrizhetjük élőben az okostelefonunkon a 
felületünket szerkesztés közben. Több féle Page osztályt is használhatunk, a 
legalapvetőbb a ContentPage, mely egyszerűen megjeleníti a rajta elhelyezett felületi 
komponenseket, de vannak komplexebb lapok is mint például a MasterDetailPage a 
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hamburgermenüs alkalmazások kialakításához, vagy a TabbedPage a vízszintesen 
lapozható menükhöz. 
A további natív projektek (melyeket a projekt létrehozása során kiválasztottunk) az 
előző Forms projektet használják fel. Minden natív projekt az adott platformnak 
megfelelő módon elindítja az alkalmazást (Android MainActivity segítségével, iOS 
UIApplication segítségével az UWP pedig a saját App osztályával). Ha az alkalmazás 
elindult és inicializálódott, akkor a Forms projektben lévő App osztályt indítja el a 
LoadApplication metódussal, mely minden platformon ugyanazon a módon fogja 
menedzselni az alkalmazásunk futását. Visual Studio-ban az alapértelmezett projekt 
átállításával tudjuk megválasztani, hogy melyik platform verzióját szeretnénk éppen 
fordítani és futtatni. 
A motorháztető alatt 
A Xamarin.Forms a legnagyobb közös halmaza a 3 platform funkcionalitásának. Olyan 
felületi komponenseket érhetünk el, melyeket minden platform támogat, így mikor az 
adott platformon fut az alkalmazásunk akkor a natív felületi komponenst fogja használni. 
Ezt a lehetőséget a Renderer osztálynak köszönhetjük, melyet a Xamarin.Forms biztosít. 
A Forms projektben deklarálunk egy felületi komponenst a View osztályból (vagy 
valamely alosztályából) való származtatással, melynek meghatározzuk az interfészét 
(milyen metódusai, eseményei és tulajdonságai támogatottak). Így a közös projektben 
ezt a komponenst gond nélkül tudjuk használni az interfészen keresztül, pedig ebben a 
pillanatban azt még nem tudjuk, hogy az adott platformokon ez a komponens, hogy fog 
kinézni vagy pontosan mi lesz az implementációja. 
Ezután a natív projektekben megvalósítjuk ezt a komponenst, pontosabban egy natív 
komponenst rendelünk ehhez a felületi elemhez minden platformon. A ViewRenderer 
generikus osztály segítségével tehetjük ezt meg, melyből származtatva egyik 
típusparaméterében megadjuk, hogy mely Forms projekt komponenst szeretnénk 
implementálni, másik típusparaméterében pedig azt, hogy mi az a natív komponens, 
amivel ezt megtesszük. Ez még nem elég a fordításhoz, az [assembly:ExportRenderer] 
attribútummal meg kell adnunk, hogy mely Forms projekt komponenshez, mely natív 
renderer-t társítjuk az adott platformon. Végül az OnElementChanged eseménykezelő 
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metódust felüldefiniálva a SetNativeControl metódussal tudjuk a natív 
komponenspéldányt a felületre helyezni futás közben. 
További bonyodalmakat okoz az események és tulajdonságok változásának 
szinkronizálása a Forms projekt példánya és a natív felületi példány között. 
• Az OnElementChanged metódusban ellenőrizzük az esemény argumentum 
OldElement és NewElement tulajdonságait. Ezek hivatkozások a Forms projekt 
komponenseire, melyeket meg kell valósítani a natív komponensekkel. 
o Ha létezik OldElement (azaz korábban már készült natív komponens) 
akkor le kell iratkozni az eseményeiről és biztonságosan felszabadítható 
állapotba kell hozni. 
o Ha létezik NewElement akkor ez alapján kell létrehozni az új natív felületi 
elemet, feliratkozni az eseményeire stb. 
• A Forms projekt komponens állapotváltozása esetén az 
OnElementPropertyChanged metódus kényelmetlen felüldefiniálásával tudjuk 
az állapotot frissíteni a natív komponensben. Az eseményargumentum 
PropertyName tulajdonságát lekérdezve megtudhatjuk, hogy a Forms projekt 
komponensének mely tulajdonsága változott. Ezt a tulajdonságot lekérdezve 
frissíthetjük a natív komponens megfelelő tulajdonságát, amennyiben ez 
szükséges. 
• Minden egyéb állapotfrissítésre szerintem események és eseménykezelők 
bevezetése a legegyszerűbb (bár nem a legkényelmesebb és leggyorsabb) mód. 
Az összes előre definiált Xamarin.Forms felületi komponens (Button, Page, ListView stb.) 
ezen technológiával lett létrehozva, a Xamarin.Forms GitHub oldalán ezek 
megvalósításához is hozzá lehet férni. 
Sajnos a Renderer beiktatásával egy újabb réteg jelent meg az alkalmazásunkban, mely 
komplexebb felületi komponensek esetén rendkívül bonyolulttá és átláthatatlanná 
teheti az ehhez kapcsolódó kódot, de az előnyeit sem szabad feledni! Minden 
platformon a natív eszközöket használva valósíthatjuk meg ugyanazt a komponenst, 
nem pedig egy Xamarin által biztosított saját eszközzel, amely minden platformon 
kilógna a környezetből. 
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Xamarin Összegzés 
A Xamarin megmutatta, hogyan kell modern és kényelmes módon használni a Mono 
futtatókörnyezetet. A fejlett eszközöknek, részletes dokumentációnak, nyílt 
forráskódnak és legfőképpen az innovatív megoldásoknak köszönhetően napjaink egyik 
legjobb multi-platform fejlesztői eszközének tartom. 
Natív alkalmazásokat készíthetünk vele a legmodernebb átlag felhasználói rendszerekre, 
mindezt megbízható eszközök és technológiák segítségével. Minden platformon a 
legfrissebb API-kat és szolgáltatásokat használhatjuk, mindezt úgy, hogy a 
felhasználóknak fel sem tűnik, hogy az alkalmazás nem az adott platform hivatalos 
nyelvén és eszközeivel készült, hanem C# használatával. 
Xamarin.Forms segítségével mindezt egyetlen közös kódbázis segítségével érhetjük el. 
Egyetlen kódbázis, melyből az összes célplatform képes a natív megjelenést is 
legenerálni. Nem ismerek más technológiát, amely akár csak megközelíti a 
Xamarin.Forms által biztosított lehetőségeket. 
És mindez csak a kezdet, a fejlődésnek nincs vége. Diplomamunkám írásakor a 
Xamarin.Forms 3.0 verziót várjuk és izgatottan figyeljük, milyen új innovatív 
technológiákat biztosítanak számunkra. 
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Teljesítmény mérése 
Alkalmazások fejlesztése során a teljesítmény kérdése kiemelt prioritású. Sokszor 
múlhat egy keretrendszer és technológia használata vagy éppen elvetése azon, hogy 
milyen teljesítmény elérésére képes. Manapság sokszor annyira magas szinten ír 
programot az ember, hogy a teljesítmény nem is a programozó képességein, hanem a 
fordító fejlettségén és a futtatókörnyezeten (vagy éppen annak elhagyásán) múlik. 
Ebben a fejezetben megismerkedtem technológiákkal, melyekkel kényelmesen tudunk 
multi-platform alkalmazásokat készíteni C# nyelvet használva. Ha már elköteleztük 
magunkat a C# mellett akkor, mely keretrendszer nyújthatja nekünk a legtöbbet a 
számításigényes feladatokban? Ennek szeretnék most utánajárni. 
A teljesítmény méréséhez a C# Multi-Platform Performance (CsMPP) solution-ben 
készítettem el az alkalmazásokat. Egy .NET Standard (CsMPP.Test) könyvtárban 
implementáltam egy egyszerű teszt osztályt, mely különböző számításigényes 
feladatokat végez és leméri a feladatok elvégzésének idejét. Az eredményeket végül .csv 
állományba exportálja, melyet később táblázatkezelő alkalmazással feldolgozni és 
elemezni tudok. Három fajta teljesítmény mérő algoritmust készítettem, melyeket 
többször (akár különböző paraméterekkel) hajt végre a tesztelő. 
• Mátrix szorzás 
o Dupla pontosságú lebegőpontos számok nagy mennyiségű egymás utáni 
szorzása és összeadása a processzor egyetlen szálának kihasználását 
méri. 
o Két darab, 1000x1000 méretű mátrix összeszorzása 10 alkalommal. 
• Párhuzamos mátrix szorzás 
o Míg az előző mátrix szorzó algoritmus az egy szálon belüli, a párhuzamos 
mátrix szorzás a több szálas, azaz a teljes processzor kihasználását méri. 
A mátrix szorzás külső ciklusa egy párhuzamosított ciklus (Parallel.For) 
o Két darab, 1500x1500 méretű mátrix összeszorzása 10 alkalommal 
• Webszerver Szemétgyűjtő szimuláció 
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o A memóriaszivárgás automatikus kezelése egy kényelmes funkciója a 
futtatókörnyezetnek, de az ezt végző Szemétgyűjtő (GC) rendkívül 
teljesítményigényes lehet. Ez a teszt egy webszerver működését imitálja, 
több szálon nagy méretű string és byte tömb adatokat hoz létre és tárol 
el a memóriában. Egy takarító szál ellenőrzi a tárolt adatok mennyiségét 
mely, ha meghaladja a 2000 darabot felszabadítja őket, ezzel munkára 
bírva a GC-t. 
o 4 szál, szálanként 10000 string és byte tömböt hoz létre. 5 alkalommal 
futtatva. 
o 32 szál, szálanként 5000 string és byte tömböt hoz létre. 3 alkalommal 
futtatva. 
o 64 szál, szálanként 1000 string és byte tömböt hoz létre. 7 alkalommal 
futtatva. 
Ezen algoritmusok nincsennek a végtelenségig optimalizálva. Sok helyen lehetne 
gyorsabb, esztétikusabb és modernebb változtatásokat ejteni rajta, de nem ez volt a cél. 
Nem a C# nyelvben támogatott programozási struktúrák és eszközök lehető legjobb 
teljesítmény béli kihasználását szeretném mérni, hanem egy átlag programozó által írt 
C# program, különböző fordítók, futtatókörnyezetek és keretrendszerek használata 
melletti futásának teljesítményét. 
A fenti teszt könyvtárat referálom a különböző keretrendszerek egyszerű 
tesztalkalmazásaiban. 
• UWP (CsMPP.Platform.UWP) 
• .NET Core (CsMPP.Platform.NETCore) 
• .NET Framework (CsMPP.Platform.NETFramework) 
• Mono (CsMPP.Platform.Mono) 
Tehát minden vizsgált technológiával készült tesztalkalmazás ugyanazt a tesztelő 
könyvtárat, ugyanazokat a tesztelő algoritmusokat használja, viszont más fordítóval 
készül belőlük a futtatható állomány és más futtatókörnyezetek és beágyazott 
alkalmazások végzik a futtatás menedzselését. 
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A tesztalkalmazásokat az adott technológiában támogatott többféle fordítási opciókkal 
is kipróbálom. Minden fordítási változaton több teszt futtatást is végzek, melyeknek 
eredményeit átlagolom a végső diagramok előállításához. A diagramok az átlagolt 
elvégzési idejét mutatják az algoritmusoknak, tehát minél kisebb értéket látunk annál 
nagyobb teljesítményt értünk el. 
Teszt eszközök és rendszerek: 
• Intel Core i7-2630QM, 16 Gb 
o Windows 10 x64 
o Ubuntu 17.10 x64 Hyper-V (4 szál, 6 Gb) 
• iMac 11,3, Intel Core i3, 8 Gb 
o MacOS 10.12 
Teljesítmény Windows rendszeren 
 
Az eredményeken látható, hogy a natív fordítási technológiát alkalmazó eszközök 
legtöbb esetben hozzák az elvárt teljesítményt. Az UWP és .NET Core CoreRT fordítóval 
készített változatok fej-fej mellett haladnak. A .NET Core kicsit jobb a szemétgyűjtő 
használatában, az UWP pedig a mátrix szorzások tesztjeiben teljesített jobban. Meglepő 
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módon a .NET Core CoreRT mátrix szorzásban gyengébben teljesített, mint a CoreCLR-t 
alkalmazó változatai. A 4 szálon futó szemétgyűjtő teszten a .NET Core CoreRT-t és UWP-
t is megelőzte a .NET Core CoreCLR. 
A .NET Core különböző CoreCLR-t alkalmazó csomagolási eljárásai között nem érezhető 
jelentős teljesítmény különbség. Érdekes, hogy a win-x64 csomag egy hajszállal jobban 
teljesít Windows 10 rendszeren, mint a win10-x64. 
A Mono futtatókörnyezet szemétgyűjtő használata gyorsabbnak bizonyult, mint a .NET 
Core CoreCLR esetében (viszont a CoreRT-t már nem tudta beérni). A mátrix szorzás 
tesztjeinél viszont minden más keretrendszer teljesítményéhez képest gyenge 
eredményeket produkált. 
Kíváncsiságképpen a korábbi .NET Framework keretrendszerben is futtattam teszteket. 
Az eredmények megnyugtatók, ugyanis azt mutatják, hogy az új technológiák 
teljesítmény terén is jobbak, mint a korábbi, hosszú éveken át fejlesztett és foltozott 
.NET Framework. 
Teljesítmény Linux rendszeren 
 
Matrix Multiplication-
1000x1000-x10
Parallel Matrix
Multiplication-
1500x1500-x10
WebServer GC
Simulation-32-5000x3
WebServer GC
Simulation-4-10000x5
WebServer GC
Simulation-64-1000x7
Teljesítmény - Ubuntu 17.10 HyperV x64
NETCore linux-x64-corert NETCore ubuntu-16.10-x64 NETCore ubuntu-x64
NETCore linux-x64 NETCore FDD 2.1.4 Mono ubuntu-16.04-x64
Mono Release
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Az Ubuntu Linux rendszeren futtatott teljesítmény teszteken többnyire a Mono 
győzelme látható. Mátrix szorzásoknál ugyanúgy vagy jobban teljesít a .NET Core-al 
szemben. A Windows tesztek után gyaníthattuk, hogy a Mono szemétgyűjtő is jobban 
fog teljesíteni, ezekben a tesztekben akár kétszeres teljesítményt is képes volt elérni a 
Mono a .NET Core-al szemben. A listából csak a 4 szálon futó szemétgyűjtő teszt mutat 
eltérő eredményt, itt ugyanis a .NET Core-nak sikerült jobban teljesítenie. Úgy tűnik a 
.NET Core-nak inkább a több szál menedzselése melletti szemétgyűjtéssel vannak 
teljesítmény gondjai a Mono-val szemben. 
A Mono natívra fordított verziója minden tesztben gyengébben teljesített a Mono 
futtatókörnyezet Just-in-Time technológiát alkalmazó futtatásával szemben. 
Ha .NET Core-t használunk Linux-on, akkor a tesztekből ítélve úgy látszik megéri a CoreRT 
fordítást alkalmazni, ugyanis a natívra fordított változatok minden esetben jobban 
teljesítettek a .NET Core CoreCLR változataival szemben. A legtöbb tesztben ez sem volt 
elég ahhoz, hogy a Mono-t maga mögé utasítsa. 
A különböző SCD csomagok közötti teljesítmény eltérés Ubuntu Linux-on is minimális, az 
elérhető legfrissebb ubuntu-16.04 előfordított futtatókörnyezetet használva érhettük el 
a legnagyobb teljesítményt. Az FDD csomag ugyanúgy, vagy egy hajszállal jobban teljesít 
az SCD csomagoknál. 
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Teljesítmény MacOS rendszeren 
 
Előző tesztek tapasztalati után MacOS rendszeren is Mono győzelemre számítottam. 
Ezzel szemben MacOS-en a .NET Core minden tesztben nagyobb teljesítményt tudott 
elérni, mint a Mono technológiája. 
A .NET Core szemétgyűjtő teszteken a CoreRT ért el nagyobb teljesítményt a CoreCLR-rel 
szemben. Viszont, ahogy azt Windows-on is tapasztalhattuk, a mátrix szorzások 
esetében ugyanolyan vagy rosszabb teljesítményt ért el a natív fordítás, mint a JIT 
technológia. A két vizsgált CoreCLR csomag között a teljesítmény különbség 
jelentéktelen. 
Mono esetében MacOS rendszeren minden tesztben nagyobb teljesítményt ért el a natív 
fordítás, mint a Mono futtatókörnyezetben történő végrehajtás. Ez a 
teljesítménytöbblet sem volt elég a .NET Core megelőzéséhez. 
  
Matrix Multiplication-1000x1000-x10
Parallel Matrix Multiplication-1500x1500-x10
WebServer GC Simulation-32-5000x3
WebServer GC Simulation-4-10000x5
WebServer GC Simulation-64-1000x7
Teljesítmény - MacOS 10.12 x64
NETCore osx-x64-corert NETCore osx.10.12-x64 NETCore osx-x64
Mono osx-10.7-x64 Mono Release
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Teljesítmény Összegzés 
A tesztekből kijelenthetjük, hogy napjaink leggyorsabb C# technológiája jelenleg 
Windows rendszeren az Universal Windows Platform, melytől a .NET Core CoreRT sem 
marad le sokkal. Linux rendszerre még nem sikerült a .NET Core teljesítményével 
betörnie a Microsoft-nak, ebben a környezetben továbbra is a Mono biztosítja a 
legnagyobb sebességet. MacOS rendszeren viszont egyértelműen a .NET Core 
teljesítménye a legjobb, a Mono egyetlen tesztben sem tudta megelőzni. 
A tesztek elemzése során meglepő volt látni, hogy egyes teszt típusokban a futási idejű 
Just-in-Time fordítási technológia nagyobb sebességet volt képes elérni, mint az előre 
natív kóddá fordított alkalmazás. Konkrét érvet és indokot nem találtam ennek 
magyarázatára. Véleményem szerint a JIT fordító számára futási időben elérhetők 
bizonyos információk az alkalmazást futtató processzorról és rendszerről és ezeknek 
megfelelően tud még optimálisabb natív utasításokat kialakítani a CIL kódból. Az előre 
natív kóddá fordított alkalmazások esetében fordítási időben nem elérhetők 
információk a futtató processzorról és környezetről, ezért nincs lehetősége elvégezni 
azokat az optimalizációs eljárásokat, melyek a JIT fordító győzelmét jelentették. 
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Platformspecifikus kód 
Fejlesztett alkalmazásainkban szinte mindig szükség van valamilyen funkcionalitásra, 
mely az operációs rendszertől, mint platformtól függő módon kell végrehajtani. Legyen 
szó akár egy egyszerű fájl írásról, olvasásról vagy az operációs rendszer által támogatott 
komplex funkció végrehajtásáról, multi-platform környezetben további tervezést 
igényel ezek használata. 
A C#-ban használt BCL névterek által tartalmazott osztályok és függvények 
implementálva vannak a legtöbb futtatókörnyezetben, így jogos a feltevés, hogy ezen 
funkciók használata ugyanazon módon történik minden platformon. Sajnos ez nem 
minden esetben teljesül, egyes platformokon további lépéseket kell tennünk ezen 
funkciók használatához. 
Lehetnek funkcionalitások, melyek nem részei a közös BCL-nek, mert megvalósításuk 
minden platformon sajátos módon, más API-k és osztályok használatával történik. Ez 
esetben az Architektúrák fejezetben ismertetett Függőség Befecskendezés tervezési 
mintát alkalmazva tudjuk a szükséges platformspecifikus funkcionalitást becsempészni 
az alkalmazásunkba. A közös kódbázisban elhelyezett algoritmusaink a szükséges 
funkciókat egy interfészen, absztrakción keresztül érik el. Az éppen aktuális platformnak 
specifikus megvalósítását dinamikusan, futási időben injektáljuk a kódba az interfészek 
mentén. Kulcsfontosságú, hogy az interfészek megtervezése előtt ismerjük meg a kívánt 
funkciók használatát minden célplatformon, hogy a lehető legjobban passzoló 
interfészeket tudjuk elkészíteni. Ha utólag ismerjük fel, hogy a létrehozott interfész nem 
felel meg egy platformspecifikus megvalósításnak, akkor az utólagos módosítás sok 
munkát fog igényelni. 
Fájlrendszer 
Szinte az összes alkalmazásban szükség van a fájlrendszer valamilyen módú eléréséhez. 
Legyen szó egy egyszerű konfigurációs állomány betöltéséről vagy a felhasználó által 
kiválasztható fájlok mentéséről és betöltéséről, ezen fájlrendszert manipuláló utasítások 
az operációs rendszeren keresztül fognak végrehajtódni. C# nyelvben a System.IO névtér 
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File osztálya a legegyszerűbb módja a fájlrendszer használatához. Mivel a névtér a BCL 
része ezért az összes futtatókörnyezet implementálja, de ez nem jelenti azt, hogy a 
fájlrendszert használó kódot a közös kódbázisba tehetnénk. 
Mono, .NET Core esetében egy közös .NET Standard könyvtárban is elhelyezhetjük a 
System.IO névteret használó kódot, mindkét keretrendszerben ugyanazon módon fog 
működni. Arra figyeljünk, hogy a jelenleg legfrissebb .NET Standard 2.0 verzióban az 
aszinkron File metódusok még nem elérhetőek, tehát ezek használatát mellőznünk kell. 
Az iOS, Android rendszerek az alkalmazásainkat sandbox-ban futtatják, tehát az 
alkalmazások nem férhetnek hozzá engedély nélkül egymás és a felhasználó fájljaihoz. 
Minden alkalmazásnak biztosítva van egy saját memóriaterület, egy saját könyvtár, ahol 
a külvilágtól elzártan tárolhatja fájljait. Éppen ezért, habár használhatjuk iOS-en és 
Androidon is a System.IO névteret ügyelnünk kell rá, hogy az elérési utak olyan 
könyvtárakra mutassanak, melyekhez hozzáférésünk van. A relatív elérési út általában 
az alkalmazás telepítési könyvtára, amelyhez a rendszer nem biztosít hozzáférést. 
Az Environment.GetFolderPath utasítással lekérdezhetünk könyvtár útvonalakat az 
aktuális rendszertől. A könyvtárat a paraméterként megadott 
Environment.SpecialFolder felsorolás egy elemével határozzuk meg. Az 
Environment.SpecialFolder.Personal elemmel az alkalmazásunk saját lokális 
tárterületére hivatkozhatunk. Ha további könyvtárakhoz is hozzáférést szeretnénk akkor 
ezt az adott platformnak megfelelő módon kell kezelnünk. Vagy a manifest állományban 
kell ezt jelezni, vagy a natív API-n keresztül futás közben engedélyt kérni a felhasználótól. 
Az UWP is hasonlóan az Android és iOS rendszerekhez, sandbox-ban fut és eszerint kezeli 
a fájlokhoz való hozzáférést. A korábban leírt óvintézkedések mellett használható UWP-
ben is a System.IO névtér, de célszerűbb a fájlkezelést az UWP Storage API-val 
implementálnunk. 
A Windows.Storage névtérben találjuk a StorageFile és StorageFolder osztályokat. 
Minden állományhoz vagy könyvtárhoz, amelyhez elő tudunk állítani egy StorageFile 
vagy StorageFolder példányt, hozzáférést biztosít a rendszer. A trükk ezen példány 
létrehozásában rejlik. 
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• Az alkalmazásunk saját tárterületéhez az ApplicationData.Current.LocalFolder 
segítségével férhetünk hozzá (ez biztosítja számunkra a saját tárterületre mutató 
StorageFolder példányt). A Storage API osztályainak metódusaival 
létrehozhatjuk a saját állományainkat ezen a tárterületen. 
• Hozzájuthatunk a példányokhoz a Windows.Storage.Pickers névtér 
használatával. Fájlbekérő ablakot biztosíthatunk a felhasználónak, ahol ki tudja 
választani, mely fájlokhoz vagy könyvtárakhoz ad az alkalmazásunknak 
hozzáférést. 
• Az állományokhoz csak addig fér hozzá alkalmazásunk amíg a rá mutató 
StorageFile vagy StorageFolder példány életben van. Későbbi hozzáférést 
biztosíthatunk, ha a 
Windows.Storage.AccessCache.StorageApplicationPermissions.FutureAccessList 
listához hozzáadjuk példányainkat, ezzel regisztrálva a rendszerben, hogy később 
akár az alkalmazás bezárása, majd újra indítása után is szeretnénk ezen 
állományokhoz hozzáférni. Nem szegjük meg a sandbox szabályait, csak olyan 
fájlokhoz férhetünk hozzá később, melyekhez egyszer már kaptunk hozzáférést 
a felhasználótól! 
Az ApplicationData.Current.RoamingFolder az alkalmazásunkhoz kapott felhő 
tárhelyhez biztosít hozzáférést. Azon állományokat, melyeket itt tárolunk a rendszer 
automatikusan szinkronizál az eszközeink között. 100 kilobyte adatmennyiség 
szinkronizálására van lehetőségünk, ha meghaladjuk a limitet a szinkronizálás szünetel. 
Hálózat 
Váratlanul ért, hogy egyszerű https hívások végrehajtásával fogok problémákba ütközni. 
A System.Net.Http névtér HttpClient osztályával lehetőségünk van egyszerűen http 
hívásokat kezdeményezni, adatot fogadni és küldeni a protokoll segítségével. Web API-
k és egyéb internetes programozási végpontok használatának egyik legkényelmesebb 
módja, mindaddig amíg nem kezdünk el multi-platform környezetben https hívásokat 
indítani. A biztonságos kapcsolat kiépítéséért felelő SSL és TLS protokollok minden 
platformon más módon implementálódnak és a HttpClient használatának egyszerűsége 
nem tükrözi ezen eltéréseket. 
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Android esetén, ha a legmodernebb biztonsági protokollokat szeretnénk használni 
(amire szükségünk is van, mert sok esetben ezek kihagyása kivételt eredményez a 
szerver megszólításakor) különböző fordítási opciók segítségével kell felkonfigurálni a 
projektünket. Visual Studio-ban a projekt tulajdonságai ablakban az Android Options 
menü alatti Advanced lehetőségek között kell kiválasztani, hogy a HttpClient osztály, 
mely implementációt használja és milyen SSL és TLS verziót használjon. Az 
implementáció megválasztásakor a Managed opció a régebbi .NET HttpClient 
megvalósítást használja, amely lényegesen lassabb, limitált a TLS 1.0 verzióra. Android 
opció választása esetén a friss AndroidClientHandler osztályt fogja alkalmazni, mely 
gyors Java és OS utasításokra fog hívni. Utóbbi támogatása Android 5.0 felett elérhető. 
Programkódban is elvégezhetjük a választást: a HttpClient konstruktorában 
injektálhatjuk az AndroidClientHandler osztály példányát. 
iOS és MacOS esetén is szükséges konfiguráció csupán ez esetben globálisan kell 
beállítani az Options/Build/iOS Build menüpontban a HttpClient implementation 
kiválasztásával. A Managed opció ugyanúgy működik, mint Android esetében, a 
CFNetwork iOS 6 felett a NSURLSession pedig iOS 7 felett érhető el. A választás szintén 
megoldható programozható módon is a HttpClient konstruktorparaméterén keresztül. 
Eszközök és Rendszerszintű funkciók 
Ahhoz, hogy a megfelelő platformspecifikus implementációt használjuk, tudnunk kell, 
hogy éppen melyik platformon fut az alkalmazásunk. 
Minden keretrendszer biztosít számunkra módot, hogy futási időben lekérdezzük, 
melyik operációs rendszeren fut az alkalmazás. Mono és .NET Core esetében a 
RuntimeInformation.IsOSPlatform metódus visszaadja, hogy a paraméterben 
megadott OSPlatform felsoroló értékének megfelelő platformon fut-e az 
alkalmazásunk. Erre azért van szükségünk, mert a Mono és .NET Core alkalmazásoknak 
nincs külön belépési pontja minden platformon, ugyanaz a main függvény indítja el 
alkalmazásunkat minden platformon, tehát futási időben kell eldöntenünk, hogy éppen 
melyik platformon futunk és melyik implementációt kell használnunk. 
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Xamarin esetében minden platformnak saját belépési pontja és projektje van így a 
platformspecifikus implementációk már fordítási időben is jól elkülönülnek. Továbbá, 
Xamarin-ban minden platformnak elérjük a natív API szolgáltatásait. Mono és .NET Core 
használata során csak a BCL és a használt verziójú .NET Standard által megkövetelt 
funkcionalitást érjük el. 
A Xamarin alkalmazásaink minden platformon az adott platform alkalmazásait kiszolgáló 
futtatókörnyezettel párhuzamosan fut. A Xamarin natív API-n keresztül ezen 
futtatókörnyezetben implementált szolgáltatásokat érjük el. Ennek okán nem tudjuk 
közös kódbázisba helyezni az API hívásokat, minden platformnak a saját algoritmusait 
használva kell implementálni a natív API-k használatát. Cserébe ki tudjuk használni 
minden platformon a teljes funkcionalitást, nincs megkötve a kezünk azért, mert a C# 
használata mellett tettük le a voksunkat. 
Mono és .NET Core esetében nem férünk hozzá a natív API-khoz, mert minden 
támogatott platformon csak a keretrendszer futtatókörnyezete fut. A 
System.Runtime.InteropServices névtér és System.Diagnostics.Process osztály részei a 
BCL-nek és intézhetünk rendszerhívásokat, de rendes API-k híján ezek használata 
rendkívül kényelmetlen. A DLLImport attribútum segítségével felhasználhatunk 
rendszer szintű könyvtárakat, akár még Linux .so állományok betöltésére is 
használhatjuk. Mondanom sem kell, hogy egy ilyen wrapper könyvtár kiépítése minden 
támogatott platform esetén rendkívül időigényes és hibalehetőségekben gazdag 
feladat. 
Valósidejű folyamatok 
Először is tisztáznunk kell, hogy milyen típusú valósidejűségről beszélünk. 
• Szigorú: határidők betartása kritikus, elmulasztásuk hibát eredményez. 
• Laza: határidők elmulasztása esetén kezelni kell az időkorlát átlépésének 
problémáját, a válaszul kapott eredmény hasznossága csökken 
Szigorú valósidejű alkalmazások fejlesztéséhez nem a C# a legmegfelelőbb választás a 
szemétgyűjtő nemdeterminisztikussága miatt. Mint a legtöbb szemétgyűjtőt alkalmazó 
programozási nyelv esetében, C#-ban is a futtatókörnyezet menedzseli a szemétgyűjtés 
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indítását és ütemezését a programozó behatása nélkül. Szigorúan valósidejű 
alkalmazásokban ez potenciális veszélyforrás, ugyanis a szemétgyűjtő gyakorlatilag 
véletlenszerűen aktiválódhat, ezzel blokkolva alkalmazásunk futását, így elhalasztva a 
határidőket. Korábban a Just-In-Time fordító is további kiszámíthatatlansági faktor volt, 
de manapság a .NET Native és egyéb natív kódfordítási technológiáknak köszönhetően 
nem kell számításba venni. 
Laza valósidejű alkalmazások esetén, ha elmulasztjuk a határidőket csupán az eredmény 
hasznossága csökken, nem szükséges rendszerhibaként tekinteni az incidenst. Ilyen 
alkalmazások lehetnek például a hálózaton keresztül valósidőben kommunikáló kliens-
szerver alkalmazások, ahol a kliens folyamatos kapcsolatban áll a szerverrel, reagálnak 
egymás üzeneteire. Webalkalmazások, melyek képesek fogadni folyamatos felhasználói 
interakciókat és valósidejű adatfrissítést szolgáltatnak. Egy lassabb reakcióidő nem 
okozza a teljes rendszer összeomlását. Laza valósidejű kliens és szerver alkalmazások 
készítéséhez a Microsoft által fejlesztett SignalR technológiát egyszerűen használhatjuk 
a C# nyelvben, akár multi-platform környezetben is. 
SignalR 
A SignalR egy Microsoft által fejlesztett nyílt forráskódú 
könyvtár. Lehetővé teszi szerver szolgáltatások készítését, 
melyek képesek tartalmat küldeni a csatlakozott 
klienseknek anélkül, hogy a klienseknek újabb kéréseket kellene intézniük a szerver 
irányába. Folyamatos kapcsolatot biztosít a szerver és kliensek között, értesítéseket 
továbbít közöttük és képes távoli metódushívást intézni (Remote Procedure Call RPC). 
A SignalR-ben bemutatott Hubs API elsősorban újra töltés nélküli, valósidőben frissülő 
weboldalakat készíthetünk, de csatlakozhatunk a szerverhez hagyományos kliens 
alkalmazásokból is, melyek a SignalR könyvtárat használják. 2017-ben újra írták a 
könyvtárat a modern ASP.NET Core 2.0 támogatásához, így szerverünket a 
legmodernebb .NET technológiákkal készíthetjük el. 
Diplomamunkámban a kliens alkalmazások készítésének szeretnék utánajárni, hogyan 
készíthetünk a vizsgált keretrendszerek használatával egy SignalR szerverhez csatlakozó 
kliens alkalmazást. 
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SignalR kliens használatához a projekthez hozzá kell adni a 
Microsoft.AspNetCore.SignalR.Client NuGet csomagot, melyhez .NET Standard 2.0 
támogatott platformra van szükségünk. A csomag jelenleg alpha verzió, mivel az 
ASP.NET Core támogatás is az elmúlt hónapokban készült el. Amennyiben szerverünk a 
.NET Framework alapú ASP.NET rendszerben készült, használhatjuk a 
Microsoft.AspNet.SignalR.Client csomagot is, melyhez csak .NET Standard 1.3 
támogatás szükséges. Az ASP.NET és ASP.NET Core szerverek is csak a saját kliens 
csomagjukkal készített klienseket tudják kiszolgálni. Az ASP.NET Core csomagok egyelőre 
nem találhatók a NuGet Csomagkezelőben, konzol segítségével kell telepíteni őket a 
megfelelő Install-Package utasításokkal (diplomamunkám írásakor a 1.0.0-rc1-final volt 
a legfrissebb verzió). 
Tehát, egy SignalR kliens létrehozásához mindössze .NET Standard támogatásra van 
szükségünk, ami nagyszerű, ugyanis így multi-platform alkalmazásunk közös kódbázisba 
is helyezhető a SignalR kliens kapcsolatot menedzselő kód. 
A kapcsolat létrehozásához és menedzseléséhez egy HubConnection referenciára van 
szükségünk, melyet a new HubConnectionBuilder().WithUrl("url").Build(); utasítással 
példányosíthatunk. Ezután az On metódusával definiálhatunk metódusokat, melyeket a 
szerver meghívhat a kliensen. Első paramétere a meghívott metódus neve a második 
pedig a metódus (vagy lambda), melyet végre kell hajtania a kliensnek. Paraméterekkel 
rendelkező metódus esetén az On típusparamétereiben jelezzük a paramétereket és a 
meghívott lambdának vagy metódusnak is fogadnia kell őket. Végül a StartAsync() 
metódussal létrehozhatjuk a kapcsolatot. Ha a kapcsolat él, akkor tudunk a kliensről 
üzenetet küldeni a szerverre az InvokeAsync metódust használatával. Első 
paraméterében a szerveren lévő metódus nevét, másodikban pedig paramétereit adjuk 
át egy object tömbbe csomagolva. 
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Többrétegű architektúrák 
Egy mai modern grafikus felületű alkalmazás elkészítése rengeteg kóddal jár. A kód 
helyes szervezése és tagolása kulcsfontosságú nem csak az átláthatóság miatt, hanem 
így a program rugalmassága és későbbi karbantarthatósága is megnövekszik. Az 
alkalmazást több rétegbe szervezzük annak érdekében, hogy az összetartozó kódok 
közös programozási egységekbe kerüljenek. 
A legelterjedtebb felépítés a háromrétegű (3-tier) architektúra, melyben elkülönül a 
nézet, modell és perzisztencia. A nézet tartalmazza az adatok megjelenítésének módját, 
valamint a felhasználói interakció feldolgozását. A modell az üzleti logika, az 
alkalmazásunk célját és feladatát megvalósító algoritmusok és osztályok összessége. 
Végül a perzisztencia az adatok háttértárba (vagy egyéb hosszú távú adattárba) 
mentéséért és betöltéséért felel. 
Szoftverünk szegmentálásának köszönhetően az alkalmazásunk adatai több rétegen is 
tárolódnak. 
• Megjelenített állapot a felhasználói felületen megjelenített és felhasználó által 
módosítható adatok. 
• Munkamenet állapot a memóriában (gyakorlatilag a modellben) tárolt, 
munkához és algoritmusokhoz felhasznált adatok. 
• Rekord állapot foglalja magába a hosszú távon eltárolt adatokat (perzisztencia 
segítségével). 
Ezen különböző állapotokat valamilyen módon szinkronban kell tartanunk. Ha a 
felhasználó adatot módosít a nézeten, akkor a modellnek erről értesülnie kell és a 
következő számításokban már ezt kell felhasználnia. A másik irány számon tartása is 
szükséges, például, ha egy távoli tárolóban megváltozott adatokat betöltjük a 
perzisztencián keresztül, akkor ezen friss adatokat meg kell jeleníteni a nézeten és 
modellben is. 
A használt architektúrát az alkalmazást menedzselő Application (vagy App) osztály építi 
fel, melyet általában a nézet réteg tartalmaz. Alkalmazásunk indulásáért felel (általában 
a programozható belépési pontja az alkalmazásnak), példányosítja a moduljainkat, 
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meghatározza és befecskendezi a függőségeket (később bővebben) valamint összeköti a 
rétegeket. Architektúra függő, hogy ezek után mennyi felelősséget ruházunk az 
Application-re. Sok esetben megkerülhetetlen, hogy egy esemény vagy hasonló jelzés 
segítségével utasítsuk egy új ablak vagy dialógus megjelenítésére, mert ezek elvégzésére 
a használt Grafikus Felületű könyvtár csak ezen osztályon keresztül ad lehetőséget.  
Az általam vizsgált architektúráknak is a háromrétegű architektúra az alapja. Ezen 
rétegek mellé további absztrakciós lépéseket helyeznek, ezzel könnyebben bővíthető, 
karbantartható és tesztelhető egységeket kialakítva. A grafikus felületű 
alkalmazásokban használt architektúrák leírásában és elterjedésükben hatalmas 
szerepet játszott Martin Fowler munkássága. Kutatásom során több írását és 
eredményét is felhasználtam a haladáshoz. 
Szükséges tervezési minták 
A bemutatott architektúrák több szoftver tervezési mintát is alkalmaznak. Működésük 
könnyebb megértéséhez és átlátásához először a kisebb építőelemeket, a használt 
tervezési mintákat mutatom be. 
Függőség Befecskendezés (DI) 
A SOLID elvek Dependency Inversion Principle (DIP) alapvetésére épülő Függőség 
Befecskendezés technikájával a különböző programrészek és alkalmazás rétegek közötti 
kapcsolatokat tudjuk lazítani. 
A DIP szerint a magas szintű modulok nem függhetnek az alacsony szintű moduloktól. 
Mindkettőnek absztrakcióktól kell függeniük. Ezek az absztrakciók nem függhetnek 
részletektől, a részleteknek kell függeniük az absztrakcióktól. 
Levetítve a szoftverrétegekre, ez azt jelenti, hogy a rétegek között jól definiált 
interfészeken és absztrakt osztályokon keresztül kell a kapcsolatokat tartani. Egy felsőbb 
réteg egy alacsonyabb rétegnek nem a konkrét megvalósítást tartalmazó osztályát 
kompozíciónálja, hanem egy interfészét vagy absztrakcióját és azon keresztül fér hozzá 
a metódusaihoz és tulajdonságaihoz. Az alsóbb réteg visszatérési értékekkel 
kommunikál az őt befoglaló egységgel. C#-ban lehetőségünk van a nyelvben támogatott 
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esemény-eseménykezelő rendszert használni, mely nagyszerűen alkalmazható a 
befoglaló egységgel való kommunikációhoz. 
És a felsőbb réteg honnan fog hozzájutni a konkrét megvalósításhoz? 
Erre a kérdésre a Függőség Befecskendezés a megoldás. A magasabb szintű modulnak, 
az alacsonyabb szintű modul adott helyzetnek megfelelő megvalósítását egy külső 
modul adja meg. A megvalósítás átadását nevezzük injektálásnak, melyet végezhetünk 
konstruktoron és setter metóduson keresztül. 
Előbbi opció esetén a magasabb szintű modul már az inicializálás pillanatában is 
mindenképp megkapja a függősége megvalósítását, utóbbi esetén pedig lehetőséget 
adunk a futás közbeni változtatásra is. 
A futás közben dinamikusan cserélhető algoritmusokat és működést Strategy tervezési 
minta néven ismerhetjük. 
Többrétegű architektúránk esetében az alsóbb rétegek megvalósításának injektálására 
kell megoldást biztosítanunk. Különösképpen a perzisztencia rétegben a különböző 
platformok, különböző API-kat biztosítanak a fájlrendszer eléréséhez. Mono és .NETCore 
esetén használhatjuk a megszokott System.IO névteret, de Android, iOS és UWP esetén 
mindhárom platform más módon ad hozzáférést a fájlokhoz sandbox rendszeren 
keresztül. 
Xamarin Forms használata során szükséges lehet, hogy a közös nézeti kódbázisban 
használjunk funkcionalitást, melynek megvalósítása platformonként eltér. A 
funkcionalitást ismét interfész vagy absztrakció mögé rejtjük és a közös kódbázisban 
ezen keresztül használjuk fel. A natív projektekben az interfészt megvalósító osztályt 
beregisztráljuk a [assembly: Dependency (typeof (MyClass))] direktívával. A Xamarin-
ba beépített DependencyService<MyInterface>.Get() metódussal a 
típusparaméterként megadott interfészhez vagy absztrakt osztályhoz regisztrált 
megvalósítást kaphatjuk vissza. 
Observer tervezési minta 
A magas szintű modulnak érzékelnie kell, ha a befoglalt alacsony szintű modul állapotot 
változtatott. Korábban azt írtam, hogy erre a célra használhatunk az alacsonyabb szintű 
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modul függvényeiben visszatérési értékeket (amely nem feltétlen a legelegánsabb 
megoldás erre a célra) vagy a C# nyelv eseménykezelő rendszerét. Egy egyszerű 
használati eset: 
1. A magas szintű modul feladatot ad az alacsony szintű modulnak (például, töltsön 
be adatokat a háttértárból). Ez akár aszinkron módon egy másik szálon is 
történhet. 
2. Az alacsony szintű modul elvégzi a feladatot és az eredményt (például, betöltött 
adatokat) egy publikusan elérhető property-be tárolja. 
3. Az alacsony szintű modul kivált egy eseményt, mellyel a feladat elvégeztét jelzi. 
4. A magasabb szintű modul észleli az eseményt és biztonságosan kiolvashatja a 
betöltött adatokat a befoglalt modulból. 
A fenti használati esetet az Observer tervezési minta segítségével valósíthatjuk meg, 
melynek két fő szereplője van, a megfigyelő (observer) és a megfigyelt tárgy/objektum 
(subject). Három lépésből áll a működése, feliratkozás, értesítés és leiratkozás. 
1. A megfigyelő feliratkozik egy tárgyra (vagy akár többre is). 
2. A tárgy működése során kivált egy értesítést. Ekkor minden a tárgyra 
feliratkozott megfigyelőt értesítenie kell. 
3. Amennyiben a megfigyelő már nem érdekelt a tárgy értesítéseiben leiratkozik 
róla. 
Java nyelvben a java.util névtérben található Observer és Observable interfészek 
segítségével valósíthatjuk meg a tervezési mintát. C#-ban még egyszerűbb dolgunk van 
a nyelvbe épített eseménykezelő rendszer használatával. Egy osztályban deklarálhatunk 
egy event mezőt, melytől implicit megfigyelhető tárgy lesz belőle. Ezen event objektum 
Invoke metódusával értesíthetjük az esemény megfigyelőit. Az event objektumra a += és 
-= operátorokkal lehet feliratkozni és leiratkozni egy eseménykezelő metódus 
segítségével, mely az esemény észlelésekor kerül végrehajtásra. Az eseménynek 
argumentuma is lehet (gyakorlatilag egy paraméter, melyet az eseménykezelő metódus 
megkap), mellyel további az esemény kiváltásával kapcsolatos információkat is 
átadhatunk. 
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Adatkötés 
Adatkötés segítségével elrejthetjük a megjelenített állapot és munkamenet állapot 
közötti szinkronizálást. Az előbbi Observer tervezési minta felhasználásával 
implementálják, a munkamenet állapot a megjelenített állapot felé események 
segítségével jelzi az adat módosulását. Az adatkötés szolgáltatást általában a Grafikus 
Felületet nyújtó keretrendszer biztosítja. Az UWP, Avalonia és Xamarin.Forms 
alapértelmezetten támogatja, többi keretrendszer esetén pedig lehet próbálkozni egy 
saját adatkötés modell implementálásával. Megfelelő konfigurálás esetén a kötés 
mindkét irányban működhet: 
• A munkamenet állapot változásakor értesül a nézet, amely automatikusan 
lekérdezi a frissült adatokat. 
• A megjelenített állapoton történt változtatás (felhasználói módosítás) 
automatikusan reflektál a munkamenet állapotba. 
Működéséhez szükség van egy Binding Target és egy Binding Source objektumra. A 
Kötés Célja a felületi komponens, amely megjeleníti a kívánt adatot, a Kötés Forrása 
pedig a megfigyelt objektum. A Kötés Céljának egy property tagjára kell megadni a 
kötést, ezen tulajdonság segítségével jelenítjük meg az adatot (például, egy szövegmező 
Text tulajdonsága). A Kötés Forrásának több property tagja is lehet, ha nem a teljes 
forrásra, hanem valamely tulajdonságára szeretnénk kötni, akkor ezt is meg kell adnunk. 
Kényelmes osztályokat és metódusokat biztosítanak a keretrendszerek a kötés 
konfigurálására. C#-ban az INotifyPropertyChanged interfészt kell megvalósítania a 
Kötés Forrásaként szolgáló osztályainknak. A NotifyPropertyChanged metódusában 
kiváltjuk a PropertyChanged eseményét, melynek esemény argumentumában jelezzük, 
mely tulajdonság változott az objektumon. A PropertyChanged eseményre iratkoznak fel 
a keretrendszerben biztosított felületi komponensek (a Kötés Céljai). 
Rendelkezésünkre áll az ObservableCollection<> konténer is, amely a List<> 
konténerhez hasonló tárolót biztosít. Elemek hozzáadásakor, módosításakor vagy 
törlésekor a megfelelő PropertyChanged eseményt automatikusan kiváltja, ezzel 
értesítve az őt figyelő felületi komponenseket a konténer tartalmának változásairól. 
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Command tervezési minta 
A Parancs az objektum-orientált helyettesítése a callback függvénynek. 
A kérést vagy függvényt egy objektumba emeljük ki, melyet az őt használó kliensek 
paramétereznek. Egy parancs egységes formát biztosít egy tevékenység végrehajtására. 
A parancsba becsomagolva egy konkrét paraméterezhető tevékenységet egy olyan 
objektumot kapunk, melyen a tárolt tevékenységet bárki végre tudja hajtani, aki ismeri 
a parancs tervezési mintát annak ellenére, hogy a konkrét utasításról nem tudnak 
semmit. Ezzel elszeparáltuk a parancsot meghívó objektumot a parancsot végrehajtó 
logikától. 
A parancs tervezési minta megvalósításához szükséges elemek részei a C# nyelvnek. 
Az ICommand interfész megvalósításával hozhatjuk létre saját parancs objektumunkat. 
A tárolt tevékenység végrehajtása az Execute metódusában kell történjen. Továbbá 
lehetőségünk van jelezni a parancs végrehajthatóságát a CanExecute függvény és 
CanExecuteChanged esemény használatával. 
A C# nyelv Action (lambda kifejezés) konstrukció segítségével egy általánosabb formáját 
is létrehozhatjuk a parancsoknak. Létrehozunk egy általános DelegateCommand 
osztályt, melynek konstruktorán keresztül injektáljuk be a végrehajtandó tevékenységet 
egy Action (lambda kifejezés) formájában. 
Ezen ICommand interfészeket használják az adatkötést és parancs tervezési mintát 
támogató Grafikus Felületű könyvtárak. Ennek köszönhető, hogy egy felületi elem 
eseményére vagy felhasználói tevékenységre reagálhatunk egy parancs segítségével, 
melynek működéséről semmit sem tud a nézet réteg, csupán végrehajtja a parancsot a 
saját paramétereivel.  
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Grafikus Felületű Szoftver Architektúrák 
Model-View-Controller (MVC) 
Az MVC architektúrának több változatával és használati formájával is találkoztam és 
habár ezen megvalósítások tényleg tartalmaznak nézet, vezérlő és modell rétegeket, a 
felépítésük és működésük sok ponton eltér. 1979-ben Trygve Reenskaug norvég 
informatikus írta le az MVC tervezési minta ötletét, mely inkább tervezési minták és 
tanácsok összessége, mintsem egy konkrét specifikus leírás. Ezért, ha elkezdünk keresni 
MVC architektúra mintákat különböző leírásokat és megvalósításokat fogunk találni. 
MVC-nek nevezik az ASP .NET lapok és WebAPI-k keretrendszerét, ahol a vezérlő 
különböző GET, POST és egyéb HTTP üzenetek kezelését és a válasz elküldését végzi. 
JavaFX esetén szintén MVC-nek nevezik a megjelenítésre szánt adatok nézethez 
rendelését, ahol egy nézethez egy vezérlőt társítunk, mely kezeli eseményeit és frissíti 
felületi komponenseinek állapotát. Egyaránt találhatunk hasonlóságokat és 
különbségeket is, mégis mindkettő mechanikát MVC-nek nevezzük. 
Az alapkoncepció szerint három szoftverréteget ír le az MVC (a perzisztenciát nem szokás 
ilyenkor említeni). A nézet réteg jeleníti meg az információkat a felhasználó számára, a 
vezérlő réteg fogadja a felhasználó utasításait és továbbítja a modell rétegnek, mely ezen 
utasítások alapján az alkalmazás üzleti logikáját hajtja végre. A modellben történő 
változásokról értesíteni kell a nézetet (különböző adatállapotok szinkronizálása). 
Komplex feladat, ugyanis, ha több nézet is aktív (több ablakot jelenít meg az alkalmazás 
egyszerre), akkor az összes nézet adatainak frissítését ugyanazon vezérlőnek kell 
megtennie. Ráadásul, konzisztensen szinkronizálni kell a nézetek között, ha az egyik 
nézeten a felhasználó adatot módosít. Az értesítés megvalósítására az MVC magas fokú 
szabadsága miatt több hasonló módszert is ismerünk. Különböző források ugyanazokat 
a módszereket más néven illetik, esetleg összemossák más architektúrákkal. Ezen 
metódusok anarchiájából az alábbi két módszert gyűjtöttem ki: 
• Observer Szinkronizáció (/Supervising Controller): Az Observer tervezési minta 
használata. Az adatok legyenek megfigyelhető objektumok és a nézetek 
iratkozzanak fel ezen adatok módosulására. Gyakorlatilag adatkötést 
alkalmazunk. 
Szabó Dávid C# Multi-Platform Környezetben 79. oldal 
o Előnye: minden nézet automatikusan szinkronizál módosítás esetén. 
o Hátránya: nehezen követhető és tesztelhető kódot eredményez. 
Komplexitása a teljesítményben is megjelenhet. Ha az adott 
keretrendszerben nem támogatott az adatkötés, akkor sok munkával és 
kényelmetlenséggel járhat implementálása. 
• Flow Szinkronizáció (/Passive View): Minden nézetet kézzel utasítunk a 
frissítésre és megadjuk nekik az ehhez szükséges adatokat. 
o Előnye: átlátható és jól tesztelhető 
o Hátránya: sok nézet és komponens esetén kezelhetetlenné válhat. 
Az MVC Observer Szinkronizáció architektúrával multi-platform alkalmazhatóságával 
szemben ellenérveim vannak. Ahhoz, hogy a nézet megfigyelhesse a modell adatait 
azoknak megfigyelhető objektumoknak kell lenniük. Tehát a nézet az alkalmazásunk 
üzleti logikájától független módosításokat igényel a modell réteg megvalósításán. 
Elkerülendő helyzet ugyanis a modell működése számára irreleváns kóddal töltjük meg 
a modellt. Továbbá, ha a ugyanezt a modellt egy más környezetben használjuk fel, ahol 
nincs adatkötés akkor feleslegesen történik ennek menedzselése a háttérben. 
Felmerülhet, hogy a vezérlő átkonvertálhatná és tárolhatná a modell adatait 
megfigyelhető objektumokká. A későbbi MVVM architektúra működésének ez az egyik 
alapfunkciója. 
Ha az adatok nem megfigyelhetők, akkor a nézet figyelje meg a modellt. Így tud reagálni 
az adat változásairól értesítő eseményekre. Ez a mechanika működteti következőként 
ismertetett MVP architektúra Supervising Controller változatát. 
Egyetlen vezérlő segítségével menedzselhetjük alkalmazásunk futását, egyetlen vezérlő 
képes fogadni az összes nézet felhasználói interakcióját és frissíteni az összes nézet 
állapotát. Nyilvánvaló, hogy projekt függő mennyire alkalmazható az MVC projekt az 
aktuális alkalmazáshoz. Sok nézetet tudunk egyszerre konzisztensen kezelni, de ennek 
következtében fel fog duzzadni a vezérlő, tehát a skálázhatósággal lehetnek gondok. 
Megoldás lehet a nézetek felosztása több vezérlőre (továbbra is tartozhat egy vezérlőhöz 
több nézet) a munka és kód megosztására, de gondatlan tervezéssel ismét 
bevezethetünk szinkronizálási problémákat a különböző nézetek között. 
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Az MVC architektúra multi-platform alkalmazhatósága első olvasatra többlet munkával 
fog járni, mert a vezérlő szorosan kötődik a nézethez. Ahogy azt korábban láttuk a 
nézetek implementációja nem csupán platformonként, de akár keretrendszerenként is 
különbözhet. Egy platform nézetéhez készített vezérlőt nem tudunk felhasználni egy 
másik platform vezérlőjeként, mert platformspecifikus kódot fog tartalmazni, például a 
felületi komponensek eseménykezelőit vagy hivatkozásokat konkrét nézetekre és 
felületi komponensekre. 
Felmerülhet, hogy absztrakció segítségével interfészként kiemelhetnénk a nézetet, így a 
vezérlő nem a konkrét platformspecifikus nézettől, hanem annak egy saját közös 
absztrakciójától függene. Mivel a vezérlő közvetlenül kezeli le a nézetek eseményeit 
ezért nincs lehetőségünk teljesen szétválasztani őket egymástól, viszont következő 
architektúrában már alkalmazhatjuk ezt a megoldást. 
Model-View-Presenter (MVP) 
Először a 90-es években tűnt fel először az MVP architektúra, az IBM vetette fel, mint az 
MVC egy módosítása, általánosítása. Később a Dolphin Smalltalk fejlesztői tovább 
finomították az architektúra működését. Ebből adódóan két verziója ismert az MVP 
architektúrának, az IBM által bemutatott MVP Supervising Controller és a Dolphin 
módosításaival létrejött MVP Passive View. Mindkettőnek ugyanaz az alapötlete, de 
felmerülnek különbségek, kifejezetten a modell és nézet kapcsolatát illetően. 
Az MVP-ben szereplő három réteg a már jól ismert nézet és modell rétegek, valamint az 
új prezentáció réteg. A korábbi vezérlő helyett a prezentáció réteg szolgál 
összeköttetésként a nézet és modell között. A felhasználói interakció kezelése a 
nézetben történik, a feldolgozott eseményről kérés formájában értesül a prezentáció. 
Gyakorlatilag az Observer tervezési mintának megfelelően a prezentáció feliratkozik a 
nézet kéréseire. A kisebb eseményeket kezeli a nézet, csak akkor kell a prezentációhoz 
fordulnia, ha valami komplexebb metódusra van szükség vagy, ha a modellt kell 
használni. Ekkor a nézet jelez a prezentációnak és az állapotának a feladat 
végrehajtásához szükséges adatait biztosítja számára.  
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A modellben történő változásokról értesíteni kell a nézetet (különböző adatállapotok 
szinkronizálása): 
• Supervising Controller: A nézet hozzáfér a modellhez. Közvetlenül a modell 
változás eseményeit kezeli a nézet és ő maga kérdezi le az új állapotot. 
• Passzív Nézet: A nézet és modell közötti kommunikáció a vezérlőn keresztül 
történik, nincs közvetlen kapcsolat a nézet és modell között. 
Multi-platform alkalmazásban a Supervising Controller architektúrának több hátrányát 
látom, mint hasznát. A prezentáció csupán értesíti a nézetet a frissítés szükségéről, az 
adatok lekérdezését a modelltől már a nézet végzi. Ez mentesítheti a prezentációt több 
felelősség alól, de több platformspecifikus kód implementálásával jár, ráadásul ugyanazt 
az algoritmust kell többször elkészítenünk. 
Passive View esetén több felelőssége van a prezentációnak, könnyebben felduzzadhat a 
réteg, mert a modell olvasását és adatok nézetnek továbbítását is el kell végeznie. 
Viszont azzal, hogy ezeket a feladatokat rábíztuk a prezentációra növeltük a közös 
kódbázisunkat, tehát kevesebb teendőnk lesz a platformspecifikus nézetek 
implementálásakor. 
Ha a közös kódbázisba szeretnénk helyezni a prezentációt, akkor nem tartalmazhat 
közvetlen hivatkozást a platformspecifikus nézetre. A nézetet egy absztrakció mögé 
rejtjük, definiálunk egy interfészt, melyen keresztül a prezentáció értesülhet a nézet 
eseményeiről és frissítheti az állapotát. A nézet ezt az interfészt valósítja meg minden 
platformon. 
Az MVC architektúrához képes több implementálni való feladatunk van a nézet 
rétegben. Több ugyanolyan vagy nagyon hasonló algoritmust kell elkészítenünk a 
különböző platformokon (a prezentációtól kapott adatok hozzárendelése a felületi 
komponensekhez és a felhasználói interakciók kezelése). Cserébe sikerült egy teljes 
réteget, a prezentációt áthelyezni a közös kódbázisba. A következő architektúrával még 
tovább csökkentjük a nézetben szükséges kódot. 
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Presentation Model (PM) 
A Martin Fowler által 2004-ben bemutatott Prezentációs Modell egy átmenet az MVVM 
és MVP architektúrák között, ahol a Prezentációs Modell réteg folyamatosan 
szinkronizálja magát a nézet és felületi elemeinek állapotára. A nézet a teljes állapotát a 
Prezentációs Modellben tárolja, vagy sűrűn szinkronizálja. Így egyetlen osztály képes 
eltárolni egy nézet (például ablak) állapotát anélkül, hogy a felületi elemek 
megjelenítéséért felelnie kellene. Ez a szinkronizálás történhet manuálisan vagy 
adatkötéssel is, amennyiben támogatott az adott könyvtárban. 
Választanunk kell, hogy a nézet és prezentációs modell közötti kapcsolatot, milyen 
irányban implementáljuk: 
• PM referálja a nézetet: A teljes szinkronizálás és eseményekre reagálás a PM-
ben történik, tehát a nézet nagyon leegyszerűsödik. Egy interfészen keresztül 
használja a nézetet, így cserélhető marad az implementációja. 
• Nézet referálja a PM-t: A nézetben történik a szinkronizálás, így csökken a 
feladatköre a PM-nek. 
Multi-platform alkalmazásban egyértelműen az előbbi változatot preferálom a nézetben 
szükséges kevesebb platformspecifikus kód miatt. 
Szemben az MVP architektúrával a nézetnek egy még nagyobb része kiszervezhető a 
Prezentációs Modell-be, így még kevesebb kódot kell többször is elkészítenünk a 
különböző platformokra. A PM a nézet teljes állapotát (pontosabban az alkalmazásunk 
működéséhez szükséges teljes állapotát) tárolja (például, a felületi elemek állapotát, 
jelölőnégyzetek állapota, szövegmezők tartalma stb.). Viszont, a Grafikus Felületű 
könyvtárak felületi elemeiknek az állapotreprezentációi nagyban eltérhetnek, sőt, a 
legtöbb esetben nem is ugyanazon felületi elemeket biztosítják számunkra. Ha 
implementálunk egy Prezentációs Modellt egy könyvtár állapotreprezentációjához, 
akkor nagy eséllyel kompatibilitási problémák fognak fellépni, mikor egy másik 
könyvtárral szeretnénk használni ugyanezt a PM-t. Tehát PM esetében nem a 
platformspecifikus utasítások és funkciók okoznak problémák. A szoros nézet interfész 
miatt, könnyen írhatunk olyan algoritmust a közös kódba, melyet csak egy keretrendszer 
állapotreprezentációjához használhatunk kényelmesen. 
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Több keretrendszer használata esetén komolyabb tervezést igényel, hogy ezen 
keretrendszerek által támogatott felületi komponenseket, hogyan kezeljük megegyező 
módon, hogyan vezessünk be egy közös absztrakciót számukra. Egyik lehetőség, hogy 
visszafordulunk az MVP architektúrához (lazább nézet interfészek, nagyobb nézet 
implementációk). A második válasz a kérdésre az utolsóként tárgyalt MVVM 
architektúrában rejlik. 
Model-View-ViewModel (MVVM) 
Az MVVM architektúra Martin Fowler Presentation Model architektúrájára épül, egy 
továbbfejlesztett változata, melyet John Gossman szoftvermérnök mutatott be 2005-
ben a WPF Grafikus Felületű könyvtár készítése során. 
Alapötlete, hogy a nézet és modell réteget válasszuk el egymástól egy nézetmodell 
rétegen keresztül, amely a "nézet egy modelljét", a nézet egy absztrakcióját tartalmazza. 
A nézetmodell nem referálja a nézetet, csak a modellt. Egy nézetmodellt több nézet is 
hivatkozhat, így automatikusan szinkronizálva tartja az összes felületi elemet. A 
megjelenítéshez szükséges adatokat lekérdezi a modelltől és megjeleníthető 
formátumú, megfigyelhető objektummá alakítja. Az objektumokat tárolja és erre kötnek 
a nézetek. Maga a nézetmodell is egy megfigyelhető objektum így a nézetek maguk 
választhatják meg, hogy mely részeit szeretnék megjeleníteni, hogyan szeretnék 
felosztani egymás között az adatokat. 
Ahogy alkalmazásunk mérete növekszik, több nézetmodellre is szükségünk lehet. A 
nézetmodellek tartalmazhatnak további nézetmodelleket ezzel skálázva az architektúrát. 
Új nézetek (ablakok) nyitására, felugró dialógusok létrehozására szükség lehet. Ezeket a 
feladatokat az alkalmazást menedzselő legfelső Application osztály végzi. Az Application 
példányosítja a nézeteket és társítja hozzá a megfelelő nézetmodellt. 
Így a teljes megjelenített állapot a köztes rétegben a nézetmodellben található. A 
nézetmodell felelőssége ennek szinkronizálása a modellben tárolt munkamenet 
állapottal. 
A felhasználói interakciókat fogadnia kell a nézetmodellnek és szükség esetén 
továbbítani a modellnek. MVVM architektúrában parancs tervezési mintát használunk. 
A korábban említett ICommand interfészt megvalósító parancs osztályunk (például 
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DelegateCommand) példányait megfigyelhető objektumokként tároljuk a 
nézetmodellben. A nézetmodell megfelelő metódusait becsomagoljuk a parancsokba. A 
nézet felületi komponenseinek parancs tulajdonságait kötjük a nézetmodell parancsaira. 
A nézetben C# kód írása nélkül le tudtuk írni, hogy egyes felhasználói eseményekre, mely 
algoritmussal szeretnénk reagálni a nézetmodellben. 
A nézetmodell réteg semmilyen nézetre hivatkozó kódot nem tartalmaz, ezért gond 
nélkül helyezhető a platformok között megosztott kódbázisba. A nézet a felületet leíró 
állományokban fel tudja konfigurálni az adatkötést és parancsok használatát, ezért a 
platformspecifikus kód minimális. Tehát a MVVM architektúra multi-platform 
alkalmazása rendkívül kényelmes, kevés kódot kell újra írnunk és könnyedén 
használhatjuk minden platformon ugyanazt a köztes réteget. Feltéve, hogy a használt 
Grafikus Felületű könyvtár támogatja az adatkötés és parancs tervminta használatát, 
valamint képesek vagyunk-e kiépíteni, átlátni majd karbantartani egy ennyire komplex 
rendszert. 
Mivel a rendszer kiépítése komplexszebb, mint a korábbi architektúrák esetében ezért 
készültek eszközök melyek megkönnyíthetik az MVVM architektúra fejlesztését. Két 
ismertebb csomag az MVVM Light Toolkit és az MVVMCross használható, hogy egy 
előre kiépített MVVM projektsémából induljunk ki. 
Teszt alkalmazás 
Multi RSS Reader 
A fentebb említett architektúrákat egy egyszerű alkalmazást implementálva próbálom 
ki és mutatom be a korábban vizsgált UWP, .NETCore és Xamarin keretrendszerek 
segítségével. Célom, hogy rávilágítsak egy-egy architektúra választásának előnyeire és 
hátrányaira az adott keretrendszereket használva. Milyen támogatottság és eszközök 
érhetők el a választott architektúrához az adott keretrendszerben, a fejlesztés mely 
részei lettek egyszerűbbek és melyek gazdagodtak kihívásokkal. 
Az egyszerű alkalmazás, melyet megvalósítok egy RSS Hírcsatorna olvasó alkalmazás. A 
felhasználó RSS Hírcsatorna linkeket hozzáadva a hírcsatorna listájához egy 
testreszabott hírfalat láthat a linkekről begyűjtött hírekből. Az XML-re épülő RSS 
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formátum feldolgozása és adatok kinyerése egyik elsődleges feladata az alkalmazásnak. 
A hírforrások perzisztálódnak, tehát különböző munkamenet között is megőrződnek a 
felhasználó beállításai. 
A felület 3 nézeti elemből tevődik össze: hírforrások, hírek, hírforrás hozzáadása. A 
manapság elterjedt oldalsáv menü elrendezést alkalmazom, melyben a bal oldalon 
megjelenő (vagy kis képernyő esetén beúszó) panel a hírforrásokat, a jobb oldali 
nagyobb panel pedig a híreket jeleníti meg. A hozzáadott hírforrások közül választva 
betöltődnek a hozzá tartozó hírek. Egy hírre kattintva az alapértelmezett böngésző 
alkalmazás megnyitásával a hír weboldalára navigál az alkalmazás. A hírforrás 
hozzáadásához egy új ablakra/lapra navigál az alkalmazás, ahol a hírforrás linkjét 
adhatjuk meg. 
Azért ezt az alkalmazást választottam, mert egy ilyen alkalmazás akár egy valós, átlag 
felhasználók számára bevételszerzés céljából tervezett alkalmazás is lehet, viszont 
működése nem igényel annyira bonyolult üzleti logikát, hogy a kutatás idejének jelentős 
részét ennek fejlesztésére fordítsam. 
Tervezés 
Az alkalmazást MVC Flow Szinkronizáció, MVP Passzív Nézet és MVVM 
architektúrákban fogom megvalósítani, mert úgy látom, hogy multi-platform 
környezetben ezek lehetnek a leghasznosabbak. A többi architektúrának is megvannak 
a maga előnyei, de a közös kódbázis kiépítését, majd annak több platformról használatát 
csak nehezen teszik lehetővé. Természetesen lehetne a további architektúrákat is 
igényeink szerint módosítani és másabb formájukban implementálni, de véleményem 
szerint ezzel csak közelebb sodródnánk az általam kiválasztott architektúrák felé más 
néven illetve őket. 
Az összes alkalmazást és architektúrát egy Solution-ben tárolom, ezzel nyomatékosítva, 
hogy minden platform minden megvalósítása ugyanazt a kódbázist használja. A 
projektek alap névtere az MRSSR (Multi RSS Reader). Bemutatom az alkalmazás 
lényeges komponenseit, de működésüket nem taglalom részletesen, mert a kutatás 
lényege ezen komponensek összekötése és együttműködése, nem pedig az RSS Olvasó 
pontos működése. Ezen komponensek külön C# projektekben vannak. A platformok által 
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közösen felhasznált komponensek .NET Standard 2.0 osztálykönyvtárakban, az egyes 
platformok megvalósítása pedig a platformnak megfelelő projekttípusban. Ezen 
projektek és projektek közötti referenciák tükrözik az architektúrák moduljait és 
felépítésüket. 
Legalsó réteg a perzisztencia réteg (MRSSR.Persistence), melyben a tárolásra szánt 
adattípus és a perzisztálásra használt absztrakció található. Az adattípus egy egyszerű 
osztály, melynek adattagjait (pontosabban C# property-ket) szerializáljuk és 
deszerializáljuk tároláskor. A komponens lényege az absztrakt MRSSRPersistence 
osztály, melynek két absztrakt fájlba írás és olvasás metódusát kell megvalósítania az 
egyes platformoknak. 
Mivel a perzisztáláshoz minden szükséges osztály megtalálható a projektben, a 
platformspecifikus megvalósítást tartalmazó projekteknek elég csak ezt a projektet 
referálni. MRSSR.Persistence.UWP az UWP API-t felhasználva valósítja meg a 
perzisztenciát, .Droid és .iOS a megfelelő Xamarin-os könyvtárakat használva, 
.NETStandard pedig a 
hagyományos System.IO 
névtér segítségével, 
melyet felhasználhatunk 
.NET Core és Mono 
esetén is.  
Az alkalmazás üzleti logikája a Modell rétegben helyezkedik el. Ez a réteg végzi az RSS 
hírforrások HTTP lekérdezéseit és a válaszul kapott XML elemzését két erre a feladatra 
szánt segédosztály segítségével. Ezen segédosztályokat az MRSSRModel osztály 
használja fel, mely kompozícionálja a korábbi Persistence osztály absztrakcióját. A 
konkrét megvalósításához függőség befecskendezéssel jut hozzá a konstruktor 
paraméterén keresztül. A betöltött hírforrásokat és híreket publikusan elérhető 
property-kben tárolja, ezek módosulásáról események segítségével jelzi az őt 
kompozíciónáló modult. A modell komponenst (projektet) referálja minden további 
architektúra, ezen a ponton ágazik el a különböző architektúrák megvalósítása. 
<<abstract>>
MRSSRPersistence
MRSSRPersistenceUWP MRSSRPersistenceDroid MRSSRPersistenceStandard
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<<abstract>>
MRSSRPersistence
MRSSRPersistenceUWP MRSSRPersistenceDroid MRSSRPersistenceStandard
MRSSRModel HttpGetter
RSSParser
 
(A továbbiakban a perzisztencia modulokat és a modell segédosztályait nem fogom 
feltűntetni, mert nehezen átláthatóvá tennék a diagrammokat) 
MVC használata esetén a vezérlőt nem tudjuk elhelyezni egy közös osztálykönyvtárban, 
minden platformnak a saját projektjében kell helyet foglalnia. Legegyszerűbben ezt úgy 
lehetett megoldani, hogy a platformok nézeti rétegének projektjébe helyeztem a vezérlő 
osztályokat is. Mivel a vezérlő szorosan kötődik a nézethez ezért a vezérlő osztályokon 
kívül nem sok kódra van szükség. A nézetek közötti navigációt, ezek szinkronizálását és 
még akár platformspecifikus funkcionalitást is (weboldalra navigálás) végezhetünk a 
vezérlőben. 
MRSSRModel
FlowControllerUWP
App : Application
FlowControllerXForms
App : Application
MainActivity AppDelegate App
FlowControllerNETCoreAvalonia
Program
 
(A továbbiakban a Xamarin natív modulokat nem fogom feltűntetni) 
MVP esetén a prezentáció rétegét egy külön .NET Standard könyvtárba helyezhetjük, 
ezzel növelve a kódmegosztást. A prezentáció kompozícionálja a modellt, a nézeteket 
menedzselő Application osztályok pedig a prezentációt. A prezentáció interfészeken 
keresztül éri el a nézeteket. A nézetek interfészei a prezentáció projektjében is helyet 
foglalhattak volna, de átláthatóbbnak tartom a felépítést, ha egy külön .View névtérrel 
ellátott projektbe helyezzük őket. Ezen interfészek megvalósításai a nézet rétegben 
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vannak implementálva és az Application osztályok juttatják el a konkrét 
megvalósításokat a prezentációnak. A weboldal megnyitása platformspecifikus kód, 
ezért ki kellett emelni a prezentációból. A prezentáció eseményként jelzi az igényt és az 
Application osztály végzi a weboldal megnyitását. 
MRSSRModel
App : Application
App : Application
App : Application
MRSSRPresenter
<<interface>>
IView
 
Az átláthatóság érdekében több egyszerűsítést is alkalmaztam a diagrammon. A három 
különböző nézetnek három különböző interfészt és prezentációt definiáltam. A nézetek 
interfészeit a megfelelő nézet osztályok valósítják meg (Avalonia esetében Window, 
UWP és Xamarin esetében Page leszármazottai). 
(A továbbiakban a nézet és Application rétegeket nem platformonként, hanem egyként 
fogom feltűntetni) 
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MVVM használata során az MVP-hez hasonlóan közös .NET Standard osztálykönyvtárba 
helyezhetjük a nézetmodell réteget. A nézetmodell osztályon kívül szükség volt még az 
adakötést segítő BindingSource 
osztályra, mely az 
INotifyPropertyChanged 
interfészt valósítja meg és a 
DelegateCommand ICommand 
interfészt megvalósító osztályra.  
Az Application osztály a köti a 
nézetmodellt a nézetekre, mint a 
kötés forrását. Elegendő volt a 
legfelső felületi komponensen 
elvégezni az adatkötést és automatikusan az összes felületi részkomponense hozzáfért 
a nézetmodellhez. Akárcsak az MVP architektúra esetében, a weboldal megnyitását itt 
is egy eseménnyel jelezzük az Application számára. 
Tapasztalatok 
Ahogy számítottam rá MVC esetében több kódot kellett újra implementálni egy új 
platform támogatásakor. Elkerülhetetlen a nézet frissítésének megírása, ez minden 
platformon az adott Grafikus Felületű könyvtárnak megfelelő módon kell történjen. Ezen 
felül a vezérlőt is újra kell implementálni, melyet meggyorsíthatunk a korábban 
implementált vezérlő egyes részeinek másolásával, de átalakításra szorul, mert a nézet 
közvetlen használata miatt kezelnünk kell egyes eltéréseket. Igaz, miután egy platform 
vezérlője elkészült, a többi platformon már nem okozott nehézségeket az 
implementálása. Egy új követelmény implementálásához az összes platform vezérlőjén 
módosítani kell. 
Az alkalmazás menedzselése viszont rendkívül kényelmesen megoldható a vezérlőből. 
Mivel hozzáférünk a nézet osztályokhoz ezért gond nélkül navigálhatunk új nézetekre, 
használhatunk platformspecifikus hívásokat (a weboldal megnyitására) valamint az 
összes nézet egyszerre frissíthető egy helyről. A projektem méretéhez megfelelően 
átlátható maradt a vezérlő réteg. 
MRSSRModel
App : Application
MRSSRViewModel : BindingSource BindingSource : 
INotifyPropertyChanged
DelegateCommand : ICommand
View : Window/Page
Binding
Binding
Szabó Dávid C# Multi-Platform Környezetben 90. oldal 
MVP használata meglepően kényelmesnek bizonyult. A nézetek működésének megírása 
továbbra is szükséges minden platformon, de az egységes interfészek miatt ezek 
nagymértékben hasonlítanak. Ezen interfészeket és a prezentációkat csupán egyszer 
kellett implementálni, igaz ennek köszönhetően több tervezést is igényelt az 
előkészítése. A végeredmény rendkívül átlátható architektúra lett, könnyen olvasható 
és megérthető osztályok, egyik sem duzzadt túl a felelősségek miatt. Mindhárom 
nézetnek külön prezentáció készült így a felelősségi körök jól elkülönültek. Minden 
prezentáció csak az ő általa érdekelt modell eseményekre reagál és csak az ő általa 
menedzselt nézet kezelését végzi. 
Az alkalmazás menedzselése (melyet MVC-ben jórészt a vezérlő végzett) az Application 
réteg felelőssége maradt, tehát ha a prezentációnak szüksége van egy új nézetre vagy 
navigációra akkor események segítségével kell ezt jeleznie. Az események kezelése 
minden platformon eltérő módon történik, ennek kikerülésére továbbra sincs lehetőség. 
Egyetlen hibája az MVP architektúrának a különböző nézetek közötti szinkronizáció. 
Esetemben a hír kiválasztásakor a híreket tartalmazó nézetnek tudnia kell, hogy a 
hírforrások nézetén, melyik az aktuálisan kiválasztott hírforrás (így a megfelelő 
indexekkel le tudja kérdezni a szükséges URI-t a modelltől). Megvalósításomban az egyik 
prezentáció a konstruktorában megkapja a másik prezentációt, így a szükséges adatokat 
el tudja érni. Komplexszebb felületek és sokkal több nézet esetén ez további tervezést 
igényel, hogy átlátható maradjon az alkalmazás. 
Korábbi tanulmányaim alapján mindig is az MVVM architektúrát részesítettem 
előnyben. A nézetben gyakorlatilag semmi adatmegjelenítésért felelő kódra nincs 
szükség, a szinkronizálás az adatkötésnek köszönhetően automatikus és a nézetmodell 
tetszőlegesen bővíthető és skálázható. Az Application rétegnek nagyjából ugyanazok a 
felelősségei, mint MVP esetében (leglényegesebb különbség: MVP használata során a 
prezentáicóknak adta át a nézet megvalósításokat, MVVM esetében a nézetmodellt adja 
át a nézetnek, mint adatkötés forrást). A nézetmodell semmilyen referenciát nem tárol 
a nézetről. 
Az általam választott alkalmazás méretéből és típusából adódóan a várható teljesítmény 
csökkenés nem volt érezhető. Nagyobb projektek és szigorúbb válaszidők elvárása 
esetében minden bizonnyal már érezhető a további adatkötés okozta overhead. A 
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hibakeresés rendkívül nehézzé vált az MVVM architektúra használatával. Ritkán kapunk 
fordítási hibát, gyakoribb, hogy futás közben a nézetet összeszerkesztő XAML Parser-től 
kapunk nehezen értelmezhető kivételt, vagy csak egyszerűen nem jelenik meg a 
felületen a kívánt információ. Ezen kellemetlenségek kijavításához kiválóan át kell 
látnunk a projektünket, hogy tudjuk hol keressük a hibát, mert a fejlesztőeszközök 
gyakran nem tudnak segíteni. A közös projekt előkészítése is időigényesebb ugyanis nem 
csak a nézetmodell-re, hanem az adatkötést és parancs tervmintát megtámogató 
segédosztályokra is szükségünk van. Ezek implementálása további időt vehet igénybe 
(amennyiben egy korábbi alkalmazás projektünkből nem tudjuk áthozni ezen 
osztályokat). 
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Konklúzió 
Az előző néhány oldalon tömérdek információhoz juthattunk grafikus felületű 
alkalmazásokban használt architektúrákkal kapcsolatban. Ezen információknak 
számunkra, Multi-platform alkalmazások fejlesztők számára, melyek a legfontosabb 
részei? Saját értékrendszeremben az alábbi paraméterek alapján értékelem az 
architektúrákat: 
• Komplexitás: Mennyire igényel komoly tervezést és szakmai tudást az 
architektúra használata? Az elkészült alkalmazás kódja és szerkezete, mennyire 
átlátható és karbantartható? 
• Platformspecifikus kód mérete: Egyik leglényegesebb kérdés, ugyanazt a kódot 
mennyire sokszor kell elkészítenem különböző platformokon? Esetünkben a 
nézet réteg komplexitása és kiszervezésének mértéke határozza meg. Minél 
kisebb és egyszerűbb nézeteket igényel egy architektúra, annál gyorsabban 
tudjuk egyszerre több platformra lefejleszteni alkalmazásunkat. 
• Köztes réteg felelősségei: Minél több felelőssége van a köztes rétegnek annál 
nagyobb implementációval jár. Ha a réteg megoszthatósága rossz, akkor a 
nézetből kiszervezett kód multi-platform előnyeit elveszítjük, mert ugyanúgy el 
kell készítenünk a köztes réteget a többi platformra is. 
• Köztes réteg megoszthatósága: A nézet és modell közé bevezetett áthidaló réteg 
implementációjának platformfüggetlensége. Mekkora részét használhatjuk a 
köztes rétegnek egy közös, több platform által referált közös könyvtárban. 
• Támogatott keretrendszerek: Egyes architektúrák igényelnek bizonyos 
szolgáltatásokat a Grafikus Felületű keretrendszertől (például, adatkötést). Ezek 
hiánya megnehezíti, vagy akár el is ellehetetleníti az architektúra használatát az 
adott könyvtárral. 
Ezen paraméterek értékeit az architektúrák részletei és használata alapján határoztam 
meg, ezzel egy átlátható képet nyújtva magamnak és az olvasóknak. 
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Architektúra Komplexitás 
Platformspecifikus 
kód mérete 
Köztes réteg 
felelősségei 
Köztes réteg 
megoszthatósága 
Támogatott 
keretrendszerek 
MVC 
Flow 
Minden 
szinkronizálást mi 
irányítunk 
A vezérlő szoros 
kapcsolatban áll a 
nézettel az 
eseménykezelés és 
szinkronizálás miatt 
A vezérlő felel a 
felhasználói 
események 
kezeléséért, az adat 
áramlásáért és 
nézetek 
szinkronizálásáért 
A vezérlő 
eseménykezelőket 
tartalmaz a nézet réteghez. 
Gyakorlatilag része az 
adott platform 
implementációjának 
Használata nem 
igényel 
különleges 
szolgáltatást 
MVC 
Observer 
A nézet megfigyeli a 
modell adatait. Az 
adatkötés további 
komplexitást 
eredményez 
A vezérlő szoros 
kapcsolatban áll a 
nézettel az 
eseménykezelés 
miatt. A nézet 
implementálja a 
modell lekérdezését 
A vezérlő felel a 
felhasználói 
események 
kezeléséért és 
modell 
A vezérlő 
eseménykezelőket 
tartalmaz a nézet réteghez. 
Gyakorlatilag része az 
adott platform 
implementációjának 
Adatkötés 
szolgáltatást 
igényel 
MVP 
Supervising 
Controller 
Jól szeparált. A 
prezentáció a nézet 
interfészét olvasva 
utasítja a modellt. A 
nézet maga olvassa 
a modellt frissülés 
esetén 
A nézet figyeli a 
modell változását és 
reagál rá. 
Megnövekszik a 
nézetek 
implementációja 
A prezentáció 
interfészen 
keresztül figyeli a 
nézetet. Csak a 
komplexebb 
eseményekre 
reagál és továbbítja 
őket a modellnek. 
A prezentáció nem 
tartalmaz 
platformspecifikus kódot.  
A nézetet egy interfészen 
keresztül éri el. 
Használata nem 
igényel 
különleges 
szolgáltatást 
MVP 
Passive View 
A prezentáció 
reagál a nézet és a 
modell eseményeire 
is. Átláthatósága 
jelentősen 
megnövekszik 
A prezentáció végzi a 
modell olvasását. A 
nézetnek csak a 
prezentációtól kapott 
adatokat kell 
megjelenítenie 
A prezentáció 
reagál a nézet és a 
modell 
eseményeire is. 
Szerepköre 
jelentősen 
megnövekszik 
A prezentáció nem 
tartalmaz 
platformspecifikus kódot.  
A nézetet egy interfészen 
keresztül éri el 
Használata nem 
igényel 
különleges 
szolgáltatást 
PM 
(PM -> View) 
A nézet a felület 
megjelenéséért 
felel, állapotát és 
működését a PM 
végzi. Ezen felül a 
nézet és modell 
közti 
szinkronizálásért is 
felel. 
A nézet kevés kódot 
tartalmaz, de a nézet 
állapota és a PM 
szoros kapcsolata 
miatt könnyen 
készíthetünk csupán 
egy keretrendszerhez 
megfelelő kódot a 
köztes rétegben. 
A nézet 
működésének nagy 
részét végzi, 
szinkronizál a nézet 
és modell között. 
Komplex nézet 
esetén rendkívül 
megnövekszik a 
szinkronizációs kód. 
A szoros nézet interfész 
miatt, könnyen írhatunk 
olyan algoritmust a közös 
kódba, melyet csak egy 
keretrendszer 
állapotreprezentációjához 
használhatunk 
kényelmesen 
Használata nem 
igényel 
különleges 
szolgáltatást 
PM 
(View -> PM) 
Az adatok PM-be 
szinkronizálásáért a 
nézet felel, a PM 
ezen adatok alapján 
utasítja a modellt és 
frissíti a nézetet. 
A nézet tartalmazza a 
szinkronizációs 
kódot, valamint a PM 
szoros kapcsolata 
miatt könnyen 
készíthetünk csupán 
egy keretrendszerhez 
megfelelő kódot a 
köztes rétegben 
A nézet által 
szinkronizált adatok 
alapján frissíti a 
nézetet és 
kommunikál a 
modellel. Komplex 
nézet esetén 
továbbra is 
megnövekedhet a 
frissítések kezelése 
A szoros nézet interfész 
miatt, könnyen írhatunk 
olyan algoritmust a közös 
kódba, melyet csak egy 
keretrendszer 
állapotreprezentációjához 
használhatunk 
kényelmesen 
Használata nem 
igényel 
különleges 
szolgáltatást 
MVVM 
Több absztrakciós 
réteg használata 
egyszerre. A nézet 
és nézetmodell 
közötti kapcsolat 
nehezen követhető. 
Komolyabb 
tervezést és 
ismeretet igényel 
használata 
A nézet 
absztrakciókon 
keresztül fér a 
szükséges adatokhoz 
és parancsokhoz. 
Legtöbb esetben 
ezen kötések kód 
írása nélkül, a 
Grafikus Felületet 
leíró állományokban 
konfigurálható. 
Megfigyelhető 
objektumként 
figyeli adatait a 
nézet, parancsokat 
biztosít a nézet 
számára, 
szinkronizálja 
állapotát a modell 
állapotával 
A nézetmodell nem 
tartalmaz 
platformspecifikus kódot.  
A nézetre referenciát sem 
tárol. A nézet referálja a 
nézetmodellt. 
Adatkötés és 
parancs 
tervminta 
szolgáltatásokat 
igényel 
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Az MVC architektúra előnyei egyetlen platform megcélzásakor lehetnek jelentősök, 
viszont multi-platform környezetben a használata több hátránnyal jár. Éppen ezért, 
habár alkalmazható multi-platform alkalmazások fejlesztéséhez is, egy projekt 
kezdetekor nem szívesen választanám az MVC architektúrát. Az egyszerű skálázhatósága 
lehet az egyetlen döntő érv az MVP architektúrával szemben. 
A vizsgált technikák közül az MVP Passzív Nézet architektúrát tartom multi-platform 
környezetben a legkönnyebben alkalmazhatónak. Kiépítése egyszerű, átlátható 
struktúrát eredményez és a közös kódbázis rendkívül rugalmas és kézenfekvő. 
Skálázhatósága kérdéses, sok nézet esetén alaposan meg kell terveznünk a prezentációk 
közötti szinkronizálást. 
Az MVVM architektúra amatőr felhasználása több hátránnyal járhat, mint előnnyel. A 
nézetmodell és segédosztályok rossz felépítése és felhasználása sok nehezen kijavítható 
hibát okozhat. Ha biztosak vagyunk benne, hogy értjük a technológiát és képesek 
vagyunk elkészíteni akkor egy rendkívül jól skálázható, multi-platform környezetben 
kényelmesen használható architektúrát kapunk. Ha tartunk az MVVM bonyolultságától 
inkább válasszuk az MVP architektúrát. Ne felejtsük, hogy a használt Grafikus Felületű 
könyvtárnak támogatnia kell az adatkötést és parancs tervmintát, különben nekünk kell 
implementálnunk őket vagy használnunk kell valamilyen MVVM architektúra kiépítését 
segítő eszközt. 
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C# Multi-Platform Környezetben 
A Mono és egyéb .NET implementációs próbálkozásoknak köszönhetően a C# már 
korábban is használható volt multi-platform környezetben, de ez kényelmetlen és 
nehézkes volt a többi nyelv alkalmazhatóságával szemben. Ennek immár vége, ugyanis 
az elmúlt években bemutatott eszközök segítségével a manapság egyik legfejlettebb 
multi-platform fejlesztői szolgáltatássá alakult. Azzal, hogy a Microsoft profilt váltott és 
teljes vállszélességgel beállt a .NET nyílt forráskódú fejlesztése és platformfüggetlen 
alkalmazhatósága mögé egy rendkívül komoly konkurenciát teremtett a korábbi 
nyelvekkel szemben. 
Minden, amit C# programozók idáig használtak (a nyelv adottságai, a kedvelt BCL 
névterek és NuGet csomagok, fejlesztői eszközök) immár multi-platform környezetben 
is használhatók. Ezen C# alkalmazásokról, melyekről elmúlt években azt hittük, hogy 
csak Windows rendszereken működhetnek, manapság gyakorlatilag szinte minden 
modern platformra és rendszerre eljuttathatók az UWP, Mono, .NETCore és Xamarin 
segítségével. A modern eszközök még fiatalok, szenvedhetnek néhány egyszerűen 
megkerülhető gyermekbetegségben, de az általuk biztosított lehetőségek páratlanok. 
A .NET és C# nyelv működésének köszönhetően egy jól megtervezett szoftver 
architektúrával időt és munkát spórolhatunk. Az intelligens fejlesztői eszközök és 
fordítók segítségével egyszerűen építhetjük ki alkalmazásunk projektjeinek olyan 
struktúráját, melyben a platformok közötti kódmegosztás és platformspecifikus kód 
kényelmes használatát teszik lehetővé. Csak azzal dolgozzunk, amivel feltétlenül 
szükséges, ne végezzük el ugyanazt a feladatot többször. 
A mai .NET és C# technológia már nem az a technológia, amit évekkel ezelőtt 
megismerhettünk. Rengeteg változáson ment keresztül, melyek előnyére váltak. Aki 
idáig is részese volt ennek a világnak az most sem csalódhat benne, akik pedig 
kimaradtak belőle vagy elkerülték azoknak javaslom: most jött el az ideje, hogy legalább 
egy pillantást vessenek erre a fénysebességgel fejlődő világra. 
Olvashatjuk a kijelentést rengeteg cikkben és hallhatjuk sok előadásban: 
"It's a great time to be a C# Developer!" 
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