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Resum 
Jutge.org és una plataforma online usada en les assignatures de programació de la 
Facultat d'Informàtica de Barcelona. Conté col·leccions de problemes de diverses 
temàtiques, que els estudiants han de resoldre individualment. Tanmateix, aquesta 
condició no sempre es compleix i les solucions enviades han estat obtingudes de forma 
fraudulenta. Detectar aquests casos de plagi no sempre és possible degut al gran volum 
d'enviaments que la plataforma rep diàriament. L'objectiu d'aquest Treball de Fi de Grau 
és implementar un sistema adaptat a Jutge.org que sigui capaç de detectar similitud o 
plagi entre les solucions als diferents problemes, proporcionant un format de 
visualització gràfica que permeti interpretar-ne els resultats amb facilitat. 
Addicionalment, es desenvoluparà un cercador automàtic o web scraper que recorrerà 
la xarxa en busca de solucions a problemes de Jutge.org que esdevinguin potencials 
fonts de plagi. 
 
Paraules clau: Jutge.org, plagi, anàlisi, software, big data, web scraper 
 
Abstract 
Jutge.org is an online platform used in the programming subjects of the Facultat 
d'Informàtica de Barcelona. It contains collections of problems of various topics, which 
students have to solve individually. However, this condition is not always fulfilled and 
submitted solutions have been obtained fraudulently. It is not always possible to detect 
these cases of plagiarism due to the large volume of submissions that the platform 
receives daily. The aim of this project is to implement a system adapted to Jutge.org 
which is able to detect plagiarism or similarity between the solutions to different 
problems, providing a graphical display format that enables us to interpret the results 
with ease. In addition, a web scraper will be developed that will go through the network 
in search of solutions to Jutge.org problems that might become sources of plagiarism. 
 
Key words: Jutge.org, plagiarism, analysis, software, big data, web scraper   
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1. INTRODUCCIÓ 
 
1.1. Formulació del problema 
El plagi acadèmic ha estat des de sempre un problema a les facultats d’informàtica. Ja 
sigui degut a una mala planificació de temps, a la falta de preparació en la matèria o a 
una subestimació de la dificultat de les tasques assignades, molts estudiants es veuen 
forçats, davant la pressió afegida de les dates límit, a prendre mesures deshonestes per 
sortir del pas. A més, amb l’aparició d’Internet les possibilitats de compartició de 
solucions entre alumnes s’han multiplicat. Són moltes les eines disponibles: repositoris 
de codi, blogs personals, xarxes socials, etc. 
És per això que cada cop més el professorat opta per fer ús d’eines de comprovació de 
similitud entre codis de programació. D’aquesta manera, poden determinar tant els 
problemes més conflictius com els alumnes que podrien necessitar ajuda extra per a 
resoldre’ls. 
En aquest Treball de Fi de Grau (TFG), l’objecte del nostre estudi són els enviaments 
realitzats a la plataforma Jutge.org [1] pels estudiants de la Facultat d’Informàtica de 
Barcelona. L’enfocament no és només el de detectar similituds entre aquests 
enviaments, sinó també el de trobar a la xarxa les fonts originals en les quals s’han 
inspirat la resta de solucions. D’aquesta manera es podrà mantenir una base de dades 
de “potencials orígens de plagi” per tal de recórrer a ells en el futur.  
 
1.2. Objectius 
L’objectiu principal d’aquest projecte és el de crear un sistema optimitzat que sigui 
capaç de detectar plagi en els enviaments a plataforma Jutge.org, comparant-los amb 
altres solucions enviades o amb les trobades a Internet. 
Per tal d’aconseguir això, s’ha desglossat l’objectiu principal en un seguit de punts: 
1. Investigar programes de detecció de plagi de software i com funcionen. Provar 
la seva efectivitat amb un conjunt de problemes extret de la base de dades de 
Jutge.org. 
2. D’entre tots els programes analitzats, determinar quins descartem i amb 
quin/quins continuarem la realització del projecte. 
3. Implementar un sistema que executi l’anàlisi de plagi entre els enviaments i les 
solucions existents a la nostra base de dades, i en modeli la sortida per tal 
d’adaptar-lo a les nostres preferències. 
4. Dissenyar i implementar un visualitzador gràfic dels resultats per a les solucions 
d’un problema concret. 
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5. Realitzar un cercador automàtic de la xarxa (web scraper) que busqui 
determinades paraules clau a determinades pàgines web per tal de trobar 
solucions de problemes de Jutge.org susceptibles de ser copiades. 
 
1.3. Contextualització 
Fins ara s’han realitzat diversos treballs d’investigació al voltant del plagi entre 
estudiants de programació [2][3][4], però tots ells van enfocats al desenvolupament de 
software que, donats dos o més fitxers de codi font, en determini el nivell de similitud 
existent. 
Com s’ha comentat anteriorment, l’enfocament d’aquest Treball de Fi de Grau és 
diferent, doncs la seva finalitat és trobar aquestes potencials fonts de plagi seguint 
diferents mètodes (que s’explicaran més endavant) per després realitzar les 
comparacions fent ús de programes de detecció de plagi. 
 
1.4. Abast 
Per tal d’assolir els objectius del projecte amb èxit cal definir-ne bé les fases i realitzar 
una planificació realista de la seva execució. 
Primer de tot, es realitzarà una cerca general d’informació relativa als web scrapers: el 
seu funcionament, possibles riscos a l’hora d’executar-los i com evitar-los, tecnologies 
que hi intervenen, com desar la informació obtinguda, millors llenguatges de 
programació per a implementar-los i com fer-ho, etc. 
Un cop estudiats tots aquests punts disposarem de coneixements suficients com per 
començar amb la implementació del web scraper. En acabar la versió inicial, es faran 
proves per assegurar que el seu funcionament i els resultats que proporciona són 
satisfactoris. A partir d’aquí, s’anirà refinant la implementació amb l’objectiu de 
millorar-lo. 
Per altra banda, caldrà analitzar diversos programes de detecció de plagi de software i 
decidir quins farem servir per al nostre projecte. A partir d’aquí, obtindrem un conjunt 
de solucions d’alumnes a problemes de Jutge.org per fer proves dels programes: 
funcionament, efectivitat, output generat, etc. Aquesta fase del projecte es pot fer al 
mateix temps que el web scraper. 
Per últim, dissenyarem i implementarem un sistema que executi el software de detecció 
de plagi amb els enviaments de Jutge.org i les solucions trobades a la xarxa per tal de 
determinar si hi ha hagut plagi o no. 
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1.5. Possibles obstacles 
En tot projecte existeixen una sèrie de possibles obstacles i riscos que cal identificar per 
tal de prevenir-los o, en la mesura del possible, minimitzar-ne les conseqüències.  
En el cas d’aquest TFG ens trobem davant d’un projecte obert, ja que desconeixem els 
resultats que s’obtindran i si aquests seran rellevants i ens permetran extreure 
conclusions interessants. En qualsevol cas, l’important es la correctesa amb què 
realitzem la investigació i els coneixements que adquirim pel camí. 
Un altre potencial risc és el de no acabar el projecte dins el calendari estipulat, ja que el 
temps donat per a realitzar el TFG és limitat (3 mesos). Per evitar això, cal establir una 
metodologia eficient i planificar el temps de forma realista. 
Pel que fa al web scraper, existeix el risc que els cercadors web detectin el nostre web 
scraper com un bot indesitjable i el bloquegin. Això pot passar si es fan moltes peticions 
en un període reduït de temps. Per tant, cal investigar maneres d’evitar aquest escenari: 
espaiar les cerques en el temps, APIs especials per a cerques de web scrapers, etc. 
Per últim, respecte a l’extracció de dades d’una determinada pàgina web, podria haver-
hi un canvi en el format en què aquestes es presenten. En aquest cas caldria modificar 
el programa que s’encarrega d’analitzar l’XML per tal d’adaptar-lo al nou format i així 
evitar errors d’execució. 
 
1.6. Actors 
Els actors d’un projecte són totes aquelles persones i/o organitzacions que poden estar 
interessades en aquest. A continuació es detallaran els actors d’aquest Treball de Fi de 
Grau. 
• Estudiant: La persona encarregada d’implementar, testejar i documentar el 
projecte és l’estudiant Belén San Martín. 
• Director: El professor Jordi Petit és l’encarregat de dirigir el projecte. Les seves 
funcions són les de guiar l’estudiant en la presa de decisions i de supervisar que 
s’assoleixin els objectius marcats dins el calendari estipulat. 
• Estudiants d’assignatures de programació: Són les persones que resolen els 
problemes de Jutge.org i envien les seves solucions. També poden publicar-les a 
Internet o compartir-les amb altres estudiants. 
• Professors d’assignatures de programació: Són aquells professors que es poden 
veure beneficiats d’un sistema de detecció de plagi, perquè d’aquesta manera 
podran intuir quins alumnes afronten dificultats amb quins problemes i els 
podran oferir ajuda. 
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2. ESTAT DE L’ART 
 
Tal com s’ha comentat, actualment no existeix cap sistema que integri tots els elements 
que formaran part d’aquest projecte: web scraper que cerqui a la xarxa solucions de 
problemes i les desi a una base de dades per després comparar-les amb les solucions 
d’alumnes. 
Tot i així, sí que s’han realitzat investigacions i projectes relacionats amb aquests 
elements per separat. A continuació farem un breu repàs del seu estat actual. 
 
2.1. Jutge.org 
Jutge.org és un jutge online de programació creat per Jordi Petit i Salvador Roura l’any 
2006. Actualment es fa servir a la Facultat d’Informàtica de Barcelona i a la Facultat de 
Matemàtiques i Estadística per a les assignatures de programació. 
La plataforma acadèmica ofereix una col·lecció d’aproximadament 1500 problemes de 
diferents graus de dificultat que es poden resoldre en 20 llenguatges diferents. Cada cop 
que s’envia una solució a un problema, el jutge proporciona un veredicte basat en la 
sortida donada i aplicant-hi restriccions de temps, memòria i seguretat.  
 
2.2. Web Scrapers 
2.2.1. Definició i aplicacions 
El web scraping és una tècnica que serveix per extreure informació de pàgines web de 
forma automatitzada. Malgrat que aquesta tècnica pot ser realitzada manualment per 
l’usuari, el terme normalment fa referència a bots o web crawlers que accedeixen a la 
World Wide Web directament mitjançant el protocol HTTP o bé via un cercador web. És 
una manera de copiar dades de la xarxa massivament i desar-les a bases de dades per 
treballar amb elles més tard. Així doncs, podem dividir el procés de fer web scraping en 
les següents fases, que queden il·lustrades a la Figura 2.1: [5][6] 
1. Fer una petició a la xarxa per obtenir les dades desitjades. 
2. Seleccionar la pàgina o les pàgines web que siguin útils i descarregar-ne el 
contingut (l’anomenat “esquelet” de la pàgina web). 
3. Extreure les dades rellevants del contingut descarregat i treballar amb elles. Una 
manera d’aconseguir això és fent parsing, és a dir, fent un anàlisi sintàctic per tal 
d’extreure el contingut que interessant i descartar-ne la resta. Aquest procés 
depèn del format de la informació (per exemple, codi en XML).  
4. Desar el resultat final (pot ser a una base de dades, a un full de càlcul, etc). 
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El web scraping té múltiples utilitats en l’actualitat: obtenció de llistes de contactes 
(noms, números de telèfon,  direccions de correu, URLs, etc), monitorització de preus 
online (aplicacions que busquen el preu més baix per a un cert producte o que notifiquen 
quan aquest ha estat rebaixat), extracció de dades de la competència (per a empreses), 
monitorització del dades meteorològiques, seguiment de reputació online (per a 
personalitats i celebritats importants), etc. [7] 
 
Figura 2.1: Fases del web scraping [8] 
 
2.2.2. Possibles obstacles 
Malgrat que la pràctica del web scraping és legal, algunes pàgines web utilitzen mètodes 
per prevenir que aquests bots extreguin la seva informació: 
• Limitació d’accés. Els scrapers accedeixen simultàniament a desenes o centenars 
de pàgines. Aquest tipus de protecció consisteix a entregar el contingut de les 
pàgines de forma cada cop més lenta, limitant d’aquesta manera el nombre 
d’accessos que es poden efectuar en un cert període de temps. Un altre mètode 
és bloquejar la IP que està realitzant les peticions massives. 
• Limitació per CAPTCHA (Completely Automated Public Turing test to tell Computers 
and Humans Apart). Aquest conegut mètode serveix per assegurar que qui efectua 
una petició és un humà i no un bot. Típicament es demana que l’usuari 
introdueixi un seguit de caràcters que es mostren en una imatge distorsionada, 
tot i que amb els anys aquests tests s’han anat refinant. 
• Canvi en l’estructura de la pàgina web. Es pot alterar aleatòriament l’ordre o les 
aparicions de certs paràmetres sense modificar l’aparença de la pàgina web. 
D’aquesta manera, el parsing deixa de ser efectiu. 
• Dificultar el rastreig de dades. La majoria de web scrapers realitza rastreigs de 
text, de manera que si les dades sensibles es mostren en format imatge és menys 
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probable que les extreguin (es necessitaria un programa de Visió per 
Computador, cosa que dificulta considerablement el procés). 
Durant la realització d’aquest projecte caldrà tenir en compte totes aquestes mesures 
preventives per tal que el nostre web scraper no sigui bloquejat per les pàgines web que 
volem accedir. 
 
2.3. Software de detecció de plagi 
Pel que fa al software de detecció de similituds entre codis font, existeixen nombroses 
propostes, des de prototips dissenyats per investigadors d’universitats fins a programes 
robusts dels que actualment se’n fa ús als centres acadèmics d’informàtica. A 
continuació repassarem les opcions més populars. 
 
2.3.1. JPlag 
El desenvolupament de JPlag [9] va començar l’any 1996 a mans de Lutz Prechelt i Guido 
Malpohl, de la Universitat de Karlsruhe (Alemanya) i de Michael Philippsen de la 
Universitat d’ Erlangen-Nuremberg.  
Funciona amb una gran varietat de llenguatges de programació: Java, C#, C, C++, Scheme 
i, fins i tot, llenguatge natural. 
JPlag funciona seguint un algorisme de tres fases: 
1- S’eliminen els comentaris, els identificadors i els espais en blanc. 
2- Es reemplacen les instruccions per seqüències de tokens. 
3- Es comparen les seqüències de tokens en busca de similituds. Com més 
coincidència de tokens hi hagi, major és el grau de similitud entre ambdós codis. 
A la Figura 2.2 es pot veure la forma en què queda alterat un fragment de codi després 
d’aplicar-li les fases 1 i 2 de l’algorisme de Jplag. 
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Figura 2.2: Codi original (a) i codi resultant de les fases 1 i 2 de JPlag (b) 
 
Aquest mecanisme, però, suposa alguns inconvenients. Per començar, l’ús dels tokens 
requereix coneixement del llenguatge de programació usat en els fitxers a comparar. A 
més, l’algorisme és vulnerable a canvis en l’ordre de les línies de codi, pel que seria 
possible “enganyar” el programa. Finalment, en descartar noms de variables i funcions, 
comentaris i d’altres s’està perdent informació interessant. 
 
2.3.2. MOSS 
MOSS (Measure Of Software Similarity) [10] va ser desenvolupat l’any 1994 per Alex 
Aiken a la Universitat d’Standford i des de llavors ha estat un dels sistemes més efectius 
pel que fa a la detecció de plagi en cursos de programació.  
Actualment pot analitzar codi escrit en els següents llenguatges: C, C++, Java, C#, Python, 
Visual Basic, Javascript, FORTRAN, ML, Haskell, Lisp, Scheme, Pascal, Modula2, Ada, Perl, 
TCL, Matlab, VHDL, Verilog, Spice, MIPS assembly, a8086 assembly, a8086 assembly i 
HCL2. 
El seu funcionament és diferent al de JPlag. El podem descriure en les següents fases: 
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1- Elimina tots els espais en blanc i els signes de puntuació i converteix tots els 
caràcters a minúscula. 
2- Divideix la cadena de caràcters resultant de cada fitxer en k-grams, que són 
subcadenes contigües de longitud k, on el segon caràcter de la primera 
subcadena és el primer caràcter de la segona subcadena, i així consecutivament. 
3- S’obté el hash de cada k-gram i se’n selecciona un subconjunt, que serà 
l’empremta digital del document. Aquesta empremta inclou informació sobre la 
posició de cada k-gram en el document. 
4- Es comparen les empremtes digitals per trobar fitxers similars. 
 
2.3.3. YAP 
YAP (Yet Another Plague) [11] va ser creat per Michael Wise a la Universitat de Sydney 
(Australia) l’any 1996. Desde llavors s’ha anat actualitzant constantment, donant com a 
resultat les noves versions YAP2 i YAP3. 
L’algorisme que fa servir YAP segueix un procediment similar al de JPlag. 
 
2.3.4. CodeMatch 
CodeMatch [12] és un altre software d’anàlisi i detecció de plagi entre codis de 
programació. Desenvolupat per Bob Zeidman, membre sènior de l’IEEE, l’any 2004, pren 
un enfocament completament diferent als programes esmentats anteriorment. 
CodeMatch utilitza una combinació de cinc algorismes de comparació per detectar plagi 
entre dos fitxers: comparació línia a línia dels codis font, comparació línia a línia dels 
comentaris, comparació de paraules, comparació parcial de paraules i comparació de 
seqüències semàntiques. A diferència dels programes vists anteriorment, CodeMatch 
compara la totalitat del codi dels fitxers a comparar, el qual en ralentitza l’execució però 
proporciona resultats molt més fiables. 
Suporta una gran varietat de llenguatges, entre els quals: Basic, C, C++, Delphi, Java, 
MASM, Matlab, Pascal, Perl, Prolog, Python, Ruby, SQL, Verilog, i VHDL. 
 
2.3.5. Altres propostes 
Tot i que les propostes esmentades són les més populars actualment, hi ha infinitat 
d’alternatives: Sherlock [13], Plague [14], SIM [15], Deimos[16]... 
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3. PLANIFICACIÓ TEMPORAL 
 
3.1. Metodologia i rigor 
Com ja s’ha comentat, el temps disponible per a la realització del projecte és limitat i cal 
seguir una planificació estricta per tal de poder complir amb els terminis d’entrega. Per 
això, s’ha decidit desenvolupar el projecte seguint una metodologia Scrum [17]. 
En aquesta metodologia s’estableixen uns períodes de temps o sprints de mida fixa i en 
els quals cal desenvolupar un resultat complet, un increment envers el producte final. 
Abans de cada sprint es realitza una reunió on es decideixen els objectius prioritaris 
d’aquest cicle i es planifiquen les tasques a desenvolupar. A la Figura 3.1 es pot veure 
aquest procés de forma esquemàtica. 
Els sprints en la realització d’aquest TFG seran de dues setmanes, tot i que aquesta 
restricció és flexible depenent de la complexitat dels objectius fixats. D’aquesta manera, 
durant la fase inicial del TFG s’establiran cicles d’una setmana, ja que l’objectiu és reunir 
tota la informació possible referent als temes que es tractaran. Un cop es tingui una idea 
general del que cal fer per assolir els objectius del TFG, es podran espaiar aquests cicles 
i començar la part pràctica. 
Les reunions prèvies a cada sprint seran amb el director del TFG, que realitzarà el paper 
del client, donant el feedback que cregui necessari conforme va avançant el projecte. 
Es realitzaran proves periòdicament a mesura que vagi avançant la part pràctica del 
projecte. D’aquesta manera, en cas d’haver errors en la implementació d’alguna de les 
funcionalitats aquests es podran rectificar amb rapidesa, evitant conseqüències greus 
en les fases posteriors del projecte. 
 
 
Figura 3.1: Fases de la metodologia Scrum [18] 
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3.2. Seguiment del projecte 
Com ja s’ha comentat, es programaran reunions amb el director cada 1-2 setmanes per 
tal de portar un seguiment de l’estat del projecte i proposar canvis o millores. A més, en 
cas de ser necessari, entremig d’aquestes reunions es podran fer consultes puntuals via 
correu electrònic. 
 
3.3. Programa 
La duració del projecte és d’aproximadament quatre mesos, el període comprès entre 
febrer i juny del 2018. A continuació s’especificaran les tasques a completar, la 
planificació temporal i els recursos dels quals es farà ús per tal de finalitzar el projecte 
amb èxit. 
 
3.4. Pla de projecte 
3.4.1. Gestió del Projecte (GEP) 
Aquesta fase correspon a la planificació del projecte, en la qual s’estableixen les pautes 
a seguir per tal de garantir un correcte desenvolupament i resultat del TFG. Es composa 
de diferents lliurables: 
- Lliurable 1: Definició de l’abast i contextualització (25h) 
- Lliurable 2: Planificació Temporal (8h) 
- Lliurable 3: Gestió Econòmica i sostenibilitat (9h) 
- Lliurable 4: Presentació preliminar (6h) 
- Lliurable 5: Plec de condicions (Bloc Especialitats) (9h) 
- Lliurable 6: Document final i presentació oral (18h) 
 
3.4.2. Recopilació inicial d’informació 
Abans de començar a desenvolupar el projecte cal dur a terme una fase de recopilació 
inicial d’informació de tot el que fa referència als temes que tracta el nostre projecte, 
per tal d’assolir els coneixements tècnics necessaris. A més, cal que ens familiaritzem 
amb el que serà el nostre entorn de treball durant els mesos de durada del treball. 
Aquesta fase es pot dur a terme paral·lelament a la de Gestió del Projecte. 
Aquesta recerca inicial d’informació haurà de centrar-se en el web scraping, en els 
mètodes de detecció de similituds entre fitxers de codi, en els programes existents en 
l’actualitat que detecten aquestes similituds, i en tot allò que pugui sorgir durant la 
recerca d’aquests punts bàsics. 
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Per altra banda, caldrà familiaritzar-se amb l’ús dels programes triats per a la detecció 
de plagi: com instal·lar-los, com enviar els arxius a comparar, analitzar el format de la 
sortida i com extreure’n les dades interessants, etc. 
 
3.4.3. Analitzador de plagi 
En aquesta fase provarem els programes de detecció de plagi que prèviament haguem 
seleccionat per a la part pràctica del projecte. Durant la fase d’aprenentatge inicial hem 
investigat l’ús d’aquests programes: com enviar les entrades (codis a comparar) i recollir 
les sortides (similitud/plagi entre ells). 
Ara cal que desenvolupem un programa que prengui un conjunt de fitxers i mostri els 
resultats de l’anàlisi de similitud en un format determinat, independentment del 
software de detecció de plagi usat. Aquesta tasca es pot fer independentment del web 
scraper, ja que en un principi farem les proves amb un conjunt de fitxers extrets de la 
base de dades del codi.  
Un cop tinguem una versió definitiva d’aquest programa, la podrem integrar a Jutge.org 
i començar a analitzar enviaments reals d’alumnes. 
 
3.4.4. Web scraper 
Un cop queden clars els conceptes bàsics del web scraping i el seu funcionament, podem 
començar amb el desenvolupament d’una primera versió, senzilla però funcional. Això 
ens ajudarà a saber si hem assolit bé els conceptes. En cas de quedar-nos aturats en 
algun punt, podem tornar a la fase de recerca d’informació, aquest cop més 
especialitzada, ja que sabem en quin punt manquem coneixements. Aquesta fase pot 
fer-se al mateix temps que la de Analitzador de plagi. 
A mesura que anem desenvolupant el web scraper podem anar afegint casos i 
funcionalitats fins obtenir una versió el suficientment robusta com per a considerar-la 
definitiva i començar a desar els programes trobats a una base de dades de Jutge.org.  
 
3.4.5. Proves 
Tot projecte de desenvolupament de codi ha de passar per una fase iterativa de proves 
per tal de detectar a temps els errors que es puguin cometre i minimitzar-ne l’impacte. 
Així doncs, tant el web scraper com el comparador de fitxers de codi hauran de 
sotmetre’s constantment a un seguit de proves per tal de garantir el seu correcte 
funcionament. Com ja s’ha comentat anteriorment, aquesta fase s’executarà 
paral·lelament a les dues de desenvolupament de codi, que són independents entre si. 
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3.4.6. Documentació final 
A part del desenvolupament tècnic, aquest projecte inclou una fase de documentació. 
En aquesta fase es recollirà tota la informació referent a la realització del projecte 
(planificació inicial, recerca d’informació, desenvolupament de la part tècnica, obstacles 
que han sorgit, conclusions, bibliografia, etc) en una memòria que caldrà presentar a la 
fita final del TFG. 
Amb l’objectiu de garantir un document final de qualitat (que compleixi amb les 
rúbriques del TFG), la redacció del mateix s’anirà completant a mesura que avanci el 
projecte, de forma iterativa. 
 
3.5. Duració estimada 
Un TFG consta de 18 crèdits, dels quals 3 corresponen a la part de gestió de projectes 
(fase en la qual ens trobem actualment) i els altres 15 corresponen al desenvolupament 
de la part tècnica del projecte i de la documentació final. 
Cada crèdit correspon a aproximadament 25 hores de treball, sigui autònom o dirigit. 
Això fa un total de 18*25= 450 hores de dedicació al TFG. A continuació es mostra una 
estimació del temps necessari per a completar cadascuna de les tasques desglossades 
en l’apartat anterior. 
 
Tasca Duració estimada (h) 
Gestió del Projecte (GEP) 75 
Recopilació d’informació 60 
Familiarització amb l’entorn 15 
Web scraper 100 
Analitzador de plagi 100 
Proves 60 
Documentació final 40 
 
 
3.6. Valoració d’alternatives  
Durant el desenvolupament del projecte poden sorgir desviacions respecte al pla d’acció 
original, donat que les estimacions d’hores a dedicar a cada tasca són aproximades i 
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podrien resultar insuficients. En aquest cas, s’analitzarà l’impacte total sobre la 
planificació del projecte i es gestionarà per tal de minimitzar-ne les conseqüències. 
El caràcter dinàmic de la metodologia usada per al projecte (Scrum) permet certa 
rapidesa en la reorganització temporal de les taques, ja que les fites de seguiment 
establertes amb el director són curtes (entre una i dues setmanes). Per tant, en cas de 
ser necessari, es poden readaptar els objectius de la fita següent. 
A més, el fet que la part pràctica del projecte es composi de tasques que es poden 
realitzar de forma paral·lela permet certa flexibilitat: podem començar dedicant certes 
quantitats de temps a cada tasca de forma iterativa amb l’objectiu de tantejar la 
dedicació real en hores de cada fase, i redistribuir-ne el temps si és necessari. 
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3.7. Diagrama de Gantt  
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4. EINES 
 
Per tal de realitzar el projecte seguint el pla estipulat, caldrà fer ús d’un seguit d’eines 
de diferents tipus: 
 
• Pel que fa al hardware, es farà servir un portàtil Acer Aspire E15. 
 
• Les eines de software que s’usaran seran:  
o Sistema Operatiu Windows 10 Home per a la part de planificació del 
projecte i documentació. 
o VMware Workstation 14 Player amb una màquina virtual Ubuntu 16.04 
de 64bits per a la part de desenvolupament de codi. 
o Pycharm IDE per al desenvolupament de codi en Python, ja que la part de 
programació d’aquest projecte es farà en aquest llenguatge. 
o Microsoft Office 2016 per a la redacció de la memòria i les presentacions. 
o Gantter per al diagrama de Gantt. 
o Hotmail com a eina de comunicació per e-mail amb el director del 
projecte. 
 
• Pel que fa al desenvolupament tècnic, necessitarem extreure dades de diverses 
fonts:  
o La base de dades de Jutge.org. D’aquí obtindrem, prèvia anonimització, 
el codi dels enviaments d’alumnes corresponent a diferents problemes. 
o La xarxa, concretament plataformes web d’emmagatzematge de codi, 
com ara Pastebin [19] i Github [20].   
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5. GESTIÓ ECONÒMICA 
 
En aquesta secció es calcularan els costos econòmics del projecte. A l’hora de calcular el 
pressupost es tindran en compte l’abast i els elements descrits en els apartats anteriors, 
a més de la descripció de les tasques presentada al diagrama de Gantt. 
Com que en aquest projecte no es desenvoluparà cap bé material, els costos de 
producció s’han elidit. L’estimació econòmica es farà segons els recursos humans, de 
software i de hardware dels que se’n farà ús. 
 
5.1. Recursos humans 
El projecte serà dut a terme per una sola persona, que adoptarà un seguit de rols: cap 
de projecte, analista, programador i beta tester. A continuació es mostra el preu per 
hora de cadascun d’aquests rols i el desglossament de les hores a dedicar per tasca de 
cada rol, així com l’estimació total del cost per recursos humans. 
 
 Rol 
Cap de Projecte Analista Programador Beta tester 
Cost per hora 45€/h 35€/h 35€/h 30€/h 
 
 
 
Tasca 
Rol  
Cost estimat Cap de 
Projecte 
Analista Programador Beta tester 
Gestió del 
Projecte 
75h 0h 0h 0h 3.375€ 
Recopilació 
d’informació 
0h 60h 15h 0h 2.625€ 
Analitzador 
de plagi 
0h 40h 60h 30h 4.400€ 
Web scrapper 0h 40h 60h 30h 4.400€ 
Documentació 0h 18h 18h 4h 1.380€ 
Total 75h 158h 153h 64h 16.180€ 
 
5.2. Software 
Durant el transcurs del projecte es farà ús de diverses eines de software, de les quals 
totes són gratuïtes a excepció del paquet Microsoft Office, que cal pagar una llicència 
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de 149€ per a fer-lo servir. Per tant, el cost total associat a llicències de software és de 
149€. 
Nota: el cost de la llicència del sistema operatiu Microsoft Windows 10 està inclòs al 
preu de l’ordinador, a l’apartat 1.1.3. 
 
5.3. Hardware 
A més dels costs de recursos humans i llicències de software, cal tenir en compte aquells 
associats als recursos hardware emprats durant la realització del projecte. 
En la següent taula s’han desglossat aquests costos per a cada element hardware 
necessari: ordinador portàtil i router per la connexió a Internet. 
 
Producte Unitats Preu Via útil Amortització/hora Hores Amortització 
total 
Acer Aspire 
E15 
1 445€ 5 anys 0’05€ 420h 18’69€ 
Router 1 30€ 6 anys 0’00€ 350h 0’87€ 
Total  475€  19’56€ 
 
Per a l’amortització per hora, s’ha considerat que un any consta de 250 dies laborables 
amb jornades de 8h. 
 
5.4. Costos indirectes 
De tot projecte d’informàtica se’n deriven un seguit de costos indirectes no atribuïbles 
a una unitat de projecte. A continuació llistarem aquestes despeses per al cas del nostre 
projecte. 
 
Producte Preu/mes Total 
Electricitat 40€ 160€ 
Accés a Internet 30€ 120€ 
Lloguer oficina 400€ 1.600€ 
Total 470€ 1.880€ 
 
5.5. Contingència 
La contingència és una quantitat proporcional a la suma de costos directes i indirectes 
que s’afegeix al pressupost final com una despesa més. Permet tenir un cert marge 
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d’error per tal d’atenuar errors humans o d’informació incompleta. La fórmula per a 
calcular la contingència és la següent: 
(TotalCD+TotalCI)*NC 
On NC és el nivell de contingència. Per a aquest projecte fixarem aquest valor al 15%. 
Per tant, la contingència serà de (16.180+149+19’56+180)*0.15 = 2.479’28€. 
 
5.6. Imprevistos 
Com en tot projecte, poden sorgir certs imprevistos que facin que el pressupost total 
augmenti. És la nostra tasca detectar-los amb anterioritat per tal d’incloure en el 
pressupost el cost addicional que podrien suposar. 
Un dels majors riscos als quals ens afrontem és una avaria en l’ordinador. En aquest cas, 
caldria contactar amb una empresa de reparacions tècniques, que ens carregaria uns 
100€ aproximadament. 
A més, cap la possibilitat que el programador no acabi les seves tasques en el temps 
estipulat i necessiti un 15% més d’hores. Com que el seu preu és de 35/h, el cost d’aquest 
incident serà de 153*0’15*35 = 803€. 
Així doncs, el marge per incidències que cal assolir en el pressupost total del projecte és 
de 903€. 
 
5.7. Pressupost final 
Un cop estimats tots els costos que componen les diferents àrees de la realització del 
projecte, podem ajuntar-los i obtenir-ne el cost total. 
 
Concepte Cost 
Recursos humans 16.180’00€ 
Software 149’00€ 
Hardware 19’56€ 
Costos Indirectes 1.880’00€ 
Contingència 2.479’28€ 
Imprevistos 903’00€ 
Total 21.610’84€ 
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5.8. Control de gestió 
Per a fer el control de gestió ens centrarem en la part de recursos humans, ja que és la 
més variable i la que suposa un percentatge més alt respecte el pressupost final. La resta 
de despeses són bastant fixades i, per tant, no es poden controlar. 
Al final de cada fase del projecte es realitzarà una comprovació de les hores invertides 
en comparació a les estimades dins el pressupost. L’escenari ideal és un en el que 
aquests dos valors no distin gaire entre si. Tot i així, en cas d’excedir les hores assignades 
a la fase del projecte i, per consegüent, el pressupost corresponent, podem fer ús del 
fons de contingència per tal de compensar aquestes despeses addicionals. També es pot 
recórrer al pressupost destinat per incidents, en cas de no haver-hi cap finalment. 
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6. ANALITZADOR DE PLAGI 
 
El primer objectiu d’aquest projecte és la realització d’un analitzador de plagi o similitud 
entre diferents solucions d’alumnes a un mateix problema. Per a completar aquesta 
tasca amb èxit la dividirem en diverses subtasques:  
• Definir bé el domini de les dades amb les que treballarem, seleccionar les eines 
de les que ens valdrem per al seu desenvolupament i decidir el format de la 
sortida i com la mostrarem a l’usuari. 
• Dissenyar i implementar un sistema que realitzi l’anàlisi de plagi i en mostri els 
resultats d’acord amb els requisits que hem establert. 
• Testejar el programa amb grans volums de dades i comprovar la seva eficàcia. 
 
6.1. Definició de les dades 
Tal com s’ha comentat anteriorment, la plataforma Jutge.org es fa servir en nombroses 
assignatures de programació ja que ofereix una àmplia col·lecció de problemes de 
diversos tipus i graus de dificultat. Quan un alumne envia la seva solució a un problema, 
el jutge l’executa amb un seguit de jocs de prova i comprova que les sortides coincideixin 
amb les esperades. Amb això s’obté el veredicte final, que pot ser: 
• AC: Els outputs generats per la solució de l’alumne coincideixen amb els del 
jutge. 
• WA: Un o més outputs dels generats per la solució de l’alumne no coincideixen 
amb els del jutge. 
• Altres: error de compilació, error d’execució, límit de temps excedit, etc. 
Una solució que no té com a veredicte AC podria estar incompleta o correspondre a un 
problema diferent. Per altra banda, si un alumne ha efectuat dos enviaments correctes 
existeix el risc que l’analitzador de plagi hi detecti còpia amb sí mateix. Per aquests 
motius, en aquest projecte només tindrem en compte per cada problema l’últim 
enviament verd (amb veredicte AC) de cada alumne. 
 
6.2. Obtenció inicial de dades 
El següent pas és preparar diferents conjunts de dades, que ens serviran per a realitzar 
proves durant tot el desenvolupament de l’analitzador de plagi. 
Així doncs, se’ns ha proporcionat un petit conjunt de problemes de la base de dades de 
Jutge.org que corresponen a diferents cursos de la FIB. Els autors d’aquests problemes 
són, en tot moment durant la realització del TFG, anònims (vegeu secció 10.6.1). 
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S’ha intentat triar problemes de complexitat considerable, ja que aquests donen peu a 
una major diversitat en el codi de les solucions. Alguns exemples són El joc de la vida 
(P26100_ca) [21], els jocs d’EDA i el Sudoku (P76807_en) [22]. 
 
6.3. Software de detecció de plagi existent 
El nostre analitzador de plagi farà ús de programes ja existents de detecció de similituds 
entre codis font. Inicialment es van plantejar diverses opcions: Jplag, MOSS, YAP i 
CodeMatch, entre d’altres. Abans de fer l’elecció definitiva ens cal definir quines són les 
característiques que considerem imprescindibles segons les necessitats d’aquest 
projecte: 
• El programa ha de ser accessible de forma gratuïta. Tant si és de codi obert com 
si no, és indispensable que es pugui fer servir sense límits en les dades d’entrada 
ni en el nombre d’execucions. 
• Ha de suportar els principals llenguatges de programació que es fan servir als 
problemes de Jutge.org: C++, Java, Python, Haskell, etc. 
• Busquem que el software estigui “al dia”, és a dir, que sigui revisat i millorat 
periòdicament per tal d’arreglar possibles bugs i de no quedar-se obsolet. 
• Ha de generar un output que permeti la fàcil extracció de dades de forma 
automàtica, com pot ser un fitxer de text o una pàgina HTML. 
Un cop definits els requisits mínims, podem passar a estudiar les característiques dels 
principals programes proposats inicialment. 
Com que CodeMatch requereix d’una llicència per al seu ús, podem descartar-lo des del 
principi. Pel que fa als llenguatges suportats, les tres opcions restants satisfan el requisit; 
tanmateix, una ràpida cerca a la xarxa ens fa saber que l’última versió de YAP es va 
llençar el 1996. 
Així doncs, queda comprovar l’output donat per MOSS i Jplag. Aquests programes reben 
un seguit de fitxers de codi, en calculen la similitud dos a dos i retornen un llistat de 
parelles de programes amb el seu respectiu percentatge de plagi. Ambdós proporcionen 
els resultats en una pàgina HTML, fàcilment parsejable. Addicionalment, Jplag retorna 
la seva sortida en un fitxer de text. 
A la Figura 6.1 es poden veure els resultats de l’estudi de les característiques bàsiques 
d’aquests quatre programes de detecció de plagi. 
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 YAP MOSS Jplag CodeMatch 
Accessible 
    
Llenguatges suportats 
   
 
Actualitzacions 
periòdiques    
 
Fàcil extracció de dades  
  
 
Figura 6.1: Característiques bàsiques de YAP, MOSS, Jplag i CodeMatch. 
 
S’ha arribat a la conclusió que, d’entre les opcions disponibles, MOSS i Jplag són les més 
viables per al nostre projecte. A continuació procedirem a testejar en profunditat 
ambdós programes. 
 
6.3.1. MOSS 
El software de MOSS es troba en un servidor remot, el qual rep les diverses peticions 
dels usuaris, executa el programa de detecció de plagi i en retorna els resultats. 
Per tal de fer servir MOSS, primer de tot ens hem de donar d’alta en el seu servidor 
enviant un correu electrònic tal i com s’indica a l’apartat Registering for Moss del seu 
web. Obtindrem un identificador d’usuari que ens servirà per a autenticar les nostres 
peticions al servidor de MOSS. 
De la mateixa web podem aconseguir l’script que s’encarrega d’enviar les peticions de 
l’usuari al servidor. L’script permet modificar el comportament de MOSS amb un seguit 
de paràmetres. Els més útils segons les nostres necessitats són els següents: 
• -l: Llenguatge dels fitxers font a analitzar.  
• -m: Nombre de vegades que un fragment de codi pot repetir-se abans d’ignorar-
lo, de manera que no compta com a plagi (útil per a fragments de programa 
proporcionats pel professor o llibreries). D’aquesta manera evitem falsos 
positius. 
• -n: Nombre de resultats a retornar. Afegint -n N obtenim les N parelles de fitxers 
amb més percentatge de similitud. 
Com a resposta a una petició, el servidor de MOSS retorna una URL temporal que 
redirigeix a una pàgina HTML amb un llistat de parells de fitxers amb codi similar. A més, 
MOSS remarca els fragments de codi que coincideixen en cada parell, la qual cosa facilita 
la ràpida comparació de dos solucions similars. 
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Figura 6.2: Pàgina web retornada per MOSS 
Per tal de decidir els valors que fixarem per a -m i -n, s’han realitzat diverses proves amb 
els programes del jutge com a entrada i diversos valors per a aquests paràmetres. Primer 
de tot, -m és un paràmetre que depèn del nombre de fitxers d’entrada: com més fitxers, 
més vegades ha de repetir-se un fragment de codi abans de considerar-lo còpia legítima. 
A més, -n ha de ser un nombre prou gran com per obtenir una quantitat considerable 
de resultats però el suficientment petit com per no alentir en excés l’execució de 
l’anàlisi. 
Així doncs, les proves s’han dut a terme amb rangs de valors d’entre 5% i 30% per a -m i 
s’ha vist que un 10% és suficient. Pel que fa a -n, es volia trobar un punt entremig entre 
el temps d’execució i el nombre de resultats mostrats. Inicialment s’ha fixat el valor en 
5000 i s’ha anat baixant fins que el temps d’execució ha resultat acceptable, en el valor 
1000. 
 
6.3.2. Jplag 
Jplag és un programa de codi obert que s’executa localment a la nostra màquina. Els 
fitxers font es poden trobar a Github [23]. 
La utilització de Jplag és similar a la de MOSS: rep un conjunt de fitxers d’entrada, en 
realitza l’anàlisi i retorna una pàgina HTML amb els resultats. A més, imprimeix per 
consola aquests resultats en un format més compacte, la qual cosa ens facilita la feina 
d’extreure dades concretes. 
D’entre totes les opcions que ofereix el programa, en interessa modificar les següents: 
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• -l: Llenguatge dels fitxers font a analitzar.  
• -s: Ruta del directori on es troben els fitxers font (excloent amb l’opció -c). 
• -c: llistat de noms dels fitxers font (excloent amb l’opció -s). 
A diferència de MOSS, Jplag imprimeix totes les combinacions dos a dos dels fitxers 
(encara que el percentatge de similitud sigui molt baix). A la Figura 6.3 es pot veure un 
fragment de la sortida de Jplag, on s’indica la comanda amb les opcions seleccionades, 
el nombre de fitxers a comparar i algunes de les comparacions dos a dos d’aquests 
fitxers amb el seu respectiu percentatge de similitud. 
 
Figura 6.3: Fragment de la sortida de Jplag 
 
6.3.3. Conclusió 
Donat que MOSS s’executa en un servidor remot i no en la màquina local, el temps 
d’execució de Jplag és considerablement més reduït, la qual cosa es veurà reflectida en 
el rendiment total de l’analitzador. A més, existeix el risc que el servidor de MOSS estigui 
inoperatiu en el moment en què executem l’script. 
Jplag retorna totes les comparacions dos a dos dels enviaments, mentre que amb MOSS 
només podem obtenir-ne fins a 1000 sense alentir en excés el temps de resposta. 
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D’altra banda, MOSS és molt més flexible a l’hora de modular-ne el comportament, 
doncs ofereix més opcions d’entrada. 
Així doncs, podem concloure que Jplag és l’opció més segura i ràpida d’entre les dues, 
mentre que MOSS permet més marge d’experimentació amb els fitxers a comparar però 
alhora comporta més riscos. 
 
6.4. Resultats 
Com s’ha explicat anteriorment, els programes de detecció de plagi que farem servir 
proporcionen un llistat de noms de fitxers agrupats dos a dos i el corresponent 
percentatge de similitud entre ells. 
Aquest format resulta poc interessant, doncs es tracta de centenars de línies amb 
comparacions dos a dos que no aporten cap més informació. En altres paraules, es difícil 
obtenir una idea general de com ha anat un problema concret només mirant un llistat 
de percentatges de similitud entre solucions d’alumnes. 
Com vam comentar al començament d’aquest document, l’objectiu del nostre 
analitzador de plagi és detectar si un problema concret genera dificultats entre els 
alumnes a l’hora de resoldre’l, ja que aquesta situació acostuma a donar peu al plagi 
entre estudiants. 
Així doncs, el format de la sortida que mostrem haurà de permetre l’usuari saber, només 
d’un cop d’ull, si el problema ha estat plagiat per un nombre considerable d’alumnes. 
Aquí hem de remarcar un parell de coses: 
1. Existeixen diferents graus de plagi: una solució pot ser totalment idèntica a 
una altra o pot coincidir només en un fragment, essent la resta del codi 
original. 
2. Una solució no té perquè haver estat copiada íntegrament d’una altra, pot 
ser una combinació de diverses. 
El model de resultats que acabem de descriure pot ser fàcilment representat per un graf 
no dirigit amb pesos: els nodes seran les solucions dels alumnes, les arestes indicaran 
que hi ha hagut plagi entre dos enviaments i els pesos n’indicaran el percentatge. 
Un graf d’aquest tipus es pot veure a la Figura 6.4. Els problemes 3, 4 i 5 tindrien dues 
terceres parts similars entre si, cas que s’ha esmentat en el punt 1 del paràgraf anterior. 
En canvi, el problema 1 conté fragments diferents dels problemes 2 i 5, possibilitat que 
s’ha comentat en el punt 2 del paràgraf anterior. Sabem que els fragments dels 
problemes 2 i 5 no són els mateixos perquè no s’ha detectat similitud entre aquestes 
dues solucions. Per últim, el problema 6 seria totalment original, ja que no té cap aresta 
connectada a cap altre node. 
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Figura 6.4: Exemple de graf resultant de l’analitzador de plagi 
 
Aquest format resulta senzill d’interpretar en casos com el de l’exemple, amb pocs 
programes a analitzar. Tanmateix, les quantitats de dades amb què treballarem són molt 
més grans, la qual cosa converteix aquest format en poc human-readable. Seria 
interessant poder agrupar tots els programes que coincideixen; en altres paraules, 
classificar en grups els enviaments que, segons l’analitzador de plagi, s’han inspirat en 
una mateixa solució. D’aquesta manera, com més grups resultin de la classificació, més 
plagi, i com més gran sigui un grup, més alumnes han enviat una mateixa solució. 
No resulta difícil veure que, efectivament, la forma més pràctica de representar el graf 
de resultats és visualment mitjançant una xarxa amb comunitats. D’un cop d’ull podrem 
saber si hi ha hagut plagi en els enviaments d’un problema, quantes solucions diferents 
s’han copiat i quina proporció d’alumnes respecte al total ho ha fet. 
 
6.5. Sistema d’anàlisi de plagi 
Ara que tots els elements del que serà el nostre analitzador de plagi han quedat prou 
definits podem començar a dissenyar-lo i desenvolupar-lo. 
 
6.5.1. Disseny 
Necessitem un sistema que rebi un conjunt de fitxers de codi i retorni un informe amb 
totes les relacions de similitud entre ells. L’anàlisi de plagi es podrà fer amb qualsevol 
dels dos programes disponibles, MOSS i Jplag; no obstant, la sortida tindrà el mateix 
format sempre. 
31 
 
 
Figura 6.5: Flux de dades de l’analitzador 
 
Quant a l’input, a més del directori on es troben els enviaments a analitzar i el programa 
que farem servir, necessitarem saber el llenguatge de programació dels fitxers de codi i 
el llindar de similitud (%) a partir del qual considerarem el plagi. 
Pel que fa a l’output, ha de ser un format de dades que es pugui processar amb facilitat 
posteriorment, ja que la nostra intenció per a més endavant és mostrar els resultats 
visualment. Per aquesta raó ens decantarem per un format de text estandarditzat com 
és JSON (JavaScript Object Notation), que no només consta d’una sintaxi senzilla sinó 
que a més podem aprofitar algun dels seus parsers existents. 
 
6.5.2. Desenvolupament 
Per al desenvolupament de l’analitzador farem sevir Python, donada la seva versatilitat. 
Procedirem a crear el programa scanner.py, que ha de rebre els paràmetres d’entrada, 
executar MOSS o Jplag, extreure els resultats de l’anàlisi i retornar-los en format JSON. 
Els parsers de MOSS i Jplag hauran de ser adaptats, ja que els dos programes donen 
outputs diferents. 
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Figura 6.6: Diagrama de flux de l’analitzador 
 
Entrada de dades 
L’input està format pels fitxers font, el software de detecció de plagi a usar i el llindar de 
similitud a tenir en compte. Resulta molt senzill recollir paràmetres d’entrada mitjançant 
les funcions de la llibreria argparse [24] de Python. Concretament, aquests són els 
arguments que admetrà el nostre programa: 
•  -p: MOSS o Jplag 
• -l: Llenguatge de programació, les opcions depenen del programa triat. 
• -t: Llindar de similitud per als resultats (en %). 
• -s: Directori on es troben els fitxers a comparar. 
• -o: Fitxer on scanner.py desarà resultats. 
Un cop els tenim, cal que s’executi el programa indicat a -p amb els paràmetres desitjats. 
 
MOSS 
Per a cridar el software MOSS cal executar la següent comanda: 
 
Figura 6.7: Comanda d’execució MOSS 
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On args.l i args.s corresponen als paràmetres -l i -s respectivament, m és el 10% del 
nombre de fitxers d’entrada i a retorn_moss.txt es desarà la direcció URL. 
El servidor de MOSS ens retorna una URL temporal amb els resultats. Donant un cop 
d’ull al codi font d’aquesta pàgina veiem que té aquest format:  
 
Figura 6.8: Codi font de la pàgina retornada per MOSS 
 
Les dades que ens interessa extreure són els noms dels fitxers i els percentatges de 
plagi, que es troben sempre entre les etiquetes <a></a>. La resta d’elements els 
podem descartar. 
Per a aquest propòsit crearem la classe MyHTMLParser, amb una funció que obté la 
informació continguda entre cada parell d’etiquetes HTML i una altra que comprova 
si correspon als resultats i, en cas afirmatiu, separa els noms de fitxers i el 
percentatge. Per últim, si aquest percentatge supera el llindar establert 
anteriorment, afegeix el resultat a una llista de tripletes (programa1, programa2, 
%similitud). 
 
Jplag 
La crida a Jplag es fa mitjançant la següent comanda: 
 
Figura 6.9: Comanda d’execució de Jplag 
On lang correspon a llenguatge dels fitxers de codi, args.s és el directori on es 
troben i a return_jplag.txt es desaran els resultats de l’anàlisi. 
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Com ja hem vist anteriorment, l’output desat a return_jplag.txt té el següent 
format: 
 
Figura 6.10: Resultat en format text de Jplag 
 
Hem de construir un parser que busqui les línies del fitxer que comencen per 
“Comparing...” i extreure’n els dos noms de fitxers i el percentatge de plagi. Tal i 
com fèiem amb MOSS, si el percentatge de plagi supera el llindar establert desarem 
aquesta informació a un llistat de tripletes (programa1, programa2, %similitud). 
 
Format JSON 
En aquest punt disposem d’un llistat amb els resultats del programa de detecció de 
plagi. El següent pas és convertir aquest format de dades i desar-lo en un fitxer 
JSON. 
Com hem comentat anteriorment, volem representar les dades en un graf no dirigit 
amb ponderacions. Aquest tipus d’estructura es pot representar en JSON de la 
següent manera: 
{ 
“nodes”: [{“id”:”1”}, {“id”:”2”}, ..., {“id”:”n”}],  
“links”: [{"id": "1-2",source": "1","target": "2","weight": 90.0},...] 
} 
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A nodes tenim els ids (noms de fitxer) de tots els enviaments. A links hi ha un 
element per cada parell de fitxers que superen el llindar de plagi establert, essent 
la proporció de plagi el pes de l’aresta. 
Per a generar el fitxer JSON només cal escriure-hi tots els noms de fitxers d’entrada 
com a nodes i el contingut de la llista de tripletes com a links, seguint el format 
indicat. 
 
6.6. Visualització dels resultats 
En aquest punt hem analitzat tots els fitxers d’entrada en busca de plagi i disposem 
d’una estructura de dades amb els resultats. Això pot representar un enorme volum de 
dades depenent del nombre d’enviaments que s’han comparat. Per aquesta raó, caldrà 
que dissenyem un sistema de representació eficient que permeti l’usuari saber: 
• Quina proporció d’enviaments sobre el total ha estat plagi 
• Quantes fonts de plagi diferents hi ha 
• Els enviaments que han resultat ser plagi 
Per a aquest propòsit ens hem decantat per una representació del graf amb els nodes 
agrupats per comunitats. Cada comunitat representa un model de solució al problema, 
és a dir, tots els nodes d’una mateixa comunitat s’haurien inspirat en una mateixa 
solució, d’acord amb l’anàlisi de plagi. 
 
6.6.1. Mètode Louvain 
El mètode Louvain [25] és una forma eficient i d’implementació senzilla per identificar 
comunitats en xarxes grans, la qual cosa el converteix en la solució perfecta per a 
detectar les comunitats de problemes en els nostres grafs. 
Es tracta d’un algorisme voraç que iterativament optimitza cada comunitat local fins que 
la modularitat global no pot ser millorada, és a dir, aplica modificacions a la distribució 
de les comunitats fins que s’arriba a una solució general òptima. Un graf és altament 
modular si té connexions denses entre els nodes d’un mateix mòdul però les connexions 
entre nodes de diferents mòduls són disperses. 
Així doncs, l’algorisme defineix la modularitat com un valor entre -1 i 1, que mesura la 
densitat de les arestes pertanyents a mòduls en comparació amb la de les arestes que 
uneixen mòduls. Aquest valor es calcula segons la següent fórmula: 
 
Figura 6.11: Mètode Louvain 
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on 
• Aij representa el pes de l’aresta entre els nodes i, j 
• ki i  kj són la suma dels pesos de les arestes que s'adjunten als nodes  i i j 
respectivament 
• 2m és la suma de tots els pesos de l’aresta del gràfic 
• ci i cj són les comunitats dels nodes 
• δ és una funció δ de Kronecker [26]. Aquesta funció de dues variables val 1 si 
aquestes són iguals, i 0 altrament. 
 
Amb l’objectiu de maximitzar eficientment el valor de la modularitat, el mètode Louvain 
aplica dues passes de forma iterativa: 
1. Primer de tot, el mètode optimitza la modularitat local. S’assigna a cada node del 
graf la seva pròpia comunitat. Després, per cada node i, es calcula el canvi en la 
modularitat resultant d’eliminar i de la seva comunitat i afegir-lo a la comunitat 
de cada node veí j. Finalment, el node i s’assigna a la comunitat veïna que suposa 
un increment major en la modularitat (si hi ha). Aquest procés s’aplica 
seqüencialment a tots els nodes fins que ja no és possible incrementar la 
modularitat. 
2. Després, agrupa tots els nodes pertanyents a una mateixa comunitat i construeix 
un nou graf on els nodes són aquestes comunitats. Així doncs, les arestes que 
abans eren internes a un mòdul ara són bucles i les arestes que abans connectaven 
nodes de mòduls diferents  ara connecten els nodes corresponents del nou graf, 
amb el seu pes recalculat. 
Aquestes dues passes s’apliquen iterativament fins que un màxim de modularitat és 
assolit. Com a resultat, s’obté una jerarquia de comunitats. 
Es creu que el mètode corre en temps O(n·logn) [27], tot i que no se sap amb exactitud 
la seva complexitat computacional. 
 
6.6.2. Implementació 
La visualització dels resultats de cada problema ha de ser integrada amb la plataforma 
Jutge.org per tal que els docents puguin accedir fàcilment a ells des del navegador web. 
Per aquesta raó, s’ha decidit dur a terme la implementació en el llenguatge JavaScript. 
Per l’algorisme de detecció de comunitats Louvain s’ha fet servir la implementació de 
Corneliu S. [28] que, donat un llistat d’identificadors de nodes i un llistat d’arestes amb 
els seus respectius pesos, retorna aquest mateix graf amb els nodes agrupats per 
comunitats segons els pesos de les seves arestes. 
37 
 
A banda d’això, també és necessari un sistema que llegeixi les dades del fitxer JSON, 
trobi les comunitats amb l’algorisme de Louvain i en mostri gràficament els resultats. 
Per a aquest propòsit s’ha fet ús de la llibreria D3 de JavaScript [29], que permet 
visualitzar dades fent servir estàndards web com HTML o SVG. 
 
6.6.3. Visualització al navegador web 
Com s’ha comentat al principi, el format de visualització gràfica ha de complir alguns 
requisits. El docent ha de poder veure amb facilitat la proporció de plagi en els 
enviaments totals, així com les diferents fonts de plagi. A més, en cas de voler informació 
més detallada, podrà consultar el llistat de tots els clústers trobats i els components 
(enviaments) de cadascun. 
A banda d’això, també resulta interessant poder crear diverses instàncies d’anàlisi de 
plagi per a cada problema, de manera que es pugui executar l’analitzador amb 
paràmetres diferents. A la Figura 6.12 es pot veure el formulari de creació d’aquestes 
instàncies o Plagiarism scans, tal i com s’ha integrat a Jutge.org. Podem donar-li un títol, 
escollir entre MOSS i Jplag, determinar el llindar de similitud a partir del qual es 
considera el plagi i fixar el rang de solucions a tenir en compte (segons la data 
d’enviament). 
 
 
Figura 6.12: Formulari de creació d’un Plagiarism scan 
 
Un cop afegit el Plagiarism scan, el Jutge ens portarà a una pàgina com la de la Figura 
6.13, en la qual haurem d’esperar uns instants fins que l’anàlisi de plagi hagi acabat. 
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Figura 6.13: Pàgina d’espera de l’analitzador de plagi 
 
A continuació podrem visualitzar els resultats obtinguts. El format gràfic s’ha dividit en 
dues parts diferenciades: el graf resultant de l’anàlisi, que servirà per a obtenir una 
primera impressió, i el llistat de clústers per obtenir informació més detallada dels 
resultats. Tot això, juntament amb la informació de l’scan, es mostra en una pàgina com 
la de la Figura 6.14. 
 
Figura 6.14: Visualització dels resultats de l’anàlisi de plagi 
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A cada clúster de solucions li correspon un color i un identificador en forma d’enter. En 
passar el cursor per sobre d’un node, l’usuari pot veure l’identificador del clúster al que 
pertany. A més, clicant a sobre d’aquest node concret, pot accedir a la pàgina del 
respectiu enviament. 
Si es requereix informació més detallada sobre un cert clúster només cal consultar el 
llistat de la part dreta, que actua com a llegenda del graf. Tal i com es veu a la Figura 
6.15, per cada comunitat amb més d’un membre, amb el seu corresponent identificador 
i color, es llisten tots els enviaments que hi pertanyen amb els seus respectius autors 
(pixel·lats a la imatge). 
 
 
Figura 6.15: Visualització del llistat d’autors per clúster 
 
Per motius de privacitat i de la mateixa manera que durant tota la realització d’aquest 
projecte, pel desenvolupament del format de visualització s’ha treballat amb dades 
falsejades. 
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Per últim, en qualsevol moment podrem tornar a visualitzar els resultats de qualsevol 
de les instàncies creades per a cada problema (Figura 6.16). 
 
 
Figura 6.16: Llistat d’instàncies o scans creats per a un problema  
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7. COMPROVACIÓ DE 
RESULTATS  
 
L’analitzador de plagi i la seva funcionalitat de visualització gràfica ja estan llestos per al 
seu ús. Ara cal realitzar un seguit de proves per comprovar el seu correcte funcionament 
i per analitzar com canvia el seu comportament segons els paràmetres d’entrada donats. 
Per a realitzar les proves s’ha de triar un problema amb una mínima complexitat, ja que 
aquests donen peu a una major diversitat en el codi de les solucions. La nostra elecció 
és el joc d’EDA Ork Island (P35895_en) [30] i el Sudoku (P76807_ca). 
 
7.1. Veracitat dels resultats de l’anàlisi  
Hem analitzat el plagi dels enviaments dels problemes tant amb Jplag com amb MOSS. 
Ara comprovarem manualment alguns dels emparellaments detectats amb alt 
percentatge de similitud. 
A continuació es mostren fragments de codi d’alguns emparellaments amb similitud 
superior al 90%. Veiem que, evidentment, es tracta de programes molt similars i que, 
malgrat alguns canvis en els noms de les variables i en l’ordre de les línies de codi, 
l’analitzador ha sabut detectar-ne la similitud. 
 
Figura 7.1: Noms de variables i de funció canviats. Ordre de línies de codi alterat. 
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Figura 7.2: Noms de variables canviats. Ordre de línies de codi i indentació alterats. 
 
7.2. Grafs obtinguts 
Ara que hem verificat la fiabilitat dels resultats obtinguts amb l’analitzador de plagi, 
comprovarem que la representació gràfica també funciona correctament. Per a aquest 
propòsit hem executat l’analitzador de plagi amb Jplag sobre un conjunt de solucions al 
problema Ork Island (P35895_en) i amb diferents valors per als llindars. 
Els resultats es poden veure en les figures 7.3, 7.4, 7.5 i 7.6. Observem que, com més alt 
és el llindar de plagi escollit, més disperses són les comunitats resultants. En canvi, 
conforme anem baixant aquest llindar, els nodes es van agrupant i obtenim un menor 
nombre clústers, tot i que de mida més gran. 
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Figura 7.3: Graf resultant establint el llindar al 100.0% 
 
 
Figura 7.3: Graf resultant establint el llindar al 80.0% 
 
 
Figura 7.3: Graf resultant establint el llindar al 60.0% 
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Figura 7.3: Graf resultant establint el llindar al 30.0% 
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8. WEB SCRAPER 
 
Actualment existeix tot un seguit de plataformes web que permeten l’usuari desar els 
seus projectes de programació. Es tracta d’eines molt útils si pensem en fins 
col·laboratius, com poden ser un projecte acadèmic realitzat en grup o fins i tot un 
producte software de codi obert. Alguns exemples en són Pastebin, Bitbucket [31], 
CloudForge [32], Github, i SourceForge [33], entre d’altres.  
En aquesta part del projecte implementarem un cercador automàtic o web scraper 
capaç de trobar potencials solucions a problemes del Jutge desades en algunes de les 
plataformes esmentades. Concretament, ens centrarem en Github i Pastebin, donat que 
sembla que són les plataformes que contenen més repositoris de solucions al Jutge. 
L’scraper ha de poder extreure’n el codi i desar-lo a la base de dades del Jutge per a 
possibles futures comparacions amb enviaments d’alumnes. 
 
8.1. Disseny del web scraper 
A l’hora de desenvolupar el web scraper, el primer pas és realitzar un disseny del seu 
funcionament. Com tot scraper,  el nostre realitzarà un seguit de peticions a la xarxa per 
tal de trobar la informació desitjada. Com a resposta rebrà un conjunt de URL i per cada 
una haurà de distingir si és realment rellevant; això és, si la pàgina web conté una o més 
solucions a problemes del Jutge. En cas de ser-ho, desarà a la base de dades la part 
corresponent al codi de la solució i continuarà amb la següent URL. A la Figura 8.1 podem 
veure l’esquema de funcionament del nostre scraper. 
 
Figura 8.1: Diagrama de flux del web scraper. 
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8.2. Implementació del web scraper 
El web scraper rep un seguit de paraules clau o keywords, que són els termes que volem 
que cerqui a la xarxa. Aquestes paraules actuen com a llavors de l’scraper, doncs són el 
punt de partida de la cerca i serveixen per a obtenir les primeres URL. El cercador 
automàtic es quedarà amb aquells resultats rellevants, és a dir, els resultats que portin 
a algun repositori de solucions, i en negligirà la resta. Cadascuna d’aquestes URL 
correspondrà a un repositori a partir del qual podem obtenir nous enllaços 
recursivament. 
Per a la cerca inicial amb les keywords s’ha fet servir el mòdul de Python googlesearch 
[34], que proporciona una interfície d’ús senzill per a realitzar cerques a Google. 
D’aquesta manera, per a cada terme s només cal executar una crida a la seva funció 
search: 
 
Figura 8.2: Crida a la funció search del mòdul googlesearch  
 
Un cop realitzada la cerca amb els paràmetres indicats per a l’idioma i el nombre màxim 
de resultats, a resultsList tenim un llistat de les URL retornades per Google. 
Aquest llistat d’enllaços és amb el que treballarà el nostre scraper. Com s’ha comentat, 
el primer pas és comprovar que, efectivament, la URL ens porta a un resultat rellevant. 
En aquest cas, podem fer distincions entre el tipus concret de contingut, doncs cadascun 
té un format diferent i, per tant, s’ha de tractar de manera diferent. 
Així doncs, l’algorisme aplicat a cada URL de resultsList pel nostre scraper és el següent: 
1. Comprovem si la URL pertany a alguna de les plataformes de software que volem 
cercar (en aquest cas, Github o Pastebin). Si no, continuem amb la següent URL. 
2. Comprovem si l’enllaç ens porta directament a un fitxer de codi o a un repositori 
amb diversos fitxers de codi. 
a. Si pertany a un fitxer de codi concret, obtenim el seu nom d’arxiu i 
confirmem que efectivament es tracta d’un problema del Jutge. En 
aquest cas, extraiem la part de codi de la pàgina HTML i la desem al nostre 
servidor. 
b. Si es tracta d’un repositori, per cadascun dels seus enllaços 
corresponents a un fitxer de codi o a una altra subcarpeta, l’afegim a 
resultsList per tal que l’scraper els tracti més endavant. 
A més, per a cada problema mantindrem un llistat amb tots els problemes obtinguts de 
l’scraping i la URL corresponent d’on els hem tret. D’aquesta manera no només podem 
accedir fàcilment a la font original, sinó que ens estalviem desar solucions repetides. 
Per altra banda, la pràctica de desar les noves URL trobades al final del llistat resultsList 
és una manera de prevenir possibles bloquejos de IP per part de la plataforma web, 
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doncs espaia el temps d’accés als enllaços d’un mateix repositori i fa que l’scraping no 
sigui agressiu. 
 
8.3. Classe retrieveCode 
El nostre scraper s’ha de guiar pel format HTML de les pàgines que visita per tal de 
determinar de quin tipus són i saber com extreure’n la informació rellevant, en cas 
d’haver-n’hi. Això pot comportar un risc si els administradors del lloc web en canvien 
l’estructura, per aquesta raó és important que el nostre programa sigui modular i de 
fàcil manteniment. D’aquesta manera minimitzarem els canvis a fer en cas de ser 
necessari. 
Amb aquest propòsit s’ha creat la classe retrieveCode, que conté les operacions 
bàsiques a realitzar per l’scraper: extreure l’esquelet HTML d’una URL, comprovar si una 
URL correspon a un repositori o al codi d’un programa, obtenir el títol d’un repositori o 
programa, extreure el codi del programa i desar-lo a un directori concret, etc. 
Cadascuna de les funcions distingeix entre les plataformes Github i Pastebin, doncs 
tenen formats HTML diferents. A més, si en un futur es vol ampliar el rang de cerca a 
altres plataformes de codi font, només caldrà afegir a cada funció la part del codi 
corresponent a l’scraping del nou lloc web. 
 
8.4. Distància de Levenshtein 
A l’hora de decidir si hem de desar una certa solució trobada, hem de comprovar si el 
títol correspon a algun problema del Jutge, comparant-lo amb el títol o l’ID. Tanmateix, 
ens podríem trobar amb una solució rellevant però desada amb un títol lleugerament 
diferent al de la base de dades del Jutge: en minúscules, sense algun accent, algun 
caràcter esborrat, etc. En aquests casos, si l’scraper realitzés una comparació estricta 
negligiria molts resultats interessants. Per aquesta raó, hem decidit fer servir un mètode 
més relaxat: la distància de Levenshtein [35], que deu el seu nom al científic rus Vladimir 
Levenshtein, qui va idear aquesta distància el 1965. 
La distància de Levenshtein és el nombre mínim d’operacions requerides per a 
transformar una cadena de caràcters en una altra. Entenem per operació la supressió, 
la inserció o la substitució d’un caràcter. Amb aquesta informació podem calcular el 
percentatge de caràcters que coincideixen en ambdós strings i decidir si són prou 
similars o no. 
La distància de Levenshtein entre dos strings a,b (de mida |a| i |b|, respectivament) ve 
donada per leva,b(|a|,|b|): 
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Figura 8.3: Distància de Levenshtein 
 
On leva,b(i,j) és la distància de Levenshtein entre els primers i caràcters de a i els primers 
j caràcters de b, i 1(ai!=bj) retorna 1 si ai != bj i 0 en cas contrari.  
 
8.5. Elecció de keywords 
L’elecció de les paraules clau de l’scraper és de gran importància, doncs són el punt de 
partida del nostre cercador automàtic i d’ella dependrà el nombre de resultats 
obtinguts. Per tal d’obtenir el millor rendiment possible, ens interessa obtenir una bona 
proporció de resultats rellevants amb respecte al total de URL tractades. 
Amb l’objectiu de trobar el punt òptim s’han realitzat un seguit d’experiments amb 
diferents sets de paraules i amb valors pel paràmetre stop de 20 i 10, que determinen el 
nombre de resultats que retorna la cerca googlesearch. 
El primer experiment s’ha realitzat amb un seguit de termes genèrics relacionats amb la 
cerca que volem fer: eda github, eda pastebin, pro1 github, pro1 pastebin, jutge github, 
jutge pastebin. 
En el segon cas, els termes de cerca han estat alguns IDs dels problemes més típics de 
Jutge.org: El Joc de la Vida (1), Sudoku, OrkIsland, Sebastian's toy-friends i Numerology.  
Per acabar, s’han fet servir els noms de problema corresponents als IDs anteriors. 
Un cop executat l’scraper amb els paràmetres esmentats, s’ha analitzat el nombre de 
resultats obtinguts amb respecte al total de URL visitades, com a mesura de l’eficiència 
dels sets de keywords. Els resultats es poden veure a la Figura 8.4. 
 
URLs visitades Problemes trobats Solucions trobades 
10 20 10 20 10 20 
Experiment 1 98 98 0 0 0 0 
Experiment 2 87 87 70 70 72 72 
Experiment 3 125 125 0 0 0 0 
Figura 8.4: Resultats de l’experiment amb paraules clau 
 
Queda clar, doncs, que el millor conjunt de termes de cerca és aquell format pels IDs 
dels problemes que volem cercar. No només trobarem les solucions corresponents a 
aquests problemes, sinó que n’obtindrem d’altres. Per altra banda, no hi ha diferència 
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entre extreure els 10 primers resultats de googlesearch o els 20 primers, de manera que 
per eficiència fixarem el paràmetre stop a 10.  
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9. PROVES FINALS 
 
Un cop implementades la funcionalitat de l’anàlisi de plagi i la del web scraper, pot 
resultar interessant crear noves funcionalitats que facin ús del que ja tenim 
desenvolupat. No només ens serviran com a eines addicionals per a analitzar el plagi 
entre estudiants, sinó que també actuaran com a proves exhaustives del correcte 
funcionament de l’analitzador de plagi i del web scraper. 
Per aquesta raó, hem dissenyat les funcionalitats que passarem a descriure en aquest 
apartat: la primera fa ús de l’analitzador de plagi i la segona combina l’ús de l’analitzador 
amb el del web scraper. 
 
9.1. Classificació d’un nou enviament  
Quan tenim un problema del Jutge amb els seus enviaments ja analitzats entre ells, ens 
pot interessar comparar una nova solució amb les anteriors. No és factible tornar a 
executar l’analitzador de plagi amb tots els programes cada cop. Per aquesta raó, s’ha 
creat la funcionalitat compareFile. 
Aquest nou programa rep com a paràmetres el resultat de l’anàlisi dels enviaments 
previs (el graf amb les similituds), el fitxer on es troben i el nou fitxer a comparar. 
D’aquesta manera, pot extreure de l’anàlisi de plagi una solució representant de cada 
clúster. Per classificar el nou enviament en algun dels clústers anteriorment trobats, 
només caldrà comparar-lo amb els seus representants. 
Per a l’anàlisi es farà servir el software Jplag que, com es va veure en apartats anteriors, 
suposa un temps d’execució molt més reduït que el de MOSS. Hi ha dues maneres 
d’abordar el problema: comparar el nou fitxer de codi un a un amb els representants, o 
bé executar la comparació tots amb tots. Malgrat que la primera proposta pot semblar 
l’òptima, s’ha de tenir en compte el cost de preparació prèvia i posterior a l’anàlisi que 
Jplag necessita. Així doncs, es realitzarà l’anàlisi de tots els fitxers i es discriminaran els 
emparellaments que no continguin el fitxer a classificar. El programa retornarà aquell o 
aquells representants que obtinguin un percentatge de similitud major amb el fitxer a 
comparar. 
Un cop realitzada la implementació, executarem la funcionalitat amb un seguit de 
proves per a veure el seu comportament. Executarem l’analitzador de plagi amb un set 
d’enviaments, després extraurem alguns de la col·lecció i els analitzarem amb 
compareFile. Finalment, comprovarem que la classificació de cada problema extret 
coincideix amb la original. 
El problema seleccionat per a l’experiment és P35895_en (Ork Island). Els problemes 
que extraurem són els següents: 
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- S7093003.cc, pertany al clúster amb representant S7450572.cc 
- S6131006.cc, pertany al clúster amb representant S9275319.cc 
- S2747778.cc, pertany al clúster amb representant S4814144.cc 
Després d’executar compareFile amb aquests enviaments i un directori de solucions com 
el de P35895_en però sense el fitxer a comparar, els resultats obtinguts han estat els 
esperats: 
 
 
 
Figura 9.1: Resultats de l’execució de compareFile 
 
 
9.2. Anàlisi de plagi en múltiples problemes  
Una altra prova interessant és comparar de forma massiva els enviaments de diversos 
problemes de Jutge.org amb un conjunt de solucions concret, com podrien ser les 
solucions trobades a un mateix repositori.  
D’aquesta manera es pot obtenir el nombre de problemes per alumne que l’analitzador 
ha considerat plagi, tenint en compte la possibilitat que aquest alumne sigui l’autor 
legítim de les solucions trobades. Com durant tot el projecte, en aquest experiment les 
identitats dels alumnes romandran anònimes, però en un futur el docent podria trobar 
útil executar la funcionalitat amb dades reals. 
Així doncs, s’ha creat el programa compareRepo, que pren com a entrada la URL d’un 
repositori Github o Pastebin, un llindar de similitud i un directori amb els enviaments 
dels alumnes. Aquest directori és de la forma {problem_1/{user_1,...,user_n}, 
problema_2/{...},...problem_n/{...}}, on els problema_x corresponen als IDs de problema 
del Jutge i user_x són els noms dels enviaments, que en aquest cas es prendran com a 
nom dels alumnes. 
El següent pas és executar l’scraper en la URL donada. D’aquesta manera obtindrem 
totes les solucions a problemes de Jutge.org contingudes en aquest repositori. 
Per cada solució trobada que estigui present en el directori d’enviaments d’alumnes, 
executarem l’analitzador de de plagi tal com fèiem en l’experiment anterior: comparant 
tots els fitxers entre si i tenint en compte només aquells emparellaments que continguin 
la solució del repositori. Per cada alumne mantindrem un comptador, que 
s’incrementarà cada cop que un dels seus enviaments superi el percentatge de similitud 
amb la solució model. 
Finalment, el programa retorna el llistat d’alumnes presents en el directori d’enviaments 
i el seu total de solucions similars a les del repositori. 
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S’ha executat el programa compareRepo amb dues URL diferents, totes elles 
corresponents a repositoris de solucions de l’assignatura Estructures de Dades i 
Algorismes, i un set d’enviaments anònims d’alumnes corresponents a problemes de la 
mateixa assignatura. El llindar de similitud a partir del qual el comparador considera el 
plagi s’ha establert en un 70%. 
Durant la primera prova es van trobar les solucions de 9 problemes, que es van comparar 
amb els enviaments de 17 problemes diferents, amb un total de 13.981 fitxers de codi. 
A la Figura 9.2 es pot veure l’histograma resultant. L’eix de les ordenades mostra el 
nombre d’alumnes que han obtingut cada puntuació (nombre d’enviaments que el 
comparador ha considerat plagi) indicada a l’eix de les abscisses.  
 
Figura 9.2: Histograma de la primera prova 
 
Com es pot veure, el gruix dels alumnes ha obtingut un resultat de 0 enviaments similars, 
mentre que s’ha detectat un total de 117 alumnes amb una solució plagiada i una 
quantitat gairebé negligible d’estudiants amb dues, tres o quatre solucions similars. Per 
últim, hi ha un alumne amb 8 enviaments detectats com a plagi, probablement el propi 
autor de les solucions del repositori. 
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En la segona prova es van trobar les solucions a un total de 33 problemes diferents i es 
van comparar amb els enviaments corresponents a 14 problemes, amb un total de 
10.870 fitxers de codi. Els resultats es poden veure a l’histograma de la Figura 9.3. 
 
Figura 9.3: Histograma de la segona prova 
 
Podem observar que la tendència és la mateixa que a la prova anterior, obtenint 
aproximadament el 90% d’estudiants una puntuació de 0 plagis, mentre que un d’ells té 
gairebé tots els enviaments detectats com a plagi (possible autor dels programes del 
repositori). 
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10. ÈTICA DEL PROJECTE 
 
10.1. Sostenibilitat 
 
10.1.1. Autoavaluació 
En aquest apartat faré una autoavaluació sobre les meves competències en 
sostenibilitat, un cop realitzada l’enquesta del projecte EDINSOST. 
El concepte sostenibilitat, en el seu sentit més ampli, abasta tres dimensions: social, 
mediambiental i econòmica. Per a considerar que un projecte és sostenible, cal que 
consideri de forma simultània aquestes tres dimensions. 
Considero que actualment els meus coneixements generals sobre sostenibilitat són 
satisfactoris. Conec les causes, conseqüències i solucions proposades típicament 
respecte a la problemàtica social, econòmica i ambiental. També sóc capaç d’analitzar 
un projecte TIC des d’aquestes tres perspectives i preveure les conseqüències dels 
possibles problemes que pugui presentar. 
Sóc conscient dels costos ambientals associats als productes TIC al llarg de la seva vida i 
sé valorar-ne l’impacte (tant positiu com negatiu) en la societat i la sostenibilitat del 
planeta. 
Per altra banda, em manquen coneixements més profunds sobre aquesta temàtica. Per 
exemple, desconec les tècniques d’innovació i generació d’idees usades en l’actualitat, 
a més de les estratègies de desenvolupament de projectes creatius i innovadors. 
Finalment, altres camps on em cal dedicar més temps d’estudi són els principis 
deontològics, el concepte de justícia social, el d’ergonomia, el d’equitat i el de 
transparència. Si bé intueixo les problemàtiques i solucions associades a aquestes àrees, 
no en tinc un coneixement profund que em permeti treballar-les exhaustivament. 
Com a conclusió diria que tinc clars els conceptes bàsics relacionats amb la sostenibilitat, 
però em cal estudiar més a fons les tres dimensions que la componen per tal de 
desenvolupar projectes sostenibles amb més efectivitat. 
 
10.1.2. Dimensió econòmica 
Els costos econòmics d’aquest projecte han estat detallats en l’apartat anterior. Com 
s’ha vist, gairebé un 80% del pressupost total és destinat a recursos humans, un 15% a 
imprevistos i la resta a recursos software i hardware. No hi ha costos associats a 
producció, ja que no estem desenvolupant cap producte tangible sinó que el resultat 
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final és un producte de software. Tot plegat fa que el nostre projecte sigui prou 
competitiu, econòmicament parlant. 
A més, el resultat final d’aquest projecte és open source, amb la qual cosa qualsevol es 
podria beneficiar del producte o bé escalar-lo (afegir funcionalitats, millores, etc). 
 
10.1.3. Dimensió social 
Des del punt de vista social, aquest projecte té un impacte positiu per dues raons: 
• Els professors d’assignatures de programació podran tenir una idea més clara de 
quins són els problemes que generen més dificultats entre els alumnes, en 
quines parts del quadrimestre els pics de feina són més elevats (i, en 
conseqüència, els alumnes es veuen forçats a copiar solucions) i de quins 
alumnes podrien necessitar reforç en alguna part del temari. 
• Els alumnes, en saber que podrien detectar plagi en les seves solucions, poden 
replantejar-se aquesta via i reorganitzar les seves hores d’estudi per tal de 
dedicar més temps al temari més conflictiu. 
 
10.1.4. Dimensió ambiental 
L’impacte de sostenibilitat positiu d’aquest projecte és majorment social. Si bé no 
suposarà cap impacte ambiental negatiu (les despeses associades al consum 
d’electricitat i Internet són acceptables), tampoc no en constituirà una millora 
destacable. 
 
10.1.5. Matriu de sostenibilitat 
La següent taula mostra les tres dimensions de la sostenibilitat valorades en una escala 
del 0 al 10 per a aquest projecte, d’acord amb les consideracions fetes en els apartats 
anteriors. La valoració total és sobre 30. 
  
Sostenibilitat Econòmica Social Ambiental Total 
Valoració 8 10 8 26 
 
  
56 
 
10.2. Tractament de les dades del projecte 
Aquest projecte treballa amb informació sensible que, com a tal, ha de ser tractada de 
forma ètica. En aquest apartat parlarem de les consideracions que s’han pres pel que fa 
a les dades dels usuaris, tant del Jutge com de les plataformes de desenvolupament de 
software (Github i Pastebin). 
 
10.2.1. Jutge.org 
Per tal de fer les proves de l’analitzador de plagi hem hagut d’obtenir un set 
d’enviaments per a diversos problemes de Jutge.org. Es tracta d’enviaments reals fets 
per alumnes de les assignatures de programació de la FIB. 
Tal i com s’ha esmentat en diversos punts d’aquest document, els fitxers de codi han 
estat anonimitzats abans de treballar amb ells, per tal de preservar la identitat dels seus 
autors. Així queda constatat en els Termes de Servei de Jutge.org, que l’usuari ha 
d’acceptar juntament amb el Codi d’Honor abans de registrar-se [36]:  
[...] The information we gather from your engagement with our instructional offerings 
makes it possible for all stakeholders engaged in the Jutge.org to continuously improve 
their work and, in that process, build learning science. For purposes of research, we may 
share information we collect from online learning activities with researchers beyond 
Jutge.org project, after anonymization. Similarly, any research findings might be 
reported at the aggregate level and will not expose your personal identity. [...] 
 
10.2.2. Pastebin i Github 
Les plataformes de desenvolupament de software Pastebin i Github fan menció a la 
pràctica del scraping en els seus Termes de Servei [37][38]. El defineixen com l’acció 
d’extreure informació de la seva pàgina web de forma automàtica i en permeten la 
pràctica sempre que sigui amb fins de recerca no comercials i no es realitzi de forma 
agressiva: 
[...] Researchers may scrape public, non-personal information [from Pastebin/Github] for 
research purposes, only if any publications resulting from that research are open access.   
[...] 
If you scrape our site too aggressively we will block your IP. [...] 
 
En el cas d’aquest projecte no estem violant cap dels Termes de Servei, doncs les 
solucions que extraiem de Github i Pastebin són d’accés públic i no desem cap tipus 
d’informació personal dels autors. Els resultats de les investigacions realitzades amb 
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aquestes dades es troben continguts en aquest treball de Fi de Grau, que és, 
efectivament, d’accés obert. 
Per altra banda, tampoc no realitzem peticions web agressives durant el procés de 
l’scraping (vegeu secció 8.1, últim paràgraf).  
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11. CONCLUSIONS 
 
El propòsit d’aquest Treball de Fi de Grau era el de crear un sistema capaç d’analitzar els 
diferents enviaments de problemes a la plataforma Jutge.org per tal de detectar 
possibles casos de plagi entre el codi dels estudiants. A més, es volia desenvolupar un 
web scraper o cercador automàtic que trobés a la xarxa solucions a problemes de 
Jutge.org susceptibles de ser copiades. Per tal d’aconseguir aquest propòsit, es van 
establir un seguit d’objectius, detallats a l’apartat 1.2. d’aquest document. 
Pel que fa als objectius 1 i 2, s’ha investigat l’estat actual dels programes de detecció de 
plagi de software en busca dels més usats per altres centres docents. Després se n’han 
analitzat les característiques principals per tal de determinar els que millor s’adapten a 
les necessitats del nostre projecte. Els candidats finals han estat MOSS i Jplag. 
Fent ús d’aquests programes de detecció de plagi s’ha dissenyat i implementat un 
sistema d’anàlisi de plagi, tal i com es va establir en l’objectiu 3. Aquest sistema permet 
triar un seguit d’opcions, com són l’ús de MOSS i Jplag, el llenguatge de les solucions o 
el llindar de similitud a partir del qual considerarem el plagi entre dos fitxers de codi. Per 
últim, retorna els resultats en forma de graf no dirigit i ponderat, on cada node 
representa un enviament i el pes d’una aresta entre dos nodes indica el percentatge de 
similitud calculat. 
Quan a l’objectiu 4, s’ha dissenyat un format de visualització gràfica dels resultats per 
tal de facilitar-ne la interpretació. Aquest format consisteix en un graf de comunitats, on 
cada comunitat agrupa els nodes corresponents als enviaments similars entre si. 
D’aquesta manera es pot veure amb facilitat quants models de solució diferents hi ha i 
quants enviaments hi ha de cadascun. A més, també es mostra un llistat amb els clústers 
rellevants (els que tenen més d’un membre) i els enviaments que hi formen part. 
Addicionalment, s’han implementat un parell de funcionalitats que fan ús tant de 
l’analitzador de plagi com del web scraper. No només serveixen com a eines 
complementàries per a analitzar el plagi entre estudiants, sinó que també han actuat 
com a proves exhaustives del correcte funcionament de l’analitzador de plagi i del web 
scraper. Tanmateix, aquestes funcionalitats no han estat integrades a Jutge.org. 
L’últim objectiu era el de realitzar un web scraper capaç de trobar solucions de 
problemes de Jutge.org susceptibles de ser copiades. S’ha implementat aquest cercador 
automàtic, el qual rep un seguit de paraules clau o keywords que actuen com a llavors 
per a la cerca a la xarxa. És capaç de discriminar si una URL trobada correspon a una 
solució a un problema de Jutge.org i desar-la a la base de dades. Tot i que en un principi 
es va considerar cercar aquestes solucions a qualsevol lloc web, com ara blogs personals, 
xarxes socials o repositoris de codi, finalment només s’ha implementat per a les 
plataformes Github i Pastebin i es deixa la resta com a possible futura ampliació. 
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En definitiva, els objectius marcats al començament del projecte s’han pogut aconseguir. 
Tanmateix, encara queda marge per a futures millores i ampliacions. Per una banda, 
queda pendent la integració a Jutge.org de les funcionalitats descrites als apartats 9.1 i 
9.2. Pel que fa al web scraper, actualment només és capaç de cercar a Github i Pastebin, 
però es pot ampliar el rang de cerca a altres plataformes d’emmagatzematge de 
projectes de software i blogs personals, entre d’altres.  
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