The diffusion of service oriented architectures introduces the need for novel testing approaches. On the one side, testing must be able to identify failures in the functionality provided by service. On the other side, it needs to identify cases in which the Service Level Agreement (SLA) negotiated between the service provider and the service consumer is not met. This would allow the developer to improve service performances, where needed, and the provider to avoid promising Quality of Service (QoS) levels that cannot be guaranteed.
INTRODUCTION
Service Oriented Architectures (SOA) are introducing a major shift of perspective in software system development. Moving away from traditional paradigms, they propose software be used instead of being owned [19] . In addition, SOA promotes the development and the adoption of challenging mechanisms such as automatic service discovery and 1. lack of observability of the service code and structure for users and system integrators, causing testability problems;
2. dynamicity: a service-oriented system can be described as a workflow of abstract services that can be dynamically bound to concrete services known only at runtime. This poses integration testing issues, in that endpoints to be tested with the workflow might not be known a priori;
3. lack of control: a user/integrator has no control over the evolution of the services she/he is using. Their behavior can change and the integrator might not be aware of such a change;
4. cost of testing: invoking services can imply a cost for the tester, if service usage is charged, and also a waste of resources for the provider.
This paper focuses on the testing of SLAs. A SLA is negotiated between a service provider and a service consumer (i.e., an integrator, or an end-user), and guarantees to the service consumer a given QoS level, sometimes depending on how much she/he is willing to pay for the service usage. In other words, a SLA constitutes a form of contractoften specified using languages such as WS-Agreement [1] -between service provider and consumer, and its violation would cause lack of satisfaction for the consumer and loss of money for the provider. For this reason, before offering a SLA, a service provider would limit the possibility that it can be violated during service usage. This paper explores the use of Genetic Algorithms (GAs) to generate test data causing SLA violations. For a service-oriented system such violations can be due to the combination of different factors, i.e., (i) inputs, (ii) bindings between abstract and concrete services, and (iii) network configuration and server load. In the proposed approach, GAs generate combinations of inputs and bindings for the service-oriented system causing SLA violations. The proposed fitness combines a distancebased fitness that awards solutions close to QoS constraint violation, with a fitness -inspired from what proposed by Wegener et al. [20] -guiding the coverage of target statements. The approach has been applied to an audio processing workflow and to a service for generating charts, and in both cases it was capable of generating testing data causing SLA violations.
The remainder of this paper is organized as follows. After a review of the literature in Section 2, Section 3 details the proposed approach and the tool support. Section 4 reports and discusses the case studies. Finally, Section 5 concludes the paper.
RELATED WORK
This section discusses related work, in particular work dealing with testing of services and service-oriented systems, and work dealing with the use of GAs for test data generation.
SOA Testing
Although the research on testing of services and serviceoriented systems is still at an early stage, a number of approaches dealing with various testing levels and activities have been developed. Tsai et al. [18] and Bertolino and Polini [4] proposed a framework to extend the UDDI (Universal Description, Discovery, and Integration) registry to support Web service testing. As discussed in the introduction, the lack of observability is a relevant issue when testing services. A possible strategy is to perturbate SOAP (Simple Object Access Protocol) messages to check whether the service is robust to these perturbations [16] . A black-box strategy for the generation of test data from XML-schema defined into Web service interfaces has been addressed by Bai et al. [2] . They mainly propose the use of equivalence class categories to generate test data, without providing any automatic data generation machinery. Recently, Martin et al. proposed a preliminary framework to automatically perform Web service robustness testing [14] , while Fu et al. highlighted the need for proper testing of exception code [11] . We share with Martin et al. the idea of generating test cases to cause failure in some service properties. However (i) we use an evolutionary approach, both from a black-box and from a white-box perspective and (ii) our focus is to violate SLA rather than to let the service crash. When a service evolves, its functionality or QoS can vary, triggering the need for regression testing [6] . Like in reference [6] , we focus on QoS, however from a different perspective: while from a regression testing point of view the propose is to ensure that QoS properties are preserved when the service evolves, our aim is to test QoS constraints before advertising the service and negotiating SLAs.
Evolutionary test data generation
Search-based optimization techniques have been successfully applied to tackle different testing problems, and in particular to generate testing data. Most of the relevant references are reported and discussed in a survey by McMinn [15] . In this context, it is worth to relate our work with approaches dealing with code coverage testing and with stress testing.
Regarding coverage testing, and as it will be explained in Section 3, our GA evolves the population so to cover resolution=200 dpi resp. time=2 ms resolution=300 dpi resp. time=5 ms resolution=600 dpi resp. time=10 ms resolution= 400 dpi resp. time=7 ms resolution=900 dpi resp. time=10 ms resolution=700 dpi resp. time=8 ms resolution=800 dpi resp. time=10 ms resolution=300 dpi resp. time=2 ms resolution=500 dpi resp. time=5 ms resolution=400 dpi resp. time=7 ms resolution=500 dpi resp. time=10 ms resolution = 300 dpi resp. time=12 ms Wegener and Grochmann applied GAs for testing the temporal correctness of real-time systems [21] . Our black box approach is similar to their one, although considering any kind of QoS attribute, including domain specific attributes (e.g., image resolution), and not just the response time. Our white-box approach combines their approach with the Wegener's distance fitness [20] : QoS-expensive paths are covered, and then the GA evolves the test data to violate QoS constraints. Briand et al. [5] used GAs for stress testing of real-time systems. However, in their case the problem was mainly to determine schedule causing failures. In our case, the workflow schedule is fixed and the QoS depends on inputs, bindings and on other external factors. Similarities can be found with the work of Garousi et al. [12] They perform stress testing on UML models of distributed systems, also accounting for network traffic. This is also a viable solution for Web services, although it requires the Web service behavior to be modeled as a UML model, which may or may not reflect the actual behavior.
APPROACH DESCRIPTION
As mentioned in the introduction, this paper deals with the generation of test data for a service-oriented system 1 causing SLA violations. Let us consider the workflow in Figure 1 , representing an image processing composite service. The service takes as input an image in a specific format, characterized by its horizontal and vertical dimension (dim1 and dim2), a Boolean value indicating whether the image needs to be converted into a poster, and the sharpening level (nsharpen). According to the input options, the composite service performs some filtering operations on the image by invoking external services. For each filter (Scale, Posterize, Sharpen, and Gray), hereby referred as abstract services, some semantically equivalent concrete services are available, each one, however, ensuring different QoS (response time and resolution of the output image). Bindings are chosen using optimization approaches, such as those proposed by Zeng et al. [22] or by Canfora et al. [9] , that determine the (near) optimal set of bindings that ensure a QoS constraint satisfaction and that optimize a given objective function.
At execution time, there may exist combinations of bindings and workflow inputs that cause SLA violations, i.e., violations of QoS constraints. Let us consider, for example, that the service provider guarantees to the service consumer a response time less than 30 ms and a resolution greater or equal to 300 dpi. For the workflow in Figure 1 , for example, let us consider as inputs posterize = true, an image having a size smaller than 20 Mb (which constitutes a precondition for our SLA), dim1 = dim2 and nsharpen = 2. Let us also consider that the abstract services are bound to ScaleA, PosterizeB, SharpenC and GrayB. In this case, while the response time will be lower-bounded by 24 ms and therefore the constraint would be met, the resolution of the image produced by the composite service would be of 200 dpi, corresponding to the minimum resolution guaranteed by the invoked services. In other cases the scenario can be much more complex, in particular when combinations of inputs for each service invoked in the workflow can, on its own, contribute to the overall SLA violation. Violations of some QoS attribute constraints, e.g., response time or throughput, can also depend on the network and server load. Dealing with such a factor is, however, out of scope of this paper and will be considered as part of our future work.
White Box Approach
Service composition white box testing can be pursued by integrators that, before offering a SLA, want to ensure that the composition is able to meet a given QoS level. They have the composition source code available, written using WS-BPEL or any traditional programming language. The test data generation process is composed of two steps, detailed in the following two subsections.
Step I -Determine QoS-risky paths
The first step aims to identify which workflow paths (hereby referred as risky paths) are likely to exhibit high values for upper-bounded QoS attributes (e.g., response time) and low values for lower-bounded QoS attributes (e.g., resolution). This step is performed by considering (i) QoS value estimates for services composing the workflow, and (ii) estimated upper-bound number of executions for each loop, as declared by the service provider. In other words, the global workflow QoS is estimated according to aggregation formulae defined by Cardoso [10] and then used for binding purposes by Canfora et al. [9] . To determine the risky paths for a particular QoS attribute, concrete services having the highest (or the lowest for lower-bounded attributes) value are considered. Since loops are considered to be executed a fixed number of times, the risky paths can be identified by using a linear search, without the need for using any particular heuristic.
Step II -Generating test cases
Once a QoS-risky path has been identified, we use GAs to generate test cases that i) cover the path and ii) violate the SLA. Because expensive paths have been identified according to QoS estimates, while the GA fitness for test <complexType name="ArrayOf_xsd_int"> <complexContent> <restriction base="soapenc:Array"> <attribute ref="soapenc:arrayType" wsdl:arrayType="xsd:int[]" /> </restriction> </complexContent> </complexType> ... <wsdl:message name="ServiceOperationRequest"> <wsdl:part name="i1" type="xsd:float" /> <wsdl:part name="i2" type="impl:ArrayOf_xsd_int" /> <wsdl:part name="i3" type="xsd:string" /> </wsdl:message> (a) Excerpt of composite service WSDL 12.5 "foo" data generation relies on measured QoS values, there is no guarantee that test cases violating the SLA also follow the risky paths. Nevertheless, such paths constitute a "starting point" to search for SLA violations. The GA generates new individuals, intended as workflow inputs plus bindings between abstract and concrete services. The bindings are enacted on the workflow by replacing abstract end-points with concrete ones, and then the workflow is executed with the generated inputs. During the execution, the service QoS is observed through monitoring mechanisms and, together with workflow coverage information, is fed back to the GA to permit the individual's fitness evaluation. The genome representation is composed of two data structures, as shown in Figure 2: 1. a forest, where each tree represents a composition input, encoded according to the XML schema defining its type, in case it is not a primitive value (integer, float, Boolean, String). 2. an array, containing a slot for each abstract service in the workflow.
The choice of alternative, better representations will be part of our future work. The mutation operator (Figure 3 a) randomly decides if mutating the inputs, the bindings or both. Bindings mutation is quite simple: the endpoint of a randomly selected service is changed to one of the available concrete services corresponding to such an abstract service. Regarding inputs, the operator randomly mutates a (sub)tree of one of the inputs.
• Sequences are handled by generating random elements of each type defined in the sequence itself; • Occurrence indicators are handled by generating a random number of elements between minoccurs and maxoccurs;
• Leaves, i.e., primitive values, are mutated as follows.
Integer and floats are replaced by random values in a range specified by the tester before starting the testing data generation. Booleans are mutated between true and false. For strings it is either possible to randomly generate a random string bound by a maximum length, or to randomly pick one or more items from a userdefined list (e.g., a dictionary). The former can be used when the service accepts as input any string, while the latter is more useful when the sequence of legal inputs is limited.
It is worth to note that the generated inputs must be, on their own, in agreement with the SLA. For instance, if the service provider guarantees that the service is able to apply a filter on an image of up to 2 Mbytes in 10 s, a larger input should not be considered as part of our testing range, unless one wants to perform robustness testing.
The crossover (Figure 3-b) is also randomly applied to inputs, bindings or both. For bindings, we used the standard one-point crossover. For inputs, a random sub-tree was randomly selected, in the same position, on the two parents and then swapped producing the offspring. Individuals generated by means of crossover and mutation operators are subject to repairing, to ensure they fulfill the XML schema of service input parameters. The selection is made through a roulette wheel selection operator. The type of GA adopted is a simple GA with elitism. The fitness function accounts for different factors. To let the GA generate testing data that causes SLA violations, the fitness must be a function of how far an individual is from QoS constraint violation. If considering these constraints written in the form:
where cli is the measured value of the i − th QoS attribute for a GA individual and thi its upper-bound. The difference between the constraint upper-bound and the actual value is expressed as:
Equation (2) holds for upper-bounded QoS attributes (e.g., response time). For lower-bounded attributes (e.g., accuracy) the distance corresponds to equation (2) right-handside multiplied by -1. One could just consider such a distance as a fitness, however in many cases the QoS depends on the particular path followed in the workflow and on the particular set of services invoked. Since equation (2) gives no information about the path covered, it might be unable to drive the evolution towards constraint violation. Let us consider a path p estimated to be a QoS-risky path (see Section 3.1.1), and let us consider that, to cover such a path, statements s1, · · · , sn must be traversed. For statement sj, we can consider a proximity function composed of an approach distance and a branch distance for critical nodes, i.e., for nodes pathing away from the target statement [20] :
where dependent indicates the number of critical nodes the target statement depends on, executed indicates the number of these critical nodes that have been executed, and m branch distance indicates the distance, normalized in the interval [0,1] from satisfying the Boolean condition of the critical nodes pathing away from the target statement. If we consider the example of Figure 1 , and we consider that, for instance, covering the QoS-risky path requires the execution of nodes 1,2,3 (1 time), Figure 4 shows approach level values for risky path statements, as well as the branch distance. The branch distance is 1 if the first conditional (posterize) is not satistied, 0 if it is satisfied. For the second conditional dim1-dim2, it measures the absolute, normalized distance between the two values (if zero, then the condition is satisfied), while for the third conditional it corresponds to the normalized, absolute value of nsharpen (plus a constant) if nsharpen ≤ 0, while it would be 0 if nsharpen > 0. It is important to note that the approach distance works well for flag-free CFGs; in presence of flags proper transformations are necessary [13] . By combining equation (3) with equation (2), we obtain the following fitness function for the j − th path and the i − th QoS attribute:
where current gen is the generation when the fitness is evaluated and total gen is the total number of generations fixed for the GA. The two fitness factors are dynamically weighted. First, the fitness gives more weight to the QoS-risky path coverage. Then, it tends to award constraint violation, assuming that it can be pursued once a QoS-risky path has been covered.
QoS Monitoring
To evaluate the fitness function, it is necessary to collect dynamic information, needed to compute factors of equation (3) and the QoS values for the invoked services, needed to compute the distance from constraint violation (2). Approach level and branch distance are monitored through probes inserted by automatically instrumenting (only for testing purposes) the workflow before its execution. For each conditional, we probe the approach function between critical nodes and target statements and the branch distance of critical nodes. To monitor QoS, different approaches are used for different attributes:
• Response time and throughput are directly measured at execution time;
• domain-specific QoS attributes (e.g., photo resolution, number of colors, etc.) are handled by reading the value from the response of each service invoked, assuming that the service returns the output and its related QoS. For example, an image filtering service can also output, other than the transformed image, the related resolution and number of colors. Then, values are aggregated according to proper formulae defined for combinations of attributes and control statements: for example, the number of colors or the resolution of an image processing workflow is the minimum value guaranteed among the invoked services. Further details on how to handle domain-specific QoS attributes are discussed in a paper by Canfora et al. [8] ;
• in all the other cases, if there is no way to measure the QoS value or to read it from the service output, declared QoS values are read from the interface or from the UDDI registry entry of the invoked services, and then aggregated.
To limit service invocations during the GA execution, every time it is necessary to invoke a service with a set of inputs already used for the same service, the previously monitored QoS is used in place of re-invoking the service. Although this approach has the weakness that multiple invocations can produce (slightly) different QoS values -thus possibly producing some false negatives -if we assume that network and server traffic does not change, it would permit to reduce the waste of resources needed for testing purposes.
Black Box Approach
The "white box approach" has the advantage of using information about coverage of QoS-risky paths to guide the search towards SLA violation. However, it can only be used by composite service developers or providers having the workflow source code available. When such a condition does not hold -and this may be the case of other integrators or third-party certifiers that want to test the composition before using it -test data can be evolved by only considering the QoS constraint distance, i.e., equation (2), as a fitness function for the QoS attribute of interest.
Tool Support
The approach has been implemented in a Web-based tool that, due to lack of space, is not thoroughly described in this paper. The tool allows the testers for indicating the service composition -i.e., providing the workflow source code and the set of concrete services that can be bound to each abstract service in the workflow -or the simple service to be tested, and the SLA constraints that the GA should try to violate. For each service, the tool also permits, after having parsed the WSDL interface, the specification of ranges or lists of valid values for the service inputs, so to limit the GA search space. The tool has been implemented in Java (using servlet and JSP technology) and relies on the ECJ library 2 for the GA. The workflow instrumentation relies on the JavaCC 3 parser generator.
CASE STUDIES
To evaluate the effectiveness of the proposed SLA testing approach, we applied it to two case studies. This section describes the study context, settings and research, questions, and then it reports and discusses the obtained results.
The first case study is an audio processing workflow, containing invocations to the following abstract services:
• Converter: performs audio conversions between different formats (A-Law, µ-law, PCM, etc.);
• Encoder: encodes an audio file in wav format;
• Decoder: decodes a wav file in PCM;
• Amplitude: amplifies the audio signal.
The above mentioned services were composed in a workflow taking as input an audio file URL, plus some options and performing various audio manipulations (see Figure 5) . Each service part of the workflow takes as input a file URL, plus a number of options, and returns a new file URL. For each abstract service, three semantically equivalent concrete services are available. They differ for their QoS, in particular they have different response times and guarantee different bit rates for the output audio file. All these services have been realized by wrapping a library for audio processing 4 . The second case study is performed from a service consumer perspective, i.e., applying the black-box approach to test a service available on the Internet. In particular, we tested the response time property of a service producing charts 5 . Such a service takes as inputs an array of data to be plotted, the chart type (bar chart, pie chart, radar chart, etc.), the height and width in pixels, the output image type (BMP, JPG, PNG, etc.), plus two Boolean values indicating whether the graph should be in colors or single-color and whether the graph should be 3D or 2D.
We used the following GA settings, determined by a trialand-error procedure: population size of 70 individuals, 100 generations, mutation probability=0.1, crossover probability=0.7. It is important to note that, since we are interested to violate constraints, the stopping criteria could just be the constraint violation, however the paper shows 100 generations to permit a comparison of the different approaches. The type of GA used was a simple GA with elitism for the best 7 individuals. For the first case study GA was run 5 times, to avoid having results biased by randomness. This was not possible for the second case study, in that service usage causes a waste of resources in terms of CPU time and of disk for the provider.
The research questions the case studies aim to answer are the following: 
Empirical study results
Worst-case QoS estimates for the audio workflow indicate that the path likely to exhibit the highest response time and the lowest bit rate is the one represented with thick edges in Figure 5 . As described in Section 3, the algorithm uses the coverage of such a path as a starting point to guide the constraint violation. We fixed a constraint of 12 s (upper bound) for response time and 65 Kbps (lower bound) for the bit rate.
To assess the ability of the fitness to guide the population evolution, it is necessary to compare GA with random search (RQ1). Figure 6 shows the white box fitness (4) of the best individual produced by GA and random search, considering for the random search the same number of individuals produced by the GA. In both cases averaged values over 5 runs are shown. Note that the fitness has been inverted with respect to equation (4), i.e., higher values correspond to smaller distances to covering QOS-risky paths and to constraint violation. The Mann-Whitney test performed on best values for the 5 runs after generating 7000 solutions indicates that GA significantly outperforms random search (p-value=0.008). Figure 7 compares the evolution of the audio workflow (4)) and black box (equation (2)) fitness. The figure shows average values (response time) and median values (bit rate) over 5 GA runs. While both approaches are able to break response time and bit rate constraints, the white-box approach quickly violates the constraint once the QoS-risky path has been covered. The final value reached for response time is significantly higher as resulted from a Mann-Whitney onetailed test (p-value=0.017). By looking at the two factors of equation (4) (not plotted in the paper due to space constraints) we noted that the QoS (second factor) remained within the constraint until the coverage of the QoS-risky path was reached. Then, it increased (or decreased depending on the attribute) quicker than for the black-box fitness towards a constraint violation. This provides answers RQ2 and RQ3, i.e., both white-box and black-box approaches are able to generate inputs and bindings that violate QoS constraints, however the white-box approach is able to quickly converge to a solution.
The audio case study permitted the comparison of the different testing approaches, however it gives no information about the capability of the approach to violate QoS constraints for a real service available on the Internet. In this case, however, only a black box approach can be adopted and, as discussed, we limited the GA executions to a single run and the number of generations to 50. Figure 8 shows how the response time increases over the generations until the constraint (4 s) has been violated. This case study increases the external validity of our study, indicating that the proposed approach is able to generate test cases for a real service whose response time depends on the combination of several parameters.
CONCLUSIONS
The capability of a service-oriented system to meet the SLA negotiated between the service provider and the service consumer constitutes a critical issue for SOA. This paper presented a GA-based approach to generate test data, intended as combinations of bindings and inputs, causing SLA violations. In particular, the paper proposes a blackbox approach, where the fitness awards individuals violating constraints or close to constraint violations, and a white-box approach, combining the black-box fitness with the code coverage fitness proposed by Wegener et al. [20] and considering potentially QoS-risky paths as a starting point for searching for violations. Results from a case study audio processing workflow show that the proposed approach is able to outperform random search, and that the white-box approach is able to converge faster and better than the black-box approach. Also, the approach was able to break response time constraints for a service available on the Internet.
Work-in-progress aims to account for the contribution of network and server load in the QoS, by building service models from monitoring data, also with the objective of limiting service invocations during the testing phase.
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