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Tämä työn tavoitteena on esitellä ohjelmistosuunnittelun teoriaa ja metodeja, ja käyttää 
näitä menetelmiä käytännön työssä. Teorian avulla työssä määritellään ja suunnitellaan yri-
tykselle tietokantapohjainen web-sovellus. Työssä pohditaan myös ohjelmistotuotannon prob-
lematiikka. Ongelmia tarkastellaan puutteellisen dokumentoinnin ja oikean käytänteen valin-
nan vaikeuden kannalta. 
 
Alkutilanteessa yrityksellä oli tietokanta, jonka hallinnoimiseen ei ollut tarvittavaa sovellusta 
ja käyttöliittymää. Hallinnoiminen oli työlästä ja sovelluksen puuttumisen vuoksi tietokannan 
hallinnointi oli yhden ihmisen vastuulla. Yrityksellä oli selkeä tarve sisäverkon alueella toimi-
valle web-sovellukselle, jonka avulla tietokantaa voidaan hallita miltä tahansa työasemalta.  
 
Yrityksessä suoritettujen haastatteluiden perusteella esitutkimuksessa ilmeni ydinongelma ja 
miten se heijastui yrityksen toimintaan. Projektin käynnistämiselle oli selkeä tarve. Tulevalle 
ohjelmistolle ja ympäristölle asetettiin tiettyjä vaatimuksia, joita analysoimalla syntyi vaati-
musmäärittely- ja toiminnallinen määrittely – raportit. Suunnittelun aikana kuvattiin teknises-
ti kaikki ne sovelluksen osat, jotka toteuttavat määrittelyssä kuvatut sovellukselle halutut 
ominaisuudet.  
 
Työ rajattiin koskemaan ohjelmistosuunnittelun määrittely- ja suunnitteluvaiheita. Käytettä-
vät menetelmät pohjautuivat voimakkaasti ohjelmistotuotannon teoriaan. Työssä käytettiin 
hyväksi RUP: n mukaista ohjelmistokehitysprosessin hallintaa ja UML-notaatiota. Lopputulok-
sen saavuttamiseksi käytettiin konstruktiivista tutkimusotetta, jossa yrityksen ongelma rat-
kaistiin haastatteluiden ja ohjelmistotuotannon teorian avulla syntyneiden lopputuotosten 
avulla. 
 
Työn tuotoksen syntyi Ameba-sovelluksen määrittely- ja suunnitteludokumentaatio, joiden 
avulla sovellus voidaan tulevaisuudessa rakentaa.  
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The objective of this thesis is to present the theory and good practices of System Engineering, 
and implement them in a real-life software project. This thesis uses the theory in order to 
create the requirements specification and the design of a database-driven web application 
and an interface. Problems of the software engineering are also examined, based on the defi-
cient documentation and the challenge to choose the convenient method. 
 
At the start of this project the company had a database without proper software to manage 
it. The company clearly had a need for a web application, which can be used in their own 
private network in order to manage the database from any workstation in the network. 
 
The project started with a feasibility study, which analyzed the problems and the precondi-
tion for the project to start in the company, by using interviews and research. The study 
showed the project was strongly needed and there were really good preconditions for the 
project to get started. The requirements of the system and its environment were specified 
and analyzed during the requirement analysis. Those features and functions were technically 
designed in the technical specification.  
 
The project is limited to requirements specification and designing. This thesis is strongly 
based on software design theory and methods. The software process uses the RUP methods to 
manage the project and the UML –language to notations. In the beginning of this report are 
presented the software engineering theory and methods, which later on are used practice 
during the requirements analysis and design phases. The used method used in this thesis is 
the constructive research method, which aims to at solving practical problems by using a 
theory based solution. 
 
The output of this thesis is the documentation of the requirement analysis and design which 
can be used in order to build the application. The output also includes the interface layout. 
The name of the application is Ameba. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Key words: Software Engineering, RUP, UML, waterfall model, requirements specification, 
design.
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 1 Johdanto 
 
Ohjelmistotuotanto on tiedon ja tehtävien automatisoinnin tutkimusalue, joka pyrkii selvit-
tämään tietojenkäsittelyyn liittyviä ongelmia ja kehittämään parempia ratkaisuja. Ohjelmis-
totuotannon projektit ovat monimutkaisia kokonaisuuksia, joiden hallinta vaatii onnistuakseen 
ohjelmistokehityksen prosesseja. Ohjelmistotuotannon ongelmia ovat epäonnistuneet ja pit-
kittyneet projektit. Syitä epäonnistumisiin voidaan yleisimmin hakea puutteellisesta doku-
mentoinnista, joka johtaa kommunikointiongelmiin projektin eri osapuolten välillä, sekä ylite-
tyistä raha-, aika- ja henkilöresursseista. 
 
Tässä työssä esitellään ohjelmistotuotannon teoriaa ja käytänteitä, sekä pohditaan ohjelmis-
totuotannon ongelmia. Työ keskittyy esittelemään niitä hyväksi havaittuja käytänteitä, joilla 
lopputuotos on saatu aikaan. Painopiste työssä on RUP:ssa (Rational Unified Process) ja UML-
notaatiossa (Unified modelling language). 
 
Työn tavoite on määritellä ja suunnitella tietokantapohjainen web-sovellus, joka ratkaisee 
yrityksen tietojenkäsittelyyn liittyvän ongelman. Ratkaisun kehittämisessä nojaudutaan vah-
vasti esiteltyyn teoriaan ja projektinhallintaan. Työn kohdeyritys on animaatiostudio Anima 
Vitae, jolla on tietokannan hallintaan liittyvä ongelma. Työssä käydään läpi sovelluksen mää-
rittely- ja suunnitteluprosessit, sekä pohditaan projektia ja sen kulmakiviä. Työn tuotos on 
määrittely- ja suunnitteluvaiheiden dokumentaatio. 
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2 Tavoite, menetelmät ja rajaus 
 
Työn lähtökohtana on yritykseltä saatu toimeksianto, jossa yrityksen ongelmana on tietokan-
tapohjaisen sovelluksen puuttuminen. Tällä hetkellä yrityksellä on käytössään tietokanta, 
jonka hallinnoiminen on hankalaa ilman graafisella käyttöliittymällä varustettua hallintasovel-
lusta. Työn tavoitteena on määritellä ja suunnitella yritykselle tietokannan hallintasovellus ja 
käyttöliittymä, jotka pohjautuvat vahvasti ohjelmistotuotannon teoriaan ja menetelmiin. 
Yrityksen on mahdollista toteuttaa sovellus pohjautuen työssäni syntyneisiin dokumentteihin. 
 
Työssä käytetään menetelmänä konstruktiivista tutkimusta. Olennaisena osana tutkimukseen 
liittyy ongelman sitominen omaan aiempaan tietämykseeni ja ratkaisun uutuuden ja toimi-
vuuden osoittaminen. Keskeisiä osia konstruktiivisessa tutkimuksessa ovat käytäntö kytkettynä 
teoriaan ja konstruktio ongelman ratkaisuna. 
 
Työssäni konstruktiivinen tutkimus lähtee ongelman kartoittamisesta ja ymmärtämisestä. 
Teoria pohjautuu alkutilanteessa ohjelmistosuunnittelun teoriaan ja mallintamiseen käyttäen 
UML:ia ja RUP:ia, sekä käytettävyyden hallintaan. Ratkaisuna esittelen teorian avulla synty-
neen konstruktion, eli tässä tapauksessa teorian ja ohjelmistotuotannon avulle syntyneet 
määrittely- ja suunnitteludokumentit, joiden avulla haluttu sovellus ja käyttöliittymä voidaan 
rakentaa. Konstruktion toimivuutta ja oikeellisuutta arvioidaan loppuanalyysissä.  
 
Ohjelmistotuotanto on prosessina vaativa ja laaja. Tämä työ rajataan koskemaan tulevan 
järjestelmän määrittelyä, joka pitää sisällään esitutkimuksen ja vaatimusmäärittelyn, sekä 
suunnittelun. Toteutus ja sitä seuraavat vaiheet käyttöönotto ja ylläpito rajataan projektin 
ulkopuolelle. 
 
3 Ohjelmistotuotanto 
 
Englanninkielinen määritelmä ”Software engineering ” eli ohjelmistotekniikka määritellään 
myös nimellä ohjelmistotuotanto. Engineering suomennetaan myös usein termiksi tekniikka ja 
sillä tarkoitetaan tieteellisen tiedon soveltamista käytännön ongelmiin. Ohjelmistotuotanto 
on tietojenkäsittelytieteen yksi haara. Vapaasti termi voidaan tulkita tarkoittamaan ohjelmis-
totyötä, jolla käyttäjän vaatimukset saadaan toteutettua järjestelmässä, laadittujen kustan-
nus- ja laatuarvioiden sekä aikataulun puitteissa.  Termi sisältää kaikki ohjelmistoprosessiin 
sisältyvät osa-alueet; laatujärjestelmän, projektinhallinnan, dokumentoinnin, tuotteen hal-
linnan, laadunvarmistuksen, määrittelyn, suunnittelun, toteutuksen, testauksen, käyttöön-
oton ja ylläpidon. (Haikala 2004, 16.);(Pohjonen 2002, 7.) 
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Ohjelmistotuotanto on yksi osa tietojärjestelmien kehittämistä. Tietojärjestelmä määritel-
lään olevan ihmisistä, tietojenkäsittelylaitteista, tiedonsiirtolaitteista ja sovelluksista koostu-
va kokonaisuus, joka tietoja käsittelemällä tehostaa ja helpottaa jotakin toimintaa tai tekee 
toiminnan mahdolliseksi. Tietojärjestelmä ei välttämättä ole automaattinen. Käytännössä 
useimmat automaattiset järjestelmät ovat muotoutuneet jostakin manuaalisesta käytännöstä 
käsitellä tietoja, ja käytäntö on voitu teknologian ansioista automatisoida. Kaikkea ei voida 
automatisoida, joten käytännössä nykyäänkin tietojärjestelmät koostuvat osin manuaalisesta 
ja osin automaattisista osista. Molemmilla osapuolilla on rajapinta (interface) toisiinsa ja 
ympäristöönsä. Rajapinta määrittelee järjestelmälle annettavat syötteet (input) ja sen takai-
sin tuottamat tulosteet (output). (Pohjonen 2002, 6-7.) 
 
Ohjelmistotuotannolla ei ole mitään erityistä omaa sovellusaluetta. Sitä voidaankin soveltaa 
lähes mihin tahansa automatisointiin liittyvää ongelmaa ratkottaessa. Tavallisia ohjelmisto-
tyyppejä ovat esimerkiksi varus- ja työkaluohjelmistot, asiantuntijajärjestelmät, teknis-
tieteelliset ohjelmistot, kaupallis-hallinnolliset ohjelmistot, prosessinohjausjärjestelmät sekä 
sulautetut järjestelmät. Todellisuudessa järjestelmät ovat usein yhdistelmiä edellä mainituis-
ta järjestelmistä. (Haikala 2004, 17.) 
 
3.1 Dokumentointi 
 
Ohjelmistoprojektille on tyypillistä, että projektin aikana kertynyttä tietoa ja materiaalia 
kerätään dokumenttien muotoon. Dokumentteja voi kertyä laajimmillaan jopa kymmeniä. 
Huolellinen dokumentaatio on osa ohjelmistoprojektin laatujärjestelmää. Laadukkaiden do-
kumenttien tuottaminen on kuitenkin usein projektin heikoin osa-alue. Projekti aikataulupai-
neiden kasvaessa dokumentoinnille ei uhrata tarpeeksi resursseja ja dokumentteja tuotetaan-
kin usein jälkikäteen, ja useissa tapauksissa vain kattamaan asiakkaan kanssa tehty sopimus. 
Aikataulun kiristyessä määrittely- ja suunnitteludokumentit saattavat jäädä puutteellisiksi, 
joka taas usein johtaa muutosten hallinnan vaikeuksiin. Puutteellinen dokumentointi saattaa 
tulla hyvinkin kalliiksi, kun yhteistä kommunikoinnin välinettä ei löydy eri osa-puolten välille. 
(Haikala 2004, 51, 70. ) 
 
Ohjelmistoprojektin kustannuksista suuri osa kuluu dokumenttien tuottamiseen. Dokumen-
toinnin virheet ja laiminlyönnit voivat johtaa ohjelmiston virheisiin ja epäonnistuneeseen 
käyttöön loppukäyttäjillä. Pahimmillaan koko järjestelmä voi epäonnistua ja kustannukset 
virheille voivat kohota huimiin summiin. Projektin johtajien ja ohjelmistokehittäjien tulisikin 
kiinnittää erityistä huomiota dokumentoinnin huolellisuuteen ja järjestelmällisyyteen, sekä 
dokumentointiin liittyviin kustannuksiin. Ian Sommervillen mukaan dokumentoinnille on neljä 
tärkeää vaatimusta: 
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1. Dokumentoinnin tulisi olla kommunikoinnin väline koko ohjelmistoprojektin organisaa-
tiolla. 
2. Dokumentoinnin tulisi olla sovelluksen ylläpidon väline. 
3. Dokumenttien avulla projektin johdon tulisi pystyä laatimaan projektin suunnitelma, 
budjetti ja aikataulu. 
4. Osan dokumenteista tulisi toimia loppukäyttäjille sovelluksen käyttöohjeena. 
(Sommerville 2001, 2.)     
 
Vaatimusten täyttämiseksi voidaan käyttää hyvin erilaisia dokumentoinnin malleja aina epä-
muodollisista asiakirjoista standardin mukaisiin ammattimaisesti tuotettuihin dokumentteihin. 
Dokumentteja tuottavat usein ohjelmistokehittäjät, mutta apuna voidaan käyttää myös tekni-
siä kirjoittajia.(Sommerville 2001, 2.)     
 
Ohjelmistotuotannon dokumentit voidaan jakaa karkeasti kolmeen eri osa-alueeseen; laadulli-
set dokumentit, projektinhallinnan dokumentit ja tuotedokumentit. Laadullisia dokumentteja 
ovat erilaiset ohjeistukset, dokumenttimallit, laatukäsikirja ja laadun auditointiin liittyvät 
dokumentit. Laatujärjestelmän toiminnan laatua voidaan analysoida näiden dokumenttien 
avulla ja samalla kehittää. ISO 9001-standardin mukaisessa laatujärjestelmässä laadullinen 
dokumentointi on todiste laatujärjestelmän toimimisesta itse projektiorganisaatiolle ja muille 
projektin sidosryhmille. Projektinhallinnan dokumentteja ovat esimerkiksi projektisuunnitel-
ma, sopimus asiakkaan kanssa, seurantaraportit ja projektin loppuraportti. Näille dokumen-
teille on ominaista niiden kertaluonteisuus. Tuotedokumentteja ovat projektissa syntyneen 
tuotteen tai tuoteperheen dokumentaatio. Tuotedokumentti on esimerkiksi tuotteen hallinta-
suunnitelma. (Haikala 2004, 71. ) 
 
Suositeltujen dokumenttien määrä ja niiden sisältö riippuu paljon projektin koosta. Pienen 
projektin dokumentaatioksi voi riittää hyvinkin vähäinen dokumentaatio, joka kattaa tiedon-
kulun eri osapuolten välillä. Kuitenkin tietty perusdokumentaatio on välttämätön. (Haikala 
2004, 71. ) Määrittelyn ja suunnittelun dokumentoinnista kerrotaan tarkemmin luvuissa 4 ja 6. 
Bennetin mukaan pieneen projektiin voidaan soveltaa seuraavaa dokumentointiprosessia: 
 Asiakas ja sovelluskehittäjä tekevät yhteistyössä vaatimusmäärittelyn 
 Sovelluskehittäjä tekee toiminnallisen määrittelyn 
 Vaatimusmäärittely arkistoidaan 
 Sovelluskehittäjä tekee teknisen määrittelyn toiminnallisen määrittelyn pohjalta 
 Sovelluskehittäjä toteuttaa sovelluksen koodin perustuen tekniseen ja toiminnalliseen 
määrittelyyn 
 Sovelluksen kehittäjä päivittää toteutuksen aikana teknisen ja toiminnallisen määrit-
telyn dokumentaation 
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 Käyttöönoton aikana ja jälkeen dokumentaatio toimii ohjeistuksen ja käsikirjana käyt-
täjille ja ylläpitäjille, sekä toimii käsikirjana mahdolliselle jatkokehitykselle 
(Bennet 2005.) 
 
3.2 Ohjelmistotuotannon kehitys ja problematiikka 
 
Ohjelmistoalan teknologian nopea kehitys on mahdollistanut ohjelmistotuotteiden kaksinker-
taistumisen parin vuoden välein. Miljoonien koodirivien ohjelmistokokonaisuudet eivät ole 
harvinaisia ja avaruusteknologiassa on jopa kymmenien miljoonien koodirivien kokonaisuuksia. 
Yhä suurempia järjestelmiä pitäisi tuottaa yhä nopeammin, joka taas tuo ohjelmistoalan sys-
teemityölle ongelmia tuottavuuden ja kustannusten hallintaan. Vaikka ohjelmistotyötä on 
pyritty helpottamaan kehittämällä uusia työvälineitä, työn tuottavuus vuosittain kasvaa varsin 
vähän. Erään arvion mukaan tuottavuus kasvaa vuosittain vain noin neljä prosenttia, tuottei-
den koon siis kaksinkertaistuessa. (Haikala 2004, 23–24.);(Pohjonen 2002, 17–18.) 
 
Ohjelmistotuotteiden laajuutta ja monimutkaisuutta tarkastellen on selvää, että ohjelmistois-
sa on virheitä.  Ohjelmistotuotannon tunnetuin ongelma lienee epäonnistuneet ohjelmistopro-
jektit. Pessimistisimpien arvioiden mukaan jopa yli puolet ohjelmistoprojekteista epäonnistuu 
tai myöhästyy. Epäonnistumisia ja viivästymisiä aiheuttavat puutteellinen dokumentointi ja 
vaatimustenhallinta, projektien ja kehityshankkeiden hallinta, sekä pahasti aliarvioidut henki-
lö-, aika- ja taloudelliset resurssit. (Haikala 2004, 24–25.);(Pohjonen 2002, 17.) 
 
Ohjelmistotuotannon ongelmiin kiinnitettiin ensimmäisen kerran huomiota jo 60-luvulla, jol-
loin Yhdysvaltojen avaruushallinto kuvasi ongelmia nimellä ”ohjelmistokriisi”. Tuolloin ohjel-
mistoalan ongelmia ja ohjelmistokriisiä selvittämään kehitettiin erilaisia työvälineitä ja – me-
netelmiä. Ongelman laajuutta kuvastaa hyvin se, että vieläkään ei ole pystytty antamaan 
yksiselitteistä vastausta tai ratkaisua ongelmaan, vaan samat ongelmat ovat edelleen olemas-
sa. (Haikala 2004, 24.);(Pohjonen 2002, 17.) 
 
Keskeisin lähestymistapa ohjelmistotuotannon ongelmien hallintaan on ohjelmistoprosessin 
hallinta. Ohjelmistoprosessi on kokonaisuus, joka kattaa koko järjestelmän elinkaaren aina 
idean syntymisestä luovutettuun tuotteeseen. Prosessiin vaikuttaa tuotteen elinkaaren lisäksi 
organisaation liiketoiminta ja siihen liittyvät laadulliset - ja johtamisprosessit. Prosessi on 
modulaarinen kokonaisuus, joka on dynaaminen ja elää koko ajan. (Pohjonen 2002, 21.) Tässä 
työssä luvussa 3.3 esitellään eräs projektinhallinnan menetelmä, RUP. 
 
Päivi Ovaskan tekemässä väitöskirjassa pohditaan ohjelmistotuotannon vaiheita ja niihin liit-
tyviä ongelmia. Ovaskan mukaan ohjelmistokehitys on enemmän sosiaalista vuorovaikusta ja 
kommunikointia ihmisten kesken, kuin tekniikoiden ja erilaisten menetelmien käyttöä. Tär-
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keintä on saavuttaa keskustelun avulla yhteinen näkemys eri sidosryhmien välillä. Hän vertaa 
ohjelmistokehityksen menetelmiä autoteollisuuteen, jossa ohjelmistot ovat abstrakteja, jol-
loin ihmisten käyttäytymisellä on suuri rooli. Ovaska myös painottaa ohjelmistokehityksen 
opettamista opiskelijoille pelkän koodaamisen sijaan, jotta koko prosessin tärkeys ymmärret-
täisiin kokonaisuutena. (Korteila 2005.) 
 
Opiskelijan saama näkemys ohjelmistotuotannosta saattaa jäädä hyvin yksipuoliseksi teknisek-
si suunnitteluksi, jossa vaatimusten kokonaisvaltainen ymmärtäminen ja eri osapuolten kanssa 
kommunikoinnin merkitys saattaa jäädä vähäiselle. Ohjelmistotuotannon opetuksen olisikin 
syytä lähteä liikkeelle tarkan metodologian mukaisesti, jotta tulevaisuuden suunnittelijoilla 
olisi kyky analysoida myös muun organisaation osien tarpeita itse ohjelmiston lisäksi. Huolelli-
sen dokumentoinnin merkitys korostuu entisestään kommunikoinnin välineenä. 
 
Ohjelmistoprojektin epäonnistumisen syiden tutkimista voidaan Robert Charetten mukaan 
verrata lentokoneiden onnettomuuksien tutkintaan. Kun lentokone syöksyy maahan, syitä 
etsitään monelta eri osa-alueelta. Syitä voidaan hakea sääolosuhteista, lentäjän käyttäytymi-
sestä ja koulutuksesta, ja jopa kulttuuri-tekijöistä. Samoin voidaan Charetten mukaan tehdä 
myös ohjelmistoprojektien epäonnistumisissa. Syitä haetaan yrityksen kulttuurista ja vallitse-
vista olosuhteista, sekä teknisestä johtamisesta ja projektin hallinnosta. (Charette 2005.)  
 
Ohjelmistoprojektien epäonnistumiseen harvoin on vain yhtä syytä, joka voisi olla yhden ihmi-
sen paikattavissa. Usein kuitenkin projektin johto ottaa vastuun itselleen, jolloin todellinen 
syy saattaa jäädä selvittämättä. Kuitenkin virheiden dokumentointi on aivan yhtä tärkeässä 
asemassa puhuttaessa huolellisesta dokumentoinnista. Selkeästi osoitettavat heikkoudet pro-
jektissa ja löydetyt virheet epäonnistumisille luovat tilaa uusien menetelmien kehitykselle. 
 
Erään Lahtelaisen tavaratalon uusi tietojärjestelmä jarrutti rajusti yrityksen kasvu- ja laajen-
tumissuunnitelmia. Uuden tietojärjestelmän käyttöönoton piti maksaa yritykselle 500 000 
euroa, mutta todelliset kustannukset nousivat lähes 4,5 miljoonaan euroon. Koko projektin 
aikana suurin kompastuminen koettiin järjestelmän käyttöönotossa, joka söi henkilöstön työ-
aikaa ja toimitukset takkuilivat pitkään. Kokonaisuudessaan uuden järjestelmän käyttöönotto 
söi yritykseltä sen kolmen vuoden tuloksen. (Laitila 2009.)  
 
3.3 Ohjelmistotuotannon osa-alueet 
 
Ohjelmistotuotannossa kehittäminen alkaa tarpeesta ylläpitää jotakin vanhaa tai kehittää 
jotakin uutta. Syitä voi olla monia; asiakkaan tarve, uuden tekniikan ja teknologian tuoma 
mahdollisuus, jonkin toisen kehityshankkeen vanavedessä syntyneestä tarpeesta tai organisaa-
tiossa vallitsevasta kehittämispaineesta. Ohjelmistotuotannossa kehitystyö on systemaattista 
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toimintaa, jossa tietyt tehtäväkokonaisuudet edeltävät toisia tehtäväkokonaisuuksia siten, 
että edellisen vaiheen tuotos toimii seuraavan vaiheen syötteenä. Käytännössä vaiheet ovat 
kuitenkin jonkin verran päällekkäisiä. Peräkkäisiä ohjelmistotuotannon vaiheita kutsutaan 
järjestelmän elinkaareksi (Information system life cycle) (Pohjonen 2002, 26.) 
 
Elinkaaren vaihejakomalleilla pyritään määrittämään järjestelmän kehittämisen tehtävät, 
ajoitus ja riippuvuudet toisiin tehtäviin. Hankkeen läpiviennin kannalta vaihejako auttaa mää-
rittämään tarkistuspisteet järjestelmän elinkaaren aikana. Siitä, mitä vaiheita järjestelmän 
elinkaareen kuuluu, on monta erilaista määritelmää. Yleisesti kehitysprosessista voidaan erot-
taa seuraavat vaiheet; esitutkimus, määrittely, suunnittelu, toteutus, testaus, käyttöönotto 
ja ylläpito. Esitutkimus ja määrittely nimetään usein yhdeksi vaiheeksi, vaatimusmäärittelyksi 
(Kuva 1). Määrittelystä ja suunnittelusta kerrotaan tarkemmin luvuissa 4 ja 6. (Haikala 2004, 
35.);(Pohjonen 2002, 26.)  
 
3.4 Vaihejakomalleja 
 
Ohjelmistojen kehityksessä ei ole olemassa yhtä oikeaa lähestymistapaa. Ohjelmistojen ja 
organisaatioiden laaja kirjo on johtanut siihen, että erilaisista lähestymistavoista ja vaiheja-
komalleista on johdettu erilaisia variaatioita. Kuitenkin kaikille malleille on yhteistä periaat-
teellinen lähtökohta ohjelmistotuotannon prosessista. (Sommerville 2006, 4.)  
 
Vaihejakomallilla eli elinkaarimallilla tarkoitetaan tapaa, jolla ohjelmiston koko elinkaari 
jaetaan vaiheisiin. Malli soveltuu yleisesti mihin tahansa kehityshankkeeseen ja sisältää ylei-
sellä tasolla kaikki ohjelmistoprosessin kannalta tärkeimmät osat ja vaiheet, sekä kertoo nii-
den suoritusjärjestyksen.  Vaihejakomallia käytettäessä on kuitenkin hyvää muistaa, että 
malli ei aina sovi läheskään toivotulla tavalla kohdeorganisaatioon eikä se anna yksityiskoh-
taista ohjeistusta järjestelmän rakentamiselle. (Pohjonen 2002, 39.) 
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Kuva 1: Ohjelmistotuotannon osa-alueet 
 
3.4.1 Vesiputousmalli 
 
Vesiputousmalli (waterfall model) on tavallisin vaihejakomalli, ja se kehitettiin 60-luvun lo-
pussa perinteisten fyysisten prosessimallien pohjalta (kuva 2). Mallissa ohjelmistotuotannon 
kehittäminen nähdään eteenpäin kulkevana prosessina, josta on hankalaa ja turhaa peruuttaa 
taaksepäin. Mallissa aiemmin esitellyt ohjelmistotuotannon osa-alueet seuraavat suoraviivai-
sesti toisiaan. Kaikkiin vaiheisiin liittyy laadunvarmistustoimenpiteitä, kuten katselmuksia, 
tarkastuksia ja testausta. Malli on tunnetuin ja yleisin sovellettu elinkaarimalli. Mallilla on 
myös ongelmansa. Se kuvaa erittäin huonosti ohjelmistotuotannolle tyypillistä iteratiivisuutta. 
Ongelmallisuutta lisää se, että kaikkien vaiheiden tuotoksen oletetaan olevan syöte seuraaval-
le vaiheelle. Peruuttaminen on työlästä ja kallista, koska muutokset on tehtävä jokaisessa 
edeltävässä vaiheessa. Lisäksi varsinaisia tuloksia pystytään esittämään asiakkaalle varsin 
myöhäisessä vaiheessa. (Haikala 2004, 37.);(Pohjonen 2002, 40.) Tässä työssä esitellyn ohjel-
miston määrittely ja suunnittelu perustuu vesiputousmalliin. 
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Kuva 2: Vesiputousmalli 
 
3.4.2 Evo-malli 
 
Evo-malli (evolutionary delivery) (kuva 3) on eräänlainen protoilumalli, jonka ideana on ra-
kentaa ensimmäisen projektin aikana ydinjärjestelmä, jota kehitetään edelleen seuraavien 
projektien aikana. Yksittäiset syklit eli iteraatiot ovat hyvin lyhyitä ja jokaisen iteraation 
tuloksena on järjestelmä, jonka ominaisuuksia on kasvatettu. Evo-mallissa on etunsa verrat-
tuna esimerkiksi vesiputousmalliin. Evo-mallissa tehtyjä kriittisiä suunnitteluratkaisuja pääs-
tää testaaman jo hyvin aikaisessa vaiheessa projektia, jolloin muutokset ja virheiden korjaus 
on huomattavasti halvempaa. Mallia kutsutaan myös usein inkrementaaliseksi malliksi, koska 
järjestelmää kehitetään yhden projektin aikana pieninä inkrementteinä. Lopputulos saadaan 
yleensä aikaan kolmella kierroksella, joista jokaisen tuloksena on toimiva järjestelmä. (Haika-
la 2004, 45.)  
 
 
Kuva 3: Evo-malli 
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3.4.3 Spiraalimalli 
 
Spiraalimallissa (spiral model) (kuva 4) on keskeisenä ajatuksena ohjelmistoprojektille tyypil-
linen iteratiivisuus. Mallissa on myös huomioitu muissa malleissa vähemmälle jäävä jatkuva 
riskien analysoiminen ja projektin uudelleenohjaaminen riskianalyysin tulosten mukaan. Spi-
raalimallissa mukana olevia vaiheita toistetaan ja tarkennetaan jatkuvasti, kunnes järjestel-
mä on valmis. Malli sallii myös muiden edellä mainittujen mallien vapaan soveltamisen. Malli 
ei kiinnitä tuotantovaiheessa käytettäviä menetelmiä ympyrän sisimmillä kerroksilla, eli pro-
jektin alkuvaiheessa, vaan yksityiskohdat tarkentuvat vasta uloimmilla kerroksilla. Tavoittee-
na on pienentää riskejä joka kierroksella. Prosessi voidaan keskeyttää jos riskit havaitaan liian 
suuriksi. (Pohjonen 2002, 42–43.) 
 
 
Kuva 4: Spiraalimalli 
 
3.5 RUP 
 
RUP (Rational unified process) on iteratiivinen ohjelmiston kehitysprosessi, jonka on alun 
perin luonut Rational Software. RUP on ollut vuodesta 2003 IBM:n omistuksessa. Alkuperäinen 
ajatus RUP:lle oli sitoa UML-kuvaukset (Unified modeling language) ja käyttötapaukset (Use 
case) osaksi ohjelmistokehitysprosessia. RUP korostaakin visuaalista mallinnusta (UML), itera-
tiivista kehittämistä, vaatimustenhallintaa, muutostenhallintaa, komponenttipohjaista arkki-
tehtuuria sekä laadunvarmistusta. (Ohjelmistotuotanto Virtuaali-AMK, 2009.) 
 
RUP jakautuu neljään vaiheeseen (kuva 5); aloitus (inception), suunnittelu (elaboration), to-
teutus (construction) ja käyttöönotto (transition). Jokaisen vaiheen sisällä on yksi tai useampi 
iteraatiokierros. Jokainen iteraatiokierros sisältää määrittelyä, suunnittelua, toteutusta ja 
testausta (kuva 5). RUP:lle on oleellista, että eri vaiheissa syntyneitä dokumentteja päivite-
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tään seuraavissa vaiheissa. Näin tuote kehittyy koko ajan. (Ohjelmistotuotanto Virtuaali-AMK, 
2009.) 
 
Aloitusvaiheessa määritellään koko projektin kannalta olennaiset sidosryhmät ja liiketoimin-
nalliset tavoitteet ja pyritään saavuttamaan ymmärrys halutusta järjestelmästä koko yrityk-
sen näkökulmasta. Suunnitteluvaiheessa määritellään kaikki ongelmaan liittyvät tekijät ja 
vaatimukset, sekä suunnitellaan tuleva järjestelmä. Toteutus-vaiheessa järjestelmä rakenne-
taan ja testataan, ja vaiheen lopussa tulisi olla valmis järjestelmä ja sen dokumentaatio. 
Käyttöönotto-vaiheessa järjestelmä siirretään sen omaan ympäristöön kohdeorganisaatiossa. 
(Sommerville 2006, 83.) 
 
Tässä työssä keskitytään kahteen ensimmäiseen vaiheeseen, jotka vastaavat vesiputousmallin 
esitutkimus-, määrittely- ja suunnitteluvaiheita. Yhdistämällä nämä kaksi mallia saadaan ka-
tetuksi kaikki toetutusta edeltävät vaiheet sekä itse ohjelman kehittämisen, että projektin-
hallinnan kannalta.  
 
RUP: n metodologiaan mukaan on olemassa kuusi tärkeää lähtökohtaa ohjelmistosuunnittelus-
sa: 
 Ohjelmiston iteratiivinen kehitys 
 Vaatimusten hallinta 
 Komponenttipohjainen arkkitehtuuri 
 Ohjelmiston visuaalinen mallinnus 
 Ohjelmiston laadun tarkistus 
 Muutosten hallinta 
(Sommerville 2006, 84–85.)  
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Kuva 5: RUP:n vaiheet 
 
3.6 Notaatiot 
 
Notaatiot eli kuvaustekniikat ovat kieliä, joiden avulla ilmaistaan erilaisia asioita. Notaatioi-
den tarkoitus on toimia määrittelyn tukena havainnollistamaan ja täsmentämään halutun 
järjestelmän toimintoja. Notaatiot toimivat määrittelyn ja suunnittelun apuvälineinä, joiden 
avulla tulevan järjestelmän sidosryhmät voivat kommunikoida keskenään. Notaation yhtey-
dessä puhutaan myös järjestelmän mallintamisesta kaavioina. Mallinnuksessa on tärkeää kuva-
ta kohdealuetta mahdollisimman tarkasti kaaviona eli kuvana, joka on ihmiselle helppo hah-
mottaa ja ymmärtää. (Hovi 2005, 74.);(Haikala 2004, 67.)  
 
Erilaisia notaatiokieliä on olemassa tuhansia erilaisia. Notaatio voi olla täysin tekstipohjainen 
luonnollisella kielellä tehty tai täysin graafinen esitys. Tietojärjestelmät ovat usein niin moni-
tahoisia ja monimutkaisia järjestelmiä, että kaikkien tekijöiden kattavaa kuvausta on mahdo-
tonta tehdä yhdellä kuvaustavalla. Siksi kuvaamiseen käytetään useita rinnakkaisia tapoja 
kuvaamaan järjestelmää sen omista eri näkökulmista tarkasteltuna. Järjestelmästä voidaan 
erottaa mallintamisen kannalta kokonaisuuksia, kuten toiminnot, tietosisältö, rakenne, tehtä-
vien ajoitus, sekä käyttäjän ja järjestelmän välinen interaktio. (Pohjonen 2002, 62.) 
 
Notaation keskeinen ajatus on tarjota keinoja yksinkertaistamaan järjestelmän kuvausta halu-
tusta näkökulmasta, samalla auttaen rajaamaan tarkastelun kannalta epäolennaiset asiat 
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pois. Eri mallinnusnäkökulmien ja järjestelmän tarkastelukohteiden välillä on kuitenkin säily-
tettävä yhtäläisyys. (Pohjonen 2002, 63.) 
 
UML on graafinen mallinnuskieli, jonka perustana on joukko oliokeskeisiä suunnitteluun ja 
analyysiin liittyviä menetelmiä, jotka kehiteltiin 80–90 –luvuilla (Fowler 2002, 1-2). Tässä 
työssä esitellään UML – kielen mukainen notaatio.  
 
UML-kielessä on kahdenlaisia kaavioita; rakenteellisia ja toiminnallisia kaavioita. Rakenteelli-
silla kaavioilla kuvataan elementtien välisiä suhteita rakenteita. Toiminnallisia kaavioita käy-
tetään kuvaamaan toimijoiden välistä vuorovaikutusta. (Kendall 2008, 715.)  
 Seuraavassa esitellään UML:n mukaisia notaatiomenetelmiä.  
 
3.6.1 Käyttötapaus (Use case) 
 
Käyttötapauskaaviolla ja – kuvauksilla kuvataan järjestelmälle asetetut vaatimukset. Toimin-
nallisen määrittelyn osana on kaikki järjestelmään käyttötapaukset yhteen kokoava käyttöta-
pausmalli. Malli kuvaa järjestelmän toiminnan, niin kuin se näkyy käyttäjälle. Yksittäinen 
käyttötapaus kuvaa tietyn toiminnon niin, kuin se ilmenee järjestelmän ja käyttäjän välisenä 
vuorovaikutuksena. Yhdistettynä malli kuvaa järjestelmälle asetetut vaatimukset ja rajauk-
sen, sekä sen välittömän ympäristön. (Pohjonen 2002, 152.) 
 
Käyttötapaukset muodostavat perustan järjestelmän testaukselle. Siksi käyttötapauksen onkin 
muodostettava kokonaisuus, joka voidaan testausvaiheessa ajaa yhtenä kokonaisena testita-
pauksena. Käyttötapaukset kattavat testauksen tärkeimmät osat, ja kaikkia yksityiskohtia ei 
voida käyttötapauksiin ottaa mukaan. Käyttötapauksien haasteena onkin sopiva tarkkuus. 
(Haikala 2004, 159.)  
 
Sanallinen käyttötapauskuvaus on tekstimuotoinen, ja sisältää tiedon mistä toiminnosta on 
kyse, mitkä käyttäjät siihen liittyvät ja kuinka usein toiminto suoritetaan. Kuvaus kertoo myös 
mitä ehtoja toimintoon liittyy ennen toiminnon aloittamista, mikä lopputulos toiminnosta 
seuraa ja mahdolliset poikkeukset. (Pohjonen 2002, 152.) 
 
Käyttötapauskaavio on graafinen esitys ja esittää järjestelmän käyttötapaukset, käyttäjät ja 
niiden väliset suhteet. Käyttötapaukset on usein kuvattu ellipsillä, jonka sisällä on käyttöta-
pauksen nimi. Käyttäjät kuvataan tikku-ukoilla, jonka alla on käyttäjän nimi. Viivalla eli asso-
siaatiosuhteella kuvataan yksittäisen käyttäjän ja käyttötapauksen välinen suhde tai kommu-
nikaatio. (Pohjonen 2002, 152–153.)  
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3.6.2 Luokkakaavio (Class diagram) 
 
Luokkakaavio on järjestelmän kannalta keskeinen työkalu mallinnettaessa järjestelmän kes-
keisiä käsitteitä. Luokkakaaviolla mallinnetaan luokkia, niiden välisiä yhteyksiä ja lukumää-
räsuhteita. Perinteisesti luokkakaavioita on käytetty tietokantasuunnittelussa. Luokkien tär-
keys perustuu etenkin niiden läheiseen vastaavuuteen tulevan järjestelmän relaatiotietokan-
nan kanssa. (Haikala 2004, 117–118.) 
 
Luokkakaavioilla pystytään mallintamaan järjestelmän rakenne, sekä luomaan luokkien raja-
pinnat ja yhteydet muiden luokkien välillä. Luokan tietosisältö ja toiminnot voidaan lukita ja 
luokkien väliset yhteydet voidaan määritellä siten, että jokin tietty luokka voi käyttää toisen 
luokan tietoja ja toimintoja. Luokkakaavio on myös hierarkkinen, eli jokin luokka voi periä 
jonkin toisen luokan ominaisuudet. (Pohjonen 2002, 64.) 
 
Luokkakaavioita mallinnetaan graafisesti kolmikerroksisella laatikolla, jossa ylimpänä on luo-
kan nimi, joka myös usein on tietokannassa taulun nimi. Toisessa kerroksessa on luokan attri-
buutit eli ominaisuudet, jotka myös usein ovat tietokannan taulun rivejä. Alimmassa kerrok-
sessa kuvataan metodeja eli operaatioita. Esimerkki tällaisesta luokasta voisi olla Opiskelija-
niminen luokka, jonka ominaisuutena on nimi, ja operaatioina on lisää nimi. Luokkien väliset 
suhteet mallinnetaan viivalla, jonka molemmissa päissä voidaan kertoa luokkien välinen lu-
kumääräsuhde. (Hovi 2005, 122–123.)  
 
3.6.3 Tietovirtakaaviot (Data flow diagram) 
 
Tietovirtakaaviolla eli tietovuokaaviolla mallinnetaan yksityiskohtaisemmin järjestelmän pro-
sesseja. Kaavio kuvaa järjestelmän ympäristöltään saamat syötteet, syötteiden käsittelyyn 
tarvittavat prosessit ja tiedot, prosessien ja tietojen väliset vuorovaikutukset, sekä järjestel-
män palauttaman tulosteen. Tietovirtakaavio kuvaakin järjestelmän loogisena syötteiden ja 
siitä seuraavien tulosteiden ketjuna. Tietovirtakaaviot ovat yleisimmin käytettyjä järjestel-
män kuvaustapoja, koska ne soveltuvat erityisen hyvin sellaisten järjestelmien kuvaamiseen, 
jossa keskeisenä asiana ovat järjestelmän toiminnot, eikä tietosisältö. (Pohjonen 2002, 66, 
100.) 
 
Graafinen tietovirtakaavio koostuu neljästä komponentista; prosesseista, tietovarastoista, 
ulkoisista kohteista ja tietovirroista.  Prosessit kuvaavat kokonaisuuksia, joiden tuloksena 
syöte muuttuu tulosteeksi. Prosessia kuvataan ympyrällä, jonka sisällä on prosessin tunniste 
ja prosessissa suoritettavan tehtävän kuvaus, joka ilmaistaan usein käskylauseella, kuten lisää 
nimi. Tietovarasto kuvaa tietoalkioiden kokoelmaa, joihin tallentuu prosessien käsittelemä 
tieto. Tietovarasto kuvataan päistään pyöristetyllä suorakaiteella, jonka sisällä on tietovaras-
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ton nimi. Ulkoiset kohteet ovat järjestelmän ulkopuolella olevia ihmisiä tai ryhmiä, jotka 
antavat järjestelmälle syötteitä tai käyttävät järjestelmän antamia tulosteita. Ulkoisia koh-
teita kuvataan neliöllä, jonka sisällä on kohteen nimi.  Tietovirrat kuljettavat tietoa prosessi-
en, tietovarastojen ja ulkoisten kohteiden välillä. Tietovirtaa kuvataan nuolella, joka nime-
tään virtaa kuvaavalla nimellä, ja jonka kärki kertoo virran kulkusuunnan. (Pohjonen 2002, 
101–102.) 
 
3.6.4 Tilakaavio (State diagram)  
 
Tilakaaviolla mallinnetaan järjestelmää prosessi- ja vuorovaikutusnäkökulmasta samanaikai-
sesti. Tilamallinnuksen perusajatus on, että järjestelmän tietyllä osalla on kullakin hetkellä 
tietty tila, joka voi muuttua jonkin järjestelmästä tai ulkopuolelta tapahtuvan ärsykkeen joh-
dosta. Järjestelmän toiminta on siis tilojen välillä tapahtuvaa tilasiirtymistä. Hyvä esimerkki 
tästä on kirjaston kirjan tila vapaa, joka muuttuu varatuksi, kun järjestelmästä on annettu 
varaa-käsky. (Pohjonen 2002, 66.) 
 
Tilakaaviossa järjestelmän tilaa kuvataan suorakaiteella, jonka sisällä on tilan kuvaus. Proses-
sin alkutilaa kuvataan kokomustalla ympyrällä ja lopputilaa kokomustalla ympyrällä, jonka 
ympärille on piirretty ympyrä. Tilasiirtymiä kuvataan nuolella, jonka kärki osoittaa siirtymän 
suunnan, ja jonka yhteydessä on siirtymän laukaisevan tapahtuman tai toiminnon nimi. (Poh-
jonen 2002, 128–129.)  
 
3.6.5 Toimintokaavio (Activity diagram) 
 
Toimintokaavio on tilakaavion muunnelma, jossa tilat ovat tehtävätiloja. Toimintokaavio ku-
vaa tehtävien tapahtumajärjestystä ja mahdollistaa tehtävien hajottamisen osiin eli alitehtä-
viin. Toimintokaavio antaa valita tehtävien suoritusjärjestyksen. Kaavio kertoo vain ne suori-
tusjärjestystä koskevat säännöt, joita on ehdottomasti noudatettava. (Fowler 2002, 114–115.) 
 
Toimintokaavion tehtävää eli tehtävätilaa kuvataan suorakaiteella, jonka kulmat on pyöristet-
ty. Haarautumassa sijaitsee ehto, jota kuvataan vinoneliöllä. Haarautumassa on yksi tuleva 
tilasiirtymä, mutta siinä voi olla ehdosta johtuen monta lähtevää siirtymää, joista kuitenkin 
voidaan valita vain yksi. Siirtymää kuvataan nuolella, jonka kärki osoittaa siirtymän kulku-
suunnan. Liittymässä on monta tulevaa siirtymää, mutta vai yksi lähtevä siirtymä. Liittymä 
sisältää myös ehdon ja sitä kuvataan myös vinoneliöllä. (Fowler 2002, 114–115.) 
 
Jakautumisilla ja yhdistymisillä kuvataan siirtymien rinnakkaista käyttäytymistä, ja sellaista 
tilannetta, jolloin suoritusjärjestyksellä ei ole väliä. Jakautuminen ja yhdistyminen myös vas-
taavat toisiaan. Eli jos jossakin vaiheessa tapahtuu jakautuminen, on myös tapahduttava yh-
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distyminen. Kumpaakin kuvataan poikittaisella viivalla. Jakautumisessa on yksi tuleva siirtymä 
ja monta lähtevää siirtymää. Kun saapuva siirtymä käynnistyy, suoritetaan kaikki lähtevät 
siirtymät samanaikaisesti. Yhdistymisessä lähtevä siirtymä ei toteudu, jos kaikki tulevien siir-
tymien tilat eivät ole suorittaneet tehtäväänsä loppuun. Toimintokaaviossa on myös alku- ja 
päätepiste, kuten tilakaaviossa. (Fowler 2002, 114–115.)  
 
3.6.6 Sekvenssikaavio (Sequence diagram) 
 
Sekvenssikaaviolla kuvataan järjestelmän tai sen osien keskinäistä vuorovaikutusta ajan suh-
teen. Tarkastelun kohteena on se, miten järjestelmän osat kommunikoivat keskenään, kun 
tiettyä tehtävää suoritetaan. Kun luokkakaaviolla mallinnetaan järjestelmän staattista raken-
netta, mallintaa sekvenssikaavio järjestelmän dynaamista rakennetta staattisten rakenteiden 
puitteissa. (Pohjonen 2002, 156.) 
 
Sekvenssikaaviossa luokat kuvataan pystyviivoina ja tapahtumat niiden välillä vaakasuorina 
nuolina, joiden niminä on operaation nimi ja mahdollisesti siihen liittyvä paluuarvo. Aika kul-
kee kaaviossa ylhäältä alas, joka on myös tehtävien suoritusjärjestys. Järjestelmän ulkoista 
kohdetta, joka usein on järjestelmän käyttäjä, mallinnetaan tikku-ukolla. (Pohjonen 2002, 
156.) 
 
4 Vaatimusmäärittely 
 
Vaatimusmäärittelyn avulla voidaan määritellä ja hallita kehitettävään järjestelmään kohdis-
tuvia vaatimuksia, sekä suunnitella käyttäjälähtöinen käyttöliittymä. Vaatimukset ovat tule-
van järjestelmän käyttäjien ja muiden sidosryhmien tavoitteita ja tarpeita.  Vaatimus on ehto 
tai resurssi, jonka mukainen järjestelmä on. (Kruchten 2003, 157.) 
Vaatimusmäärittelyn päätavoite on: 
 
 saavuttaa ja ylläpitää yhteinen ymmärrys järjestelmään kohdistuvista vaatimuksista 
asiakkaan ja sidosryhmien kanssa 
 tarjota järjestelmän kehittäjille selkeä kuva järjestelmän vaatimuksista 
 määritellä järjestelmän rajapinnat 
 tarjota lähtökohdat iteraation suunnitteluun 
 tarjota lähtökohdat järjestelmän ajankäytön ja kustannusten hallintaan 
 määritellä vaatimusten pohjalta käyttöliittymä 
(Kruchten 2003, 157–158.) 
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4.1 Vaatimusmärittelyprosessi 
 
Määrittely on prosessi, joka etenee tiettyjen vaiheiden mukaisesti. Prosessin alussa määritel-
lään liiketoiminnalliset perusteet järjestelmälle, lähtökohdat, rajoitteet ja reunaehdot. Pro-
sessi jatkuu ongelmien tarkemmalla määrittelyllä ja vaatimusten kartoittamisella, sekä niiden 
spesifioimisella tulevaan järjestelmään.  Prosessi tuottaa dokumentteja, joiden perusteella 
tehdään järjestelmän arkkitehtuurisuunnittelu. Tärkein dokumentti koko prosessista on toi-
minnallinen määrittely, johon dokumentoidaan vaatimukset ja järjestelmän sellainen kuvaus, 
joka täyttää vaatimukset. Määrittelyn tuotoksena syntyy myös projektisuunnitelma. (Haikala 
2004, 78–79.) 
 
Vaatimusmäärittely jaetaan usein kahteen päävaiheeseen; esitutkimukseen ja toteutettavan 
järjestelmän määrittelyyn. Esitutkimuksessa kartoitetaan asiakasvaatimukset ja asetetaan 
tiettyjä tavoitteita, kuten Help desk – tukipyyntöjen väheneminen 10 %. Itse määrittelyssä 
spesifioidaan esitutkimuksessa ilmenneet vaatimukset käsittävä järjestelmä. (Haikala 2004, 
78.) 
 
4.1.1 Esitutkimus 
 
Esitutkimus on vaihe, jonka aikana selvitetään edellytykset uuden järjestelmän toteuttamisel-
le. Esitutkimuksen aikana selvitetään, onko rakentaminen mahdollista ja mielekästä, ja millä 
ehdoin. Vaiheen aikana ei rakenneta mitään, ei ohjelmoida eikä tehdä teknisiä ratkaisuja. 
Esitutkimuksen tarkoituksena on selvittää, miksi järjestelmä tulisi rakentaa, kenelle se tulisi 
rakentaa ja mitkä ovat sen tavoitteet. Vaiheen aikana syntyy yleensä useita eri ratkaisuvaih-
toehtoja. Esitutkimusraportti sisältää asiakkaan organisaation nykytilanteen, ongelmien kuva-
uksen ja halutun lopputuloksen, sekä tavoitteiden kuvauksen. Nämä ovat asiakasvaatimuksia. 
(Pohjonen 2002, 27.) 
 
Asiakasvaatimusten kerääminen on vaativaa ja hankalaa, koska ei ole olemassa yhtä pätevää 
keräysmenetelmää, jolla voisi taata riittävän kattavan lopputuloksen. Asiakasvaatimusten 
kartoittamisessa käytetään usein aivoriihiä ja palavereja, sekä asiakkaan haastatteluja.  Si-
dosryhmien haastattelu antaa usein vaatimusten lisäksi hyvän kuvan tulevan järjestelmän 
ympäristöstä, siihen liittyvistä työtehtävistä ja muista yleisistä käytänteistä sekä organisaa-
tiorakenteista. Haaste onkin löytää sidosryhmistä järjestelmän kannalta keskeiset haastatel-
tavat. Aivoriihet ja palaverit tuottavat harvoin tulosta yhden tai kahden kerran jälkeen. Ne 
etenevätkin usein iteratiivisesti, jolloin ensin jokainen taho esittää omat vaatimuksensa ja 
ideansa. Palaverikierroksia pienimmissä ryhmissä ja tulosten arviointeja jatketaan niin kauan 
kunnes saadaan luotua yksi yhteinen vaatimusmäärittely, joka voidaan lyödä lukkoon. Erilaiset 
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ulkoiset tekijät voivat asettaa järjestelmälle myös omia vaatimuksiaan. Tällaisia ovat lainsää-
däntö, asetukset ja standardit. (Pohjonen 2002, 29.)  
 
4.1.2 Vaatimusten määrittely 
 
Vaatimukset voidaan luokitella toiminnallisiin ja ei-toiminnallisiin vaatimuksiin. Toiminnalliset 
vaatimukset kertovat, mitä järjestelmän odotetaan tekevän käyttäjän puolesta. Ne kertovat 
miten järjestelmä toimii ympäristönsä kanssa, ulkopuolelta tarkasteltuna ja miten eri sidos-
ryhmät ovat yhteydessä järjestelmään ja käyttävät sitä. Ei-toiminnalliset vaatimukset määrit-
televät järjestelmän reunaehdot, joiden puitteessa toiminnalliset vaatimukset toteutuvat. 
Käytännössä tällaisia ehtoja ovat esimerkiksi suorituskyky, luotettavuus, tuettavuus ja käytet-
tävyys. Rajoitteet ovat ei-toiminnallisten vaatimuksien erikoistapauksia, jotka asettavat ra-
joituksia asetetuille toiminnallisille vaatimuksille. Tällainen voisi olla esimerkiksi ohjelman 
tietyn toiminnan rajoittaminen maksimilukumäärällä, kuten asiakkaan kirjastosta lainaamien 
kirjojen määrä. (Pohjonen 2002, 28.);(Kruchten 2003, 159.) 
 
Vaatimusmäärittelyn kannalta oleellisin asia on, että kaikki mahdolliset lähteet pystytään 
huomioimaan määrittelyvaiheessa.  Puutteellisen vaatimusmäärittelyn ja sen aiheuttamien 
virheiden korjaaminen myöhemmässä vaiheessa on kallista ja pitkittää projektia. Vaatimuksia 
joudutaan usein työstämään paljon, ennen kuin ne voidaan kirjata vaatimusmäärittelydoku-
menttiin. Vaatimusten keskeneräisyys ja ristiriitaisuus ovat ohjelmistoprojektien tyypillinen 
ongelma. Lisäksi vaatimuksia tulee pystyä mittaamaan, jottei vaatimus ole liian epäselvä. 
Jokaisella vaatimuksella tulisi olla tarkoitus ja merkitys, joka ei kätke taakseen lisävaatimuk-
sia tai monimutkaisia ongelmia. Asiakkaan ymmärtäminen on avainasemassa. (Pohjonen 2002, 
29–30.) 
 
4.2 Vaatimusmäärittelydokumentti 
 
Vaatimusten dokumentoimiseen tulisi kiinnittää erityistä huomiota, koska tietojärjestelmän 
rakentamisen kaikki seuraavat vaiheet perustuvat vaatimuksille. Vaatimusmäärittelydokumen-
tin tulisi kertoa projektin toimeksiannosta, tulevan järjestelmän organisaation nykytilanteesta 
ja pääpiirteittäin kohdejärjestelmälle asetetuista päätavoitteista. Jokainen toiminnallinen 
vaatimus ja ei – toiminnallinen vaatimus tulisi numeroida itsenäisesti. Myös rajoitteet nume-
roidaan ja kuvataan itsenäisesti.  Näin vaatimuksiin on helpompi palata jälkeenpäin ja saavu-
tetut tulokset voidaan helpommin kytkeä vaatimuksiin. Vaatimusten priorisointi helpottaa 
järjestelmän kehittämistä, jos järjestelmää kehitetään versio kerrallaan. (Pohjonen 2002, 
31.) 
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Vaatimuksia määriteltäessä ja dokumentoitaessa on hyvä tunnistaa mihin organisaatio itse 
kykenee, ja mikä on se tapa toimia. Vaatimuksia analysoitaessa onkin hyvä muistaa, ettei 
järjestelmällä voida ratkaista organisaation sellaisia ongelmia, joita organisaatio ei itse kyke-
ne ratkaisemaan. Ongelmat, joiden syytä tai ratkaisuja ei tunneta, on vaikea ratkaista. Tä-
mänkaltaiset ongelmat aiheuttavat vaatimusmäärittelydokumenttiin epämääräisiä vaatimuk-
sia, ja muodostavat ongelmia järjestelmän rakentamisen aikana. Nämä ongelmat tulisikin 
ratkaista erillisissä hankkeissa. (Pohjonen 2002, 30.) 
 
Kaikki vaatimuksia ei usein saada kirjattua heti, ja asiakkaan kanssa on sovittava kuinka muu-
tokset käsitellään ja kirjataan. Vaatimusmäärittelydokumentin pohjalta tehdään usein proto-
tyyppi, jonka avulla varmistetaan, että vaatimukset on ymmärretty oikein. (Hovi 2005, 29.) 
 
4.3 Järjestelmäanalyysi 
 
Järjestelmäanalyysivaiheen tarkoituksena on analysoida, mitä tulevan järjestelmän tulisi teh-
dä. Analyysi suoritetaan vaatimusmäärittelydokumentin pohjalta, riippumatta siitä, miten 
tuleva järjestelmä aiotaan toteuttaa. Tunnistetut vaatimukset analysoidaan ja niiden pohjalta 
johdetaan järjestelmän toiminnallinen määrittely. Analyysin pohjalta luodaan eri sidosryhmi-
en kesken yhteinen kuvaus loogisella tasolla tulevan järjestelmän toiminnasta ja käsittelemis-
tä tiedoista. Järjestelmäanalyysi siis muuttaa vaatimukset halutuiksi toiminnoiksi ja tarkentaa 
järjestelmän rajoitteet, eli toisin sanoen asiakasvaatimukset muuntuvat ohjelmistovaatimuk-
siksi. (Pohjonen 2002, 31.);(Haikala 2004, 39.)  
 
4.4 Toiminnallinen määrittely 
 
Järjestelmän toiminnallinen määrittely sisältää seuraavan vaiheen eli suunnitteluvaiheen 
vaatimukset. Dokumenttiin kirjataan analysoiduista vaatimuksista johdettu vaatimukset täyt-
tävän järjestelmän kuvaus. Dokumentista käy ilmi seuraavat asiat: 
 
 Järjestelmän tarkoituksen yleiskuvaus 
 Järjestelmän ympäristön kuvaus 
 Järjestelmän toiminnan kuvaus yleisellä tasolla 
 Järjestelmän käyttäjien kuvaus 
 Järjestelmän rajoitteiden kuvaus 
 Järjestelmän ja sen käyttöön liittyvien riippuvuuksien ja oletuksien kuvaus 
 Järjestelmän jokaisen toiminnon yksityiskohtainen kuvaus 
 Järjestelmän tietokantojen ja käsittelemien tietojen kuvaus 
 Järjestelmän rajapintojen kuvaus 
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 Järjestelmän suorituskyvyn, käytettävyyden, virhetilanteista toipumisen ja turvalli-
suuden määritelmien kuvaus 
 Standardien ja muiden vastaavien rajoitteiden kuvaus 
(Pohjonen 2002, 31 -32.) 
 
Kuvassa 6 on IEEE 830 standardista vapaasti mukailtu toiminnallinen määrittelyn sisäl-
törunko, jota voidaan käyttää dokumentissa. Dokumenttiin liitetään erilaisia notaati-
oita.  
 
 
 
Kuva 6: Toiminnallisen määrittelyn sisältörunko 
 
4.5 Käyttöliittymän suunnittelu 
 
Käyttöliittymä suunnitellaan usein jo määrittelyvaiheessa. Käyttöliittymän suunnittelu on vain 
osa ohjelmiston käytettävyyttä. Yhtä tärkeä osa on järjestelmän rakenteella, jonka on oltava 
kunnossa ennen visuaalista suunnittelua. Visuaalinen suunnitelma kannattaa hahmotella ensin 
paperille ja testata paperiprototyypin avulla, jotta virheiden määrä saadaan minimoitua hyvin 
aikaisessa vaiheessa. Mitä pidemmälle projekti etenee, sen kalliimmaksi virheiden korjaus 
tulee. (Kuutti 2003, 90–91.) 
 
Sommittelulla tarkoitetaan yhden kokonaisuuden, yleensä yhden näytön sijoittelua. Länsimai-
nen ihminen lukee ylhäältä alas ja vasemmalta oikealle, joten tämä on luonnollinen etene-
missuunta myös käyttöliittymissä. Normaalista lukusuunnasta tulisi poiketa vain hyvin harki-
ten. (Kuutti 2003, 91.) 
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Käyttäjän huomiota voidaan ohjata erilaisilla tehosteilla johonkin tiettyyn käyttöliittymän 
osaan, jossa saattaa olla jotakin tärkeää kuten virheellisen syötteen antama ilmoitus. Väri on 
hyvä ja tehokas tapa ohjata käyttäjän huomioita. Tekstin lihavoiminen on myös hyvä keino, ja 
samoin tekstin kirjoittaminen isoilla kirjaimilla. Tosin usein tämä mielletään huutamiseksi. 
(Kuutti 2003, 92–93.) 
 
Visuaalinen tasapaino on käyttöliittymän miellyttävyyden kannalta tärkeää. Jotta käyttöliit-
tymän olisi tasapainossa, tulisi kaikkien elementtien painoarvojen summa olla sama. Painoar-
voihin vaikuttaa elementin koko, sijainti, liikesuunta ja väri, sekä kohteen etäisyys keskipis-
teestä. (Kuutti 2003, 97.) 
 
Käyttöliittymän värien valinnassa ratkaiseva tekijä on kokonaisuuden toimivuus. Käyttöliitty-
män on oltava helppolukuinen ja selkeä. Käytettävyysongelmia luo värien epäjohdonmukai-
suus ja liiallinen käyttö. Käytettävyyden kannalta olennaista on luettavuus, jolle parhaan 
tuloksen tutkimuksien mukaan tuottaa musta teksti vaalealla pohjalla. Lisäksi voimakkaita 
vastavärejä tulisi välttää vierekkäin. Väreillä on myös hyvin voimakas kulttuurillinen vaiku-
tus., joka luo tiettyjä mielikuvia. Esimerkiksi punainen kuvaa länsimaisessa kulttuurissa kuu-
maa tai vaaraa. (Kuutti 2003, 100–101.) 
 
Käytettävyyden heuristinen arviointi perustuu heuristiikkoihin, jotka ovat hyvän käytettävyy-
den sääntökokoelmia. Heuristiikkoja kokoavat käytettävyyden parissa työskentelevät tahot. 
Nielsenin lista lienee käytetyin heuristinen sääntökokoelma. Nielsenin listan mukaisesti jär-
jestelmässä tulisi huomioida: 
 
 Yksinkertainen ja luonnollinen vuorovaikutus 
 Käyttäjän muistin kuormituksen minimoiminen 
 Käyttää käyttäjän kieltä vuorovaikutuksen aikana 
 Yhdenmukaisuus käyttöliittymässä 
 Järjestelmän antama kunnollinen palaute reaaliajassa 
 Selkeät poistumistiet järjestelmästä 
 Käyttäjän tehokas työskentely ja oikopolut 
 Selkeät virheilmoitukset 
 Virhetilanteiden välttäminen 
 Avustustoiminnot ja dokumentaatio 
(Kuutti 2003, 47, 49.) 
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5 Ameban määrittelyprosessi 
 
Ameban määrittelyprosessi jakautui kahtia erillisiin esitutkimus- ja vaatimusmäärittelyproses-
seihin. Usein pienissä ohjelmistoprojekteissa vaatimusmäärittelyprosessi kattaa myös esitut-
kimuksen ja on kokonaisuutena vain yksi vaihe. Halusin kuitenkin osoittaa työssä esitutkimuk-
sen tuottaman arvon dokumentaation laadulle ja sen tärkeyden kohdeorganisaation tilanteen 
ymmärtämisessä, ja suoritin esitutkimuksen ja vaatimusten määrittelyn erillisinä vaiheina. 
 
5.1 Ameban esitutkimus 
 
Koko projekti lähti käyntiin, kun tietojärjestelmäpäällikkö kertoi Anima Vitaen puutteellisesta 
järjestelmästä, joka sopisi opinnäytetyön aiheeksi. Ensimmäinen esitutkimushaastattelu oli 
yrityksen tiloissa, jossa alustavasti keskusteltiin, mitä sovellukselta haluttiin ja miten se sopisi 
opinnäytetyöksi. Päädyin yhdessä asiakkaan kanssa sisällyttämään sovelluksen opinnäytetyö-
hön siten, että työn avulla esitellään ohjelmistosuunnitteluun liittyvä teoriaa, jotka toteute-
taan myös tulevassa sovelluksessa. 
 
Haastattelun pohjana oli kvalitatiivinen tutkimus, jonka avulla pyrittiin tutkimaan yrityksen 
kokonaiskuvaa ja miten ongelma ilmenee laadullisena puutteena. Tutkimuksessa haluttiin 
katsoa ongelmaa ja sen vaikutuksia yrityksen kokonaisuuden kannalta, eikä vain ymmärtää 
sitä puutteena, joka haittaa toimintaa. Haastattelussa pyrittiin selvittämään ongelmaa niin 
liiketoiminnalliselta kuin työntekijöiden ja tietojärjestelmäpäällikön päivittäisen työn kannal-
ta.  Hyvin alusta asti oli selvää, että vaikutus ei näkyisi kovinkaan paljon liiketoiminnan mitta-
reilla mitattuna, mutta helpottaisi välittömästi työntekijöiden ongelmia johtuen sovelluksen 
puutteesta. Kvalitatiivinen tutkimuksen avulla pystyttiin selkeästi nimeämään ongelman välit-
tömät vaikutukset koskien koko yrityksen ympäristöä. 
 
Seuraavalla haastattelukerralla tarkennettiin haluttuja toiminnallisuuksia. Tietokanta oli jo 
valmiiksi hyvin suunniteltu ja toteutettu, joten ohjelmistosuunnitteluprojektia rajattiin kos-
kemaan vain sovelluksen määrittelyä ja suunnittelua, sekä käyttöliittymää. Tietokantaa myös 
rajattiin koskemaan vain tiettyjä tauluja. Projektia varten tauluista toimitettiin niin kutsuttu 
dumppi, jossa näkyy ainoastaan taulun rakenne, ei yrityksen työntekijöiden henkilökohtaisia 
tietoja.  Näin haluttiin turvata työntekijöiden yksityisyys. 
 
Haastatteluista kävi ilmi tiivistetysti ydinongelma. Yrityksen ongelma oli sovelluksen ja käyt-
töliittymän puute, joka hankaloitti tietokannassa olevan tiedon hallinnointia. Tietokanta si-
jaitsi yrityksen palvelimella, ja sitä pystyttiin hallinnoimaan ainoastaan pääkäyttäjätunnuksil-
la palvelinkoneelta. Pääkäyttäjätunnukset ovat muutaman työntekijän käytössä, mutta käy-
tännössä vain tietojärjestelmäpäällikkö osasi hallinnoida tietokantaa suoraan sql-
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komentoriviltä. Kaikki tukipyynnöt, jotka koskivat tietokannassa olevia tietoja, kuten salasa-
noja tai työntekijöiden henkilötietoja, tulivat suoraan tietojärjestelmäpäällikölle. Tukipyyn-
nöt kuormittivat hänen työmääräänsä.  
 
Halutulle sovellukselle mietittiin alustavasti erilaisia toimintavaihtoehtoja. Kaikista mietityis-
tä vaihtoehdosta päädyttiin lähtökohtaisesti web-pohjaiseen sovellukseen, joka toimii yrityk-
sen sisäverkon alueella. Tämän ratkaisun perusteena oli ohjelmiston helppo saavutettavuus 
missä tahansa yrityksen tiloissa. Kuka tahansa työntekijä voi muuttaa omia tietojaan ja näin 
ollen kaikki tietojen muutos tietokantaan ei päätyisi pyynnöksi tietojärjestelmäpäällikölle. 
 
Käyttäjän autentikoinnissa jätettiin avoimeksi kaksi eri toimintavaihtoehtoa: Käyttäjä voidaan 
autentikoida jo tietokannassa olevilla sähköpostin käyttäjätunnuksella ja salasanalla, tai Au-
tentikointi tapahtuu käyttäen SKID-protokollaa (Secret Key Identification) Käyttäjän kirjautu-
essa sovellukseen sisään, asiakas ja palvelin luovat salaiset tunnistusavaimet käyttäen satun-
naisia merkkijonoja, joilla varsinainen autentikointi tapahtuu vertaamalla asiakkaan ja palve-
limen tietoja tietokantaan (SKID). Tämä toimintavaihtoehto on käyttäjän salasanan kannalta 
tietoturvallisempi vaihtoehto, mutta työläämpi toteuttaa. 
 
Koko projektin hallinnassa ja suuntaviivana päätettiin käyttää RUP:a. RUP sopi pienen projek-
tin metodiksi sen selkeyden ja tunnettujen käytänteiden vuoksi. Tarjolla oli muitakin hyviä 
vaihtoehtoja, mutta työn kannalta tuttu menetelmä oli turvallisin sekä tekijän että asiakkaan 
kannalta.  RUP:n kuusi ohjelmistokehityksen perusajatusta pyrittiin huomioimaan koko pro-
jektin osalta, varsinkin visuaalisen mallinnuksen ja vaatimusten hallinnan osalta. Vesiputous-
mallin käyttö itse ohjelmiston kehityksessä tuntui myös heti luontevalta vaihtoehdolta, koska 
menetelmäksi haluttiin selkeästi ja suoraviivaisesti etenevä menetelmä. Toisaalta evo-malli 
olisi jälkeenpäin tarkasteltuna palvellut hieman paremmin iteratiivista ohjelmistokehitystä. 
 
Projektin aikatauluksi sovittiin viikot 20–44. Projektiryhmään määriteltiin kuuluvan työn to-
teuttaja, tietojärjestelmäpäällikkö, työn ohjaava opettaja ja yrityksen työntekijät. Käytän-
nössä työssä aktiivisesti toimivat vain tekijä ja tietojärjestelmäpäällikkö. Esitutkimusraportti 
on liitteessä 1. 
 
5.2 Ameban vaatimusten määrittely 
 
Vaatimusten määrittely perustui esitutkimuksen aikana määritellyn ongelman analysoimiseen. 
Ongelma jaettiin pienempiin kokonaisuuksiin, joista vaatimuksia oli helpompi määritellä. So-
velluksen ja käyttöliittymän puute aiheuttaa sen, että tietokantaa on vaikea hallinnoida. Vai-
kea hallinnointi aiheuttaa ongelmia useammalla eri taholla:  
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 Tukipyyntöjen selvittäminen viivästyy, jos pääkäyttäjä on hetkellisesti estynyt 
 Pienikin tiedon muutos, kuten työntekijän puhelinnumeron muutos tietokantaan aihe-
uttaa tukipyynnön, koska työntekijä ei itse tietoa voi muuttaa 
 Tietokantaa voidaan hallinnoida vain sql-komentoriviltä, ja sen osaa vain tietojärjes-
telmäpäällikkö  
 
Kohdejärjestelmän tavoitteena oli ratkaista käyttöliittymän puutteesta johtuvat tietokannan 
hallinnointiin liittyvät välittömät ja välilliset ongelmat. Sovelluksen tavoitteena oli saada 
järjestelmä hallittavaksi yrityksen sisäverkossa, jolloin sitä voidaan hallita miltä tahansa työ-
asemalta. Tavoitteena oli hallita tietokantaa siten, että jokainen työntekijä voisi itse päivit-
tää omia henkilökohtaisia tietojaan tietokantaan, jolloin niistä ei tulisi tukipyyntöä pääkäyt-
täjälle. Järjestelmän tavoitteena oli myös helpottaa käyttöliittymän avulla pääkäyttäjän työ-
tä tietokannan hallinnoinnissa siten, että hänen ollessa estynyt, tietokantaa osaavat hallin-
noida myös muut pääkäyttäjätunnukset omaavat henkilöt. Hallinnoinnilla tarkoitetaan tiedon 
lisäämistä, poistamista ja hakemista.  
 
Vaatimuksien kuvaamiseen käytettiin käyttötapauskaaviota (kuva 7). Käyttötapaukset jaettiin 
tehtäväkohtaisiksi, joista on helpompi jatkaa tulevan järjestelmän toiminnallista määrittelyä.  
 
Kuva 7: Ameban käyttötapauskaavio 
 
System
Käyttäjä
Pääkäyttäjä
Tietojen päivittäminen
Tietojen lisäys
Tietojen poisto
Tietojen haku
Sisäänkirjautuminen
Uloskirjautuminen
<<include>>
<<include>>
<<include>>
<<include>>
<<extend>><<extend>>
<<extend>>
<<extend>>
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Vaatimukset jaoteltiin toiminnallisiin (kuva 8) ja ei-toiminnallisiin (kuva 9) vaatimuksiin, jotka 
pyrittiin saattamaan mahdollisimman yksinkertaiseen muotoon. Näin vältyttiin siltä, ettei 
vaatimuksen taakse jäisi piiloon jokin toinen vaatimus. Toiminnalliset vaatimukset olivat suo-
ra seuraus käyttötapauksista, ja ei-toiminnallisilla vaatimuksilla määriteltiin ne vaatimukset, 
jotka eivät suoraan järjestelmän toimintoja vaan asettavat järjestelmälle reunaehtoja. Vaa-
timukset taulukoitiin ja ne priorisoitiin. Prioriteettiluku kuvasi enemmän vaatimuksen kriitti-
syyttä kuin vaatimusten keskinäistä järjestystä. 
 
ID Pvm Lähde Vaatimus Vaatimuksen kuvaus Prioriteetti 
1 28.7.2009 Anima Käyttäjä: Tieto-
jen muuttaminen 
Yrityksen työntekijän tulee 
pystyä muuttamaan omia 
henkilökohtaisia tietojaan 
tietokantaan (rajattu määrä 
tietoja) 
1. 
2 28.7.2009 Anima Pääkäyttäjä: 
Tietojen lisää-
minen 
Pääkäyttäjän tulee pystyä 
lisäämään tietoja tietokan-
taan tietyin rajoituksin 
1. 
3 4.8.2009 Anima Pääkäyttäjä: 
Tietojen poista-
minen 
Pääkäyttäjän tulee pystyä 
poistamaan tietoja tieto-
kannasta  
1. 
4 4.8.2009 Anima Pääkäyttäjä: 
Tietojen etsimi-
nen 
Pääkäyttäjän tulee pystyä 
etsimään tietoa hakusanalla  
1. 
5 4.8.2009 Anima Käyttäjän ja 
pääkäyttäjän 
autentikointi 
Järjestelmän käyttäjä ja 
pääkäyttäjä tulee pystyä 
autentikoimaan, sekä hei-
dän tulee pystyä kirjautu-
maan sisään ja ulos 
2. 
 
Kuva 8: Ameban toiminnalliset vaatimukset 
 
ID Pvm Lähde Vaatimus Vaatimuksen kuvaus Prioriteetti 
1 28.7.2009 Anima Sovellus selain-
pohjainen 
Sovelluksen tulee olla se-
lainpohjainen. 
1. 
2 28.7.2009 Anima Sovellus sisäver-
kossa 
Sovelluksen tulee toimia 
yrityksen sisäverkon alueel-
la. 
1. 
3 28.7.2009 Anima Sovelluksen käy- Sovelluksen käytettävyyden 2. 
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tettävyys tulee olla helposti opittavaa 
ja muistettavaa, tehokasta, 
sekä virhealttiuden tulee 
olla pieni. 
4 28.7.2009 Anima Sovelluksen 
visuaalisuus 
Sovelluksen tulee olla visu-
aalisesti yhdenmukainen 
muiden yritysten sovellus-
ten kanssa 
3. 
 
Kuva 9: Ameban ei-toiminnalliset vaatimukset 
 
Liiketoiminnallisten vaatimusten kannalta määrittelyä ei lähdetty kovinkaan pitkälle. Sovel-
luksen tiedettiin alusta asti olevan hyvin pieni, joten sen yrityksen liiketoimintaan eivät olleet 
kovinkaan suuret. Vaatimukset haluttiin kuitenkin kirjata, jotta vaatimusmäärittelyssä säilyisi 
kokonaiskuva koko yrityksen tilanteesta. Liiketoiminnan päävaatimuksena oli vähentää henki-
lötietojen muutosta koskevia tukipyyntöjen määrää 30 % ja vähentää tukipyyntöjen määrää 30 
% pääkäyttäjän ollessa estynyt. Nämä kaksi vaatimusta olivat hyvin lähellä toisiaan, mutta ne 
haluttiin erotella. Ongelma oli isompi pääkäyttäjän ollessa estynyt kuin yrityksen koko liike-
toiminnan kannalta. 
 
Sovelluksen rajoitteet (kuva 10.) olivat ei-toiminnallisten vaatimusten reunaehtoja, joiden 
puitteissa sovellus toimii. Rajoitteilla pyrittiin turvaamaan tietokannan rakenteen ja itse tie-
tojen turvallisuus, niin ettei käyttäjä voi hallita mitä tahansa tietoja ja tallentaa tietoa missä 
tahansa muodossa. Tietokannan rakenteen rikkoutuminen voisi johtaa koko järjestelmän kaa-
tumiseen. Tiedon turvaaminen asiattomalta käytöltä oli jo selkeä vaatimus tietoja rekisterissä 
pitävän henkilön puolelta. 
ID Pvm Lähde Rajoite Rajoitteen kuvaus Prioriteetti 
1 4.8.2009 Anima Käyttäjän auten-
tikointi 
Käyttäjän ja pääkäyttäjän 
on kirjauduttava sisään 
hallinnoidakseen tietokan-
taa 
1. 
2 4.8.2009 Anima Tiedon tallen-
nusmuoto 
Tietoa ei voi tallentaa muu-
ta kuin erikseen määritel-
lyssä muodossa. 
1. 
3 5.8.2009 Anima Käyttäjän tieto-
jen muuttaminen 
Käyttäjä pystyy muutta-
maan tietokantaan vain 
rajatun määrän tietojaan. 
2. 
 
Kuva 10: Ameban rajoitteet 
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Vaatimusmäärittelyä varten suoritettiin uusi haastattelu, jossa pyrittiin mahdollisimman tark-
kaan kirjaamaan ylös tietojärjestelmäpäällikön oma näkemys kaikista ohjelmiston ja sen ym-
päristö asettamat vaatimukset. Lopputuloksen syntymiseen tarvittiin kuitenkin myös pitkälle 
vietyä analysointia esitutkimuksessa ilmenneistä ongelmista, koska yksi ongelma saattoi aset-
taa useita eri vaatimuksia. Vaatimusmäärittelyraportti on liitteessä 2. 
 
Vaatimusten dokumentoinnin jälkeen suoritettiin järjestelmäanalyysi. Analyysissa kaikki vaa-
timukset analysoitiin vielä kertaalleen, ja tämän pohjalta määriteltiin, mitä tulevan järjes-
telmän tulisi tehdä.  Analyysin tarkoitus oli johtaa vaatimuksista tulevan järjestelmän toimin-
nallinen määrittely.  
 
5.3 Ameban toiminnallinen määrittely 
 
Ameban toiminnallinen määrittely oli esitutkimuksen ja vaatimusmäärittelyn kattava raportti, 
jossa vaatimukset tarkentuivat hyvinkin tarkalle tasolle, ja miten tulevan järjestelmän tulisi 
toimia. Raportti oli huomattavasti kattavampi kuin yksikään siihen mennessä tuotettu raport-
ti. Raportilla olikin huomattavan tärkeä rooli suunnittelussa ja toteutuksen myöhemmissä 
vaiheissa, ja etenkin, jos järjestelmään tehdään muutoksia. Raportin tuottaminen vaati ison 
osan työlle varatusta ajasta. Ameban toiminnallinen määrittely on liitteessä 3. 
 
Toiminnallisen raportin kaksi ensimmäistä osioita johdateltiin hyvin pitkälle jo ilmi tulleista 
seikoista, jotka koskivat tulevaa järjestelmää yleisesti. Tähän lisättiin raportin tulkintaan 
liittyvät tärkeät käsitteet, jotka liittyvät toiminnallisuuden määrittelemiseen.  
 
Tulevat toiminnallisuudet perustuivat vaatimusmäärittelyssä kuvattuihin käyttötapauksiin, 
jotka kuvattiin sanallisesti taulukossa toiminnallisuuden ja käyttäjäryhmän mukaisesti. Käyt-
täjäryhmiksi määriteltiin kaksi eri käyttäjätasoa; käyttäjä (user) ja pääkäyttäjä (administra-
tor). Jokainen käyttötapaus kertoo alusta loppuun kyseisen käyttäjäryhmän jokaisen ohjel-
massa suoritettavan toiminnon.  
 
Esimerkkinä on kuvassa 11 kummastakin käyttäjäryhmästä yksi taulukoitu käyttötapaus. Käyt-
tötapaus nimettiin samoin, kuin jo aiemmin esitellyssä käyttötapauskaaviossa. Kuvauksesta 
kävi yksityiskohtaisesti ilmi, miten käyttäjä käynnistää kyseisen tapauksen, miten käyttäjä 
siinä eteni ja miten kyseinen tapaus loppui. Käyttötapauksella oli tiettyjä esiehtoja, jotka oli 
suoritettava ennen kyseisen tapauksen käynnistämistä ja tiettyjä toimintoja, jotka seurasivat 
tapausta välittömästi. Käyttötapauksessa huomioitiin myös poikkeustilanteet, jolloin järjes-
telmä antaisi virheilmoituksen.  
 
  34 
Nimi Tietojen (määrä rajattu) päivittämien 
Suorittajat Käyttäjä  
Esiehdot Käyttäjän tiedot on tallennettu tietokantaan (KT tietojen lisäys) 
Kuvaus Käyttäjä käynnistää työasemaltaan Internet-selaimen ja kirjoittaa 
osoiteriville sovelluksen www-sivun nimen, joka johtaa sovelluk-
sen pääsivulle. Hän syöttää järjestelmään käyttäjätunnuksensa ja 
salasanansa (include: KT Sisään kirjautuminen) ja kirjautuu si-
sään. Käyttäjälle näkyy hänen omat henkilötietonsa (rajattu mää-
rä). Käyttäjä muuttaa haluamansa tiedot ja tallentaa muutokset 
tietokantaan, jonka jälkeen järjestelmä ilmoittaa onnistuneesta 
tallennuksesta. Käyttäjä palaa katselemaan omia tietojaan ja 
kirjautuu ulos (extend: KT Uloskirjautuminen.) 
[Poikkeus: Tietojen tallennus ei onnistu] 
[Poikkeus: Käyttäjä ei pysty kirjautumaan sisään]  
Poikkeukset Tietojen tallennus ei onnistu:  
1. Tallennettava tieto on oltava ennalta määritellyssä muodossa, 
jotta se voidaan tallentaa. Järjestelmä ilmoittaa virheilmoituksen 
ja pyytää tallentamaan tiedon uudestaan oikeassa muodossa. 
2. Yhteys tietokantaan tai palvelimelle on poikki, jolloin järjes-
telmä antaa virheilmoituksen ”Ei yhteyttä tietokantaan, ota yhte-
ys järjestelmävalvojaan”. 
 
Käyttäjä ei pysty kirjautumaan sisään:  
1. Käyttäjä on syöttänyt tunnuksensa väärin, jolloin järjestelmä 
antaa virheilmoituksen ”Käyttäjätunnus tai salasana virheellinen” 
ja syöttämään tunnukset uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on poikki, jolloin järjes-
telmä antaa virheilmoituksen ”Ei yhteyttä tietokantaan, ota yhte-
ys järjestelmävalvojaan”. 
Lopputulos Käyttäjä on muuttanut omat tietonsa ajantasaisiksi. 
 
Nimi Tietojen (kaikki tiedot) päivittäminen 
Suorittajat Pääkäyttäjä 
Esiehdot Pääkäyttäjän tiedot on lisätty tietokantaan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä käynnistää työasemaltaan Internet-selaimen ja kir-
joittaa osoiteriville sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjestelmään pääkäyttäjä-
tunnuksensa ja salasanansa (include: KT Sisään kirjautuminen) ja 
kirjautuu sisään. Pääkäyttäjälle näkyy kaikki tietokannan tietojen 
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pääotsikot. Pääkäyttäjä muuttaa haluamansa tiedot ja tallentaa 
muutokset tietokantaan, jonka jälkeen järjestelmä ilmoittaa on-
nistuneesta tallennuksesta. Pääkäyttäjä palaa katselemaan pääot-
sikoita ja kirjautuu ulos (extend: KT Uloskirjautuminen.) 
[Poikkeus: Tietojen tallennus ei onnistu] 
[Poikkeus: Pääkäyttäjä ei pysty kirjautumaan sisään] 
Poikkeukset Tietojen tallennus ei onnistu:  
1. Tallennettava tieto on oltava ennalta määritellyssä muodossa, 
jotta se voidaan tallentaa. Järjestelmä ilmoittaa virheilmoituksen 
ja pyytää tallentamaan tiedon uudestaan oikeassa muodossa. 
2. Yhteys tietokantaan on poikki, jolloin järjestelmä antaa vir-
heilmoituksen ”Ei yhteyttä tietokantaan, ota yhteys järjestelmä-
valvojaan”. 
 
Pääkäyttäjä ei pysty kirjautumaan sisään:  
1. Pääkäyttäjä on syöttänyt tunnuksensa väärin, jolloin järjestel-
mä antaa virheilmoituksen ”Käyttäjätunnus tai salasana virheelli-
nen” ja syöttämään tunnukset uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on poikki, jolloin järjes-
telmä antaa virheilmoituksen ”Ei yhteyttä tietokantaan, ota yhte-
ys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä on päivittänyt tietoja ajantasaisiksi 
 
Kuva 11: Ameban sanallinen käyttötapauskuvaus 
 
Tietokannan sisältö ja rakenne (kuva 12) oli jo suunniteltu ja toteutettu yrityksen toimesta, 
joten se voitiin rajata suunnittelun ulkopuolelle. Tietokannan rakenteessa kuvattiin tiedon 
nimi, tietotyyppi ja tiedon pituus, sekä oletusarvo ja mahdolliset muut rajoitteet. Tietokan-
nasta rajattiin sovelluksen käyttöön kolme taulua, jotka olivat käyttökelpoisia sellaisenaan. 
Myöhemmin suunnittelun aikana sovelluksen käyttöön rakennettiin vielä yksi taulu lisää.  
 
Sovelluksen toiminnot kuvattiin vielä hyvin yleisellä tasolla, koska toiminnallisessa määritte-
lyssä ei ollut tarkoitus ottaa vielä kantaa tekniseen ratkaisuun tai toteutuksen koodiin. Koko 
järjestelmän toimintoa mallinnettiin UML:n mukaisella toimintokaaviolla (kuva 13). Kaaviosta 
ilmenee kummankin käyttäjäryhmän toiminnot, jotka haarautuvat sisään kirjautumisen jäl-
keen ja yhdistyvät takaisin ulos kirjautumisessa. Jokainen toiminto erotettiin järjestelmästä 
omaksi moduulikseen ja kuvattiin sekä sanallisesti että kaaviolla. Esimerkkinä kuvassa 14 on 
kuvattu kirjaudu sisään – toiminto sanallisesti, kaaviolla ja syötteen vaadittu muoto. Syötteen 
oikea muoto, eli toisin sanoen tietokantaan tallennettavan merkkijonon oikea muoto oli jär-
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jestelmän kannalta erittäin kriittistä. Tietokannassa olevia tietoja replikoitiin myös muihin 
järjestelmiin ja tiedon virheellisyys saattaa aiheuttaa järjestelmissä isoja ongelmia. Esimer-
kiksi sähköpostiosoitteen oli oltava tietty merkkijono, mukaan lukien @-merkin ja pisteet 
oikeissa paikoissa. Syötteiden kriteerejä esitellään kuvassa 15. Syötteenä annettiin kyseiselle 
toiminnolle tietty merkkijono, joka tallentuu tietokannassa nimettyyn omaan sarakkeeseensa. 
Käyttäjänimen muoto oli mikä tahansa pienten kirjainten muodostama merkkijono välillä a-z 
ja salasanan piti sisältää vähintään yksi iso ja pieni kirjain sekä numero. Jos syöte toiminnon 
puolesta hyväksyttiin tai hylättiin, antoi se käyttäjälleen palautteen toiminnon suorittamises-
ta.  
 
Kuva 12: Ameban tietokannan rakenne 
 
email
+id: int(11) NOT NULL auto_increment
+mailbox: text
+domain: varchar(128) default NULL
+lpart: varchar default NULL
personnel
+personid: int(11) NOT NULL deault '0'
+type: enum('Administrative', 'Regular', 'Boutique', 'Extra', 'Other') default NULL
+active: enum('y', 'n') default '0'
+lname: varchar(64)default NULL
+fname: varchar(64) default NULL
+mname: varchar(64) default NULL
+addr_street: varchar(128) default NULL
+addr_zip: varchar(8) default NULL
+addr_city: varchar(64) default NULL
+phone: varchar(64) default NULL
+cellphone: varchar(64) default NULL
+email: varchar(128) default NULL
+msn: varchar(128) default NULL
+skype: varchar(128) default NULL
+title: varchar(128) default NULL
+location: enum('door-a', 'door-c') default NULL
+notes: text
accounts
+personid: int(11) NOT NULL
+login: varchar(32) NOT NULL
+windows_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+unix_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+email_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+windows_priv: enum('y', 'n') NOT NULL default 'N'
+unix_priv: enum('y', 'n') NOT NULL default 'N'
+email_priv: enum('y', 'n') NOT NULL default 'N'
+ssh_priv: enum('y', 'n') NOT NULL default 'N'
+primary_email: enum('y', 'n') NOT NULL default 'Y'
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Kuva 13: Ameban toimintokaavio 
 
Sovellus käynnistyy kirjoittamalla www-selaimen osoiteriville kirjautumissivun osoite. Järjestelmä pyy-
tää käyttäjän käyttäjätunnuksen ja salasanan. Tunnusten syöttämisen jälkeen käyttäjä painaa login-
nappulaa. Sovellus varmistaa yhteyden tietokantaan ja suorittaa tietokannasta kyselyn onko annettu 
käyttäjätunnus-salasana-yhdistelmä oikein. Jos on, käyttäjä kirjautuu sisään. Jos annettu yhdistelmä on 
väärin tai yhteys tietokantaan on poikki, antaa järjestelmä virheilmoituksen. 
 
Kuva 14: Ameban login –toimnto 
Kirjaudu sisään
Katsele tietoja
Katsele tietoja
Lisää tietoja
Hae tietoja
Päivitä tietoja
Kirjaudu ulos
Poista tietoja Päivitä tietoja
Käyttäjä Pääkäyttäjä
Anna käyttäjätunnus ja salasana
Paina Login-nappia
NÄYTTÖ: virhe: Ei yhteyttä
[true]
[false]
NÄYTTÖ: virhe: Tunnus väärin
[false]
UN-PW -yhdistelmä oikein?
Yhteys tietokantaan?
NÄYTTÖ: Käyttäjä tunnistettu
[true]
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Syöte Sarake Regex 
 
Tuloste (syö-
te=true) 
Tuloste (syö-
te=false) 
Käyttäjänimi accounts.login [a-z] Käyttäjä 
tunnistettu. 
Virhe: Tun-
nus väärin 
Salasana accounts.email_pass [^\w*(?=\w*\d)(?=\w*[a-
z])(?=\w*[A-Z])\w*$] 
Käyttäjä 
tunnistettu. 
Virhe: Tun-
nus väärin 
 
Kuva 15: Ameban syötteiden määrittely 
 
Sovellus ei asettanut järjestelmään tuleville liittymille kovinkaan paljon vaatimuksia. Järjes-
telmän käyttöliittymän kartassa (kuva 16) kuvattiin yksityiskohtaisesti kaikki käyttöliittymän 
ikkunat ja toiminnot, sekä kuinka käyttäjä navigoi järjestelmässä. Käyttöliittymän toiminnal-
lisessa suunnittelussa haluttiin panostaa hyvään käytettävyyteen. Ameban kaltaisessa pienessä 
ohjelmistossa, joka olisi usean käyttäjän käytössä, painopiste oli yksinkertaisuudessa. Käyttö-
liittymän suunnittelu ja mallintaminen jo määrittelyvaiheessa optimoivat käytettävyyttä ja 
olivat kriittinen tekijä koko järjestelmän kunnollisen toiminnan kannalta. Käyttöliittymän 
suunnittelusta on kerrottu enemmän seuraavassa luvussa.  Muut liitännät koskivat itse ohjel-
miston sijaintia ja käyttöympäristöä. Sisäverkon alueella toimivan sovelluksen fyysinen sijain-
tipaikka oli palvelimella, josta ei annettu tarkempia kuvauksia. Sovellus tuli myös pystyä siir-
tämään toiseen vastaavanlaiseen ympäristöön. 
 
  39 
Main
Log out
 Table A information
 (Group by user)
~~~~~~
~~~~~~
Message
Add
Log out
User information
Save
Log out
User information
~~~~~~
~~~~~~
~~~~~~
Update
login
mainUser
updateUser
User
Main
Log out
Table A
Table B
Table C
Search
adminMain
tableA_main
Main
Log out
Table A, B or C 
information
(Blank form)
Save
addInformation
Message:
Remove xxx?
(User selected)
Ok
Cancel
removePopup
Main
Log out
Table A, B or C 
information
 
Save
Table information
 (A and B Group by user)
Radio button ~~~~~~
Radio button ~~~~~~
->Select user
Remove
Update
Main
Log out
 Search result
~~~~~~
~~~~~~
Admin
   
   
searchResult
Main
Log out
 Table B information
 (Group by user)
~~~~~~
~~~~~~
Message
Add
Main
Log out
 Table C information
~~~~~~
~~~~~~
Message
Add
tableB_main
tableC_main
updateInformation
 
Kuva 16: Ameban käyttöliittymäkartta 
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5.4 Ameban käyttöliittymän suunnittelu 
 
Ameba on hyvin pieni ja yksinkertainen järjestelmä, jonka pääpainopiste oli vahvasti käytet-
tävyydessä. Käyttöliittymästä pyrittiin tekemään erittäin tehokas ja helposti opittava, ja sa-
malla mahdollisimman yksinkertainen. 
 
Ameban käyttöliittymän suunnittelu alkoi kynällä ja paperilla tehdyillä prototyypeillä. Yksi 
paperi vastasi yhtä näyttökuvaa linkkeineen. Sivujen rakenne on tehty mahdollisimman yksi-
kertaisiksi, ja helposti opittaviksi. Nielsenin listan sääntökokoelma pyrittiin huomioimaan 
jokaisen kohdan osalta. Käytettävyyttä analysoitiin Nielsenin listan pohjalta: 
 
 Käyttöliittymässä olevat linkit ja napit kuvaavat mahdollisimman hyvin toimintoja, 
jotta navigointi olisi selkeää. Elementit on sijoiteltu sivulle siten, että ne on helppo 
paikallistaa ja muistaa, sekä vuorovaikutus on mahdollisimman luonnollista 
 Kieli on valittu luonnolliseksi koko yrityksen kannalta 
 Käyttöliittymän visuaalisuus on yhdenmukainen koko järjestelmässä ja yrityksen tyylin 
kanssa samassa linjassa 
 Järjestelmä antaa käyttäjälleen palautteen onnistuneesta toiminnosta 
 Jokaiselta sivulta pääsee poistumaan edelliselle sivulle ja ulos järjestelmästä 
 Jokaiselta sivulta pääsee takaisin alkuvalikkoon 
 Järjestelmä antaa virheilmoituksen virhetilanteissa ja ohjaa toimimaan toisin 
 
Käyttöliittymän layout on visualisuudeltaan yrityksen linjan mukainen, ja väreinä on käytetty 
valkoista ja harmaan eri sävyjä.  Yrityksen työntekijät ovat suomenkielisiä. Asiakkaan pyyn-
nöstä sovelluksen käyttökieleksi valittiin kuitenkin englanti. Layoutin suunnittelussa huomioi-
tiin elementtien tasapaino ja harmoninen kokonaisuus, joka antaa käyttöliittymästä miellyt-
tävän ja harmonisen vaikutelman. Käyttöliittymän layout on liitteessä 3 toiminnallisen mää-
rittelyn lopussa. 
 
6 Suunnittelu 
 
Suunnitteluprosessi muuntaa asiakkaan tarpeet tekniseksi toteutussuunnitelmaksi. Suunnitte-
lun tarkoituksena on muuntaa toiminnallinen määrittely tekniseksi määrittelyksi, joka kuvaa 
järjestelmän toteutuksen. Suunnitteluprosessi jaetaan yleensä kahteen osaan; arkkitehtuuri-
suunnitteluun ja moduulisuunnitteluun. (Pohjonen 2002, 32.) 
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6.1 Arkkitehtuurisuunnittelu 
 
Arkkitehtuurisuunnittelussa määritellään järjestelmän yleinen rakenne ja jaetaan se niin pie-
niin osiin eli moduuleihin, että niistä jokainen voidaan antaa yksittäisen kehittäjän suunnitel-
tavaksi ja toteutettavaksi. Arkkitehtuurisuunnittelu on pääasiassa moduulien välisen työnjaon 
ja rajapintojen suunnittelua. Tavoitteena on luoda yksittäisiä osia, jotka ovat mahdollisim-
man vähän riippuvaisia toisistaan. Mitä enemmän moduulien välillä on kytkentöjä, sen moni-
mutkaisempi järjestelmä on.  Tavoitteena on, että yksittäiseen moduuliin tehtävät muutokset 
eivät vaikuttaisi moduulin ulkopuolella. Näin muutosten tekeminen helpottuu ja yksittäistä 
moduulia voidaan mahdollisesti hyödyntää uudelleenkäytettynä jossain muualla järjestelmäs-
sä. Suunnittelun yleisiä tavoitteita ovat tehokkuus, luotettavuus, selkeys, ymmärrettävyys, 
ylläpidettävyys ja siirrettävyys. Näiden ominaisuuksien saavuttamiseksi moduuleihin jakami-
nen on avainasemassa. Arkkitehtuurisuunnittelun tuotos on tekninen määrittely – dokumentti. 
(Pohjonen 2002, 32.);(Haikala 2004, 81–82.) 
 
6.2 Moduulisuunnittelu 
 
Moduulisuunnittelussa suunnitellaan moduulin sisäinen rakenne. Moduuleja suunniteltaessa 
tulisi pyrkiä moduulin mahdollisimman pieneen kokoon. Riittävän pieni koko on alle 1000 koo-
diriviä. Sitä suuremmat moduulit tulisi paloitella alimoduuleihin. Yhdellä moduulilla ei tulisi 
kuitenkaan olla enempää kuin puoli tusinaa alimoduulia. (Pohjonen 2002, 32.);(Haikala 2004, 
82–83.) 
 
6.3 Tekninen määrittely 
 
Teknisessä määrittelyssä kuvataan tiivistelmä järjestelmän tarkoituksesta, sen laitteisto- ja 
ohjelmistoympäristö, sekä valitut ratkaisu ja ratkaisumenetelmät. Määrittely sisältää myös 
kaikki rakenneosat eli moduulit, niiden ratkaisuperiaatteet, tietokanta-arkkitehtuurin, sekä 
moduulien ja prosessien rajapinnat ja tehtävät. IEEE 1016 standardin mukainen teknisen mää-
rittelyn sisältörunko on kuvassa 7. (Pohjonen 2002, 33.);(Haikala 2004, 83–84.) 
 
7 Ameban suunnitteluprosessi 
 
Ameban suunnittelun lähtökohtana oli kaikki toiminnallisessa raportissa määritellyt halutut 
toiminnot. Näiden avulla muodostui arkkitehtuurin alustava kuvaus, tosin vielä paperille ky-
nällä piirrettynä.  Toiminnallisuutta hiottiin teknisellä tasolla sopimaan alustavaan arkkiteh-
tuuriin. Prosessin tuotoksensa syntyi tekninen määrittely. 
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7.1 Ameban arkkitehtuurisuunnittelu 
 
Näkemys arkkitehtuurista perustui aluksi enemmän toiminnallisuuksien perusteella jaettuihin 
moduuleihin. Tämä osoittautui ohjelman laajennettavuuden ja komponenttien uudelleenkäy-
tön kannalta huonoksi ratkaisuksi. Teknisessä raportissa kuvattu arkkitehtuuriratkaisu suunni-
teltiin yhdessä tietojärjestelmäpäällikkö Lasse Lundenin kanssa. Olio-ajattelutavalla suunni-
teltu arkkitehtuuri oli huomattavasti helpompi jakaa johdonmukaisiin ja itsenäisiin moduulei-
hin, jotka ovat mahdollisimman vähän riippuvaisia toisistaan. Kummastakin ratkaisusta oli 
kirjoitettuna valmista koodia pieni määrä. Arkkitehtuuria kuvattiin kuvassa 17 olevalla kaavi-
olla. Arkkitehtuurin kuvauksessa haluttiin korostaa tiedon virtaa eri moduulien välillä. 
 
 
Kuva 17: Ameban arkkitehtuurin kuvaus 
 
 
7.2 Ameban moduulisuunnittelu 
 
Pienen ohjelmiston moduuleihin (kuva 18) jakaminen oli haastavaa, koska ohjelmistosuunnit-
telun käytänteissä moduulit on ajateltu paljon isommiksi kokonaisuuksiksi. Kuitenkin moduu-
lien määrittelyssä onnistuttiin kohtuullisen hyvin, ja ne ovatkin selkeitä osia, jotka riippuvat 
mahdollisimman vähän toisistaan. Hylätyssä ratkaisuvaihtoehdossa moduulien määrittely olisi 
ollut vielä haastavampaa, ja moduuleista olisi ollut lähes mahdotonta saada itsenäisiä koko-
naisuuksia. Muutos yhdessä moduulissa olisi vaatinut muutoksia myös muissa moduuleissa.  
Olio-ajattelutapa sopii myös huomattavasti paremmin relaatiotietokannan käsittelemiseen. 
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Kuva 18: Ameban moduulit 
 
Moduulien teknisessä toteutuksessa päädyttiin kaikille moduuleille yhteiseen ratkaisuun; 
skripti kirjoitetaan Php-kielellä, tietokantakyselyt SQL-kielellä sekä Web-sivut HTML-
merkkauskielellä. Moduulisuunnittelun tuloksena tietokantaan liitettiin vielä yksi taulu, johon 
tallennetaan istuntojen tiedot (kuva 19). 
 
Kuva 19: Ameban tietokannan neljäs taulu 
 
7.3 Ameban tekninen määrittely 
 
Tekninen määrittely – dokumentti kuvitettiin laajasti, jolloin ohjelmiston rakennetta oli hel-
pompi tulkita.  Dokumentti koettiin projektin kannalta erittäin tärkeäksi, koska yleensä oh-
jelmistoprojektin tässä vaiheessa rakennettava sovellus siirtyisi useammalle eri asiantuntijalle 
kehitettäväksi ja jokaisen osapuolen on saatava suunnitelmasta oikea tulkinta. Ameban tekni-
nen määrittely -raportti on liitteessä 4.  
 
8 Loppuanalyysi 
 
Työssä kehitettävä sovellus oli suhteellisen pieni ohjelmistotuotannon mittakaavassa. Kuiten-
kin syntynyt dokumentaatio kertoo sen, ettei dokumentaation merkitystä voi vähätellä. Jokai-
sen vaiheen dokumentaatio tarkensi edellisen vaiheen ominaisuuksia ja mallinsi halutun sovel-
luksen hyvinkin syvälle tasolle. Työ osoitti hyvin sen, että ohjelmistotuotannon todellinen 
problematiikka, epäonnistuneet projektit, voidaan ainakin osittain välttää asianmukaisella 
session
+sessId: int(11) NOT NULL auto_increment
+uid: int(11) NOT NULL
+ip: varchar(16) character set latin1 collate latin1_bin NOT NULL
+granted: datetime NOT NULL default '0000-00-00 00:00:00'
+valid: int(11) NOT NULL default '60'
+ticket: varchar(16) character set latin1 collate latin1_bin NOT NULL
+data: text character set latin1 collate latin1_bin  NULL default 'NULL'
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dokumentaatiolla. Dokumentit ovat ainut todellinen kommunikoinnin väline eri osapuolten 
välillä. 
 
Vaihejakomalleja on useita erilaisia ja niillä voidaan lähestyä rakennettavaa ohjelmistoa eri 
näkökulmista. Tässä työssä käytetty vesiputousmalli osoittautui tyydyttäväksi, mutta jos oh-
jelmisto olisi haluttu toteuttaa, olisi evo-malli saattanut olla huomattavasti käyttökelpoisem-
pi. Pientä ohjelmistoa on helpompi kehittää prototyyppi kerrallaan, kunnes kaikki halutut 
ominaisuudet on saavutettu. 
 
UML-notaatio on yleisesti erittäin käyttökelpoinen tapa kuvata järjestelmä. UML:n avulla jär-
jestelmää ja sen toiminnallisuutta voidaan tutkia hyvin monesta eri näkökulmasta. Työn aika-
na tiedon virran ja tilan kuvaaminen UML-notaatiolla osoittautui ajoittain haastavaksi järjes-
telmän pienen koon vuoksi. Vaikka notaatiossa onnistuttiinkin kohtalaisen hyvin, on UML-
notaatio parhaimmillaan suuremmissa kokonaisuuksissa. 
 
Järjestelmän arkkitehtuurin kuvaaminen ja moduuleihin jakaminen tehtiin yhteistyössä Anima 
Vitaen Lasse Lundenin kanssa. Alkuperäinen ajatus oli myös järjestelmän toteuttaminen. Työn 
edetessä kuitenkin huomattiin, että resurssit ja aika olisivat loppuneet kesken. Arkkitehtuu-
rista ja moduuleista syntyi kaksi eri ratkaisuvaihtoehtoa, joista kummastakin on tuotettuna 
pieni määrä valmista koodia. Koodia voidaan tulevaisuudessa käyttää prototyyppeihin. 
 
Projektin tuotoksena syntyneet dokumentit kertovat Lundenin mukaan hyvin Anima Vitaen 
tiedon hallinnointiin liittyvän ongelman, ja määrittelevät kaikki järjestelmään halutut ominai-
suudet ja toiminnot. Dokumentteja voidaan tulevaisuudessa käyttää järjestelmän rakentami-
seen.  
 
Ohjelmistotuotanto muuttuu tulevaisuudessa yhä haastavammaksi. Järjestelmät kasvavat ja 
resursseja on vähemmän. Projektit elävät koko ajan ja markkinatilanne muuttuu. Prosessori -
lehti esittelee vuoden 2009 kesäkuun numerossaan ketterän Agile-menetelmän, joka vastaa 
tulevaisuudessa ohjelmistotuotannon haasteisiin. Menetelmässä pyritään reagoimaan mahdol-
lisimman joustavasti olosuhteiden muutoksiin, käyttämällä hyväksi pieniä osa-kokonaisuuksia 
ja jatkuvaa kommunikointia asiakkaan kanssa. Käytännössä projektia viedään läpi pienissä 
pyrähdyksissä (1-4 viikkoa). Projektiryhmä tapaa joka päivä vartin ajan ja ohjelmoijat tekevät 
koodia pareittain. (Vainio, 2009.) 
 
Ohjelmistotuotannon kirjallisuus jakaa menetelmät karkeasti kahteen osaan; perinteiset me-
netelmät ja ketterät menetelmät. Kuitenkaan yksiselitteistä ratkaisua ideaalisen menetelmän 
valintaan ei ole. Ohjelmistosuunnittelun teoriaa ja menetelmiä voidaan yhdistää tukemaan 
toisiaan, ja Agile-menetelmää käytetäänkin usein perinteisen vesiputousmallin rinnalla.  
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Jokainen ohjelmisto ja projekti ovat uniikki kokonaisuus ja toimivan menetelmän löytäminen 
onkin haastavaa. Tulevaisuudessa ohjelmistotuotannon problematiikkaa voidaankin ratkoa 
kehittämällä menetelmä, joka voidaan räätälöidä projektin ja tulevan ohjelmiston koon mu-
kaan. 
 
Ketterät menetelmät ovat enemmän kuin tervetulleita, mutta on myös hyvä pohtia ohjelmis-
tosuunnittelua dokumentoinnin kannalta. Tässä työssä pohdittu ohjelmistotuotannon proble-
matiikka ja epäonnistuneet projektit ovat usein seurausta puutteellisesta dokumentoinnista. 
Agile-menetelmä pyrkii pois päin isosta dokumenttimäärästä, jolloin puutteellisen dokumen-
toinnin riski on olemassa. Toisaalta Agile-menetelmä vastaa juuri tämän päivän ja tulevaisuu-
den ohjelmistosuunnittelun haasteisiin. Ehkäpä tulevaisuuden haaste onkin kehittää mene-
telmä, jolla voidaan hallitusti vastata aikataulupaineisiin ja silti hallita dokumentointia te-
hokkaasti ja tuottaa niitä riittävä määrä. 
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Liite 1: Ameban esitutkimusraportti 
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Versiohistoria 
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1 Johdanto 
 
Esitutkimus on osa määrittelyvaihetta ja perustuu asiakastilanteen analysointiin. Esitutkimus-
raportissa kuvataan yrityksen tiedonkäsittelyyn liittyvä nykytilanne ja ongelma, jonka pohjal-
ta esitutkimus on käynnistetty. Esitutkimuksessa selvitetään onko hankkeen käynnistämiselle 
edellytykset ja määritetään kehitettävän sovelluksen lähtökohdat ja tavoitteet. Tutkimukses-
sa kartoitetaan eri toimintavaihtoehtoja, sekä luodaan alustava projektisuunnitelma. Projek-
tin ja mahdollisen tulevan sovelluksen nimi on Ameba. 
 
2 Asiakas 
 
Oy Anima Vitae Ltd. 
 
Vanha talvitie 11 A 
00580 Helsinki 
FINLAND 
 
+358 207 749 813 
 
Yhteyshenkilö Lasse Lunden, Systems Engineer 
 
3 Nykytilanne 
 
Anima Vitae Ltd on suomen suurin animaatiostudio, joka työllistää noin 40 ihmistä. Yrityksen 
palvelimella sijaitsee tietokanta, joka sisältää erilaisia yrityksen sisäisiä tietoja. Tietokantaa 
hallinnoi tietojärjestelmäpäällikkö Lasse Lunden.  
 
Tietokannan hallinnoimiseen ei ole käyttöliittymää. Tietoja käsitellään suoraan tietokannasta 
mysql-komentorivityökalulla. Tietoja pääsee käsittelemään ainoastaan tietojärjestelmäpääl-
likkö. 
 
4 Ongelman kuvaus 
 
Suurin ongelma tietokannan hallinnoimisessa on käyttöliittymän puuttuminen. Tietojen käsit-
teleminen komentorivityökalun kautta on työlästä, ja siihen sisältyy tietoturvariski.  
 
Käyttöliittymän puuttumisen vuoksi tietokantaan on tunnukset vain tietojärjestelmäpäälliköl-
lä. Mysql -komentoriville pääsee vain palvelinkoneelta, joka on rajoitetussa käytössä. Työnte-
kijöiden tietojen muuttuessa tai esimerkiksi salasanan unohtuessa, tukipyyntö tulee aina tie-
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tojärjestelmäpäällikölle. Tukipyynnöt kuormittavat hänen resurssejaan, ja hänen ollessa lo-
malla tai muuten estynyt, ei tietokantaan päästä käsiksi. 
 
Esitutkimuksen perusteella käyttöliittymän puute aiheuttaa kaksi suurta ongelmaa, joille pro-
jektissa määritellään ja toteutetaan ratkaisu: 
 
 Tietokantaan on tunnukset vain yhdellä käyttäjällä 
 Tietokantaa ei osaa hallinnoida kukaan muu yrityksen työntekijä suoraan ko-
mentoriviltä  
 
 
5 Viite ja sidosryhmät 
 
Projekti toteutetaan opinnäytetyönä, ja sen sidosryhmiä ovat opinnäytetyön tekijä, yrityksen 
tietojärjestelmäpäällikkö, yrityksen työntekijät, sekä Laurea-ammattikorkeakoulun lehtori 
Heikki Lempola, joka toimii opinnäytetyön ohjaajana. 
 
6 Tavoitteet ja rajaukset 
 
Projektin tavoitteena on määritellä ja suunnitella tietokantaa varten sovellus ja käyttöliitty-
mä. Päätavoitteena on vähentää niiden avulla tukipyyntöjen määrää ratkaisemalla kaksi suu-
rinta ongelmaa: 
 
 Sovellus rakennetaan web-pohjaiseksi, jolloin työntekijät voivat itse hallinnoida 
osaa omista tiedoistaan käyttöliittymän avulla. Tavoitteena on, ettei esimerkik-
si työntekijän osoitetietojen päivitys ohjaudu tukipyynnöksi tietojärjestelmä-
päällikölle. 
 Sovelluksen ja käyttöliittymän avulla tietoja voidaan hallinnoida koko yrityksen 
sisäverkon alueella, eikä pelkästään palvelinkoneelta. 
 
Tavoitteena on määritellä ja suunnitella sovellus ISO-standardien mukaiseksi, joka asettaa 
sovellukselle ja käyttöliittymälle laadullisia vaatimuksia (SFS 2009). 
 
Tietokanta sisältää paljon erilaista yrityksen sisäistä tietoa, kuten tietoa verkosta, työnteki-
jöistä ja heidän tunnuksistaan. Projekti rajataan koskemaan vain työntekijöiden henkilökoh-
taisia tietoja, kuten osoitetiedot ja sähköpostin käyttäjätunnukset ja salasanat.  
 
  
7 Määritykset 
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Sovelluksen tulee toimia yrityksen sisäverkossa. Käyttäjä autentikoidaan jo tietokannassa 
olevilla sähköpostin käyttäjätunnuksilla. Käyttöliittymän avulla tavallinen käyttäjä pystyy 
lisäämään, poistamaan ja päivittämään omia henkilökohtaisia tietojaan, kuten osoitetietoja.  
 
Sovelluksen pääkäyttäjä, eli tietojärjestelmäpäällikkö, pystyy käyttöliittymän avulla hallin-
noimaan tietokantaa, kuten hakemaan, lisäämään, poistamaan tietoja. 
 
8 Toimintavaihtoehtojen kuvaus 
  
Sovelluksen toiminta on kuvattu yllä olevissa määrityksissä, ja on ainoa sovelluksen toiminta-
vaihtoehto. Suunnittelussa ja toteutuksessa käytetään ohjelmistosuunnittelun vesioutousmal-
lia sekä RUP:ia (Rational Unified Process). Sovellus on suhteellisen kevyt, joten on projektin 
kannalta mielekästä käyttää ohjelmistosuunnittelussa hyväksi havaittuja ja tekijälle tuttuja 
metodeja. 
 
Autentikoinnissa voidaan harkita kahta eri toimintavaihtoehtoa: 
 Tavallinen käyttäjä autentikoidaan sähköpostin käyttäjätunnuksilla, ja pääkäyt-
täjä omilla pääkäyttäjätunnuksillaan. Tämä vaihtoehto on helpommin toteutet-
tavissa. 
 Autentikointi tapahtuu käyttäen SKID-protokollaa (Secret Key Identification) 
Käyttäjän kirjautuessa sovellukseen sisään, asiakas ja palvelin luovat salaiset 
tunnistusavaimet käyttäen satunnaisia merkkijonoja, joilla varsinainen autenti-
kointi tapahtuu vertaamalla asiakkaan ja palvelimen tietoja tietokantaan 
(SKID). Tämä toimintavaihtoehto on käyttäjän salasanan kannalta tietoturvalli-
sempi vaihtoehto, mutta työläämpi toteuttaa. 
  
 
9 Alustava projektisuunnitelma 
 
Projekti on tekijän opinnäytetyö. Opinnäytetyön tuotoksena syntyy sovellus ja käyttöliittymä, 
sekä kirjallinen tuotos, jossa esitellään ne ohjelmistosuunnittelun teorian osat, joihin sovel-
luksen ja käyttöliittymän suunnittelu ja toteutus perustuu. Yritykselle luovutetaan kaikki 
työssä syntynyt dokumentaatio. 
 
 
 
 
9.1 Aikataulu 
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Vko Tehtävä 
20 Vaatimusmäärittely alkaa 
21   
22   
23   
24  
25  
26   
27   
28 Vaatimusmäärittely valmis 
29 Suunnittelu alkaa 
30   
31   
32   
33   
34   
35   
36 Suunnittelu valmis 
37 Dokumentointi 
38   
39  
40 Virheiden korjaus 
41  
42 Dokumentaation viimeistely 
43   
44 Projekti valmis 
 
9.2 Organisointi 
 
Sovelluksen määrittelee ja suunnittelee opinnäytetyöntekijä. Yrityksen tietojärjestelmäpääl-
likkö auditoi sovellusta tarvittaessa. Kaikki dokumentit hyväksytetään tietojärjestelmäpäälli-
köllä, ja hän osallistuu aktiivisesti testaukseen.  
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Projektia tehdään pääasiassa opinnäytetyöntekijän kotona sekä Laurea-ammattikorkeakoulun 
tiloissa. Sovelluksen määrittelyn ja suunnittelun aikaiset testaukset tehdään kotona ja yrityk-
sen tiloissa. Projektin etenemistä valvoo myös ohjaava opettaja lehtori Heikki Lempola. 
 
9.3 Toteutusvälineet 
 
Sovelluksen määrittely ja suunnittelu toteutetaan opinnäytetyöntekijän omalla työasemalla, 
ja sillä olevilla ohjelmilla.  
  
9.4 Kustannukset 
 
Projektilla ei ole budjettia. 
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Lähteet 
 
SFS 2009, Suomen Standardisoimisliitto ry, ISO-standarit. Viitattu 20.7.2009. 
http://www.sfs.fi/julkaisut/iso_standardit/. 
 
SKID, Secret Key ID. Viitattu 20.7.2009.  
http://members.hellug.gr/nmav/cookie-authentication.txt. 
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Liite 2: Ameban vaatimusmäärittelyraportti 
 
 
 
 
 
 
 
 
 
 
 
Vaatimusmäärittelyraportti 
Ameba 
Versio 1.3 
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Versiohistoria 
 
Versio Päiväys Tekijä Selite 
1.0 28.7.2009 Marjo Brandes Pohja ja muotoilu, sisältörunko 
1.1 28.7.2009 Marjo Brandes Alustava raportti 
1.2 4.8.2009 Marjo Brandes Alustava raportti 
1.3 5.8.2009 Marjo Brandes Lisätty tietokannan rakenne 
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1 Johdanto 
 
Tässä dokumentissa kuvataan kaikki tulevaa järjestelmää koskevat vaatimukset. Dokumentissa 
kuvataan yrityksen nykytilanne ja ongelma, ja mitä sidosryhmän jäseniä ongelmaan liittyy. 
Kohdejärjestelmän tavoitteista kuvataan toiminnalliset ja ei-toiminnalliset tavoitteet, kohde-
järjestelmää koskevat liiketoiminnalliset tavoitteet sekä järjestelmää koskevat rajoitteet. 
Lisäksi kuvataan vaatimukset käyttötapauskaaviona sekä tietokannan rakenne. 
 
2 Asiakas 
 
Oy Anima Vitae Ltd. 
 
Vanha talvitie 11 A 
00580 Helsinki 
FINLAND 
 
+358 207 749 813 
 
Yhteyshenkilö Lasse Lunden, Systems Engineer 
 
3 Nykytilanne 
 
Anima Vitae Ltd on suomen suurin animaatiostudio, joka työllistää noin 40 ihmistä. Yrityksen 
palvelimella sijaitsee tietokanta, joka sisältää erilaisia yrityksen sisäisiä tietoja. Tietokantaa 
hallinnoi tietojärjestelmäpäällikkö Lasse Lunden.  
 
Tietokannan hallinnoimiseen ei ole käyttöliittymää. Tietoja käsitellään suoraan tietokannasta 
mysql-komentorivityökalulla. Tietoja pääsee käsittelemään ainoastaan tietojärjestelmäpääl-
likkö. 
 
4 Ongelman kuvaus 
 
Keskeisin ongelma on sovelluksen ja käyttöliittymän puute. Tietokantaa on vaikea hallinnoida, 
koska sille ei ole olemassa helppokäyttöistä käyttöliittymää. Tietokanta sijaitsee yrityksen 
palvelimella, ja sitä pystytään hallinnoimaan ainoastaan pääkäyttäjätunnuksilla palvelinko-
neelta. Pääkäyttäjätunnukset ovat muutaman työntekijän käytössä, mutta käytännössä vain 
tietojärjestelmäpäällikkö osaa hallinnoida tietokantaa suoraan sql-komentoriviltä. Pienikin 
muutos tietokannassa, kuten työntekijän puhelinnumero-tiedon muutos hänen henkilötie-
  63
  Liite 2 
toihinsa tulee tukipyyntönä tietojärjestelmäpäällikölle. Tukipyynnöt kuormittavat hänen työ-
määräänsä. Hänen myös ollessa hetkellisesti estynyt, tukipyyntöihin vastaaminen viivästyy. 
 
 
5 Viite ja sidosryhmät 
 
ID Pvm Lähde Sidosryhmä Sidosryhmän kuvaus ja rooli 
1 28.7.2009 Anima Tietojärjestel-
mäpäällikkö 
Lasse Lunden, toimii yrityksessä pääkäyttä-
jänä ja projektin yrityksen vastuuhenkilönä 
2 28.7.2009 Anima Työntekijät Tulevan järjestelmän käyttäjät 
3 28.7.2009 Laurea Projektin toteut-
taja 
Marjo Brandes, suunnittelee ja toteuttaa 
tulevan järjestelmän 
4 28.7.2009 Laurea Projektin ohjaa-
ja 
Lehtori Heikki Lempola, ohjaa projektia 
tarvittaessa ja toimii opinnäytetyön ohjaa-
jana. 
 
 
6 Kohdejärjestelmän tavoitteet 
 
Kohdejärjestelmän tavoitteena on ratkaista käyttöliittymän puutteesta johtuvat tietokannan 
hallinnointiin liittyvät välittömät ja välilliset ongelmat. Sovelluksen tavoitteena on saada 
järjestelmä hallittavaksi yrityksen sisäverkossa, jolloin sitä voidaan hallita miltä tahansa työ-
asemalta. Tavoitteena on hallita tietokantaa siten, että jokainen työntekijä voi itse päivittää 
omia henkilökohtaisia tietojaan tietokantaan, jolloin niistä ei tulisi tukipyyntöä pääkäyttäjäl-
le. Järjestelmän tavoitteena on myös helpottaa käyttöliittymän avulla pääkäyttäjän työtä 
tietokannan hallinnoinnissa siten, että hänen ollessa estynyt, tietokantaa osaavat hallinnoida 
myös muut pääkäyttäjätunnukset omaavat henkilöt. 
   
 
 
6.1 Liiketoiminnan tavoitteet 
 
ID Pvm Lähde Vaatimus Vaatimuksen kuvaus Prioriteetti 
1 28.7.2009 Anima Tukipyyntöjen 
väheneminen 
Tuleva järjestelmä vähen-
tää käyttäjien henkilötieto-
jen muutoksia koskevien 
tukipyyntöjen määrää 30 % 
1. 
2 28.7.2009 Anima Tukipyyntöjen Pääkäyttäjän ollessa esty- 2. 
  64
  Liite 2 
viivästymisten 
väheneminen 
nyt, käyttäjän tietoja kos-
kevien tukipyyntöjen viiväs-
tymisten vähenee 30 % 
 
 
  
6.2 Toiminnalliset vaatimukset 
 
ID Pvm Lähde Vaatimus Vaatimuksen kuvaus Prioriteetti 
1 28.7.2009 Anima Käyttäjä: Tieto-
jen muuttaminen 
Yrityksen työntekijän tulee 
pystyä muuttamaan omia 
henkilökohtaisia tietojaan 
tietokantaan (rajattu määrä 
tietoja) 
1. 
2 28.7.2009 Anima Pääkäyttäjä: 
Tietojen lisää-
minen 
Pääkäyttäjän tulee pystyä 
lisäämään tietoja tietokan-
taan tietyin rajoituksin 
1. 
3 4.8.2009 Anima Pääkäyttäjä: 
Tietojen poista-
minen 
Pääkäyttäjän tulee pystyä 
poistamaan tietoja tieto-
kannasta  
1. 
4 4.8.2009 Anima Pääkäyttäjä: 
Tietojen etsimi-
nen 
Pääkäyttäjän tulee pystyä 
etsimään tietoa hakusanalla  
1. 
5 4.8.2009 Anima Käyttäjän ja 
pääkäyttäjän 
autentikointi 
Järjestelmän käyttäjä ja 
pääkäyttäjä tulee pystyä 
autentikoimaan, sekä hei-
dän tulee pystyä kirjautu-
maan sisään ja ulos 
2. 
 
 
 
 
 
6.3 Ei-toiminnalliset vaatimukset 
 
ID Pvm Lähde Vaatimus Vaatimuksen kuvaus Prioriteetti 
1 28.7.2009 Anima Sovellus selain-
pohjainen 
Sovelluksen tulee olla se-
lainpohjainen. 
1. 
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2 28.7.2009 Anima Sovellus sisäver-
kossa 
Sovelluksen tulee toimia 
yrityksen sisäverkon alueel-
la. 
1. 
3 28.7.2009 Anima Sovelluksen käy-
tettävyys 
Sovelluksen käytettävyyden 
tulee olla helposti opittavaa 
ja muistettavaa, tehokasta, 
sekä virhealttiuden tulee 
olla pieni. 
2. 
4 28.7.2009 Anima Sovelluksen 
visuaalisuus 
Sovelluksen tulee olla visu-
aalisesti yhdenmukainen 
muiden yritysten sovellus-
ten kanssa 
3. 
 
 
 
6.4 Rajoitteet 
 
ID Pvm Lähde Rajoite Rajoitteen kuvaus Prioriteetti 
1 4.8.2009 Anima Käyttäjän auten-
tikointi 
Käyttäjän ja pääkäyttäjän 
on kirjauduttava sisään 
hallinnoidakseen tietokan-
taa 
1. 
2 4.8.2009 Anima Tiedon tallen-
nusmuoto 
Tietoa ei voi tallentaa muu-
ta kuin erikseen määritel-
lyssä muodossa. 
1. 
3 5.8.2009 Anima Käyttäjän tieto-
jen muuttaminen 
Käyttäjä pystyy muutta-
maan tietokantaan vain 
rajatun määrän tietojaan. 
2. 
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7 Käyttötapauskaavio 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
System
Käyttäjä
Pääkäyttäjä
Tietojen päivittäminen
Tietojen lisäys
Tietojen poisto
Tietojen haku
Sisäänkirjautuminen
Uloskirjautuminen
<<include>>
<<include>>
<<include>>
<<include>>
<<extend>><<extend>>
<<extend>>
<<extend>>
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8 Tietokannan rakenne 
 
 
  
 
email
+id: int(11) NOT NULL auto_increment
+mailbox: text
+domain: varchar(128) default NULL
+lpart: varchar default NULL
personnel
+personid: int(11) NOT NULL deault '0'
+type: enum('Administrative', 'Regular', 'Boutique', 'Extra', 'Other') default NULL
+active: enum('y', 'n') default '0'
+lname: varchar(64)default NULL
+fname: varchar(64) default NULL
+mname: varchar(64) default NULL
+addr_street: varchar(128) default NULL
+addr_zip: varchar(8) default NULL
+addr_city: varchar(64) default NULL
+phone: varchar(64) default NULL
+cellphone: varchar(64) default NULL
+email: varchar(128) default NULL
+msn: varchar(128) default NULL
+skype: varchar(128) default NULL
+title: varchar(128) default NULL
+location: enum('door-a', 'door-c') default NULL
+notes: text
accounts
+personid: int(11) NOT NULL
+login: varchar(32) NOT NULL
+windows_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+unix_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+email_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+windows_priv: enum('y', 'n') NOT NULL default 'N'
+unix_priv: enum('y', 'n') NOT NULL default 'N'
+email_priv: enum('y', 'n') NOT NULL default 'N'
+ssh_priv: enum('y', 'n') NOT NULL default 'N'
+primary_email: enum('y', 'n') NOT NULL default 'Y'
session
+sessId: int(11) NOT NULL auto_increment
+uid: int(11) NOT NULL
+ip: varchar(16) character set latin1 collate latin1_bin NOT NULL
+granted: datetime NOT NULL default '0000-00-00 00:00:00'
+valid: int(11) NOT NULL default '60'
+ticket: varchar(16) character set latin1 collate latin1_bin NOT NULL
+data: text character set latin1 collate latin1_bin  NULL default 'NULL'
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Liite 3: Ameban toiminnallinen määrittely – raportti 
 
 
 
 
 
 
 
 
 
Toiminnallinen määrittely -raportti 
Ameba 
Versio 2.1 
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Versiohistoria 
 
Versio Päiväys Tekijä Selite 
1.0 4.8.2009 Marjo Brandes Runko ja muotoilu 
1.1 5.8.2009 Marjo Brandes Alustava raportti 
2.0 14.9.2009 Marjo Brandes Raportti valmis, lähetetään asiakkaalle. 
2.1 14.9.2009 Marjo Brandes Korjataan ohjelmistoliitännät 
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1 Johdanto 
 
Toiminnallinen määrittely on määrittelyvaiheen lopullinen tuotos, johon on dokumentoitu 
asiakasvaatimukset täyttävän järjestelmän kuvaus. Toiminnallinen määrittely on johdettu 
vaatimusmäärittelyraportissa olevista asiakasvaatimuksista. Tämä raportti on loogisen tason 
kuvaus järjestelmästä, sen käsittelemistä tiedoista, käyttäjistä ja järjestelmän yhteyksistä 
ympäristöönsä. Toiminnallinen määrittely on IEEE830-standardin mukainen. Järjestelmän nimi 
on Ameba. 
 
1.1 Tarkoitus 
 
Järjestelmän tarkoitus on ratkaista yrityksessä tietokannan hallinnointiin liittyvä ongelma. 
Tietokannan hallinnoimiseksi ei ole sellaista käyttöliittymää, joka palvelisi koko yritystä. Tu-
levan järjestelmän avulla tietokantaa voidaan hallinnoida huomattavasti tehokkaammin, ja 
hallinnointia koskevat tukipyynnöt vähenevät 30 %. 
  
1.2 Tuote 
 
Tuote on selainpohjainen sovellus, jonka avulla hallinnoidaan tietokantaa. 
Sovellus toimii yrityksen sisäverkon alueella. 
 
1.3 Määritelmät, termit ja lyhenteet 
 
Käyttäjä Yrityksen työntekijä, jolla on tavalliset 
käyttöoikeudet (user) tietojärjestelmiin 
Pääkäyttäjä Yrityksen työntekijä, jolla on pääkäyttäjä-
oikeudet (administrator) tietojärjestelmiin 
RUP Rational Unified Process, iteratiivinen oh-
jelmistotuotannon työkalu. 
IEEE-standardit Software Engineering Standards Committee 
(IEEE SESC), joka on julkaissut noin 140 
ohjelmistotuotannon standardia (IEEE 
Software engineering standards, 2009.) 
ISO-standardit  International Organisation for Standar-
disation, joka on julkaissut 110 ohjelmisto-
tuotantoon ja järjestelmäkehitykseen liit-
tyvää standardia (ISO-standards 2009.)  
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1.4 Viitteet 
 
Dokumentissa viitataan Ameba-sovelluksen esitutkimus- ja vaatimusmäärittelyraportteihin. 
 
1.5 Yleiskatsaus dokumenttiin 
 
Tässä dokumentissa määritellään Ameba-sovellukseen kohdistuvien vaatimuksista johdettu 
määrittely, joka kertoo miten tulevan sovelluksen tulisi toimia. Luvussa kaksi määritellään 
sovelluksen ympäristö, käyttäjät, sekä siihen liittyvät rajoitteet.  
 
Sovelluksen tietokannan rakenne kuvataan luvussa kolme. Luvussa neljä kuvataan sovelluksen 
toiminnot, sekä niihin liittyvät rajoitteet kuvataan yksitellen. Koko järjestelmän notaationa 
ovat käyttötapauskaavio sekä toimintokaavio. 
 
Luvussa viisi on käyttöliittymäsuunnitelma, sekä muut sovellukseen liittyvät ulkoiset liitännät. 
Käyttöliittymäsuunnitelman liitteenä on alustava layout. Luvussa seitsemään määritellään 
käytettävyyteen ja ylläpitoon liittyviä tekijöitä. 
 
Luvussa seitsemän on suunnitteluun liittyviä rajoitteita, kuten standardit, ohjelmisto- ja lait-
teistorajoitteet. Standardit ja termit määritellään jo luvussa yksi.   
 
2 Yleiskuvaus 
 
Ameba-sovelluksen yleiskuvaus kertoo, miten ja minkälaisessa ympäristössä sovellus toimii, ja 
kenen toimesta. Sovelluksen toimintaa kuvataan sanallisella käyttötapauksella sekä käyttöta-
pauskaaviolla. Sovelluksen toiminnalla on myös yleisiä rajoitteita, sekä oletuksia ja riippu-
vuuksia, jotka asettavat ehtoja sovelluksen toiminnalle. 
 
2.1 Ympäristö 
 
Ameba-sovellus toimii yrityksen sisäverkossa yhdessä toimipisteessä. Sisäverkossa olevissa 
työasemissa on käytössä monia eri käyttöjärjestelmiä ja Internet-selaimia, joten ympäristö on 
hyvin heterogeeninen. Sovellus ja tietokanta ovat yrityksen palvelimella.  
 
2.2 Toiminta 
 
Toimintaa kuvataan käyttötapauskaaviolla ja yksittäisin käyttötapauksin, jotka on taulukoitu. 
Käyttötapauksesta käy ilmi järjestelmän normaali käyttöprosessi, käyttäjä ja poikkeustilan-
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teet. Käyttötapauksella on tietyt esiehdot, jotka on täytettävä ennen käyttötapauksen onnis-
tunutta suorittamista, sekä lopputulos, joka vastaa asiakkaan vaatimusta. 
 
2.2.1 Käyttötapaukset 
 
 
Nimi Tietojen (määrä rajattu) päivittämien 
Suorittajat Käyttäjä  
Esiehdot Käyttäjän tiedot on tallennettu tietokan-
taan (KT tietojen lisäys) 
Kuvaus Käyttäjä käynnistää työasemaltaan Inter-
net-selaimen ja kirjoittaa osoiteriville 
sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään käyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Käyttäjälle näkyy 
hänen omat henkilötietonsa (rajattu mää-
rä). Käyttäjä muuttaa haluamansa tiedot 
ja tallentaa muutokset tietokantaan, jon-
ka jälkeen järjestelmä ilmoittaa onnistu-
neesta tallennuksesta. Käyttäjä palaa 
katselemaan omia tietojaan ja kirjautuu 
ulos (extend: KT Uloskirjautuminen.) 
[Poikkeus: Tietojen tallennus ei onnistu] 
[Poikkeus: Käyttäjä ei pysty kirjautumaan 
sisään]  
Poikkeukset Tietojen tallennus ei onnistu:  
1. Tallennettava tieto on oltava ennalta 
määritellyssä muodossa, jotta se voidaan 
tallentaa. Järjestelmä ilmoittaa virheil-
moituksen ja pyytää tallentamaan tiedon 
uudestaan oikeassa muodossa. 
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
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Käyttäjä ei pysty kirjautumaan sisään:  
1. Käyttäjä on syöttänyt tunnuksensa vää-
rin, jolloin järjestelmä antaa virheilmoi-
tuksen ”Käyttäjätunnus tai salasana vir-
heellinen” ja syöttämään tunnukset uudel-
leen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Käyttäjä on muuttanut omat tietonsa 
ajantasaisiksi. 
  
 
Nimi Tietojen (kaikki tiedot) päivittäminen 
Suorittajat Pääkäyttäjä 
Esiehdot Pääkäyttäjän tiedot on lisätty tietokan-
taan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä käynnistää työasemaltaan 
Internet-selaimen ja kirjoittaa osoiteriville 
sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään pääkäyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Pääkäyttäjälle 
näkyy kaikki tietokannan tietojen pääotsi-
kot. Pääkäyttäjä muuttaa haluamansa 
tiedot ja tallentaa muutokset tietokan-
taan, jonka jälkeen järjestelmä ilmoittaa 
onnistuneesta tallennuksesta. Pääkäyttäjä 
palaa katselemaan pääotsikoita ja kirjau-
tuu ulos (extend: KT Uloskirjautuminen.) 
[Poikkeus: Tietojen tallennus ei onnistu] 
[Poikkeus: Pääkäyttäjä ei pysty kirjautu-
maan sisään] 
Poikkeukset Tietojen tallennus ei onnistu:  
1. Tallennettava tieto on oltava ennalta 
määritellyssä muodossa, jotta se voidaan 
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tallentaa. Järjestelmä ilmoittaa virheil-
moituksen ja pyytää tallentamaan tiedon 
uudestaan oikeassa muodossa. 
2. Yhteys tietokantaan on poikki, jolloin 
järjestelmä antaa virheilmoituksen ”Ei 
yhteyttä tietokantaan, ota yhteys järjes-
telmävalvojaan”. 
 
Pääkäyttäjä ei pysty kirjautumaan sisään:  
1. Pääkäyttäjä on syöttänyt tunnuksensa 
väärin, jolloin järjestelmä antaa virheil-
moituksen ”Käyttäjätunnus tai salasana 
virheellinen” ja syöttämään tunnukset 
uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä on päivittänyt tietoja ajan-
tasaisiksi 
 
 
Nimi Tietojen lisäys 
Suorittajat Pääkäyttäjä 
Esiehdot Pääkäyttäjän tiedot on lisätty tietokan-
taan (Pääkäyttäjän tiedot syötetty tieto-
kantaan sql-komentoriviltä) 
Kuvaus Pääkäyttäjä käynnistää työasemaltaan 
Internet-selaimen ja kirjoittaa osoiteriville 
sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään pääkäyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Pääkäyttäjälle 
näkyy kaikki tietokannan tietojen pääotsi-
kot. Pääkäyttäjä valitsee haluamansa otsi-
kon, jonne hän haluaa lisätä tietoa. Hän 
syöttää tyhjälle lomakkeelle haluamansa 
tiedot ja tallentaa uudet tiedot tietokan-
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taan, jonka jälkeen järjestelmä ilmoittaa 
onnistuneesta tallennuksesta. Pääkäyttäjä 
palaa katselemaan pääotsikoita ja kirjau-
tuu ulos (extend: KT Uloskirjautuminen.) 
[Poikkeus: Tietojen tallennus ei onnistu] 
[Poikkeus: Pääkäyttäjä ei pysty kirjautu-
maan sisään] 
Poikkeukset Tietojen tallennus ei onnistu:  
1. Tallennettava tieto on oltava ennalta 
määritellyssä muodossa, jotta se voidaan 
tallentaa. Järjestelmä ilmoittaa virheil-
moituksen ja pyytää tallentamaan tiedon 
uudestaan oikeassa muodossa. 
2. Yhteys tietokantaan on poikki, jolloin 
järjestelmä antaa virheilmoituksen ”Ei 
yhteyttä tietokantaan, ota yhteys järjes-
telmävalvojaan”. 
 
Pääkäyttäjä ei pysty kirjautumaan sisään:  
1. Pääkäyttäjä on syöttänyt tunnuksensa 
väärin, jolloin järjestelmä antaa virheil-
moituksen ”Käyttäjätunnus tai salasana 
virheellinen” ja syöttämään tunnukset 
uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä on lisännyt tietoja tietokan-
taan. 
 
 
Nimi Tietojen poisto 
Suorittajat Pääkäyttäjä 
Esiehdot Pääkäyttäjän tiedot on lisätty tietokan-
taan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä käynnistää työasemaltaan 
Internet-selaimen ja kirjoittaa osoiteriville 
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sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään pääkäyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Pääkäyttäjälle 
näkyy kaikki tietokannan tietojen pääotsi-
kot. Pääkäyttäjä valitsee haluamansa otsi-
kon, josta hän haluaa tietoa poistaa. Hän 
merkitsee poistettavat tiedot ja tallentaa 
muutokset tietokantaan, jonka jälkeen 
järjestelmä ilmoittaa onnistuneesta pois-
tosta. Pääkäyttäjä palaa katselemaan 
pääotsikoita ja kirjautuu ulos (extend: KT 
Uloskirjautuminen.) 
 
Käyttötapauksen vaihtoehtoinen kulku: 
Pääkäyttäjä käynnistää työasemaltaan 
Internet-selaimen ja kirjoittaa osoiteriville 
sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään pääkäyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Pääkäyttäjälle 
näkyy kaikki tietokannan tietojen pääotsi-
kot. Pääkäyttäjä kirjoittaa hakukenttään 
(KT tietojen haku) haluamansa tiedon ja 
hakee tiedon tietokannasta. Hän merkit-
see poistettavat tiedot ja tallentaa muu-
tokset tietokantaan, jonka jälkeen järjes-
telmä ilmoittaa onnistuneesta poistosta. 
Pääkäyttäjä palaa katselemaan pääotsikoi-
ta ja kirjautuu ulos (extend: KT Uloskir-
jautuminen.) 
[Poikkeus: Poisto ei onnistu] 
[Poikkeus: Pääkäyttäjä ei pysty kirjautu-
maan sisään] 
Poikkeukset Poisto ei onnistu: Yhteys tietokantaan on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
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yhteys järjestelmävalvojaan”. 
 
Pääkäyttäjä ei pysty kirjautumaan sisään:  
1. Pääkäyttäjä on syöttänyt tunnuksensa 
väärin, jolloin järjestelmä antaa virheil-
moituksen ”Käyttäjätunnus tai salasana 
virheellinen” ja syöttämään tunnukset 
uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä on poistanut tietoja tietokan-
nasta 
 
 
Nimi Tietojen haku 
Suorittajat Pääkäyttäjä 
Esiehdot Pääkäyttäjän tiedot on lisätty tietokan-
taan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä käynnistää työasemaltaan 
Internet-selaimen ja kirjoittaa osoiteriville 
sovelluksen www-sivun nimen, joka johtaa 
sovelluksen pääsivulle. Hän syöttää järjes-
telmään pääkäyttäjätunnuksensa ja sa-
lasanansa (include: KT Sisään kirjautumi-
nen) ja kirjautuu sisään. Pääkäyttäjälle 
näkyy kaikki tietokannan tietojen pääotsi-
kot sekä hakukenttä. Pääkäyttäjä syöttää 
hakukenttään haluamansa tiedon hakusa-
nan. Järjestelmä näyttää haun tulokset. 
Pääkäyttäjä kirjautuu ulos (extend: KT 
Uloskirjautuminen.) 
[Poikkeus: Haku ei onnistu] 
[Poikkeus: Pääkäyttäjä ei pysty kirjautu-
maan sisään] 
Poikkeukset Haku ei onnistu: Yhteys tietokantaan on 
poikki, jolloin järjestelmä antaa virheil-
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moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”.  
 
Pääkäyttäjä ei pysty kirjautumaan sisään:  
1. Pääkäyttäjä on syöttänyt tunnuksensa 
väärin, jolloin järjestelmä antaa virheil-
moituksen ”Käyttäjätunnus tai salasana 
virheellinen” ja syöttämään tunnukset 
uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä on hakenut tietoja tietokan-
nasta 
 
 
Nimi Sisään kirjautuminen 
Suorittajat Pääkäyttäjä ja käyttäjä 
Esiehdot Pääkäyttäjän/käyttäjän tiedot on lisätty 
tietokantaan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä/käyttäjä käynnistää työase-
maltaan Internet-selaimen ja kirjoittaa 
osoiteriville sovelluksen www-sivun nimen, 
joka johtaa sovelluksen pääsivulle. Hän 
syöttää järjestelmään pääkäyttäjätunnuk-
sensa ja salasanansa ja kirjautuu sisään.  
[Poikkeus: Pääkäyttäjä/ käyttäjä ei pysty 
kirjautumaan sisään] 
Poikkeukset Pääkäyttäjä/käyttäjä ei pysty kirjautu-
maan sisään:  
1. Pääkäyttäjä/käyttäjä on syöttänyt tun-
nuksensa väärin, jolloin järjestelmä antaa 
virheilmoituksen ”Käyttäjätunnus tai sala-
sana virheellinen” ja syöttämään tunnuk-
set uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
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moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä/käyttäjä on kirjautunut jär-
jestelmään sisään. 
 
 
Nimi Ulos kirjautuminen 
Suorittajat Pääkäyttäjä ja käyttäjä 
Esiehdot Pääkäyttäjän/käyttäjän tiedot on lisätty 
tietokantaan (KT tietojen lisäys) 
Kuvaus Pääkäyttäjä/käyttäjä käynnistää työase-
maltaan Internet-selaimen ja kirjoittaa 
osoiteriville sovelluksen www-sivun nimen, 
joka johtaa sovelluksen pääsivulle. Hän 
syöttää järjestelmään pääkäyttäjätunnuk-
sensa ja salasanansa ja kirjautuu sisään 
(include: KT Sisään kirjautuminen). Pää-
käyttäjä/käyttäjä suorittaa haluamansa 
toiminnot ja kirjautuu ulos, jolloin sovel-
lus palaa pääsivulle alkutilaan. 
[Poikkeus: Pääkäyttäjä/ käyttäjä ei pysty 
kirjautumaan sisään] 
[Poikkeus: Pääkäyttäjä/ käyttäjä ei pysty 
kirjautumaan ulos] 
Poikkeukset Pääkäyttäjä/käyttäjä ei pysty kirjautu-
maan sisään:  
1. Pääkäyttäjä/käyttäjä on syöttänyt tun-
nuksensa väärin, jolloin järjestelmä antaa 
virheilmoituksen ”Käyttäjätunnus tai sala-
sana virheellinen” ja syöttämään tunnuk-
set uudelleen.  
2. Yhteys tietokantaan tai palvelimelle on 
poikki, jolloin järjestelmä antaa virheil-
moituksen ”Ei yhteyttä tietokantaan, ota 
yhteys järjestelmävalvojaan”. 
 
Pääkäyttäjä/käyttäjä ei pysty kirjautu-
maan sisään: Yhteys palvelimelle on poik-
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ki, jolloin järjestelmä antaa virheilmoituk-
sen ”Ei yhteyttä tietokantaan, ota yhteys 
järjestelmävalvojaan”. 
Lopputulos Pääkäyttäjä/käyttäjä on kirjautunut ulos 
 
 
2.2.2 Käyttötapauskaavio 
 
 
2.3 Käyttäjät 
 
Ameba-sovelluksen käyttäjiä ovat Anima Vitae Ltd:n työntekijät. Käyttäjäryhmiä on kaksi; 
pääkäyttäjä ja käyttäjä. 
  
2.4 Yleiset rajoitteet 
 
Koko projektin rajoitteena, ja tässä tapauksessa viitekehyksenä toimii RUP, jonka mukaisesti 
ohjelmisto suunnitellaan, toteutetaan ja testataan. Notaatiokieli on UML-kuvauskielen mukai-
nen.  
 
 
 
System
Käyttäjä
Pääkäyttäjä
Tietojen päivittäminen
Tietojen lisäys
Tietojen poisto
Tietojen haku
Sisäänkirjautuminen
Uloskirjautuminen
<<include>>
<<include>>
<<include>>
<<include>>
<<extend>><<extend>>
<<extend>>
<<extend>>
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2.5 Oletukset ja riippuvuudet 
 
Projekti on yritykselle tuotettava hanke ja samalla opinnäytetyö, joten määrittely on voimas-
sa molempien osapuolten ollessa projektissa mukana.  
   
3.2 Tiedot ja tietokanta 
 
Sovelluksen käsittelemä tieto on rajattu osa yrityksen tietokannasta. Sovellukseen on rajattu 
mukaan kolme tietokannan taulua, jotka on kuvattu alla olevassa kaaviossa. 
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3.1 Tietokannan rakenne 
 
 
email
+id: int(11) NOT NULL auto_increment
+mailbox: text
+domain: varchar(128) default NULL
+lpart: varchar default NULL
personnel
+personid: int(11) NOT NULL deault '0'
+type: enum('Administrative', 'Regular', 'Boutique', 'Extra', 'Other') default NULL
+active: enum('y', 'n') default '0'
+lname: varchar(64)default NULL
+fname: varchar(64) default NULL
+mname: varchar(64) default NULL
+addr_street: varchar(128) default NULL
+addr_zip: varchar(8) default NULL
+addr_city: varchar(64) default NULL
+phone: varchar(64) default NULL
+cellphone: varchar(64) default NULL
+email: varchar(128) default NULL
+msn: varchar(128) default NULL
+skype: varchar(128) default NULL
+title: varchar(128) default NULL
+location: enum('door-a', 'door-c') default NULL
+notes: text
accounts
+personid: int(11) NOT NULL
+login: varchar(32) NOT NULL
+windows_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+unix_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+email_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+windows_priv: enum('y', 'n') NOT NULL default 'N'
+unix_priv: enum('y', 'n') NOT NULL default 'N'
+email_priv: enum('y', 'n') NOT NULL default 'N'
+ssh_priv: enum('y', 'n') NOT NULL default 'N'
+primary_email: enum('y', 'n') NOT NULL default 'Y'
session
+sessId: int(11) NOT NULL auto_increment
+uid: int(11) NOT NULL
+ip: varchar(16) character set latin1 collate latin1_bin NOT NULL
+granted: datetime NOT NULL default '0000-00-00 00:00:00'
+valid: int(11) NOT NULL default '60'
+ticket: varchar(16) character set latin1 collate latin1_bin NOT NULL
+data: text character set latin1 collate latin1_bin  NULL default 'NULL'
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Jokaisen tiedon tietotyyppi ja maksimipituus on määritelty luokkakaaviossa tiedon nimen 
yhteydessä. Taulun ylin tietorivi on koko taulun perusavain. Käytettävä merkistö on ISO La-
tin1. Tiedon saatavuuteen ja eheyteen liittyvät tekijät on määritelty luvussa neljä. 
 
 
4.2 Toiminnot 
 
Ameba-sovelluksen toiminnot kuvataan pääpiirteittäin toimintokaaviossa. Jokainen toiminto 
kuvataan myös yksitellen. Toiminto sisältää sanallisen kuvauksen kyseisestä toiminnosta, tar-
kemman kaavion toiminnosta, sekä taulukon, josta ilmenee vaaditut syötteet, sekä toiminnos-
ta seuraava tuloste. Taulukossa on tietohakemistomäärittely, joka määrittelee sallitut merkit. 
Märittelyssä käytetään selkeyden vuoksi suomenkieltä, mutta tuleva sovellus on täysin eng-
lanninkielinen. 
  
 
 
 
Kirjaudu sisään
Katsele tietoja
Katsele tietoja
Lisää tietoja
Hae tietoja
Päivitä tietoja
Kirjaudu ulos
Poista tietoja Päivitä tietoja
Käyttäjä Pääkäyttäjä
  
  86
  Liite 3 
4.1 Kirjaudu sisään  
 
Sovellus käynnistyy kirjoittamalla www-selaimen osoiteriville kirjautumissivun osoite. Järjes-
telmä pyytää käyttäjän käyttäjätunnuksen ja salasanan. Tunnusten syöttämisen jälkeen käyt-
täjä painaa login-nappulaa. Sovellus varmistaa yhteyden tietokantaan ja suorittaa tietokan-
nasta kyselyn onko annettu käyttäjätunnus-salasana-yhdistelmä oikein. Jos on, käyttäjä kir-
jautuu sisään. Jos annettu yhdistelmä on väärin tai yhteys tietokantaan on poikki, antaa jär-
jestelmä virheilmoituksen. 
 
 
 
Syöte Sarake Regex 
 
Tuloste (syö-
te=true) 
Tuloste (syö-
te=false) 
Käyttäjänimi accounts.login [] Käyttäjä tunnis-
tettu. 
Virhe: Tunnus 
väärin 
Salasana accounts.email_pass [] Käyttäjä tunnis-
tettu. 
Virhe: Tunnus 
väärin 
 
 
4.2 Katsele tietoja (käyttäjä) 
 
Käyttäjän autentikoinnin onnistuttua, sovellus tarkistaa yhteyden tietokantaan, jonka jälkeen 
hänelle aukeaa katseltavaksi sivu, jossa on hänen omia henkilökohtaisia tietojaan. Jos yhteyt-
tä tietokantaan ei ole, antaa sovellus virheilmoituksen.  
Anna käyttäjätunnus ja salasana
Paina Login-nappia
NÄYTTÖ: virhe: Ei yhteyttä
[true]
[false]
NÄYTTÖ: virhe: Tunnus väärin
[false]
UN-PW -yhdistelmä oikein?
Yhteys tietokantaan?
NÄYTTÖ: Käyttäjä tunnistettu
[true]
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4.3 Päivitä tietoja (käyttäjä) 
 
Käyttäjä voi päivittää omia tietojaan (rajattu määrä) painamalla Update-nappulaa. Hänelle 
aukeaa sivu, jossa on henkilökohtaisia tietoja muokattavalla lomakkeella. Käyttäjä muuttaa 
haluamansa tiedot ja painaa Save-nappulaa. Sovellus varmistaa ensin yhteyden tietokantaan 
ja sen jälkeen tallennettavan tiedon oikean muodon. Sovellus palaa sivulle, jossa käyttäjä voi 
katsella omia tietojaan. Jos yhteyttä tietokantaan ei ole, antaa sovellus virheilmoituksen. Jos 
tallennettavan tieto ei ole oikeassa muodossa, antaa sovellus virheilmoituksen. 
 
 
 
Syöte Sarake Sallitut mer-
kit 
Tuloste (syö-
te=true) 
Tuloste (syö-
te=false) 
Sukunimi personnel.lname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Etunimi personnel.fname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Toinen nimi personnel.mname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Katuosoite personnel.street_addr [A-Öa-ö0-9 Tallennus Virhe: Osoit-
Katsele tietoja
[true]
Yhteys tietokantaan?NÄYTTÖ: Käyttäjä tunnistettu
NÄYTTÖ: virhe: Ei yhteyttä
[false]
Katsele tietoja Paina Update-nappulaa Syötä tietoja
Paina Save-nappulaa
Yhteys tietokantaan?
[true]
Tiedot sallitussa muodossa?
NÄYTTÖ Virhe: Tallenna sallitussa muodossa
[false]
NÄYTTÖ: Tallennus onnistui
[true]
NÄYTTÖ: virhe: Ei yhteyttä
[false]
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.-] onnistui teessa ei voi 
käyttää erikois-
merkkejä 
Postinumero peronnel.addr_zip ”^[\d{6}]$” Tallennus 
onnistui 
Virhe: Postinu-
mero on oltava 6 
numeron pitui-
nen 
Postitoimipaikka personnel.addr_city [A-Öa-ö -] Tallennus 
onnistui 
 
Virhe: Osoit-
teessa ei voi 
käyttää erikois-
merkkejä 
Puhelin personnel.phone [0-9] Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Matkapuhelin personnel.cellphone [0-9] Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Sähköpostiosoite personnel.email \b[A-Z0-
9._%-]+@[A-
Z0-9.-]+\.[A-
Z]{2,4}\b 
Tallennus 
onnistui 
Virhe: Tallenna 
muodossa 
”xxxx@xxxx.xx” 
Pikaviestinosoite personnel.msn \b[A-Z0-
9._%-]+@[A-
Z0-9.-]+\.[A-
Z]{2,4}\b 
Tallennus 
onnistui 
Virhe: Tallenna 
muodossa 
”xxxx@xxxx.xx” 
Skype personnel.skype .\{8,32\} Tallennus 
onnistui 
Virhe: Tunnus on 
8-32 merkkiä 
 
 
4.4 Katsele tietoja (pääkäyttäjä) 
 
Kun pääkäyttäjä on tunnistettu, sovellus varmistaa yhteyden tietokantaan. Onnistuneen yh-
teyden varmistuksen jälkeen pääkäyttäjälle aukeaa sivu, jossa on linkki jokaiseen kolmeen 
tietokannan tauluun. Linkkiä painamalla aukeaa sivu, jossa on halutun taulun tiedot henkilöit-
täin. Henkilön linkkiä painamalla pääkäyttäjä saa näkyviin kyseiseen henkilöön liittyvät vali-
tun taulun tiedot. Jos yhteys tietokantaan on poikki, antaa järjestelmä virheilmoituksen.  
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4.5 Hae tietoja (pääkäyttäjä) 
 
Pääkäyttäjä syöttää pääsivulla hakukenttään halutun hakusanan ja painaa search-nappia. 
Sovellus muodostaa yhteyden tietokantaan ja hakee hakusanan perusteella tauluista sopivat 
tiedot. Sovellus tulostaa halutulokset. Jos yhteyttä tietokantaa ei ole, sovellus tulostaa vir-
heilmoituksen. 
 
 
 
 
4.6 Lisää tietoja (pääkäyttäjä) 
 
Pääkäyttäjä lisää tietoja tauluun valitsemalla ensin linkistä halutun taulun. Taulun valinnan 
jälkeen lisätäkseen tietoja hän painaa Add-nappia. Hänelle avautuu kyseisen taulun kattava 
tyhjä lomake, jonne hän syöttää halutut tiedot, jonka jälkeen hän painaa Save-nappia. Sovel-
lus varmistaa ensin yhteyden tietokantaan ja sen jälkeen tallennettavan tiedon oikean muo-
don. Sovellus palaa sivulle, jossa voi valita linkistä halutun taulun. Jos yhteyttä tietokantaan 
ei ole, antaa sovellus virheilmoituksen. Jos tallennettavan tieto ei ole oikeassa muodossa, 
antaa sovellus virheilmoituksen. 
 
Yhteys tietokantaan?NÄYTTÖ: Käyttäjä tunnistettu
NÄYTTÖ: virhe: Ei yhteyttä
[false]
Valitse taulu Valitse henkilö
Syötä hakusana Paina Search-nappia
Yhteys tietokantaan?
NÄYTTÖ: virhe: Ei yhteyttä
Hakutulokset
FalseTrue
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Syöte Sarake Sallitut 
merkit 
Tuloste (syö-
te=true) 
Tuloste (syö-
te=false) 
Henkilö ID personnel.personid [0-9] Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Tyyppi personnel.type ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Valitse 
Administrtaive, 
Regular, Bouti-
gue, Extra tai 
Other. 
Aktiivinen (K/E) personnel.active [YN]   
Sukunimi personnel.lname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Etunimi personnel.fname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Toinen nimi personnel.mname ”^[A-Ö]+[a-
öA-Ö]*$” 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Katuosoite personnel.street_addr [A-Öa-ö0-9 
.-] 
Tallennus 
onnistui 
Virhe: Osoit-
teessa ei voi 
käyttää eri-
koismerkkejä 
Postinumero peronnel.addr_zip ”^[\d{6}]$” Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Postitoimipaikka personnel.addr_city [A-Öa-ö -] Tallennus Virhe: Osoit-
Valitse taulu Paina Add-nappia Syötä tietoja Paina Save-nappia
NÄYTTÖ: virhe: Ei yhteyttä
[false]
NÄYTTÖ: Tallennus onnistui
[true]
[true]
NÄYTTÖ Virhe: Tallenna sallitussa muodossa
[false]
Yhteys tietokantaan?
Tiedot sallitussa muodossa?
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onnistui 
 
teessa ei voi 
käyttää eri-
koismerkkejä 
Puhelin personnel.phone [0-9] Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Matkapuhelin personnel.cellphone [0-9] Tallennus 
onnistui 
Virhe: Käytä 
vain numeroita 
Sähköpostiosoite personnel.email \b[A-Z0-
9._%-
]+@[A-Z0-
9.-]+\.[A-
Z]{2,4}\b 
Tallennus 
onnistui 
Virhe: Tallenna 
muodossa 
”xxxx@xxxx.xx” 
Pikaviestinosoite personnel.msn \b[A-Z0-
9._%-
]+@[A-Z0-
9.-]+\.[A-
Z]{2,4}\b 
Tallennus 
onnistui 
Virhe: Tallenna 
muodossa 
”xxxx@xxxx.xx” 
Skype personnel.skype .\{8,32\} Tallennus 
onnistui 
Virhe: Tunnus 
on 8-32 merkkiä 
Titteli personnel.title [A-Öa-ö] Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Sijainti personnel.location [a-z-] Tallennus 
onnistui 
Virhe: Valitse 
door-a ai door-c 
Muistiinpanot personnel.notes .   
Henkilö ID accounts.personid Kts. yllä   
Käyttäjätunnus accounts.login [a-z\{1,32}] Tallennus 
onnistui 
Virhe: Käytä 
tunnusta, jossa 
on vain peniä 
kirjaimia ja 
joka on enin-
tään 32 merkkiä 
Windows-salasana accounts.windows_pass .\{1,64} Tallennus 
onnistui 
Virhe: Salasana 
on enintään 64 
merkkiä 
Unix-salasana accounts.unix_pass .\{1,64} Tallennus 
onnistui 
Virhe: Salasana 
on enintään 64 
merkkiä 
Sähköposti- accounts.email_pass .\{1,64} Tallennus Virhe: Salasana 
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salasana onnistui on enintään 64 
merkkiä 
Windows-oikeus accounts.windows_priv [YN] Tallennus 
onnistui 
Virhe: Valitse Y 
tai N. 
Unix-oikeus accounts.unix_priv [YN] Tallennus 
onnistui 
Virhe: Valitse Y 
tai N. 
Sähköposti-oikeus accounts.email_priv [YN] Tallennus 
onnistui 
Virhe: Valitse Y 
tai N. 
SSH-oikeus accounts.ssh_priv [YN] Tallennus 
onnistui 
Virhe: Valitse Y 
tai N. 
Ensisijainen säh-
köposti 
accounts.primary_email [YN] Tallennus 
onnistui 
Virhe: Valitse Y 
tai N. 
ID email.id [0-9\{1,11}] Tallennus 
onnistui 
Virhe: ID saa 
sisältää vain 
numeroita ja 
enintään 11 
merkkiä 
Sähköpostilaatikko email.mailbox .   
Domain email.domain [a-
z\{1,128}] 
Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
Sähköpostin pai-
kallinen tunnus 
email.lpart [a-z\{1,128] Tallennus 
onnistui 
Virhe: Käytä 
vain kirjaimia 
 
 
4.7 Poista tietoja (pääkäyttäjä) 
 
Pääkäyttäjä poistaa valitsemalla tietojen katselutilassa poistettavan henkilön tiedot. Pääkäyt-
täjä painaa remove-nappia, jolloin järjestelmä varmistaa halutun toiminnon kysymällä, onko 
toiminto varmasti haluttu. Jos toiminto halutaan suorittaa, painaa pääkäyttäjä ok-nappia. Jos 
taas toiminto halutaan peruuttaa, painaa hän cancel-nappia. Sovellus palaa poiston jälkeen 
tietojen katselutilaan. Jos yhteys tietokantaan on poikki ja tiedon poistaminen ei onnistu, 
antaa järjestelmä virheilmoituksen. 
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4.8 Päivitä tietoja (pääkäyttäjä) 
 
Pääkäyttäjä päivittää tietoja valitsemalla katsele tietoja – tilassa sen henkilön, jonka tietoja 
halutaan päivittää. Pääkäyttäjä painaa update-nappia, jolloin hänelle aukeaa valitun henkilön 
kyseisen taulun tiedot muokattavalla lomakkeella. Pääkäyttäjä muuttaa haluamansa tiedot ja 
painaa Save-nappia. Sovellus varmistaa yhteyden tietokantaan ja tallennettavan tiedon oike-
an muodon. Onnistuneen tallennuksen jälkeen sovellus palaa katsele tietoja –tilaan. Jos yhte-
ys tietokantaan on poikki tai tieto on virheellisessä muodossa, antaa sovellus virheilmoituk-
sen. 
 
 
Katsele tietoja Valitse poistettava(t) henkilöt Paina remove-nappia
NÄYTTÖ: Poista X?
Paina cancel-nappiaPaina ok-nappia
Yhteys tietokantaan?
NÄYTTÖ: virhe: Ei yhteyttä
NÄYTTÖ: Poisto onnistui
[true] [false]
[false]
[true]
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Syöte Sarake Sallitut merkit Tuloste (syö-
te=true) 
Tuloste (syö-
te=false) 
Kts. kohta Lisää 
tietoja (pää-
käyttäjä) 
    
 
 
4.9 Kirjaudu ulos 
 
Sovelluksesta voidaan kirjautua ulos painamalla oikeassa ylälaidassa olevaan Log out –nappia. 
Sovellus palaa kirjautumissivulle. Jos yhteys palvelimelle on poikki, antaa sovellus virheilmoi-
tuksen. 
 
Katsele tietoja Valitse henkilö Paina Update-nappulaa Syötä tietoja
Paina Save-nappia
Yhteys tietokantaan?
NÄYTTÖ: virhe: Ei yhteyttä
[false]
Tieto sallitussa muodossa?
NÄYTTÖ Virhe: Tallenna sallitussa muodossaNÄYTTÖ: Tallennus onnistui
[true]
[true]
[false]
  
  95
  Liite 3 
 
 
 
 
5 Ulkoiset liittymät 
 
5.1Käyttöliittymä 
 
Käyttöliittymä on selainpohjainen. Käyttöliittymä mukailee visuaalisesti yrityksen muita so-
velluksia ja on kokonaisuudessaan englanninkielinen. Layout on liitteessä 1. Sovelluksen käyt-
töliittymän rakennetta kuvataan näyttökartalla. Suunnittelussa otetaan huomioon yleisesti 
tunnistetut heuristiikat, joiden avulla optimoidaan käytettävyyttä (Kuutti 2003, 49). 
 
Paina Log out -nappia
Yhteys palvelimelle?
NÄYTTÖ: Virhe: Ei yhteyttä palvelimelleNÄYTTÖ: Olet kirjautunut ulos
[false][true]
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Main
Log out
 Table A information
 (Group by user)
~~~~~~
~~~~~~
Message
Add
Log out
User information
Save
Log out
User information
~~~~~~
~~~~~~
~~~~~~
Update
login
mainUser
updateUser
User
Main
Log out
Table A
Table B
Table C
Search
adminMain
tableA_main
Main
Log out
Table A, B or C 
information
(Blank form)
Save
addInformation
Message:
Remove xxx?
(User selected)
Ok
Cancel
removePopup
Main
Log out
Table A, B or C 
information
 
Save
Table information
 (A and B Group by user)
Radio button ~~~~~~
Radio button ~~~~~~
->Select user
Remove
Update
Main
Log out
 Search result
~~~~~~
~~~~~~
Admin
   
   
searchResult
Main
Log out
 Table B information
 (Group by user)
~~~~~~
~~~~~~
Message
Add
Main
Log out
 Table C information
~~~~~~
~~~~~~
Message
Add
tableB_main
tableC_main
updateInformation
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5.2 Laitteistoliittymät 
 
Sovellus ei aseta verkon laitteille erityisvaatimuksia. Sovellus sijaitsee fyysisesti yrityksen 
palvelimella. 
 
5.3 Ohjelmistoliittymät 
 
Sovellus on selainpohjainen ja toimii yleisimmillä Internet-selaimilla.  
 
5.4 Tietoliikenneliittymät 
 
Sovellus toimii yrityksen sisäverkon alueella. Käyttäjä kytkee työasemansa yrityksen verkkoon 
joko verkkokaapelilla tai langattomasti. 
 
6 Muut ominaisuudet 
 
6.1 Suorituskyky 
 
Suorituskyvyn on oltava hyväksyttävällä tasolla eli vastattava vaatimusmäärittelyä. 
 
6.2 Käytettävyys, toipuminen ja turvallisuus 
 
Käytettävyydessä huomioidaan yleisesti tunnustetut heuristiikat, joita on jo myös sovellettu 
käyttöliittymän suunnittelussa. Järjestelmän kaatumisesta toipumiselle ei ole asetettu vaati-
muksia. Ohjelmoinnissa käytetään vain turvalliseksi tunnettuja käytäntöjä ja tekniikoita.   
  
6.3 Siirrettävyys ja yhteensopivuus 
 
Järjestelmä on pystyttävä tarvittaessa siirtämään vastaavanlaiseen ympäristöön. 
 
7 Suunnittelurajoitteet 
 
7.1 Standardit 
 
Suunnittelussa mukaillaan ISO830-1984 standardeja, jotka määrittelevät ohjelmiston määrit-
telydokumentit, sekä IEEE1016-1987 standardeja, jotka määrittelevät ohjelmiston suunnitte-
lun. Dokumentoinnissa mukaillaan IEEE1063-1987 standardeja. IEEE standardeista johdettuja 
ISO-standardeja hyödynnetään testauksen yhteydessä. 
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7.2 Laitteistorajoitteet 
 
 Sovelluksen on toimittava tietyllä, erikseen osoitetulla palvelinkoneella.  
 
7.2 Ohjelmistorajoitteet 
 
Työasemissa on oltava käyttöjärjestelmä.  
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Liitteet 
 
Liite 1 Käyttöliittymän Layout 
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Liite 4: Ameban tekninen määrittely – raportti 
 
 
 
 
 
 
 
 
 
 
Tekninen määrittely -raportti 
Ameba 
Versio 1.2 
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Versiohistoria 
 
Versio Päiväys Tekijä Selite 
1.0 15.9.2009 Marjo Brandes Runko ja muotoilu 
1.1 22.9.2009 Marjo Brandes Sisältö 
1.2 17.10.2009 Marjo Brandes 
Sisällön viimeistely, tietokannan ra-
kenteen muutoksia 
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1 Johdanto 
 
Tämä tekninen määrittely – dokumentti on kuvaus Ameba-sovelluksen tarkoituksesta, ympäris-
töstä, arkkitehtuurista ja moduuleista. Dokumentissa kuvataan sovelluksen arkkitehtuuri ja 
sen avulla jaetut itsenäiset moduulit ja tekniikat, joilla moduulit rakentuu. 
 
1.1 Tarkoitus 
 
Teknisen määrittelyn tarkoitus on kuvata määrittelyn pohjalta tehdyt ratkaisut ja periaatteet, 
joiden pohjalta tuleva järjestelmä toteutetaan. Kaikki järjestelmään tulevat toiminnot on jo 
määritelty toiminnallinen määrittely – raportissa. Tekninen määrittely kuvaa kaikki toteutuk-
seen tarvittavat tekniikat. 
 
1.2 Dokumentin kattavuus 
 
Tekninen määrittely -dokumentti kattaa yleiskuvauksen järjestelmän tarkoituksesta, laitteis-
to- ja ohjelmistoympäristön, kuvauksen dokumentissa käytetyistä määritelmistä ja termeistä, 
tietokanta-arkkitehtuurin, sovelluksen arkkitehtuurin ja moduulit. Dokumentti kattaa myös 
teknisessä ratkaisussa käytettyjen periaatteiden kuvauksen. 
  
1.3 Määritelmät, termit ja lyhenteet 
 
Käyttäjä Yrityksen työntekijä, jolla on tavalliset 
käyttöoikeudet (user) tietojärjestelmiin 
Pääkäyttäjä Yrityksen työntekijä, jolla on pääkäyttäjä-
oikeudet (administrator) tietojärjestelmiin 
Php PHP Hypertext Preprocessor  on skriptikie-
li, joka soveltuu web-sovelluskehitykseen. 
HTML Hypertext Markup Language, on erityisesti 
web-sivustojen rakentamiseen käytetty 
merkkauskieli. 
SQL Structured Query Language, on kyselykieli, 
jota käytetään relaatiotietokannan hallin-
taan. 
Apache http-palvelinohjelma, jonka avulla tiedos-
toja voidaan jakaa http-protokollan yli. 
CGI Common Gateway Interface, on tekniikka, 
jonka avulla välitetään dataa selaimelta 
palvelimella suoritettavalle ohjelmalle. 
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Session Istunto, on käytäntö, jolla luodaan käyttä-
jän selaimen ja palvelimen välille käyttäen 
istuntoavainta, joka on istunnon uniikki 
tunniste. 
TTL Time to live, on arvo, joka kuvaa datan 
elinaikaa 
 
 
1.4 Viittaukset muihin dokumentteihin 
 
Sovelluksen toiminnallisuus on kuvattu Ameban toiminnallinen määrittely – raportissa. Tar-
kempaa taustaa toiminnallisuudelle on Ameban vaatimusmäärittelyraportissa. 
 
1.5 Yleiskatsaus dokumenttiin 
 
Dokumentissa määritellään järjestelmän ympäristö, sekä ne ratkaisut ja periaatteet, joiden 
pohjalta tuleva järjestelmät teknisesti toteutetaan. Luvussa yksi käsitellään projektiin liitty-
vät käsitteet ja viittaukset aiempiin projektia koskeviin dokumentteihin. Luvussa kaksi kuva-
taan järjestelmä yleisellä tasolla, joka on myös kuvattu kaaviona.  
 
Luvussa kolme kuvataan tulevan järjestelmän arkkitehtuuri. Arkkitehtuurin kuvaus sisältää 
ratkaisussa käytetyt periaatteet, tietokannan arkkitehtuurin, ohjelmiston moduulit ja proses-
sit. Luvussa neljä kuvataan moduulit yksityiskohtaisemmin. Luvussa viisi esitellään hylätty 
ratkaisuvaihtoehto. Järjestelmää koskevat kuvaukset on kuvitettu kaavioin. 
 
2 Järjestelmän yleiskuvaus 
 
Ameban yleiskuvaus (kuva 1) kertoo järjestelmän yleisen rakenteen omassa ympäristössään. 
Sovelluksen arkkitehtuuri isommassa näkökulmassa koostuu sisäverkkoa käyttävistä työasemis-
ta, sisäverkosta ja palvelimesta. Palvelimella sijaitsevat Ameba-sovellus ja Apache-
palvelinohjelmisto. 
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Kuva 1: Ameba-sovellus omassa ympäristössään 
 
 
Ameba on tietokannan hallintasovellus (kuva 2). Sovelluksen avulla kaksi eri käyttäjäryhmää, 
käyttäjä ja pääkäyttäjä voivat hallita tietokannan tietoja. Käyttäjä voi päivittää omia henki-
lökohtaisia tietojaan. Pääkäyttäjä voi lisätä, poistaa, etsiä ja päivittää tietokannan tietoja. 
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Kuva 2: Ameba-sovelluksen yleiskuvaus 
 
3 Arkkitehtuurin kuvaus 
 
3.1 Ratkaisuperiaatteet 
 
Ameban toteutuksen ratkaisuperiaatteena on käytetty olio-pohjaista (OOA) lähestymistapaa. 
Olio-ajattelun kautta järjestelmään saadaan modulaarisuutta. Olio-ajattelun mukainen luok-
kien periyttäminen tuo järjestelmälle uudelleenkäytettävyyttä ja mahdollistaa sovelluksen 
laajentamisen jatkossa, jos sille on tarvetta. Olio-toteutuksella pyritään myös vähentämään 
ylläpidon työmäärää. 
  
3.2 Tietokanta-arkkitehtuuri 
 
Tietokanta sisältää neljä taulua, jotka on kuvattu kuvassa 3. Jokaiselle alkiolle on määritelty 
tietotyyppi, tiedon maksimipituus ja oletusarvot. Neljäs taulu, session syntyi teknisen määrit-
telyn tuloksena.  
 
 
  108 
  Liite 4 
 
Kuva 3: Tietokannan arkkitehtuuri 
 
 
 
email
+id: int(11) NOT NULL auto_increment
+mailbox: text
+domain: varchar(128) default NULL
+lpart: varchar default NULL
personnel
+personid: int(11) NOT NULL deault '0'
+type: enum('Administrative', 'Regular', 'Boutique', 'Extra', 'Other') default NULL
+active: enum('y', 'n') default '0'
+lname: varchar(64)default NULL
+fname: varchar(64) default NULL
+mname: varchar(64) default NULL
+addr_street: varchar(128) default NULL
+addr_zip: varchar(8) default NULL
+addr_city: varchar(64) default NULL
+phone: varchar(64) default NULL
+cellphone: varchar(64) default NULL
+email: varchar(128) default NULL
+msn: varchar(128) default NULL
+skype: varchar(128) default NULL
+title: varchar(128) default NULL
+location: enum('door-a', 'door-c') default NULL
+notes: text
accounts
+personid: int(11) NOT NULL
+login: varchar(32) NOT NULL
+windows_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+unix_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+email_pass: varchar(64) character set latin1 collate latin1_bin default NULL
+windows_priv: enum('y', 'n') NOT NULL default 'N'
+unix_priv: enum('y', 'n') NOT NULL default 'N'
+email_priv: enum('y', 'n') NOT NULL default 'N'
+ssh_priv: enum('y', 'n') NOT NULL default 'N'
+primary_email: enum('y', 'n') NOT NULL default 'Y'
session
+sessId: int(11) NOT NULL auto_increment
+uid: int(11) NOT NULL
+ip: varchar(16) character set latin1 collate latin1_bin NOT NULL
+granted: datetime NOT NULL default '0000-00-00 00:00:00'
+valid: int(11) NOT NULL default '60'
+ticket: varchar(16) character set latin1 collate latin1_bin NOT NULL
+data: text character set latin1 collate latin1_bin  NULL default 'NULL'
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3.3 Ohjelmistoarkkitehtuuri, moduulit ja prosessit 
 
Ameban arkkitehtuuri on kuvattu tietovirtakaaviolla kuvassa 4. Arkkitehtuuri määrittää Ame-
ban yleisen rakenteen, jonka avulla se on jaettu pienempiin itsenäisiin moduuleihin. Moduulit 
kuvataan tarkemmin seuraavassa luvussa. Ameban prosessit voidaan jakaa tapahtuviksi mo-
duulien sisällä. 
 
 
Kuva 4: Ameban arkkitehtuurin kuvaus tietovirtakaaviona 
 
4 Moduulikuvaukset 
 
Arkkitehtuurisuunnittelun perusteella Ameba-sovellus jaetaan viiteen moduuliin, joka on esi-
tetty kuvassa 5. Yhteistä kaikille moduuleille on toteutuksen kieli; skripti kirjoitetaan Php-
kielellä, tietokantakyselyt SQL-kielellä sekä Web-sivut HTML-merkkauskielellä. 
 
 
 
Kuva 5: Ameban moduulit 
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4.1 HTML-pages  
 
Moduuli pitää sisällään kaikki HTML-kielellä kirjoitetut web-sivut, joita kutsutaan Php:llä kir-
joitetuilla funktioilla. Web-sivut rakentuvat erilaisista lomakkeista. Lomakkeille syötetään 
tietoa joko käyttäjän tai skriptin toimesta, riippuen siitä onko pyyntö POST- tai GET- tyyppi-
nen. 
 
4.2 Database actions 
 
Moduuli pitää sisällään kaikki tietokantaa koskevat komennot, jotka kirjoitetaan SQL-kielellä. 
Komentoja kutsutaan Php-funktioilla. Komennot voidaan karkeasti jakaa viiteen eri tyyppiin; 
  
 Tietoja muokkaavat komennot  
 Tietoja lisäävät komennot  
 Tietoja poistavat komennot   
 Tieto listaavat komennot 
 Tietoja tarkistavat komennot 
 
4.3 Request handler 
 
Moduuli sisältää kaiken sen koodin, joka käsittelee selaimelta tulevan datan ja välittää sen 
palvelimella olevalle ohjelmistolle. Requestit eli pyynnöt selaimelta ovat joko POST-tai GET-
tyyppisiä. Moduulin toimii CGI:nä. 
 
4.4 Session handler 
 
Moduuli käsittelee kaiken istuntoon liittyvän toiminnallisuuden; 
 
 luodaan uniikki istuntoavain 
 tallentaa avaimen kantaan muun istuntoon liittyvän relevantin tiedon kanssa 
(IP, alkamisaika) 
 asettaa istunnolle voimassaoloajan (TTL-arvo) 
 tarkistaa tietokannasta, onko istunto voimassa 
 
Moduuli myös sisältää sisäänkirjautumiseen liittyvän toiminnallisuuden, jossa tarkistetaan 
onko sisäänkirjautuminen ja autentikointi onnistunut. 
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4.5 Main implementation 
 
Moduulissa on kaikki se toiminnallisuus, jolla sovellusta varsinaisesti käytetään. Toiminnalli-
suutta voidaan tarkastella Ameban toiminnallisesta määrittelydokumentista. Moduulista voi-
daan erottaa kaksi erilaista komponenttia; User accounts handler ja Personnel handler. 
 
5 Hylätty ratkaisuvaihtoehto 
 
Toinen ratkaisuvaihtoehto oli toteuttaa koodinrakentaminen siten, että koodi olisi kirjoitettu 
peräkkäisinä funktioina, mukaillen enemmän toiminnallisuutta kuin olio-ajattelutapaa. Tämä 
ratkaisumalli olisi kuitenkin ollut huono uudelleenkäytettävyyden ja laajennettavuuden kan-
nalta, sekä ehdottomasti liian kevyt haluttuun käyttöön.  
 
 
 
 
