A very important part of the software development process is service or component internal design and implementation. Design Patterns (Gamma et al., 1995) provide list of the common patterns used in the object-oriented software design process. The primary goal of the Design Patterns is to reuse good practice in the design of new developed components or applications. Another important reason of using Design Patterns is improving common application design understanding and reducing communication overhead by reusing the same generic names for implemented solution. Patterns are designed to capture best practice in a specific domain. A pattern is supposed to present a problem and a solution that is supported by an example. It is always worth to listen to an expert advice, but keep in mind that common sense should decide about particular implementation, even in case when are used already proven Design Patterns. Critical view and frequent and well designed testing would give an answer about design validity and a quality. Design Patterns are templates and cannot be blindly copied. Each design pattern records design idea and shall be adapted to particular implementation. Using time to research and analyze existing solutions is recommendation supported by large number of experts and authorities and fits very well in the pattern basic philosophy; reuse solution that you know has been successfully implemented in the past.
Introduction
When in 1994, has been published a book "Design Patterns: Elements of Reusable Object-Oriented Software", written by Erich Gamma, Richard Helm, Ralph Johnson, and John Vlissides (1994) , better known as Gang of Four (GoF), it opened a new chapter in the software design and development. This Material published as part of this publication, either on-line or in print, is copyrighted by the Informing Science Institute. Permission to make digital or paper copy of part or all of these works for personal or classroom use is granted without fee provided that the copies are not made or distributed for profit or commercial advantage AND that copies 1) bear this notice in full and 2) give the full citation on the first page. It is permissible to abstract these works so long as credit is given. To copy in all other cases or to republish or to post on a server or to redistribute to lists requires specific permission and payment of a fee. Contact Publisher@InformingScience.org to request redistribution permission.
The definition is followed by four elements which each pattern should contain:
1. The pattern name -which is used to distinguishes and references certain patterns, and also to create pattern language, 2. Design problem, or issue -which describes when pattern could be applied 3. The solution -example solution that is used as a template for solving design problem, 4 . The consequences of applying pattern solution.
The first chapter in the book describes design patterns and reasons why this should be used in the Object Oriented Design (OOD) to solve specific design issues. According to authors definitions, design patterns are elegant and proved solutions that are already redesigned many times to provide reuse, flexibility and easy maintenance of existing source code.
The authors' purpose was recording of experience in object-oriented software as design patterns. (Gamma et al., 1994, p. 12) .
More details about design patterns and how design patterns solve design problems are described in the rest of the first chapter and subchapters.
Object-oriented design problems and design patterns solution are described in the rest of the first chapter subchapters. Following is short overview of design problems where design patterns solution can be reused:
1. Finding Appropriate Objects -helping to decomposing system into object and identify less obvious abstractions and objects that represent process or algorithm that do not occur in real world, 2. Determining Object Granularity -object can represent whole system or subsystem or simple parts. Design patterns helps to decide what should be an object and design patterns such as Façade, Flyweight, AbstractFactory,and Builder, Visitor and Command pattern address this issue, 3. Specifying Object Interfaces -objects in object-oriented systems are only accessible through their interfaces. The objects with completely different implementation can share the same interfaces. An object can have many types and different objects can share the same type. Resolve to which object associate request during run-time is called dynamic binding. Dynamic binding allows substitution of objects with identical interfaces and this key concept in object-oriented systems is known as polymorphism, Design patterns helps to identify key elements of interfaces and data that should be exchanged as well as relationship between interfaces, 4. Specifying Object Implementations -an object implementation is specified by its class and class specifies object internal data and operations. Object is created from its class and supports his class interfaces. Class inheritance is mechanism for extending class functionality by reusing functionality in the parent class. Interface inheritance is mechanism for replacing an object use with another which implements the same interface and is considered to belong to common type. Many design patterns must have common type. Examples are ChainOfResponsability, Composite, Command, Observer, State and Strategy patterns, 5. Programming to an Interface, not an Implementation -polymorphism and reusability depends of the inheritance ability to define a set of object with identical interfaces. When request in object-oriented system is sent it does not ask for object type. Any object type that implements identical interfaces can process request. In-terfaces are usually defined by abstract class which can specify purely virtual interfaces. Most important benefits are that client is not aware of object type as long as it implements interface type and client is unaware about classes that implements these objects (Gamma et al. 1994:30) . Design patterns principle that reduces implementation dependencies between subsystems is Program to an interface, not an implementation! Commit only to an interface defined by an abstract class, but not to variables that are instances of concrete class. To instantiate concrete class which implements functionality design patterns offers creational patterns, Abstract Factory, Builder, Factory Method , Prototype and Singleton pattern, 6. Putting Reuse Mechanisms to Work -the real challenge is to build flexible and reusable software. In object-oriented systems reusability is achieved through class inheritance and object composition. White box is called reusability by sub classing because internal details are visible to subclass and black box is called reusability by composition because internal details are not visible. Both mechanisms have advantages and disadvantages. Inheritance breaks important object-oriented principle called encapsulation. Changes in the parent class would affect subclasses too. This kind of dependency limits fleksibility and reusability. One solution is to inherit only from abstract classes because there is no or very little of implementation. Object composition is preferred approach because composition is defined dynamically at run-time, so Favor object composition over class inheritance (Gamma et al., 1994 10. Designing for Change -when designing system it must be considered how system could be changed during lifetime. The system must be robust enough to accept changes and modifications. Design patterns provides solution for creating object by specifying class explicitly, dependencies on specific operations, dependencies on software and hardware platform, dependencies on object representation or implementation, algorithmic dependencies, tight coupling, extending functionality by subclassing, inability to alter classes conveniently. These are examples that illustrate design patterns flexibility and ability to provide solution to design issues.
The second chapter is a case-study about designing document editor.
This popular book contains twenty three patterns divided in the three groups:
Behavioral Patterns.
The patterns examples in this book are presented by using C++ language.
These patterns are described in the Chapters 3, 4 and 5 and these chapters serve as "pattern catalogue" (Gamma et al., 1994) . This book presented design solutions that have been approved and signed by respectable amount of software engineering experts. Even it can be argue that it is not easy to grasp design patterns ideas from first reading; this book is still used as a reference and as helpful guide to the pattern catalogue.
Design Patterns (R)Evolution
Design Patterns were supported by large group of software engineering experts after the first PLoP conference in 1994 and huge number of books have been published and recommended using of the design patterns as best practice for object-oriented systems.
The five Siemens engineers, called Gang of Five (GoV) wrote "Pattern-Oriented Software Architecture: A System of Partners Volume 1" (Buschmann et al., 1996) . This book is well known as POSA. Selected papers from the first and second PLoP and patterns Design (PLoD) conferences were published in the "Pattern Languages of Program Design" and "Pattern Languages of Program Design 2" books. These books and many other are part of Addison-Wesley Design Patterns series. Martin Fowler wrote "Patterns of Enterprise Application Architecture". Addison-Wesley published this book too (Fowler, 2003 (Gamma et al., 1994, p. 399) Recognizing and adapting solution to different context is a challenge and a part of design pattern learning curve. The best way to collect experience and build knowledge about design patterns is through work done on the real world projects. It is important to remember that patterns cannot be implemented blindly. Patterns are templates and should be adapted to the particular solution or context in which patterns are used.
Design will not very much benefit from independent pattern components which are used to build an application if these components are built without considering surrounding patterns. Even there can be local benefits, it would create complex architecture and fail to satisfy functional and quality requirements (Buschmann & Henney, 2008 Buschmann & Henney, 2008) According to the same authors and papers (Buschmann & Henney, 2008) good design with patterns needs to consider some fundamental principles:
1. Patterns integration -through refinement, which refines a structure and a behavior of another patter and combination, which combine two or more patterns to solve more complex problems , 2. Patterns relationship regarding choices -through pattern alternatives, which address choice issues related to the patterns that solves he same or similar issues but each pattern is slightly different and has different consequences and cooperation, because some patterns cooperate and mutually reinforcing, 3. Applying patterns by considering their relationship to create balanced design.
GoV (Buschmann et al., 1996) divides patterns to the: Design patterns foundation today is very huge and patterns are available everywhere. Patterns are used to the system decomposition, to defining and implementing system components, and describing communication between components. Different levels of patterns are used to the component internal design and implementation.
Higher level of components, such as architectural patterns, for example, can overlap by already existing technologies and methods for describing the same concept. Example is a layered and ntier architecture where missing knowledge can lead to confusion and wrong design decision.
For example Model View Controller (MVC) pattern can looks very much to the layered architecture presented by Presentation, Application and Data layer. But there are fundamental differences because in three tier architecture client tier never communicate directly to the data tier (MultitierArchitectureWikipedia, 2010) . In a simple implementation the MVC design pattern view is updated directly from a model. In a complex case there can be business and data components between and communication to the data tier would go through all these components.
Design Patterns is a concept that has own set of rules of engagement and own terminology that is called Patterns Language. Design Patterns are communicating with each other and particular pattern implementation can require or dependent of implementation of another pattern or patterns. Each pattern describes solution and consequences as well as context in which has been used.
Different authors describe pattern structure differently. Some authors are using a classic form description based on GoF or POSA books when describing pattern structure (Fowler, 1999) . Martin Fowlers believes that classic pattern structure description defined by GoF (Gamma et al., 1994 ) is too small and he offers own pattern structure elements. According to Fowler (1999) Design patterns are not language specific. Design Patterns are describing solution to the common design problems.
Design patterns are reusable. Reusability means that object can be used and reused again and again. In this case it is mostly related to the control structures. However, implementation depends of required changes and very often shall be more or less replaced by new code or adapts existing code to the particular context.
Design pattern claims that solution is best practice and is most flexible. Flexibility means that it is possible easy replace implementation and refactoring of existing code and adaption to the required changes.
Design patterns are enforcing encapsulation. Encapsulation means that object inner implementation is hidden from the outside world and all communications with object are done through well defined interfaces. It means also that inner implementation can be replaced without affecting interface.
These who are familiar with patterns, developed Patterns Language where design problem is described by using involved pattern names The Abstract Factories and Builder patterns for creating classes, as well as Front Controllers or MVC pattern are becoming very often used as part of the everyday language to describe implemented or desired solution. [Gamma, et. al, Addison-Wesley] , the philosophy was to make programs flexi- (Koenig, 1995) Anti-pattern term has been created by Andrew Koenig in his article "Patterns and AntiPatterns", published by Journal of Object-Oriented Programming in 1995.
Anti-pattern is opposite from pattern, and is used to describe an implementation that even commonly used, in practice can be ineffective and produce more issues than benefits. Such implementation needs to be refactored.to become an effective solution. While design patterns are offering unique solutions for known object-oriented design problems, AntiPatterns are offering alternative solutions and awareness of situation. (Brown et al., 1998) The careless changes can cause that effective solution becomes ineffective and change implemented pattern to anti-pattern. Anti-patterns become widely popular after anti-pattern book (Brown et al., 1998 ) that beside software patterns include also social anti-patterns.
Authors came with own Anti-Pattern definition (Brown et al., 1998) The AntiPatterns in this book are divided in the three groups (Brown et al., 1998; WikipediaAnti-pattern, 2010) The Wikipedia anti-pattern groups are different than viewpoints used by Brown et al. (1998) . An example is anti-pattern called Mushroom Management classified as Development AntiPatterns (Brown et al., 1998) and as Organizational anti-pattern at Wikipedia (Wikipedia-Anti-pattern, 2010). The Wikipedia title "Known anti-patterns" is ambitious but it does not contain all patterns mentioned in the Brown et al. book (Brown et al. 1998 ).
Why it is important to know about AntiPatterns?
The AntiPatterns main focuses are bad solutions and solutions that should be avoid or at least warn that particular solution is potentially dangerous and could more or less jeopardize project success and cause profit loss. The Anti-Patterns, as well as Design Patterns are creating common vocabulary. The AntiPatterns also makes aware that software is subject of changes and each change, if not properly handled, can cause further troubles. 
General Discussion
There is no doubt that Design Patterns have positively influenced software engineering in last decade. Design Patterns becomes common repository where has been recorded software engineering knowledge and experience that is widely accepted as best practice. Until now this fact is widely accepted as truth in case of Software Design Patterns. Design Patterns provided a common mechanism for sharing knowledge and a experience and created global discussion about what best practice is?
The first what has to be noticed is that design patterns are templates. These templates shall be adapted to particular context.
There is not available only single solution to a particular problem. Rather are offered solutions that can satisfy different level of complexity. To solve simple problem are offered simple patterns. If complexity increases, it requires implementation of different patterns and refactoring of existing code.
Can we conclude that it is best practice use most complex patterns solution from project start and avoid expensive refactoring and recoding? That would be a wrong conclusion. Increased complexity in case of using Design Patterns is paid by flexibility and easy maintenance according to Design patterns experts. But there are also present other arguments that say that it takes longer to understand source code that implements Design Patterns. The simple reason is that generic and parameterized solutions are more complex and not easy understandable.
There is also another well know issue in case when there are available number of different solution. If there is more solutions and solutions variants available then it will require longer time to choose solution. If there is more combination then it will take longer time to compose desired solution. It will take even more time to test each of solution and different combinations and variations.
"A key part of patterns is that they"re rooted in practice. You find patterns by looking at what people do, observing things that work, and then looking for the "core of solution". It isn"t an easy
process, but once you"ve found some good patterns they become a valuable thing." (Fowler, 1999) This means also that overall project cost will increase. There are also existing Architectural Design Patterns and three layer architecture is widely accepted as best practice. Distributed application architecture is a set of the interacting components. Each component encapsulates functionality and exposes public interface for interaction with another components. As long as component provides required functionality, the internal component implementation is not important. The important part is what data need to be sent to component and what response will be received from the component (Microsoft, 2002, p. 5) .
"By identifying the generic kinds of components that exists in most solutions, you can construct a meaningful map of an application or service, and then use this map as a blueprint for your design." (Microsoft, 2002, p. 7).
The components that provide similar functionality can be grouped into layers (Microsoft, 2002, p. 5) . By identifying common application layers can be created reusable Architecture Pattern. Pres-entation Layer, Business Layer and Data Layer are recommended by followers and supporters of each of the leading Enterprise technologies vendors. Differences are more obvious in the domain of the implemented technologies, tools and utilities that are available to support reference implementation in each of these layers.
Learn and understand design patterns needs time and most important part of this process is implementing design patterns in the real world projects. Choosing and implementing Design Patterns first time is a challenge.
Development is an iterative process and implementing Design Patterns do not change this fact. Each iteration should improve design and implementation as long until it satisfies software requirements. The basic Design Pattern idea is to "programming to an Interface, not an Implementation" (Gamma et al. 1994, p. 30) .
The most important advantages of programming to interface are (Gamma et al., 1994, p. 30 ):
1. Client remains unaware of specific type of object they use, 2. Client remains unaware of the classes that implement these objects.
In both of above cases client knows only about abstract class that defines interface.
Long running software can introduce unforeseen issues that can invalidate more and less abstract solution. As it is today, deployment and testing can give better picture about system functionality and finally only a system running in production over longer time can confirm if it can satisfy functionality, reliability, scalability and performances, and flexibility requirements. Changes of requirements and changes of project resources can create serious challenges too.
Software design is under constant changes as well as software requirements are. It means that once selected pattern cannot expect to be used forever. Changed requirements can enforce using different pattern. This is today commonly referenced as code refactoring. Code refactoring means that classes and methods are organized differently to support reusability and improve code structure and maintainability.
Another issue when patterns are selected is the collaboration of different patterns. In the perfect world, design patterns should form independent components that are communicating to each others by exchanging messages, what is by the way idea behind object-oriented systems. But our world is imperfect. It means that some patterns are collaborating and even worst depending of the implementation of other patterns. This also means that choosing to use one kind of pattern would automatically lead to using particular pattern or set of patterns which would support implementation. This is especially truth in case of layered architecture where each layer contains set of patterns which role is well defined in advance. (Fowler, 1999, p. 10) The very important is to remember that patterns are templates. These are not solution that can be implemented directly. Patterns are an example of the similar problem and solution that has been implemented in particular context and observed, analyzed and understand. The understanding is based on the experience collected through the work done on the real project and issues that had been raised when solution has been developed and deployed, hopefully in real production environment. Each advantage and disadvantage has been described. This part of design patterns is very important because it can be used as inputs to risk management and prepare future strategy for mitigate possible issues.
"Each pattern is relatively independent, but patterns aren"t isolated from each other. Often one pattern leads to another or one occurs only if another is around."
Discussion about patterns cannot be completed without mentioning Anti patterns. Anti patterns are about bad design and bad practice that can occur also in case of constant changes and corrupt initially well designed and structured software. The changes are always depended of the experience and knowledge of the particular person who is implementing changes. To mitigate this issue is strongly recommended code review and frequent testing. Automated regression testing is in this case invaluable tool.
Communicating through interfaces is an old and well known issue and it exists much longer then object-oriented programming. The very basic issue is a change of component interface. In the complex system, where more than one system is using the same component, if interface is changed then all components that are using the same interface should be changed. This is not always possible because other systems or components can be owned by another system that is not interesting to make any changes. Even we own all components in case when different customers are running different system versions, some of them would require changes and some would not.
In this case interfaces might not be changed or in case that it has too, it is done through creating new interface that is a copy of an old interface and then changing this interface according to required changes. The old interface is still available and is not changed.
Another approach to solve this issue is component versioning. It means that during creating runtime modules are specified component versions that are supporting certain interfaces.
Both solutions are increasing maintenance complexity. Number of interfaces could grow during time and in case of versioning and creating new software version can be very complex task.
One of the goals of the Java object-oriented language was reducing number of classes. But praxes show that number of objects and methods is exploding and even simple application has hundreds of different classes. Design Patterns are increasing complexity and increasing number of object. Design patterns and refactoring increases number of classes and methods.
There is also important to know an answer to question "Can Design Patterns help to avoid faulty software which is not able to satisfy customers' requirements?"
No they cannot! Design Patterns are mostly related to the component internal design and interactions with other components, and assuming that software requirements are well known in advance. Specifying software requirements is a different subject.
Design Patterns Examples
Examples in this chapter are based on the Creational patterns (Gamma et al., 1994) . Each Design pattern example contains fully working example written in Java programming language. Gamma et al. (1998) 
Abstract Factory
Abstract Factory design pattern is described as an interface for creating families of related or dependent objects without specifying concrete class (Gamma et al., 1998) . A client application in the Abstract Factory pattern using generic interfaces to access concrete class and is not aware of which object is using. Instantiation of concrete class is hidden inside of the Factory.
A Factory in Design Patterns vocabulary describes a place where other objects are constructed. A Factory usually lets subclasses decide about which class should be instantiated and this technique is also known as deferred instantiation. The following classes are involved in designing of Abstract Factory pattern:
1. AbstractFactory -declares an interface for operations that create abstract product objects.
2. ConcreteFactory -implements the operations to create concrete product objects.
3. AbstractProduct -declares an interface for a type of product object.
4. ConcreteProduct -defines a product object to be created by the corresponding concretefactory.implements the AbstractProduct interface.
Client -uses only interfaces declared by AbstractFactory and AbstractProduct classes.
Examples in the following sections are based on a fictive requirement to provide menu list for different restaurants. A menu list can be used, for example, to decide in which kind of restaurant one should have a dinner or make table reservation.
Focus in the two first implemented versions is on the restaurant type and corresponding menu list. For example an Italian restaurant shall display a menu list of Italian meals and an Indian restaurant shall display a menu list that contains Indian meals.
The second implemented version demonstrate how easy is to add new restaurant type to existing code.
The third implementation version extending this example by another fictive requirement to provide a list of vendors which are able to deliver furniture that fits to the restaurant type. For example Italian restaurant shall use Italian furniture. This example demonstrate how much work is necessary to extend existing example.
Abstract factory example v1
The application client in this example creates different types of restaurants and displays menu list that corresponds to restaurant type. This version implements Italian restaurant and Indian restaurants type.
The following diagram contains example structure:
Figure 1 Abstract Factory Example v1
This simple structure satisfies requirements for Abstract Factory design patterns participants: A client application class (Application) is using generic interface (RestaurantFactory.createRestaurantMenu()) to instantiate an abstract class (MenuFactory).
A client application class (Application ) does not know which class exactly will be instantiated. Access to the concrete classes instantiation are hidden inside of the generic interfaces (RestaurantFactory.createRestaurantMenu() and MenuFactory.getEntireMenu()), that are in this case defined as two abstract methods inside of the abstract classes (RestaurantFactory and MenuFactory).
The following source code provides more details.
public abstract class RestaurantFactory { public abstract MenuFactory createRestaurantMenu(); } The abstract class RestaurantFactory defines public abstract method createRestaurantMenu(). This method return type is a MenuFactory class type.
Note that RestaurantFactory class returns different class type MenuFactory. That is exactly primary role of Factory class in object-oriented system. Further, this class and method createRestaurantMenu() are declared abstract, what means that this method should be implemented inside of the each subclass.
System.out.println ("Indian Menu\n\n" + "IndianAppetizer1\n" + "IndianAppetizer2\n\n" + "IndianMainCourse1\n" + "IndianMainCourse2\n\n" + "IndianDesert1\n" + "IndianDesert2\n\n" ); } } Above two classes are implementing abstract method defined in the abstract class MenuFactory and displays menu list, what was original requirement of this example. This is an education and demonstration example and it is main reason why it is simple and why the methods are mostly empty.
The real world example will be more complex and require further model decomposition, as for example introducing different kind of menus according to the daylight changing, breakfast, lunch and dinner menus as well as creating menus from different meals combinations. This will require modeling of additional classes for menu type and meals and dishes, pricelist etc. This is out of scope of this article. Now, when all required classes are ready, we are going to create Application client class. This class is important because it is responsibility of this class to use previously created classes to provide correct functionality. First what can be noticed is that this class contains more code than other classes. Reason for this is the education purpose and step by step demonstration. The most of this code can be refactored and divided in more methods or even moved to the already described abstract classes and concrete classes.
But most important is to notice how Abstract Factory pattern is using previously created classes. The restaurantFactory.createRestaurantMenu()return type is an abstract class MenuFactory type. The last line is just displaying restaurant menu.
menuFactory.getEntireMenu();
When this code is executed it displays Italian restaurant menu list:
In this example is important to understand role of Factory methods and role of abstract classes.
Factory method returns different instance of a class type.
Abstract class provides a level of indirection and hides from an application client class instantiation. Application client is not aware which class type is instantiated. Hiding class type instantiation and making decision during runtime is the primary purpose of this pattern. It provides significant level of flexibility and enables code changes without significantly affecting the rest of involved classes and protecting a client from detailed knowledge about each involved classes.
Application client is using abstract class interface to communicate with other classes presented in this model.
Abstract factory example v2
This example will demonstrate how easy is to add new restaurant type, for example a ChineseRestaurant type to existing model and simplicity of changes to the existing code. This example is based on previous example and here will be presented only classes where is necessary to change code.
The following class diagram illustrates model changes.
Figure 2 Abstract Factory Example v2
Compared to class diagram in Figure 1 The class is defined as subclass of the MenuFactory class: public class ChineseMenu extends MenuFactory { @Override public void getEntireMenu() { System.out.println ("##########################"); System.out.println ("Chinese Menu\n\n" + "ChineseAppetizer1\n" + "ChineseAppetizer2\n\n" + "ChineseMainCourse1\n" + "ChineseMainCourse2\n\n" + "ChineseDesert1\n" + "ChineseDesert2\n\n" ); } } First of all note that there is not necessary to make any code changes in the abstract class RestaurantFactory and in the abstract class MenuFactory. Next what is important is that changes in the Application client are very simple and in this example can be done almost automatically by adding new enumeration type and change switch statement.
The next example will show more complex changes in case when it is necessary to add new product.
Abstract factory example v3
The last Abstract Factory example will demonstrate how much of additional work is necessary to extend existing code with another product, for example furniture vendor.
A furniture vendor shall of course correspond to restaurant type. This means that Italian restaurant shall be equipped by Italian furniture and Chinese restaurant shall be equipped by Chinese furniture.
The following class diagram illustrates the full class model.
Figure 3 Abstract Factory Example v3
This class diagram contains new abstract class FurnitureFactory and also three concrete subclasses, ChineseFurniture, IndianFurniture and ItalianFurniture. This example demonstrate how much work should be done in case when existing Abstract Factory model should be extended by new product.
Note that it is not necessary to change anything inside of MenuFactory class and corresponding subclasses.
Conclusion
Design Patterns becomes synonym for good design and implementation of best practice, as well as common mechanism for recording and sharing design knowledge and experience. However, one should never forget that Design Patterns are templates. Each Design Pattern implementation should be adapted to the particular context. There is not available only single solution to a particular problem. Rather are offered different solutions which are dependent of problems complexity.
Even it can be argue that design patterns are increasing complexity, proper patterns implementation would improve code flexibility and reusability and increased complexity would be paid in the project maintenance phase, as well as during project development and defects correction or changed and modified requirements implementation.
There is also another well know issue in case when there are available number of different solution. If there are more solutions and solutions variants available then it will require longer time to choose solution. If there is more combination then it will take longer time to compose desired solution. It will take even more time to test each of solution and different combinations and variations and all these will cause overall project costs increasing.
"Unfortunately, there is no single design strategy that is right for all situations. This is due to the competing needs in software design to eliminate excessive redundancy and excessive complexity." (Trowbridge et al., 2003, p. 51) Current software development is heavily based on using tools and frameworks. Many patterns are hidden in the frameworks and developers are using patterns even many are not aware which kind of pattern it is. For example Java EJB 3.0 is implementing Dependency Injection pattern and new Java persistence implementation Java Persistent API (JPA) is using the DAO Design Pattern for separating object persistence and data access logic from any particular persistence mechanism or API. Learning how to use patterns and adapting templates to the particular context can be a challenge. Each problem can be solved by different patterns. If there are more solutions it can take longer to make decision. Choosing right one cannot be decided out of a context in which pattern shall be used. Problem complexity and granularity as well as observing what other people are doing are most important in making right decision.
As well as development is an iterative process, so it is using of patterns too. As Martin Fowler states (1999):
"Once you"ve made it, your decision isn"t completely cats in stone, but it is more tricky to change. So it"s worth some upfront thought to decide which way to go." (p. 30).
Continues refactoring would help to improve code design and reusability.
Even Design patterns are recommended as best practices they are not guarantee to project success. Design Patterns are mostly related to the component internal design and interactions with other components. Creating successful project is more than art of programming and is focused to the satisfying customers' requirements and delivery of project on time and according to budget constraints.
Further Work
In POSA (Buschmann et al., 1996) presented another software design pattern.
There are a lot of patterns to learn about and what is more important to analyze and understand when and how these could be applied to solve real world issues.
Understanding of the Anti-Patterns is equally important as well as code refactoring (Fowler, 1999) . Brown et al. book, The "AntiPatterns: Refactoring Software, Architectures, and Projects in Crisis" (1995), can be a good start point to future reading and research.
Software requirements are subject of continues changes and to be satisfied requires application code changes. Each implementation change could require changes in the current pattern implementation. If changes complexity is high it could require different design pattern or evolving of existing design pattern to more complex implementation.
Also it can be very interesting to execute benchmark test on the code that is implemented by using design patterns and code that is optimized to perform fast and is implemented without using design patterns.
These implementations should implement the same solution so it can be possible to compare what are difference in the execution time, and using of other resources. This test can be extended by using different patterns and changing implementation complexity.
Collected results can be used to analyze costs that are related to design pattern. However, that kind of analyses cannot be reliable if there is not involved cost analyses related to the code maintenance, defect correction, implementation of change orders and refactoring, improving design of existing code.
Refactoring and patterns is also very interesting further work. This article has mentioned refactoring but did not use time to explain and illustrate this important part of software development by examples. This can be subject of further work.
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