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Abstract
PESummary is a Python software package for processing and visualising
data from any parameter estimation code. The easy to use Python exe-
cutable scripts and extensive online documentation has resulted in PESum-
mary becoming a key component in the international gravitational-wave anal-
ysis toolkit. PESummary has been developed to be more than just a post-
processing tool with all outputs fully self-contained. PESummary has be-
come central to making gravitational-wave inference analysis open and easily
reproducible.
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Required Metadata
C1 Current code version 0.6.0
C2 Permanent link to code/repository
used for this code version
https://github.com/pesummary/
pesummary/tree/v0.6.0
C4 Legal Code License MIT
C5 Code versioning system used git
C6 Software code languages, tools, and
services used
Python, Javascript, HTML, CSS,
Bootstrap
C7 Compilation requirements, operat-
ing environments & dependencies
numpy≥ 1.15.4, h5py, matplotlib,
seaborn, statsmodels, corner, ta-
bles, deepdish, pandas, pygments,
astropy≥ 3.2.3, lalsuite≥ 6.70.0,
ligo-gracedb, configparser, gwpy,
plotly, tqdm≥ 4.44.0
C8 If available Link to developer docu-
mentation/manual
See https://lscsoft.docs.ligo.org/
pesummary
Table 1: Code metadata (mandatory)
1. Motivation and significance
Bayesian inference for parameter estimation has become popular for in-
ferring properties of astrophysical origin, and is crucial for gravitational-wave
(GW) science. With more areas of physics entering the ‘open data era’, there
is a need for a robust, easy to use and code agnostic software to interpret
and distribute the output from all Bayesian inference codes.
PESummary, the Parameter Estimation summary page builder, is a Python
package that provides an intuitive, object-oriented user interface for display-
ing, interpreting, comparing and distributing posterior samples from any pa-
rameter estimation code. PESummary’s unified input/output (I/O) system
enables the comparison of samples from codes that previously stored data in
incompatible formats.
Since its first use in 2019, PESummary has grown to be a key compo-
nent in the data processing environment for the LIGO and Virgo collabora-
tion and was critical in the parameter estimation analysis of GW190412 [1],
GW190425 [2] and the re-analysis of the first gravitational-wave transient cat-
alog (GWTC-1) [3] using the Bayesian Inference Library (Bilby)[4, 5]. The
released posterior samples were also in the PESummary data format [6, 7].
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This article does not present a complete record of all the capabilities of
PESummary, for more information, see https://lscsoft.docs.ligo.org/
pesummary/stable docs/index.html.
2. Software description
The main PESummary interface is implemented in pure Python [8] with
the core library relying on a number of established scientific programming
packages [9, 10, 11, 12, 13, 14, 15, 16, 17]. The GW specific library requires
custom GW data analysis software (LALSuite [18] and GWpy [19]). PESum-
mary is designed to be as modular and adaptable as possible, ensuring the
code will age gracefully with advances in Bayesian inference software. Where
possible, the code is kept as general as possible meaning PESummary can be
used for more than simply post-processing parameter estimation results.
2.1. Software Architecture
PESummary is structured around a small number of class objects. Each
object provides class and instance methods to provide the user with a com-
plete interface for all operations.
2.1.1. Tabular Data
PESummary’s high level table structures (pesummary.utils.samples -
dict.SamplesDict and pesummary.utils.samples dict.MCMCSamplesDict)
are subclasses of the Python builtin dict. Each marginalized posterior dis-
tribution is stored as an Array object (pesummary.utils.samples -
dict.Array) which is a subclass of numpy.ndarray [20]. This structure
provides direct access to the optimised array functions from NumPy [9] and
the usability and familiarity of dictionaries.
The Markov-Chain Monte-Carlo table allows for multiple chains to be
stored; each chain represented by a pesummary.utils.samples dict.SamplesDict
object. Algorithms for removing burnin are available via the .burnin()
method. Convergence between chains can be measured with the Gelman-
Rubin statistic [21] via the .gelman rubin() method.
2.2. Packages
PESummary has followed the same methodology as Bilby by separat-
ing the top level code into 2 packages: core and gw. The core package
provides all of the necessary code for analysing, displaying and comparing
data files from general inference problems. The gw specific package contains
GW functionality, including converting posterior distributions, deriving event
classifications and GW specific plots, see Sec.2.2.2).
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2.2.1. The core package
The core package provides all of the code required for post-processing
general inference result files. It provides a unified interface for producing
diagnostic plots via the pesummary.core.plots.plot module: one di-
mensional marginalized posterior distributions (histograms or kernel density
estimates), cumulative distributions, trace or autocorrelation plots. Compar-
isons between multiple result files can be achieved by producing comparison
one dimensional marginalized posterior distributions, cumulative distribu-
tions, box plots or Jenson–Shannon [22] and Kolmogorov–Smirnov [23, 24]
statistics.
The core package also provides a webpage module (pesummary.core.webpage)
which generates HTML pages to display diagnostic plots and comparison
statistics where applicable. These pages are self-consistent with input data
able to be downloaded from the ‘Downloads’ page.
Finding correlations between specific parameters is made easier thanks to
the pesummary.core.js module. As part of the PESummary webpages,
we provide a custom corner plotter where select parameters can be compared
- helping to spot degeneracy’s between certain parameters.
2.2.2. The gw package
The gw package provides the functionality for parameter estimation spe-
cific to gravitational-wave astronomy. Building on the core package, the gw
module provides additional methods and classes for handling GW specific
data files.
The gw package provides a comprehensive conversion module
(pesummary.gw.file.conversions) for deriving alternative posterior
distributions from the input. Assuming a binary black hole merger, the
conversion class provides multiple methods for estimating the properties
of the final black hole: final mass (or equivalently the energy radiated in
gravitational-waves), final spin, peak luminosity and final kick velocity [25,
26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37]. All fits are calibrated to nu-
merical relativity and are interchangeable via keyword arguments provided
to the conversion class.
PESummary produces data products useful for low-latency electromag-
netic followup by interfacing with the ligo.skymap [38], PEPredicates [39],
P-Astro [40] and GWCelery [41] packages. Each package allowing for ei-
ther a skymap, event based classification probabilities or automated param-
eter estimation followup and GCN alerts to be produced.
PESummary takes advantage of the plotly [17] interactive plotting
package to produce interactive corner plots for extrinsic and intrinsic param-
eters. The pesummary.gw.plots.publication module also allows for
4
Package Format Class Description
core .dat .default.Default ‘.dat’ format with
parameter names as
header
core .txt .default.Default ‘.txt’ format with
parameter names as
header
core .h5/.hdf5 .default.Default ‘.hdf5’ format with
data stored in a group
called ‘posterior’ or
‘posterior samples’
core .json .default.Default ‘.json’ format with
posterior samples
stored in a group
called ‘posterior’ or
‘posterior samples’
core Bilby .bilby.Bilby Result file produced
by Bilby
gw Bilby .bilby.Bilby Result file produced
by Bilby
gw LALInference .lalinference.
LALInference
Result file produced
by LALInference
Table 2: A selection of formats that can be read in with PESummary and accessible
through the unified I/O interface for the listed class object(s). The core classes are all
prepended by pesummary.core.file.formats, the gw classes are all prepended by
pesummary.gw.file.formats.
‘publication’ quality plots to be produced, for instance those in [3].
2.3. Software Functionalities
2.3.1. Unified input/output
PESummary provides an infrastructure for unified input/output via the
pesummary.io module. The universal read() function enables reading
from all common file formats via the pesummary.core.file.formats
module. The GW specific package extends the allowed file formats via the
pesummary.gw.file.formats module. See Table 2 for a reduced list.
All result files can be read in and converted to alternative file formats via
the write() function. Multiple result files can be stored in the pesum-
mary.core.file.formats.meta file object and saved to a ‘.hdf5’ [10]
or ‘.json’ [42] file if requested. The pesummary.core.file.meta file
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Executable Description
summaryclassification Generate GW event classification probabilities
summaryclean Clean and convert an input result file
summarycombine Combine multiple result files into a single for-
mat
summarycompare Compare the contents of multiple files
summarydetchar Generate GW Detector characterisation plots
summarygracedb Retrieve data from the online GW Candidate
Event Database [43]
summarymodify Modify a PESummary meta file
summarypages Generate webpages, plots and a meta file for N
result files
summarypageslw Generate webpages, plots and meta files for a
select number of parameters
summaryplots Generate specific plots for a given result file
summarypipe Generate a summarypages executable given a
GW run directory
summarypublication Generate publication plots for N result files
summaryrecreate Launch the GW analysis that was used to gen-
erate the PESummary meta file
summaryversion Version of PESummary installed
Table 3: A selection of executable python scripts provided by PESummary
class has the ability to store additional metadata including configuration
files, prior samples, injection information and environment packages for re-
producibility etc. The pesummary.gw.file.meta file class inherits
the core functionality of the pesummary.core.file.meta file class,
but also allows for calibration information, power spectral density (PSD)
data and skymap data to be stored in the online documentation.
2.3.2. Executables
PESummary provides multiple executable Python scripts to act as an
intermediary between the command line and the core functionality. See
Table 3. summarypages is the main executable and combines summa-
ryclassification, summaryclean, summarycombine, summary-
detchar, summaryplots and summarypublication. summarypages
is the most general executable provided by PESummary. The pesum-
mary.gw module also provides a dynamic argument parser, allowing for
dependent arguments to be passed from the command line (see section 3.6).
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Figure 1: The output marginalized posterior for each chain (Left) and the posterior from
combining all chains (Right) resulting from Listing 2. The injected value is shown in
orange.
3. Illustrative Examples
3.1. Example 1: Reading a result file
This example demonstrates how to read in a PESummary result file using
the core package. Some of the attributes are also shown. For full documen-
tation, see help.
Listing 1: Example code to read in a PESummary result file with PESummary.
from pesummary.io import read
f = read("posterior_samples.h5", package="core")
stored_analyses = f.labels
interested = stored_analyses[0]
posterior_samples = f.samples_dict[interested]
priors = f.priors["samples"][interested]
config = f.config["samples"][interested]
3.2. Example 2: Running with emcee
This example shows the flexibility of the PESummary post-processing
package. We run the Fitting a model to data tutorial provided as part of the
emcee[44] sampling package. We save the posterior samples to a ‘.dat’ file
and run with 8 chains. All post-processing is then done with PESummary.
See Appendix A for emcee code snippet. See Figure 1 for example output.
Listing 2: Running PESummary on the emcee output.
chains=($(ls chain_*.dat))
summarypages --webdir ./webpage --samples ${chains[@]}
--labels tutorial --mcmc_samples --inj_file
injected.txt
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3.3. Example 3: analysing a population
Through PESummary’s pesummary.core.plots.populationmod-
ule, scatter plots can be generated to compare populations. This example
shows how to generate a scatter plot over the a, b parameter space for a
population of result files.
Listing 3: Example code to analyse a population
summarypublication --plot population_scatter_error \
--webdir ./scatter \
--samples ${FILES[@]} \
--labels ${LABELS[@]} \
--parameters a b \
3.4. (GW) Example 4: analysing public LIGO and Virgo posterior samples
This example demonstrates how to extract and analyse public LIGO and
Virgo posterior samples. It includes demonstrations of how to produce ‘stan-
dard’ plots, see Figure 2.
Listing 4: Extracting data from public LIGO and Virgo posterior samples
from pesummary.io import read
import requests
data = requests.get("https://dcc.ligo.org/public/0163/
P190412/008/posterior_samples.h5")
with open("posterior_samples.h5", "wb") as f:
f.write(data.content)
f = read("posterior_samples.h5", package="gw")
analysis = "combined"
posterior_samples = f.samples_dict[analysis]
psds = f.psd[analysis]
calibration_envelope = f.priors["calibration"][analysis]
prior_samples = f.priors["samples"][analysis]
hist = posterior_samples.plot("mass_1", type="hist")
hist.show()
skymap = posterior_samples.plot(type="skymap")
skymap.show()
plot = psds.plot(fmin=20)
plot.show()
3.5. (GW) Example 5: Producing a summary page for public LIGO and
Virgo posterior samples
This example demonstrates how a summary page can be generated from
publicly available LIGO and Virgo data files. This example compares only a
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Figure 2: The output marginalized posterior (top), skymap (middle) and PSD plot (bot-
tom) from Listing 4.
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select number of stored datasets1.
Listing 5: Generating a html page for public LIGO and Virgo posterior samples
summarypages --webdir ./GW190412 \
--samples posterior_samples.h5 \
--gw --compare_results IMRPhenomPv3HM
SEOBNRv4PHM combined \
--publication \
--multi_process 15 \
--no_conversion
3.6. (GW) Example 6: PESummary’s dynamic argument parser
This example demonstrates the dynamic argument parser provided by
PESummary. Here, the PSD and calibration envelope options are dependent
on the provided label.
Listing 6: Example usage of PESummary’s dynamic argument parser
summarypages --webdir ./webpage \
--samples example.hdf5 example.dat \
--labels hdf5_example dat_example \
--hdf5_example_psd H1:psd_dat \
--dat_example_psd V1:psd_dat L1:psd.dat
3.7. (GW) Example 7: Reproducing LIGO and Virgo plots
This example demonstrates how to reproduce a subset of plots in the first
GW transient catalog [Figures 4 and 5 in Ref. 3]. Figure 3 shows an example
of the output.
1Output summary page from Listing 5 can be found here: https://pesummary.github.io
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Listing 7: Example code to generate GW plots with PESummary
curl -O https://dcc.ligo.org/public/0157/P1800370/005/GWTC
-1_sample_release.tar.gz
tar -xf GWTC-1_sample_release.tar.gz
FILES=($(ls ./GWTC-1_sample_release/*_GWTC-1.hdf5))
LABELS=()
for i in ${FILES[@]}; do
label=‘python -c "print(’${i}’.split(’_GWTC-1.hdf5’)
[0])"‘
LABELS+=(‘python -c "print(’${label}’.split(’./GWTC-1
_sample_release/’)[1])"‘)
done
COLORS=(’#00a7f0’ ’#9da500’ ’#c59700’ ’#55b300’ ’#f77b00’
’#ea65ff’ ’#00b1a4’ ’#00b47d’ ’#ff6c91’ ’#00aec2’ ’#9
f8eff’)
LINESTYLES=(solid dashed solid solid dashed solid solid
dashed solid dashed dashed)
summarypublication --plot 2d_contour \
--webdir ./GWTC-1_sample_release \
--samples ${FILES[@]} \
--labels ${LABELS[@]} \
--parameters mass_1_source
mass_2_source \
--colors ${COLORS[@]} \
--linestyles ${LINESTYLES[@]} \
--publication_kwargs xlow:0 xhigh:80
ylow:0 yhigh:50
summarypublication --plot violin \
--webdir ./GWTC-1_sample_release \
--samples ${FILES[@]} \
--labels ${LABELS[@]} \
--parameters mass_ratio \
--colors ${COLORS[@]} \
4. Impact
PESummary is now a widely used library in the joint LIGO-Virgo-KAGRA
collaborations. In just over one year, PESummary has become the post-
processing software for the main LIGO-Virgo-KAGRA GW parameter esti-
mation codes [4, 5, 45, 46, 47, 48, 49] and is relied upon for the open data
release of the LIGO-Virgo-Kagra parameter estimation data products [50].
11
Figure 3: Two plots output from Listing 7. Left: Recreation of Figure 4 in Ref. [3], Right:
Recreation of Figure 5 in Ref. [3].
Rather than releasing multiple data products in different formats spread
across numerous URLs, PESummary has greatly simplified this to simply
releasing a single file [6, 7]. This can propel future research in the field, as
researches no longer have to create custom scripts for combining, retrieving,
and recreating the initial analysis.
The flexibility and intuitive Python executables provided by PESummary,
has significantly improved the efficiency of researchers (often early-career
graduates or graduate scientists), by reducing the need for repetitive tasks.
In particular, PESummary’s interactive corner plots has led to the increased
knowledge of degeneracies between parameters for researchers within the
LIGO/Virgo/KAGRA collaborations.
PESummary is also fully incorporated into the automated low-latency
alert workflow [41]. Posterior based classifications are therefore automatically
produced and posted to the online GW Candidate Event Database [43] from
the automatic parameter estimation follow-up. This information will greatly
aid low-latency electromagnetic followup campaigns.
5. Conclusions
PESummary, the Parameter Estimation summary page builder, is a Python
package that provides an intuitive, object-oriented user interface for display-
ing, interpreting, comparing and distributing posterior samples from any
parameter estimation code. PESummary has been used extensively by the
international gravitational-wave community, and has been crucial for Ad-
vanced LIGO’s third observing run (O3). PESummary is more than just a
post-processing tool. Through the summaryrecreate executable, entire
analyses can be recreated directly from the meta-file. This can of course be
12
applied to any previous gravitational-wave discovery [1, 2, 3].
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Appendix A. emcee code snippet
Below is the Fitting a model to data tutorial provided as part of the
emcee[44] sampling package. This code snippet is used to generate posterior
samples used in Figure 1.
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Listing 8: Fitting a model to data emcee tutorial
import emcee
import numpy as np
from s c ipy . opt imize import minimize
def l o g p r i o r ( theta ) :
m, b , l o g f = theta
i f −5.0 < m < 0 .5 and 0 .0 < b < 10 .0 and −10.0 < l o g f < 1 . 0 :
return 0 .0
return −np . i n f
def l o g p r o b ab i l i t y ( theta , x , y , ye r r ) :
lp = l o g p r i o r ( theta )
i f not np . i s f i n i t e ( lp ) :
return −np . i n f
return lp + l o g l i k e l i h o o d ( theta , x , y , ye r r )
def l o g l i k e l i h o o d ( theta , x , y , ye r r ) :
m, b , l o g f = theta
model = m ∗ x + b
sigma2 = yer r ∗∗ 2 + model ∗∗ 2 ∗ np . exp (2 ∗ l o g f )
return −0.5 ∗ np .sum( ( y − model ) ∗∗ 2 / sigma2 + np . l og (
sigma2 ) )
def run sampler (m true , b true , f t r u e , parameters , num) :
N = 50
x = np . s o r t (10 ∗ np . random . rand (N) )
ye r r = 0 .1 + 0 .5 ∗ np . random . rand (N)
y = m true ∗ x + b true
y += np . abs ( f t r u e ∗ y ) ∗ np . random . randn (N)
y += yer r ∗ np . random . randn (N)
n l l = lambda ∗ args : − l o g l i k e l i h o o d (∗ args )
i n i t i a l = np . array ( [ m true , b true , np . l og ( f t r u e ) ] ) + 0 .1 ∗ np .
random . randn (3)
so ln = minimize ( n l l , i n i t i a l , a rgs=(x , y , ye r r ) )
pos = so ln . x + 1e−4 ∗ np . random . randn (32 , 3)
nwalkers , ndim = pos . shape
sampler = emcee . EnsembleSampler ( nwalkers , ndim , l o g p r obab i l i t y ,
a rgs=(x , y , ye r r ) )
sampler . run mcmc ( pos , 10000 , p rog r e s s=True )
tau = sampler . g e t au to co r r t ime ( )
burnin = int (2 ∗ np .max( tau ) )
th in = int ( 0 . 5 ∗ np .min( tau ) )
samples = sampler . g e t cha in ( d i s ca rd=burnin , f l a t=True , th in=th in
)
l og prob sample s = sampler . g e t l o g p r ob ( d i s ca rd=burnin , f l a t=
True , th in=th in )
l o g p r i o r s amp l e s = sampler . g e t b l ob s ( d i s ca rd=burnin , f l a t=True ,
th in=th in )
np . save txt (
” cha in {} . dat ” . format (num) , samples , d e l im i t e r=”\ t ” ,
header=”\ t ” . j o i n ( parameters ) ,
)
nchains = 8
m true = −0.9594
b t rue = 4.294
f t r u e = 0.534
header = [ ”m” , ”b” , ” l o g f ” ]
np . save txt (
” i n j e c t e d . txt ” , [ [ m true , b true , f t r u e ] ] , d e l im i t e r=”\ t ” ,
header=”\ t ” . j o i n ( header )
)
for num in range ( nchains ) :
run sampler (m true , b true , f t r u e , header , num)
14
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