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1 JOHDANTO 
 
Tämä opinnäytetyö käsittelee tiedonvälityspalvelua, joka on ohjelmoitu C#-ohjelmointikielellä. Käsit-
telen myös ohjelmoinnin tukena käytettyjä ohjelmistokehityksen tekniikoita ja prosesseja painottaen 
silti enemmän sovelluksen toimintaan ja tekniikoihin. 
  
Työn toimeksiantajana toimi nykyinen työnantajani YSP Oy, joka pyysi asiakkaan tarpeeseen ohjel-
mistoa, joka toimii tiedonvälittäjänä usean järjestelmän ja käyttäjän välillä. Tieto, jota välitetään, on 
liikenteen sujuvuuteen ja nopeuteen liittyvää tietoa, jota GPS-laitteiden valmistaja TomTom jakaa 
verkko-osoitteen ylitse palvelusovellukselle. 
 
TomTom Matka-aikapalvelu on C#-sovellus, joka hakee tietoa etäpalvelimelta ja tarjoaa haetusta 
tiedosta REST-rajapinnan muille käyttäjille ja järjestelmille. Tietoa myös manipuloidaan rajapintaa 
varten sopivaksi ennen kuin se julkaistaan. Käyttäjille ja järjestelmille annetaan myös mahdollisuus 
luoda rajapinnassa Nodeja. Nodelle voi antaa nimen ja liittää siihen olemassa olevia linkkejä. Kun 
Node palautetaan REST-kutsun avulla, se laskee painotetun keskiarvon kaikista linkeistä Noden si-
sällä yksittäisen linkin pituuden mukaan ja tästä muodostuu ohjelman ydin. 
 
Palvelu korvaa nykyisen, vanhentuneen järjestelmän. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
1.1 Lyhenteet ja määritelmät 
 
Node (JourneyLink Collection) 
- Sisältää kokoelman Linkeistä 
 
Linkki (JourneyLink) 
- Yksittäinen linkki, joka sisältää linkkikohtaista tietoa, esim. ID, keskinopeus ja tiedon laatu 
 
JSON (JavaScript Object Notation) 
- Tiedonvälityksessä käytetty yksinkertainen tiedostomuoto 
 
XML (Extensible Markup Language) 
- Merkintäkieli, jota käytetään dokumenttien ja tiedostojen tiedon formaattina 
 
REST (Representational State Transfer) 
- HTTP-protokollaan perustuva rajapintojen arkkitehtuurimalli 
 
SVN (Subversion) 
- Versionhallintajärjestelmä, joka hajauttaa ohjelman lähdekoodin koko kehitystiimille 
 
C# (C sharp Programming Language) 
- Vahvasti tyypitetty, oliopohjainen ohjelmointikieli 
 
HTTP (Hypertext Transfer Protocol) 
- Selaimien ja WWW-palvelimien tiedonsiirtoon käyttämä protokolla 
 
URL (Uniform Resource Locator) 
- Merkkijono, joka osoittaa WWW-sivun osoitteen 
 
Scrum (Software Development) 
- Ketterän ohjelmistokehityksen viitekehys 
 
SVN-Client (Subversion client) 
- Asiakasohjelma versionhallinan käsittelyyn 
 
YAML (YAML Ain't Markup Language) 
- Merkintäkieli, jota käytetään yleisesti konfiguraatiotiedostoissa 
 
 
 
 
 
2 YSP OY 
 
“YSP Oy suomalainen älykkään liikenteen ja erilaisten älykkäiden ohjausjärjestelmien asiantuntijayri-
tys.” (YSP lyhyesti, ei pvm.) 
 
KUVA 1. YSP lyhyesti 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
2.1 Yrityksen lyhyt esittely 
 
YSP Oy on jyväskyläläinen yritys. Henkilöstöä on n. 30 joista ICT-ryhmään kuuluu alle 10 henkilöä. 
Loput työntekijöistä ovat automaatio- tai sähkötekniikan ammattilaisia. Yrityksen historia alkaa vuo-
desta 1984, jolloin se toimi sähköpalveluiden parissa. 90-luvun puolivälissä yritys laajensi toimin-
taansa ICT-alueelle kasvavien markkinoiden ja vaatimusten lisääntyessä. Vuonna 2010 ImTech osti 
YSP Oy liiketoiminnan ja myöhemmin kuvioihin tuli Dynniq konserni, johon YSP Oy nykyään kuuluu. 
Kuvassa 2 on hahmotelma yrityksen historiasta. (YSP historia, ei pvm.) 
 
 
KUVA 2. YSP historia 
 
 
 
YSP Oy toimintaa ohjaa vahvasti ISO 9001:2008 standardin mukainen laatujärjestelmä, jonka sertifi-
kaatti löytyy yrityksen nettisivuilta osoitteesta: 
 
  https://www.ysp.fi/laatu/ 
 
Tämän hetkisestä organisaatiosta on myös piirretty rakennekuva, jolla voidaan kuvastaa työntekijöi-
den vastuualueita, katso kuva 3. 
 
 
KUVA 3. YSP Organisaatio 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
2.2 Dynniq Finland ja Dynniq Nordics 
 
Dynniq Finland on YSP Oy:n sisaryhtiö, joka on johtava älykkään liikenteen ohjaus- ja valvonta- 
järjestelmien sekä julkisen valaistuksen toimittaja Suomessa ja kansainvälisesti. 
(Dynniq lyhyesti, ei pvm.) 
 
 
KUVA 4. Dynniq Finland lyhyesti 
 
Dynniq Finland on osa Dynniqin Nordics organisaatiota. Tähän organisaatioon kuuluu Suomen lisäksi 
Hollannin, Ruotsin ja Puolan yksiköt, katso kuva 5. 
 
 
KUVA 5. Dynniqin organisaatio 
2.3 Dynniq-konserni 
 
Dynniq on monikansallinen konserni, johon YSP Oy kuuluu. Dynniqin pääkonttorit sijaitsevat Hollan-
nissa ja työntekijöitä koko konsernissa on n. 2000. Dynniq on merkittävä tekijä liikenteen ja valvo-
mojärjestelmien parissa ympäri maailman. 
 
 
KUVA 6. Dynniq-konserni kokonaisuutena 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
3 OHJELMISTOKEHITYKSEN TYÖKALUT 
 
Ohjelmistokehitys on kehitystä, jossa ohjelman koko elinkaari rakennetaan suunnittelusta, ohjel-
moinnista ja testaamisesta kunnes kehityksen lopputuotteena on valmis ohjelma. (Ohjelmistokehi-
tys, ei pvm.) 
 
Ohjelmistokehityksen keskipisteessä ovat yleensä Scrum ja ketterän kehityksen menetelmät. Opin-
näytetyön aikana sovelsimme tätä työskentelytapaa ja loimme tehtäviä, jotka määrittelivät ohjelman 
toiminnot ja toteutuksen. 
 
 
3.1 C#-ohjelmointikieli ja Visual Studio 2015 
 
3.1.1 C#-ohjelmointikieli 
 
Ohjelma ohjelmoitiin C# (C Sharp) ohjelmointikielellä. C# on Microsoftin kehittämä olio-ohjelmointi-
kieli, joka on hyvin suosittu ketterän kehityksen, tehokkuuden, laajojen kirjastojen ja helppokäyttöi-
syyden takia. Kieli kuuluu .NET perheeseen kielien F# ja Visual Basicin kanssa. C#-ohjelmointikieli 
oli hyvin luonnollinen valinta opinnäytetyön ohjelmointikieleksi: omien projektien ja harrastuneisuu-
den kautta kielen käyttäminen on helppoa ja tehokasta. Myös kieltä itsessään on hyvin miellyttävä 
kirjoittaa Visual Studion ennakoivan syötön kanssa.  
 
C#-ohjelmointikieli syntyi ajatuksesta yhdistää helppous ja tehokkuus. Kielen alkuperäiset kehittäjät 
Anders Hejlsberg, Scott Wiltamuth ja Peter Golde tekivät yhteistyötä uuden ohjelmointikielen kehi-
tysprojektissa, jonka pohjana olivat C-ohjelmointikielen tehokkuus sekä Java-ohjelmointikielen help-
pous ja tuloksena oli tehokas, mutta helppokäyttöinen ohjelmointikieli, joka julkaistiin heinäkuussa 
2000. (ECMA-334,2017,22.) 
 
Kielen ominaisuuksiin kuuluu vahva muuttujien tyypitys, olio-ohjelmoinnin mallinnukset ja kieli tukee 
lähes kaikkia nykyaikaisia tekniikoita kuten esimerkiksi:  
 
- Periytyminen 
- Delegaatit 
- Polymorfismi 
- Luokkamallinnus 
- Asynkroniset tehtävät 
- Automaattinen roskienkeräys (Garbage collection, GC) 
(Olio-ohjelmointi, ei pvm.) 
 
 
 
 
 Ohjelman kääntyminen konekielelle on pitkä prosessi. Konekieli, on matalan tason kieli, jota käyttö-
järjestelmä ymmärtää. Kääntämiseen käytetään tässä työssä Visual Studio ohjelmointiympäristöä, 
joka hoitaa käännöstyön delegoinnin käyttäjän puolesta, ohjelman kääntäminen olisi huomattavasti 
aikaa vievä prosessi ilman Visual Studiota. Käännökseen ympäristö hakee projektista (.cs) tiedostot, 
referenssit, luokat ja mahdolliset lisätyt resurssit. Käännöstyön tekevät tulkit ovat järjestyksessä: C# 
> MSIL(CLR) > JIT > konekieli. Katso kuva 7. 
 
 
KUVA 7. Lähdekoodin kääntäminen 
 
C# ohjelman kääntäminen konekieleksi on huomattavasti helpompaa kuin C tai C++ kielellä ja jous-
tavampaa kuin Javalla. (Introduction to the C# Language and the .NET Framework, 2015) 
 
 
3.1.2 Visual Studio 2015 
 
Visual Studio on Microsoftin kehittämä ohjelmankehitysympäristö. Ohjelmalla pystyy kehittämään 
useilla eri ohjelmointikielillä ja esiasennusvaiheessa voi valita yleisimmistä ohjelmointikielistä halu-
tun. Luonnollisesti tässä projektissa C# oli asennettuna ja ohjelma kirjoitettiin Visual Studion käyttö-
liittymällä. (Microsoft Visual Studio,2017) 
 
 
 
 
 
3.2 REST 
 
REST on http-protokollaan perustuva arkkitehtuurimalli rajapinnoille. 
Tämän arkkitehtuurinmallin kehitti Roy Fielding 90-luvun loppupuolella ja sai sen valmiiksi vuonna 
2000. (Representantional state transfer, 2018) 
 
Tärkeimmät ominaisuudet REST arkkitehtuurimallissa on tiedon hakeminen (GET), poistaminen (DE-
LETE), päivittäminen (PUT) ja vieminen (POST) olemassa olevaan REST-resurssiin. REST mallinnusta 
ei pidä sekoittaa RESTful käsitteeseen, joka on REST arkkitehtuurimallia impletoiva webpalvelu. 
(Representantional state transfer, 2018) 
 
Opinnäytetyössäni sovellus tarjoaa REST rajapinnan asiakkaalle. Rajapinta on suunniteltu Swagger 
nimisellä palvelulla, jolla pystyy myös generoimaan pohjia webpalveluille. Swagger on vapaanlähde-
koodin julkaisu. (Swagger specification, 2018) 
 
 
3.3 Jenkins 
 
Ohjelmistokehitykseen kuuluu usein paljon automatisointia. Ohjelmoijat pyrkivät tekemään koodia, 
jota voidaan uudelleen käyttää. Tämä on myös olio-ohjelmoinnin yksi tärkeimmistä ominaisuuksista. 
(Olio-ohjelmointi, ei pvm.)   
 
Jenkins toimii tässä tilanteessa projektin kääntäjänä. Jenkins hakee uusimman lähdekoodin SVN-
palvelimelta projektikohtaisen konfiguraation mukaan. Tämän jälkeen Jenkins ajaa projektille mah-
dolliset lisätyt testit, kääntää ohjelman, tallentaa ohjelmasta artifaktit ja lopuksi generoi raportin kai-
kesta tapahtuneesta. (Jenkins, 2018) 
 
Artifakti on valmis sovellus. Sen voi lataa pakattuna .zip-tiedostona, jonka sisällä ovat valmiin ohjel-
man ajotiedostot. Tämä on yleensä se lopputuote, mikä asiakkaalle annetaan. Jos Jenkins jostain 
syystä ei pysty kääntämään sovellusta, esimerkiksi ohjelmointivirheen tai epäonnistuneen testin ta-
kia, Jenkins ei palauta artifaktia ja projekti näkyy Jenkins palveluissa epäonnistuneena kääntönä. 
(Jenkins, 2018) 
 
Jenkinsin käyttöliittymässä jokaiselle uudelle projektille luodaan työ. Työ on se prosessi, jonka Jen-
kins tekee lähdekoodille. Kun työ onnistuu niin Jenkins merkkaa projektille Auringon kuvan, muussa 
tapauksessa projektin kuvake saattaa olla erilainen. Aurinko ikoni merkkaa sen, että projekti on jo 
useamman kerran kääntynyt ilman ongelmia. Sateinen pilvi tarkoittaa, että projektin kääntymisessä 
on ollut ongelmia. (Jenkins käyttöliittymä, ei pvm.) 
 
 Kuva 8. Jenkins käyttöliittymä 
 
 
3.4 ElasticSearch 
 
Lucene nimisestä tiedonhakukirjastosta pohjautuva ElasticSearch, on tietokanta joka koostuu doku-
menttipohjaisesta NoSQL tietokannasta. ElasticSearch jäsentelee kaiken tiedon indekseihin ja tarjoaa 
web-käyttöliittymän kautta JSON muotoista tietoa. Indeksit ovat uniikkeja ja niillä on myös tyyppi. 
Esimerkissä tiedonrakenne: 
 
ElasticSearch: Indeksi[tyyppi] 
  Malli: Twitter[tweet] 
   TwitterUser[user] 
   Log[string] 
 
Guilianon (2016-02-02) mukaan ElasticSearch on täysin tekstipohjainen tietokanta. 
Opinnäytetyössäni käytettiin tietokantana ElasticSearchia tietojen tallentamiseen sekä tiedon persis-
tointiin.  
 
 
3.5 Kibana 
 
Kibana on kehitetty ElasticSearchin tietokannan hallintaa varten. Se toimii web-käyttöliittymän 
kautta täysin itsenäisenä ohjelmana. Kibana on kehittäjälle tärkeä työkalu, jolla indeksien rakenteet 
voi tarkistaa, luoda sekä visualisoida. 
 
 
 
 
 
Käyttöliittymän tärkeimmät ominaisuudet ovat: 
 
 Tiedonhaku 
 Visualisoiminen 
 Kehityskonsoli 
 
 
Kuva 9. Kibanan käyttöliittymä 
 
Tiedonhaku Kibanassa toimii kirjoittamalla hakusana query-kenttään. Ohjelma tekee kyselyn Elas-
ticSearchiin, ja vastaus palautuu JSON muodossa. Kuvassa 9 oikealla näkyy palautunut tieto. 
Tiedonhaussa voidaan käyttää myös loogisia operaattoreita tai esimerkiksi päivämäärää. 
 
Toinen tärkeä ominaisuus Kibanassa on tiedon visualisointi. Käyttäjä voi tehdä esimerkiksi piirakka-
maisen esityksen hakutuloksen tiedoista ja tallentaa siitä oman instanssin. Näitä instansseja pysty-
tään liittämään koelautaan eli dashboardiin, jolloin tiedon muutokset näkyvät reaaliaikaisina. 
Dashboard toimii siis tiedon näyttämönä, kun taas instanssit toimivat näyttelijöinä. 
 
Kibanan yksi tärkeimmistä ominaisuuksista mielestäni on erittäin monipuolinen kehittäjäkonsoli. Kon-
solissa voidaan ajaa JSON-muotoisia käskyjä ElasticSearchiin käyttämällä http-protokollan verbejä, 
katso kuva 6 vasen puoli: 
 
 PUT (Päivitys) 
 POST (Lisäys) 
 GET (Haku) 
 DELETE (Poisto) 
 
 (Kibana User Guide, 2018) 
 
 
 
 
 
3.6 SVN 
 
SVN, eli toisin sanoen Subversion on versionhallintajärjestelmä, joka perustuu keskitettyyn tietokan-
taan. Versionhallinta on yleisesti käytössä koko ohjelmistoalalla ja sen suurin yksittäinen käyttösyy 
on ylläpitää ohjelmistoista versiokopioita ja mahdollistaa ohjelmistotalon yhteisen työskentelyn ohjel-
man parissa.  
 
Subversion käytön kannalta tärkeimmät käsitteet ovat: 
 
 Arkisto 
 Työkopio 
 
Arkisto on koko versionhallinnan tiedon lähde. Arkistoon voidaan tallentaa työkopioita ja sieltä voi-
daan palauttaa työkopioita halutulla versionumerolla. Arkiston tehtävä on ylläpitää täydellistä muu-
toshistoriaa kehittäjän työkopioista ja tarjota tietoa varmuuskopioiden tuottamiseen. 
 
Työkopio on kopio muutoksista, jotka kehittäjä on tuottanut ja ohjelmoinut omalla koneellaan. Tämä 
kopio voidaan lähettää erillisellä asiakas-sovelluksella arkistoon, josta muut kehittäjät voivat sen ha-
kea omalle työasemalleen ja tehdä muutoksia siihen häiritsemättä muiden ohjelmoijien työtä. (Tor-
toiseSvn, ei pvm.) 
 
 
3.7 JSON ja XML 
 
JSON ja XML ovat yleisesti käytettyjä tiedostomuotoja tiedonsiirrossa. Kumpikin on luotu selventä-
mään tiedon tallennusta ja hallintaa. Palveluni käyttää näitä molempia muotoja tiedon joko kuljetta-
miseen tai sen lukemiseen.  
 
3.7.1 JSON 
 
JSON on avoimen standardin tiedostomuoto tiedonvälityksessä ja alun perin JavaScriptin ominai-
suus. JavaScriptistä huolimatta JSON on lähteestään riippumaton ja on yleisesti käytössä lähes kaik-
kialla missä tietoa siirretään palvelutyyppisesti. JavaScript perimästä on jäljellä vielä sen verran, että 
JSON-lyhenne tulee nimestä: ”JavaScript Object Notation”. (JSON, 2017) 
 
Ohjelmassani REST-rajapinnan kaikki käskyt toimivat JSON mallinnuksella. Rajapinta myös palauttaa 
kaiken löydetyn tiedon JSON-tyyppisenä. 
 
 Kuva 10. JSON mallikuva 
 
3.7.2 XML 
 
XML on merkkauskieli, joka kuvaa tallennettua tietoa niin, että myös suurempia tietomääriä olisi hel-
pompi hahmottaa ja jäsentää. XML lyhennys tulee englanninkielisestä nimestä: ”Extensible Markup 
Language”. Tietoa voidaan tallentaa hallitusti ja yleensä tiedostoa lukemalla saa hyvän ymmärryksen 
tiedon käyttötarkoituksesta. Kuvassa 11 ilmenee tämä käsite hyvin selvästi. (w3schools ja W3C, ei 
pvm) 
 
 
Kuva 11. XML mallikuva 
  
Opinnäytetyössäni ohjelma purkaa verkon yli ladatun XML tiedoston ja rakentaa siitä luokkamallinuk-
sen mukaan olioita. Ohjelman kaikki tieto tulee siis XML formaatilla. 
  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
4 SUUNNITTELU 
 
Ohjelma suunniteltiin yhdessä kokeneemman työntekijän kanssa. Tästä huolimatta päävastuu ohjel-
man suunnittelusta ja toteutustavasta olivat minulla. 
 
4.1 Vaatimusmäärittely 
 
Ohjelman suunnittelu lähti liikkeelle asiakkaan toimittamasta vaatimuslistasta. Ohjelman valmistum-
iskriteerit olivat YSP Oy:ssä, että: 
 
 Ohjelmisto on Jenkins alustalla ja ohjelma kääntyy ilman virheitä 
 Ohjelma täyttää vaatimusmäärittelyn 
 
 
Kuva 12. Kuvakaappaus osasta vaatimusmäärittelyä 
  
 
 
 
 
 
4.2 REST-rajapinta ja Swagger 
 
Rajapinnat ovat tärkeitä ohjelmiston käyttöä ajatellen. Ne yksinkertaistavat ja helpottavat ohjelman 
ulkopuolista käyttöä. Tästä syystä suunnittelin ja toteutin Swagger-palvelulla rajapinnan ohjelmalle, 
katso kuva 13 rajapinnan rakenteesta. 
 
 
Kuva 13. Rajapinnan malli 
 
Swagger sisältää YAML tekstieditorin, johon kirjoitetut merkinnät kääntyvät reaaliajassa graafiseksi 
näkymäksi. Kuvassa 14 on kuvankaappaus YAML kielestä. 
 
 
Kuva 14. Kuvankaappaus Yaml kielestä 
Rajapinta määrittelee, mitkä ohjelman toiminnot ovat ulospäin käytettävissä ja miten niiden avulla 
voidaan ohjelman tarjoamaa tietoa hakea, päivittää, poistaa, tuoda tai käyttää. Esimerkiksi kaikkien 
linkkien hakeminen järjestelmästä tapahtuisi kutsulla: 
 
  http://127.0.0.1:80/api/links 
 
Rajapinnan mukaan palautus tulisi JSON muodossa: 
 
 
Kuva 15. JSON-datarakenne 
 
4.3 Viestien rakenne 
 
Kaikki ohjelman viestit toimitetaan webpalvelimen yli JSON muodossa. Järjestelmä toimii http-proto-
kollan pohjalta ja helpoin tapa siirtää tietoa on formatoida se JSON muotoon. JSON on hyvin yleinen 
tiedostomuoto ja sitä tukee lähes kaikki tiedonsiirtoon perustuvat palvelut. Kuvassa 15 on tietora-
kenne yksittäiselle linkille. Tässä JSON tekstissä näkyy hyvin selvästi kaikki oleellinen tieto, mitä jär-
jestelmä lähettää ja tietotyypit. 
 
4.4 Testiautomaatio 
 
Sovelluksen luotettavuutta ja määrityksen todentavia automaatiotestejä luodaan yleisesti kaikkialla 
missä suunnitellaan ja ohjelmoidaan ohjelmistoja. Projektin yksi tavoitteista oli luoda TDD-menetel-
män mukaan testejä ohjelman funktioille ja niillä todentaa sovelluksen tila.  
 
TDD tulee englanninkielisestä sanasta: ”Test Driven Development”. Tämä kehitystapa on hyväksi 
todettu vaikkakin projektin alussa enemmän aikaa vievä lähestymistapa. Kun testit on määritelty 
hyvin ja ohjelmoitu kehitykseen mukaan, niin voidaan sovelluksen luotettavuutta parantaa huomat-
tavasti, kun pystytään todistamaan, että ohjelman koodi on määrityksen mukaista ja toimii niin kuin 
sen on luvattu toimia. 
 
Kun kaikki ohjelman testit menevät läpi voidaan todeta, että ohjelmisto on valmis ja määrityksen 
mukainen. Projektin automaatiotestit ajetaan Jenkins worker palvelimilla, mutta myös paikallisesti 
Visual Studiossa. 
 
5 TOTEUTUS 
 
Visual Studio on keskeisessä roolissa toteutuksen aikana, sillä kaikki ohjelmakoodi on kirjoitettu juuri 
Visual studiolla. Käydään läpi ohjelman oleellisimmat vaiheet eli linkit, nodet ja käyttöliittymä. 
 
5.1 Ohjelmistorakenne 
 
Ohjelman alussa suunniteltiin luokkamallinnus ja arkkitehtuurikuva, jonka perusteella lähdettiin teke-
mään ohjelmaa. Arkkitehtuurikuvassa käsitellään ohjelman rakennetta, ohjelmistokehitykseen valit-
tuja rakenteita ja kuvataan toimintaa visuaalisilla objekteilla, katso arkkitehtuurimalli kuvasta 16. 
 
 
  
Kuva 16. Arkkitehtuurikuva 
 Arkkitehtuurimallissa näkyy oleellisesti ohjelman rakenne niin, että on kuvattu tärkeimmät toiminnallisuudet 
laatikoita. Tämä helpottaa ohjelman rakenteen ymmärtämistä, vaikka ohjelmassa olisi useampi luokka tai 
monimutkaisia rakenteita. 
 
Myös kehitykseen liittyvä staattisten tietojen hakuprosessi ja ketterän kehityksen teoria versiohallinnan 
kautta on kuvassa alkeellisesti esitetty. 
 
5.2 Linkkien luominen ja hallinta 
 
Ohjelma pitää yllä listaa linkeistä. Linkki on projektin sisällä oleva luokka, josta voidaan tehdä olioita 
eli instansseja. Näitä olioita ylläpitää hallintaluokka. 
 
Linkit muodostuvat useammasta kokonaisuudesta: 
 
 Reaaliaika tieto 
 Staattinen tieto 
 Käyttäjän lisäämä tieto 
 Aikaleimat 
 
Reaaliaika tieto tulee TomTomin etäpalvelimelta. Ohjelma päivittää olemassa olevia olioita, jos etä-
palvelimelta palautunut linkin sisältämä reaaliaika tieto on muuttunut. 
Staattinen tieto tulee ohjelman hakemistoista. Tämä tieto on aikaisemmin purettu Jenkins palveli-
mella ja lisätty ohjelman juureen, josta se haetaan yhden kerran ohjelman käynnistyessä. 
Käyttäjän lisäämä tieto tulee rajapinnan kautta. Käyttäjät voivat lisätä jokaiseen linkkiin linkkikoh-
taista tietoa key-value menetelmällä. 
 
 
Kuva 17. Linkkiluokan rakenne 
Key-value menetelmä tarkoittaa tiedon tallennustapaa. Sanan mukaisesti key on avain, ja value on 
tietoa. Esimerkiksi voidaan tallentaa tai hakea tietoa niin, että haluttu arvo etsitään listasta joka si-
sältää avaimen indeksinä ja tiedon indeksin osoittamassa lohkossa. 
 
Linkit sisältävät myös aikaleimoja. Aikaleimoja on kaksi, joista toinen pitää yllä aikaa viimeisestä 
muutoksesta ohjelman tekemänä ja toinen pitää yllä aikaa viimeisestä muutoksesta etäpalvelimen 
tiedossa. Tällä voidaan varmistaa se, että vikaantuessa ohjelman käsittelemä tieto on varmasti aika-
leimattu, kun se on muuttunut, tällä voidaan myös arvioida, että onko vika sovelluksessa vai etäpal-
velimessa. 
 
Ohjelman ensimmäisellä ajokieroksella luodaan hallintaobjekti, joka pitää yllä linkkien päivittämistä 
ja muita muutoksia. Ohjelma hakee tietoa TomTomin palvelimelta syklisesti, asetetun ajan perus-
teella. 
 
Jos palautuneessa tiedossa on muutoksia niin hallintaobjekti tarkistaa kaikki olemassa olevat linkit ja 
vertaa sitä uuteen tietoon. Kaikista uusista muutoksista tehdään uusi linkkiolio, joka yli kirjoittaa 
vanhan olion. 
  
 
5.3 Noden luominen ja hallinta 
 
Node-luokan rakenne on hyvin paljon vastaava linkkiluokan rakenteen kanssa. Noden pohjimmainen 
tarkoitus on tallentaa useampi linkki instanssi yhteen olioon yhdeksi kokonaisuudeksi ja antaa tälle 
oliolle nimi tai tunniste. Käyttäjä voi siis luoda noden, antaa sille nimeksi esimerkiksi ”Helsingin ja 
Hämeenlinnan välinen moottoritie” ja lisätä nodeen kaikki ne linkit, jotka ovat osoitetulla välillä. 
 
Nodeja hallitaan rajapinnan http-kutsuilla: GET, DELETE ja PUT. 
Järjestelmään lisätyt nodet voidaan palauttaa rajapinnan ylitse http-verbillä GET: 
 
  GET http://127.0.0.1:80/api/nodes 
 
Jos halutaan palauttaa yksittäinen node, niin käytetään samaa GET verbiä, mutta lisätään verkko-
osoitteen perään vielä halutun noden nimi tai tunniste: 
 
  GET http://127.0.0.1:80/api/node/katu1-5 
 
Nämä pyynnöt palauttavat JSON muotoista tietoa nodeen tallennetuista linkeistä, esimerkiksi kaik-
kien linkkien sisältämästä liikenteen nopeuksista, tiedon laadusta ja muista muuttujista lasketaan 
painotettu keskiarvo. 
 
 
Järjestelmään luotuja nodeja pystytään lisäämään, sekä päivittämään PUT verbillä, samalla pitää 
toimittaa JSON muotoinen tietorakenne, joka sisältää tarvittavat tiedot noden luomiseen: 
 
  PUT http://127.0.0.1:80/api/node/{tunniste} 
 
Esimerkki JSON muotoisesta tiedosta jossa esitellään kaikki ne linkit, jotka lisätään tai päivitetään 
nodeen: 
{ 
 “Links”: { 
 “190238120380s98asd802”, 
 “apkosd92p19012jdpojad”  
} 
} 
  
Kun nodelle tehdään PUT kehote, niin ohjelma tarkistaa, onko tunnisteen mukaista nodea olemassa. 
Jos ohjelma löytää jo olemassa olevan noden, niin entinen linkkikokonaisuus yli kirjoitetaan uudella 
tiedolla. Muussa tapauksessa luodaan uusi node ja syötetään annetut arvot. 
 
Noden luomiseen tarvittavat linkit käyttäjä pystyy palauttamaan GET verbillä: 
 
 GET http://127.0.0.1:80/api/links 
 
Noden pystyy myös poistamaan, yksinkertaisesti DELETE verbillä: 
 
 DELETE http://127.0.0.1:80/api/node/{tunniste} 
  
Kaikki rajapinnan pyynnöt menevät ohjelman kautta niin, että virheellisistä pyynnöistä tulee http tila-
koodi. Esimerkki erilaisista tilakoodeista: 
 
 200 Successful operation, data returned. 
 204 Successful operation, no data returned. 
 400 Bad request. 
 404 Link/node not found. 
 
5.4 Käyttöliittymä 
 
Ohjelmalla ei suoranaisesti ole graafista käyttöliittymää, koska ohjelma ajetaan palveluna käyttöjär-
jestelmän avautuessa ja sillä ei ole Formia. Formi on sovelluksen ikkuna tai näkymä. 
 
Tästä huolimatta ohjelma tarjoaa REST rajapinnan, jonka mallintamiseen on käytetty Swagger pal-
velua. Swagger osaa luoda tässä mallista automaattisesti web-käyttöliittymän, kuten kuvassa 18. 
näkyy.  
Käyttöliittymä ei ole oleellisesti tärkeä, sillä palvelua käyttää pääsääntöisesti erilliset ulkoiset järjes-
telmät, mutta on hyvä ylläpitää graafista rajapintaa, jos halutaan tehdä jotain manuaalisesti. 
 
 
 
Kuva 18. Kuvakaappaus verkkosivulta 
 
Kun kuvan ”nappeja” painaa hiirellä, niin avautuu palkki, jolloin käsky voidaan ajaa ja käyttöliitty-
mään palautuu kyseisen toiminnan tuottama tieto tai tilakoodi, katso kuva 19. 
 
 
Kuva 19. /api/links toiminnon alavalikko. 
6 JATKOKEHITYS 
 
Kehityksen aikana nousi muutamia kysymyksiä ilmaan siitä, että miten ohjelmistoa voitaisiin kehittää 
ja viedä eteenpäin. Nykyinen ASP.Net projekti on osittain vanhentunut ja korvattu uudemmalla tek-
niikalla, Swagger palvelun tuottama pohjakoodi kuitenkin generoitu vanhemmalle pohjalle ja tämä 
huomattiin vasta myöhemmin. 
 
6.1 .Net Framework muutos 
 
Ohjelman jatkokehitysideaksi valitsin .Net Framework muutoksen, tämä muutos muuttaisi nykyisen 
ASP.Net projektin laajempaan .Net Frameworkkiin ja projekti sisältäisi erikseen itsenäisen webpalve-
lun. Ideana olisi luoda yhtäläinen projektikokonaisuus muiden sovellusten kanssa, yrityksen Jenkins 
palvelin ei esimerkiksi sisällä välttämättä ASP.Net kääntäjää tai tarvittavia kirjastoja ja yhden projek-
tin takia niiden asentaminen vie turhaa tilaa ja aiheuttaa muutenkin mahdollisia ongelmia jatkokehi-
tyksessä. 
 
7 YHTEENVETO OPINNÄYTETYÖSTÄ 
 
Opinnäytetyön tuloksena syntyi sovellus, joka päivittää vanhentuneen järjestelmän. Työ opetti ja 
vaati tekijäänsä perehtymään uusiin tekniikoihin ennakkoluulottomasti ja haastoi tekemään koko 
ohjelmistokehityksen elinkaaren. Projektin aikana muutama osa-alue jäi pienemälle huomiolle, kuten 
automaatiotestit ja web-käyttöliittymän muokkaus yrityksen ulkoasuun, mutta tulevaisuudessa nä-
mäkin asiat toteutetaan. 
 
Sovellus itse onnistui mielestäni hyvin. Palvelu toimii odotettua tehokkaammin ja on todistettavasti 
ollut ajossa viikon ilman, että sitä olisi tarvinnut korjata. Kehityksen aikana ohjelmaan kuitenkin tuli 
muutamia virheitä ja joitain rakenteellisia muutoksia, jotka vaikuttivat ohjelmakoodin rakenteen siis-
teyteen ja joidenkin funktioiden rakenteisiin niin, että niistä saisi jatkokehitykseen vielä hyviä tehtä-
viä. 
  
Ohjelmistokehityksen periaatteet tulivat tämän projektin ansiosta tutuiksi ja projektin aikana huo-
masi, miksi monia tekniikoita on kehitetty, jotta työn tekeminen ja koodin lopputulos olisivat ihan-
teelliset, tästä hyvä esimerkki on TDD-menetelmä eli Test Driven Development, tämä tarkoittaa siis 
sitä, että ensin esitellään ohjelman funktiot, suunnitellaan ja kirjoitetaan määrityksen mukaiset tes-
tit, kirjoitetaan funktioiden sisälle ohjelmakoodia ja ajetaan testit. Kun testi menee läpi, voidaan to-
deta, että tämä osa-alue on varmasti toimiva ja ohjelman luotettavuus kasvaa. Tätä menetelmää 
tulen jatkossa painottamaan ja opettelemaan enemmän. 
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