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Resumen El desarrollo global del software es una tendencia en creci-
miento, por el auge de la globalizacio´n y fusio´n de empresas. Como en
cualquier desarrollo de un proyecto la meta es alcanzar un producto de
calidad y que la gestio´n del proceso sea eficiente, visible y consistente.
Adema´s, la construccio´n de productos requiere el uso de conocimiento.
Otro aspecto significativo es la gestio´n del conocimiento aplicada al pro-
ceso de desarrollo, con especial e´nfasis, en los casos que los requerimientos
son cambiantes.
La importancia de la administracio´n del conocimiento motivo´ el inicio
del estudio y ana´lisis de herramientas colaborativas distribuidas para la
mejora en el manejo de proyectos y as´ı alcanzar beneficios en el proceso y
por ende en el producto. La relevancia de este trabajo es la presentacio´n
de experiencias en el uso de herramientas colaborativas para la gestio´n
del conocimiento para el desarrollo global y distribuido de software. Y
la comparacio´n de las mismas, que servira´ como para´metro al momen-
to de la eleccio´n de una herramienta para el desarrollo de un proyecto
distribuido.
Palabras claves: Gestio´n Conocimiento - Desarrollo Global de Software -
Procesos A´giles
1. Introduccio´n
La disciplina de ingenier´ıa de software promueve la utilizacio´n de principios, me-
todolog´ıas y herramientas basadas en formalismo y rigurosidad, abstraccio´n, modula-
ridad. Y como concepto importante, la consideracio´n del software como un producto,
en el cual es importante verificar la calidad del mismo y garantizar los requerimientos
especificados. Adema´s debemos tener en cuenta que para la produccio´n de software, se
requiere de un uso intensivo del conocimiento.
En la actualidad y con gran auge, como influencia de la globalizacio´n, las fusiones
de algunas empresas y entornos altamente cambiantes, se han comenzado a desarrollar
proyectos de desarrollo con participantes que esta´n trabajando en diferentes regiones
de una misma organizacio´n. Asimismo, las metodolog´ıas tradicionales de desarrollo de
software llevan asociado un marcado acento en el control del proceso, promoviendo la
produccio´n de artefactos. Estos procesos, denominados tradicionales, han demostrado
ser efectivos en proyectos de gran taman˜o, particularmente en lo que respecta a la
administracio´n de recursos a utilizar y a la planificacio´n de los tiempos de desarrollo.
Sin embargo, el enfoque propuesto por estos me´todos no resulta el ma´s adecuado para
el desarrollo de proyectos donde los requerimientos del sistema son muy cambiantes,
surge la necesidad de reducir dra´sticamente los tiempos de desarrollo y al mismo tiempo
producir un producto de alta calidad.
Como alternativa a los me´todos tradicionales de desarrollo, surgen las Metodolog´ıas
A´giles. E´stas mantienen las pra´cticas esenciales de las metodolog´ıas tradicionales, pero
se centran en otras dimensiones del proyecto, como por ejemplo: la colaboracio´n con los
usuarios durante todas las etapas del proceso de desarrollo, y el desarrollo incremental
del software con iteraciones muy cortas que entregan una solucio´n a medida. Las Me-
todolog´ıas A´giles son ma´s adaptativas que predictivas, y ma´s orientadas a las personas
que a los procesos. Es por ello que las organizaciones que utilizan estas metodolog´ıas, se
han visto obligadas a cambiar su filosof´ıa y plan de trabajo para mantener y convertir
dicha informacio´n en conocimiento, y que la misma sea accesible para todos los inte-
grantes del equipo de desarrollo de tal forma que permita aplicar, adaptar e integrar
cambios ra´pidamente.
En la seccio´n 2 se presentan un conjuntos de conceptos utilizados (proceso a´gil,
gestio´n del conocimiento y desarrollo global del software). Seccio´n 3 presenta las ca-
racter´ısticas de la gestio´n del conocimiento aplicada al desarrollo global y distribuido.
Seccio´n 4 introduce varias experiencia de uso de herramientas colaborativas distribuidas
para la gestio´n del conocimiento en el desarrollo de proyectos aplicando la metodolog´ıa
a´gil Scrum y una comparacio´n de las funcionalidades que brindan. Y por u´ltimo, en la
seccio´n 5 se presentan las conclusiones.
2. Conceptos Previos
Proceso A´gil El Manifiesto A´gil [2] es un documento que incluye cuatro postu-
lados y una serie de principios asociados para el desarrollo a´gil. Sus postulados son:
1) Valorar al individuo y a las interacciones del equipo de desarrollo por encima del
proceso y las herramientas. 2) Valorar el desarrollo de software que funcione por sobre
una documentacio´n exhaustiva. 3) Valorar la colaboracio´n con el cliente por sobre la
negociacio´n contractual. 4) Valorar la respuesta al cambio por sobre el seguimiento de
un plan.
En funcio´n de estos postulados, el desarrollo a´gil de software, combina una filosof´ıa
y un conjunto de directrices de crecimiento; en donde la filosof´ıa busca la satisfaccio´n del
usuario final junto a la entrega temprana o ra´pida del mismo; la formacio´n de equipos
de proyecto con alta motivacio´n, es decir, trabajo colaborativo, me´todos informales de
programacio´n y simplicidad general del desarrollo del software. Todo esto para alcanzar
las metas propuestas por los equipos de trabajos de una manera ma´s ra´pida y eficaz
con menos desgate tanto humano como temporal. El ciclo de desarrollo que aplican
estas Metodolog´ıas A´giles es iterativo e incremental. Permite entregar el software en
partes pequen˜as y utilizables, conocidas como incrementos.
Gestio´n del Conocimiento. El conocimiento requiere entender la informacio´n.
No esta´ contenido solamente en informacio´n, sino en las relaciones entre los ı´tems de
informacio´n, su clasificacio´n y metadata. La experiencia es aplicada al conocimiento. La
gestio´n del conocimiento requiere conocer los niveles del conocimiento, caracter´ısticas
y las fases del ciclo de evolucio´n para su implementacio´n [10].
El conocimiento puede ser expl´ıcito o´ ta´cito. El expl´ıcito en general es ma´s fa´cil
de manejar, ya que es un conocimiento codificado y reconocido, como puede ser la
documentacio´n de procesos. El ta´cito es un conocimiento personal que los empleados
alcanzan a trave´s de la experiencia; este tipo de conocimiento es ma´s dif´ıcil de comu-
nicar y esta´ influenciado por la integralidad de la persona. El alcance del conocimiento
puede involucar una persona, un grupo, una organizacio´n, mu´ltiples organizaciones.
El ciclo de evolucio´n del conocimiento define las fases del conocimiento organiza-
cional. Las fases son:
1.- Creacio´n. Los miembros de la organizacio´n desarrollan conocimiento a trave´s del
aprendizaje, resolviendo problemas, innovacio´n, creatividad, e incorporacio´n de fuentes
externas.
2.- Captura. Los miembros adquieren y capturan informacio´n sobre el conocimiento
en forma expl´ıcita.
3.- Organizacio´n. Las organizaciones organizan, transforman o´ incluyen conocimien-
to en material escrito y bases de conocimiento.
4.- Acceso. Las organizaciones distribuyen el conocimiento por medio de la educa-
cio´n, programas de entrenamiento, sistemas automatizados basados en conocimiento,
o redes expertas.
5.- Uso. Es la u´ltima fase, en donde la organizacio´n utiliza el conocimiento, esto es,
el conocimiento esta´ disponible cuando sea que se lo necesite.
Desarrollo Global de Software El te´rmino desarrollo global de software (DGS)
ha sido utilizado por diferentes autores. Se han propuesto varias definiciones para
este te´rmino. Definicio´n 1 [9,11]: Las actividades de software globalmente distribuidas
entre varios sitios que esta´n ubicados en diferentes pa´ıses y continentes. Definicio´n
2 [6]: Todas las actividades del ciclo de vida del software donde el proyecto involucre
actores que esta´n dispersos al menos en dos sitios los cuales esta´n separados por l´ımites
fronterizos de pa´ıses o continentes, y t´ıpicamente en diferentes zonas horarias con un
grado de distancia socio-cultural entre los actores.
El DGS puede considerarse que surge como un efecto colateral de la fusio´n y adqui-
sicio´n de las compan˜´ıas. Adema´s se lo ha promovido como un modelo beneficioso para
el desarrollo de su propio software. Algunas ventajas son: -acceso a empleados renta-
bles, -acceso a gran cantidad de empleados cualificado, -proximidad al mercado y a los
clientes, -eficacia del huso horario e -innovacio´n y comparticio´n de mejores pra´cticas.
El desarrollo de software requiere los procesos de coordinacio´n, control y comu-
nicacio´n. El DGS es un desarrollo de software en un contexto distribuido, hereda los
mismos procesos y adema´s requiere considerar las distancias geogra´fica, temporal y
socio-cultural.
La distancia en DGS puede potenciar algunos efectos negativos, como es la difi-
cultad en la comunicacio´n, la cantidad de horas disponibles para una comunicacio´n
sincro´nica, el costo para los viajes [3]. Pero tambie´n hay que considerar las oportu-
nidades que ofrece la naturaleza del DGS. Algunos aspectos del trabajo distribuido
permiten maximizar las horas de desarrollo de un d´ıa, acercarse a las necesidades de
los clientes y del mismo mercado, promover la documentacio´n.
3. Gestio´n del Conocimiento en el Desarrollo Distribuido
y Global del Software en el Proceso A´gil
((Como las organizaciones incrementan sus esfuerzos en el desarrollo global de soft-
ware, deben desarrollar nuevos me´todos y modelos para el manejo de la enorme cantidad
de conocimientos que participan en estos proyectos.)) [4]
La tendencia actual en las organizaciones esta´ en promover el uso intensivo del
conocimiento en las iniciativas de software global y distribuido. El uso intensivo del
conocimiento en el desarrollo gobal de software plantea interesantes desaf´ıos para las
organizaciones. El conocimiento debe ser manejado en todas las etapas de desarrollo
del software (desde la captura de los requerimientos, el disen˜o, la creacio´n de programas
y pruebas, la instalacio´n del software y el mantenimiento) e incluso se extiende para
mejorar los procesos de planificacio´n del desarrollo de software.
En ambientes distribuidos, los conocimientos necesarios (expertos, mejores pra´cti-
cas, ideas, y as´ı sucesivamente), se propaga a trave´s de localidades y (en casos como la
contratacio´n externa) a trave´s de organizaciones. Por lo tanto, coordinar y sintetizar
el conocimiento es un desaf´ıo. En un estudio realizado por Desouza y otros [5], un
gerente en el Laboratorio de Motorola remarco´: ((Cometemos errores, y sabemos que
estos errores se hicieron en el pasado, sin embargo, constantemente reutilizamos los
errores.))
Desouza y otros [4] proponen los siguientes pasos como parte del ciclo para imple-
mentar la gestio´n del conocimiento en el DGS: seleccionar la estrategia, crear el sistema
de gestio´n, reutilizar el conocimiento y capturar el conocimiento. El paso de seleccio´n
de la estrategia esta´ asociado con la forma de gestionar el conocimiento: centralizada,
central-regional o´ regional-local. La toma de decisio´n para la gestio´n esta´ basada en
algunos factores como: naturaleza del trabajo, el grado de autonomı´a de las oficinas,
los recursos disponibles. Despue´s de elegida la estrategia, el pro´ximo paso es poner en
marcha el proceso de gestio´n del conocimiento. Para el desarrollo del proceso se defi-
nen modelos arquitecto´nico y de implementacio´n. Las arquitecturas que actualmente
se utilizan son: modelo cliente-servidor, modelo peer-to-peer y modelo h´ıbrido. Para la
implementacio´n tambie´n se han identificado tres modelos primarios: modelo centrali-
zado, modelo de servicios-compartidos y modelo observador. La eleccio´n del modelo de
implementacio´n esta´ altamente relacionado con el grado de madurez de la organizacio´n
en el desarrollo de software y la variabilidad de trabajos de software en la organiza-
cio´n. En una organizacio´n que tiene un alto grado de madurez, en general la opcio´n
ma´s comu´n es que el departamento de tecnolog´ıa opte por una solucio´n global. En los
casos en que el grado de madurez es menor, o en organizaciones que tienen una alta
variabilidad de trabajos de software puede ser conveniente elegir otra posicio´n como
la de consultor o asesor, esto es seleccionando el modelo de servicios-compartidos u
observador.
La propuesta de Avram [1] para pra´cticas de DGS, a diferencia de la Desouza, centra
su trabajo en las prac´ticas sociales y no en cuestiones te´cnicas. Esto es, que´ hacen las
presonas en sus pra´cticas de trabajo, ma´s bien que en lo que conocen.
La gestio´n del conocimiento en el desarrollo distribuido se logra brindando a los
desarrolladores una forma fa´cil y eficiente de encontrar la informacio´n que necesitan
para el desarrollo. Facilitar al grupo de desarrollo una manera en la que pueda hacer
seguimiento de los objetivos planteados al comienzo del proceso de desarrollo. Registrar
los cambios que han surgido y las implicaciones que estos cambios han forzado. Apoyar
a los desarrolladores, donde cada uno se pueda retroalimentar y construir sobre lo
que ya se ha hecho y sobre retroalimentaciones de otros miembros del grupo. Brindar
apoyo en te´rminos de colaboracio´n entre los diferentes miembros del grupo para que
complementen su conocimiento y construyan sobre los resultados producidos por la
interaccio´n entre los miembros del equipo.
Una de las razones principales por el cual las metodolog´ıas a´giles reducen el e´nfasis
en la documentacio´n y s´ı se enfatiza en la documentacio´n sobre el co´digo fuente, es
porque es muy costoso para la organizacio´n crear y particularmente mantener al d´ıa los
requerimientos del cliente que van cambiando a medida que se avanza en cada iteracio´n,
para llevar a cabo la construccio´n de la aplicacio´n. Para cualquier proyecto de desarrollo
de software, especialmente utilizando metodolog´ıas a´giles, hay una serie de informacio´n
que contienen conocimientos u´tiles que no necesita ser mantenido activamente por el
equipo de desarrollo. Esta informacio´n puede estar presente en e-mails entre el cliente
y miembros de equipo, posteos acerca de discusiones te´cnicas con alternativas para
su resolucio´n, cuestiones te´cnicas a tener en cuenta, lecciones aprendidas, historias
gestionadas por un grupo de procesos centrales. Por lo tanto, este tipo de informacio´n
disponible para el equipo de desarrollo, puede ayudarlos a llevar a cabo con e´xito sus
tareas [7] [8]. Dado que el proceso de construccio´n de software utilizando Metodolog´ıas
A´giles es un proceso c´ıclico e iterativo, hay que tener en cuenta que la gestio´n de
este conocimiento que se ha identificado anteriormente, implica adema´s asegurar la
distribucio´n de este conocimiento entre los miembros del equipo, y combinarlo adema´s
con nuevo conocimiento que se ira´ sumando a trave´s de las iteraciones durante el
proceso de desarrollo.
Los proyectos de software se caracterizan por su presupuesto y cronograma, y en
general suele sueceder que consistentemente se sobrepasan los mismos (tiempo y coste).
Para mejorar estas pra´cticas es importante contar con el conocimiento del ana´lisis post
hoc de las tareas y la derivacio´n de las lecciones aprendidas.
Un aspecto importante a tener en cuenta, es que independientemente de la o las
herramientas que se utilicen para gestionar el conocimiento, es necesario mantener
la trazabilidad de los artefactos que se creen a lo largo de las iteraciones hasta la
finalizacio´n del proyecto. Esto significa por ejemplo que, a partir de una l´ınea de co´digo,
se puede determinar a que´ nu´mero de requerimiento del usuario corresponde, y de
all´ı poder acceder a todos los artefactos que nos permitan seguir la traza de todo lo
que se ha realizado, problemas con los que se han encontrado y sus posibles soluciones,
tests ejecutados, resultados de los tests, defectos asociados a los requerimientos, y el
estado actual de su resolucio´n.
4. Herramientas para Gestionar el DGS
Los casos de estudio presentados corresponden a una organizacio´n dedicada al desa-
rrollo a´gil de software, en el que un cliente contrata a un equipo para que se le construya
una aplicacio´n a medida. Para los proyectos se utiliza un desarrollo distribuido, ya que
el equipo esta´ formado por personas que trabajan en diferentes locaciones y adema´s
el cliente reside en otra locacio´n. En las experiencias presentadas, adema´s de reque-
rir los procesos de coordinacio´n, control y comunicacio´n, se le agregan las distancias
socio-cultural, temporal y geogra´fica. La metodolog´ıa a´gil utilizadas en todos los ca-
sos es Scrum. Esta metodolog´ıa se aplica para proyectos con alto ratio de cambio de
requerimientos. Su principal caracter´ıstica es la definicio´n de sprints, cada una de las
iteraciones del proceso con una duracio´n ma´xima de 30 d´ıas. El resultado de cada
sprint es un incremento ejecutable que se muestra al cliente. Otra caracter´ıstica im-
portante son las reuniones diarias que se llevan a cabo a lo largo del proyecto. Dichas
reuniones no requieren ma´s de 15 minutos del equipo de desarrollo y su objetivo son
la coordinacio´n e integracio´n del producto a entregar.
4.1. Experiencia con proyectos utilizando SharePoint
Para llevar adelante el proyecto de desarrollo de software distribuido era necesaria
una herramienta que permitiera la colaboracio´n y la comunicacio´n en todo el proceso.
Uno de los puntos sobre los que se necesitaba profundizar y promover era la gestio´n
del conocimiento, de manera que, independientemente de los roles de cada integrante
del equipo, la locacio´n y su huso horario, se requer´ıa contar con la posibilidad de que
todos accedieran a la informacio´n completa.
Office SharePoint Server 2007, es una herramienta colaborativa integrada al correo
electro´nico y a los navegadores web y que simplifica la interaccio´n con el contenido,
gestionando adecuadamente toda la informacio´n, facilitando no solo el acceso sino la
bu´squeda de la misma.
Una vez identificados los artefactos necesarios, se crearon las plantillas para cada
uno de ellos: por ejemplo Historias de Usuario, Test de Aceptacio´n, Wikies, entre otros.
La organizacio´n en la herramienta se llevo´ a cabo a trave´s de un repositorio en el que se
describ´ıan las historias de usuario cada una en una wiki asociada. Se creo´ una carpeta
para mantener el Product Backlog, el cual contiene los requerimientos funcionales y no
funcionales.
El Product Backlog permite la navegacio´n entre los artefactos, y mantener la tra-
zabilidad entre los mismos, pudiendo acceder a cualquier parte en la documentacio´n.
A partir de una Historia de Usuario, podemos conocer a que´ Sprint pertenece, acceder
a la informacio´n de la Wiki, conocer quie´nes colaboraron en la creacio´n, modificacio´n
y mantenimiento de la informacio´n actualizada de dicho artefacto, quie´nes fueron los
encargados de realizar cada cambio y con la posibilidad de acceder al detalle del perfil.
Adema´s, facilita el acceso a los Tests de Aceptacio´n, chequear el estado de los mismos,
si fueron ejecutados o no, por quie´n, resultados de las corridas, al igual que la informa-
cio´n del perfil que intervino. Dar a conocer al resto del equipo, soluciones a diferentes
problemas que se presentan durante el avance del proyecto, pudiendo ser de utilidad
tanto para los integrantes de este equipo, como a integrantes de otros equipos.
4.2. Experiencia con proyectos utilizando Team Fundation Server
(TFS)
La herramienta TFS presenta las mismas funcionalidades que SharePoint e incorpo-
ra el manejo de gestio´n de defectos, el uso de control de versiones, gestio´n de cambios,
asignacio´n de tareas a los integrantes del equipo, y la gestio´n de reportes. Se cuenta
con informacio´n que ayuda a la toma de decisiones posibilitando realizar cambios co-
rrectivos, ante la visibilidad completa del estado del proyecto. Todo integrado en la
misma herramienta colaborativa.
Esta herramienta favorecio´ la capacidad de seguimiento de tareas, visibilidad para
los integrantes del equipo en tiempo real asegurando la calidad del producto, man-
teniendo la trazabilidad entre los artefactos. A partir de una Historia de Usuario, se
conoce el Sprint al que pertenece, se accede a la informacio´n de la Wiki, se conoce
quie´nes colaboraron en la creacio´n, modificacio´n y mantenimiento de la informacio´n
actualizada de dicho artefacto, el tiempo que insumio´ llevar a cabo cada tarea en fun-
cio´n de la complejidad de la misma. Se accede tambie´n a los Tests de Aceptacio´n,
resultados de las ejecuciones, al igual que la informacio´n del perfil, y los tiempos insu-
midos en cada una de estas tareas. La gestio´n de los defectos se lleva a cabo en la misma
herramienta colaborativa. Los defectos cuentan con su propio ciclo de vida, prioridad,
impacto, pudie´ndose obtener me´tricas, utilizadas luego como base de informacio´n en
los sprints siguientes, y como informacio´n para oportunidades de mejora para otros
proyectos.
4.3. Experiencia con proyectos utilizando Jira
Otra herramienta utilizada para la gestio´n de conocimiento en proyectos de software
para metodolog´ıas a´giles es Jira. Esta herramienta presenta funcionalidades similares
a las presentadas por TFS. Permite el manejo de control de versiones, notificaciones
a los integrantes del equipo de nuevas tareas a llevar a cabo o modificaciones en las
ya existentes. Al igual que otras herramientas dedicadas a la gestio´n de conocimiento,
registra las operaciones para mantener la trazabilidad entre los artefactos. Cada uno de
ellos soporta un ciclo de vida en el que se pueda agregar, quitar o cambiar transiciones
si ello fuera requerido. Esta herramienta cuenta con la ventaja adicional que, si la
cantidad de usuarios es hasta 10, el costo de la licencia es ı´nfimo.
Citamos como ejemplo un proyecto iniciado con la herramienta TFS, que luego de
un an˜o de la utilizacio´n exitosa por parte del equipo de desarrollo, el cliente decidio´ dejar
de usar esta herramienta por una cuestio´n de costo. Para ello se decidio´ buscar una
herramienta de gestio´n de informacio´n que permitiera importar toda la informacio´n ya
gestionada. Se eligio´ Jira ya que cumpl´ıa todos los requisitos, esto es la importacio´n de
toda la informacio´n y la reduccio´n de costos.
4.4. Comparaciones
En el cuadro 1 se presenta una comparacio´n entre las herramientas utilizadas entre
las experiencias de gestio´n del conocimiento en el desarrollo a´gil y distribuido para
la construccio´n de un producto de calidad. La meta en todos los proyectos era con-
tar con una u´nica herramienta que permitiera realizar la gestio´n de conocimiento en
el desarrollo de software distribuido y global. En el caso de uso de SharePoint, no
se alcanzaron los resultados esperados. Si bien fue una experiencia enriquecedora, de
mantenimiento relativamente simple y escalable al comienzo, al incrementar el flujo de
tareas comenzaron las dificultades para alcanzar la trazabilidad entre los artefactos.
Adema´s, al momento de obtener respuestas a consultas espec´ıficas para contar con
me´tricas del proyecto, realizar evaluaciones, y en funcio´n de ellas tomar las acciones
que hicieran falta ante posibles desv´ıos que pudieran presentarse, se deb´ıa gestionar
de manera separada las herramientas para obtener informes u´tiles para la toma de
decisiones.
En cuanto a TFS integra en la misma herramienta el manejo de gestio´n de de-
fectos, el uso de control de versiones, gestio´n de cambios, asignacio´n de tareas a los
integrantes del equipo, y la gestio´n de reportes. La herramienta provee informacio´n
que ayuda a la toma de decisiones posibilitando la realizacio´n de cambios correcti-
vos, ante la visibilidad completa del estado del proyecto. Admite la implementacio´n de
metodolog´ıas de procesos a´giles, a trave´s de las plantillas de Scrum provistas por la
herramienta. Con esto, se fortalecio´ la capacidad de seguimiento total, visibilidad para
Herramientas
Atributo comparado Sharepoint TFS JIRA
Escalabilidad -
√ √
Transparencia de locacio´n
√ √ √
Personalizacio´n de plantillas
√ √ √
Ciclo de vida para cada artefacto
√ √ √
Ciclo de vida entre Plantillas -
√ √
Gestio´n de Errores integrado -
√ √
Trazabilidad entre los artefactos -
√ √
Generacio´n de reportes
√ √ √
Alerta de cambios a integrantes del equipo personalizados
√ √ √
Clasificacio´n por grupo funcional -
√ √
Gestio´n de recursos -
√ √
Seguimiento de tareas -
√ √
Gestio´n de control de cambios -
√ √
Obtencio´n de me´tricas -
√ √
Cuadro 1. Tabla Comparativa de Herramientas de Gestio´n
todos los integrantes del equipo en tiempo real para asegurar la calidad del producto
a desarrollar, mantener la trazabilidad entre todos los artefactos generados sin perder
la granularidad, y realizar seguimientos de tareas al nivel de detalle que se desee.
En cuanto a Jira presenta similares caracter´ısticas funcionales que TSF, con la
ventaja de una reduccio´n considerable en el costo de las licencias de uso. La misma
depende de la cantidad de usuarios que utilicen la herramienta para un proyecto.
La eleccio´n de la estrategia, herramienta, arquitectura e implementacio´n para la
gestio´n del conocimiento dependera´ del tipo de proyecto a realizar y de las restricciones
que imponga el cliente. En la u´ltima experiencia presentada, el que motivo´ la bu´squeda
y eleccio´n de una nueva herramienta fue el cliente.
En este trabajo, se utilizaron en la evaluacio´n so´lo estas tres herramientas. En el
mercado existe una gran variedad de herramientas para la gestio´n del conocimiento
que se pueden clasificar de acuerdo a las funcionalidades, como por ejemplo, Goo-
gle docs, Google group, Collabdev, Knowledge Tree para la gestio´n colaborativa del
conocimiento; Mercurial, Subversion entre otros para el seguimiento de la informacio´n.
5. Conclusiones
En la actualidad, hay un conjunto de clientes que eligen el modelo distribuido y
global aplicando metodolog´ıas a´giles para el desarrollo de sus productos, ya que al dis-
poner de medios de comunicacio´n accesibles y disponibles 24x7, consideran importante
el acceso a personal rentable y cualificado. El DGS utiliza, al igual que el desarrollo de
software, procesos de comunicacio´n, coordinacio´n y control. Estos procesos se van a ver
influenciados por las distancias geogra´fica, temporal y socio-cultural. Para la gestio´n de
estos desarrollos globales distribuidos es importante estimular y favorecer las diferen-
tes formas de comunicacio´n (formal e informal), por medio de documentacio´n escrita,
conferencias, chats, mensajer´ıa, conversaciones de pasillo, etc. La buena comunicacio´n
permite mejorar el control y coordinacio´n del mismo. Estos modelos de proceso a´gil
deben ser soportados por herramientas colaborativas que ayuden desde el inicio hasta
la finalizacio´n de la construccio´n del producto, y luego como base de conocimiento para
nuevos proyectos.
Todo desarrollo que se realice en forma distribuida tiene naturalmente ventajas y
desventajas. Alguna de e´stas u´ltimas es que al existir varias locaciones de trabajo, el
protocolo de los diferentes procesos se complejiza, adema´s que se potencian los puntos
de falla. A pesar de las dificultades, el DGS es una tendencia que va en crecimiento,
ya que ventajas como reduccio´n en los costes y la posibilidad de maximizar las horas
de trabajo durante un d´ıa permiten mejorar el proceso de produccio´n.
En los u´ltimos an˜os, se ha logrado mejorar el uso de las herramientas colaborativas.
A partir de la experiencia de los equipos de desarrollo en el uso de estas herramientas
surge oportunidades de mejora en la obtencio´n del conocimiento. Cada una de las
organizaciones debe adoptar la herramienta que mejor se adecu´e a su forma de trabajo.
La eleccio´n de la o las herramientas colaborativas debe contemplar adema´s otros
aspectos de la organizacio´n, como la definicio´n de sus procesos, la definicio´n de sus ob-
jetivos, su estructura organizacional, el taman˜o del proyecto, el nu´mero de integrantes
del equipo, la distribucio´n de los integrantes, entre otros. Es por ello que debe integrar
una visio´n ma´s amplia que permita formular propuestas ı´ntegras para mejorar la ges-
tio´n de los proyectos de software, ya que el objetivo es tomar decisiones en funcio´n de
informacio´n completa, ato´mica y verdadera.
La continuacio´n del trabajo estara´ orientada a la investigacio´n y ana´lisis de otras
herramientas colaborativas, que mejoren las facilidades de la registracio´n del conoci-
miento, y la recuperacio´n del mismo de manera ra´pida, eficiente y veraz. Una meta de
este estudio es la definicio´n de una propuesta de clasificacio´n de herramientas teniendo
en cuenta las funcionalidades provistas y las posibilidades de adaptacio´n a la forma de
trabajo del equipo de desarrollo y del cliente.
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