B effective development and maintenance of high-quality software is increasingly important. Software quality assurance (SQA) has become an indispensable dimension of software development, designed to guarantee that quality and productivity requirements are fulfilled.
We put this special issue together to help people understand the increasing importance of SQA as an essential part of software projects, outline some new ideas and approaches to SQA, and report on some practical experiences.
SQA's importance. Frequently, costeffectiveness and high quality are considered to be conflicting goals in software development. In the past -and very often today -this conflict was resolved by schedules that favored cost-effectiveness over quality.
Such inability to cope with all requirements is characteristic of a new, immature field. But the software development and maintenance field is now about 30 years old. As part of a constant maturing process, we have developed better approaches and techniques to develop and maintain software, including better approaches and techniques for SQA. Three changes reflect the increasing maturity of our field:
* The business of software development and maintenance has become increasingly competitive. This requires software projects both to be cost-effective and to produce high-quality products to compete in the marketplace. * Today's software applications are more complex. Software failures can result in financial damage and even threaten the health or lives of human beings. Financial, transportation, air-traffic control, and medical applications demand high-quality software. Such applications have two additional problems: (1) It is not enough for the developer to be convinced that certain quality requirements are met; the customer and users also must be convinced that all requirements are met. (2) The issue of legal liability means that, in the case of a fatal failure, the software developer must be able to prove that the development and maintenance process was performed according to state-of-the-art standards.
* The attitude of customers and users toward quality has changed. As the field of software development and maintenance has matured, so have customers and users, who today expect a higher level of product quality. Customers are less willing to accept software products that violate explicit or implicit quality requirements.
These changes mean that software development must deal simultaneously with demands for better quality and higher productivity. SQA is supposed to guarantee that project-specific quality and productivity requirements are fulfilled.
SQA's scope. SQA, then, must be concerned with productivity (for example, cost and schedule), process quality (which in this context includes all development and maintenance activities), and product quality. SQA must address two classes of requirements: external and internal.
External quality and productivity requirements should be stated explicitly in the project's requirements document. They reflect the customer's criteria for deciding the success or failure of a software project. Examples of external requirements are process productivity (such as schedule, personnel, computer resources), process quality (such as methods, tools, guidelines), and final product quality (such as reliability, response time, documentation). Meeting external requirements is the main goal of all project activities.
Internal quality and productivity requirements are usually added by the company. These requirements address the long-term improvement (beyond the current project) of the developer's competitiveness in the marketplace. For Measurement. The effectiveness of SQA models and supporting methods and tools depends on whether they can be tailored to the specific needs and characteristics of a project and on whether both the development and maintenance processes and the resulting products are tractable. In this context, measurement is a very powerful mechanism for defining and analyzing software process and product quality.
However, measurement must be goaloriented: It must be driven by the overall objectives of SQA. 1,2
One of our objectives in this special issue is to address realistic ways to use measurement in SQA. Elsewhere, we have provided an operational framework for using measurement in SQA.3 Our model stresses the need for objective and subjective, as well as direct and indirect, measures.
Objective measures are numerical expressions (numbers, sums, ratios, and distributions) or graphical representations of numerical expressions that can be computed from software documents such as source code, designs, and test data. "Objective" means two people should compute the identical value independently. Subjective measures are relative, based on an individual's estimation or a compromise within a group. Typical subjective measures are "degree to which a method was used" or "experience of personnel with respect to the application."
Direct measures allow a project-specific quantification ( We believe productivity increases automatically if a high-quality developmentprocess is used.
quality characteristic and for the entire set of project requirements. An important attribute of our quantitative SQA model is its consideration of the quality of the process, not just of the product. One reason quality and productivity are perceived as conflicting is that process quality is often neglected. We believe productivity increases automatically if a highquality development process is employed. For SQA, this means that it is not enough to check whether the developed products are of the desired quality -to improve quality and productivity it is just as important to evaluate the impact of the methods and tools used to meet (or fall short of meeting) those quality requirements. 1 Our model also accounts for the equal importance of analytic and constructive SQA activities. The term "assurance" (as opposed to analysis) indicates that the objective is both to determine if quality requirements are met (the analytic aspect) and, when they are not met to suggest corrective actions (the constructive aspect). Quality can only be achieved by undertaking appropriate constructive actions. Constructive actions might be suggested to meet the desired quality requirements for the current project or so the company can improve the quality of future projects.
Our model also covers all phases of development and maintenance. This is especially important for suggesting effective corrective quality assurance actions. The earlier in the software process that quality problems are detected or anticipated, the more effective the countermeasures can be. Finally, our model stresses the importance of separating responsibilities for development and SQA. Defining quality requirements, planning quality control, and performing the evaluation part of quality control should be conducted by development-independent personnel. According to our model it is not important who performs the measurement part of quality control as long as it is planned for and evaluated by development-independent personnel.
Implementing this independence of SQA can be done in many ways, ranging from contracting two independent companies (one in charge of development, the other of SQA) to using different development groups that perform SQA for each other. 
