The aim of this work is to address the products allocation problem in a multilayers warehouse with compatibility constraints among the classes. The problem under study represents one of the most relevant topic in Logistics. The goal is to reduce, as much as possible, the delivery times; the inventories; the total logistic costs and to guarantee, at the same time, higher service levels (i.e., high customers satisfaction degree). In this work, a linear model to mathematically represent the problem is developed and its performance is evaluated on a set of instances, representing realistic situations. A sensitivity analysis is also carried out by considering the most relevant parameters of the model.
Introduction
Nowadays, the companies are interested in trying to have high volumes of production and distribution, using the minimum number of inventories and guaranteeing least delivery times (high service levels to the customers). Thus, the effective warehouse management becomes a crucial point and a key issue in order to reduce, as possible, the logistics costs.
In this context, two are the most important aspects to be considered: inventory management and optimal products allocation.
More specifically, the former implies a storage costs reduction, guaranteeing, at the same time, the service levels satisfaction; the latter, instead, implies a time reduction for the handling products operations (i.e., the picking) and a good balance between the different activities in a warehouse.
The strategy used to allocate the products (Products Allocation Problem, for short PAP) influences almost all the warehouse performances (e.g., order picking time and cost; productivity; inventory accuracy and space request for each product) and strongly depends on its layout. Thus, a lot of restrictions that should occur in real contexts need to be taken into account. Examples of possible constraints are: the pallets of a given product have to be allocated in slots close to each other; the most requested products have to be allocated in slots close to the Input/Output (I/O) doors of the warehouse in order to reduce the picking time and the cost of other logistic operations.
Usually, in real contexts, in order to reduce the number of products to be managed inside a warehouse, the managers group them into different classes. In particular, two products belong to the same class if and only if they have the same characteristics. For example, the chocolate class will contain both milk chocolate and dark chocolate products. However, two classes C 1 , C 2 could also be not one compatible to each other and thus the products p 1 ∈ C 1 and p 2 ∈ C 2 cannot be allocated in neighboring slots. This situation occurs in a large number of real contexts. For example, the chocolate class will not be compatible with the cleaner class; but, on the other hand, it will be compatible with the biscuit class.
The novelty of this paper is the definition of a mathematical model for PAP in a multi-layer warehouse (e.g.,the slots are distributed on more than one level, considering width,length and height) with compatibility constraints between the classes.
The paper is organized as follows: Section 2 overviews the scientific contributions related to the different versions of PAP, that have been addressed in literature; Section 3 describes the PAP considering both the multi-level layout and the compatibility constraints; Section 4 presents the linear mathematical model for the problem in exam; Section 5 describes the data set generation phase and shows some computational results and, finally, Section 6 concludes the work.
Related Works
The storage location assignment problem (SLAP, for short), a more general version of PAP, consists in allocating the products to the different slots in a warehouse, minimizing the handling costs and maximizing the space utilization. The basic principle is that the high demand products have to be allocated in the slots closer to the I/O doors in order to reduce, as possible, the total time for the handling operations.
From a general point of view, the problem can be formalized by considering some input information, as follows: the storage area (e.g., layout of the warehouse); the storage slots (e.g., number, accessibility, dimension, location etc.); the stock keeping units (SKUs) in terms of dimension, demand, quantity and supplying times. The most typical constraints are referred to storage capacity; picking capacity;supplying time; products compatibility; picking policy (First In First Out-FIFO; Last In First Out-LIFO etc.).
Usually, according to the following specific input information, different versions of the problem in exam can be defined: on the items; on the products; no information. The first SLAP version assumes to have complete information on the SKUs regarding the arrival and shipping times. The general structure of the problem is quite similar to an assignment problem in which two items can be also allocated to the same position but not in the same instant. However, finding an optimal solution is a time-intensive task, especially on realistic and large scale instances. Thus, by the years, some efficient heuristics have been defined; we cite, for example, the Duration of Stay (DOS) based heuristic, described in ( [7] ).
Usually, it could not be easy to have complete information on the arrival and shipping times for each item and only more general data are available on the products. In literature, there exist different approaches to the SLPA with information on the products: Random storage (RS); Closest Open Location Storage (COLS); Dedicated Storage (DS) and Class-based Storage (CS). Overall, the CS approach is the most effective method, dividing the items into classes and assigning to each class a set of areas in which the products are located in whatever way. The most profitable areas are assigned to the most critical classes. The crucial aspect of this approach is the classification criterion. Usually, the most common ones are based on some specific parameters evaluation, as follows:
• Popularity( [31] , [6] ): number of times of visiting the slots in which a specific item class is located;
• Turnover ( [12] , [10] , [31] , [16] ): total quantity of an item shipped in a fixed time period. The products with an high turnover value (fast moving products) are allocated in the slots closer to the I/O doors. The opposite principle is applied to the slow moving products.
• Volume ( [9] ): the expected demand of a specific product in a specific period of time multiplied by its volume.
• Pick Density: ratio between the popularity of a product and its volume.
• Cube per Order Index -COI ( [14] , [15] , [23] , [11] , [17] , [24] , [3] ): ratio between the volume occupied by the specific product and its popularity. The products with a low COI are located closer to the I/O doors. The opposite strategy is applied to the products with a high COI. As shown in literature, this parameter guarantees a picking costs minimization even it requires a high computational effort.
Together with the above mentioned parameters, the products familiarity allows creating clusters of items with a strong correlation. For example, in [1] , three criteria are individuated for measuring the familiarity between products: complementarity; compatibility and popularity.
The compatibility, considered in this work, represents the criterion according to which the products with the same stocking features are allocated very close one to each other. For example, it is not possible to allocate in neighboring positions the refrigerated and the no-refrigerated products.
Usually, the classical methodologies for solving PAP and its variants are two-steps approaches: firstly, to group the products (usually according to their compatibility) and then to assign the classes to the slots in the warehouse. For the second step, it is necessary to know and to analyze all the structural characteristics of the warehouse.
However, the PAP, in its pure version, has received little attention in the scientific literature, especially from a modeling's point of view. Indeed, a very limited number of contributions have addressed the problem and generally jointly either to the layout design problem or to the remote zone design. In [25] , a model for the classes formation and their allocation to the slots is considered; in [20] a three-steps heuristic is proposed in which the third phase deals with PAP; in [13] , a mathematical programming model and a heuristic are proposed for jointly determining product allocation to the functional areas in the warehouse as well as the size of each area Finally, in [26] , a mathematical model is proposed for solving the layout design and the PAP in a multi-layer warehouse. This work extends [2] where the authors describe a mathematical model for dimensioning the internal layout of Figure 1 : The warehouse layout a warehouse, considering homogeneous products (characterized by the same probability of being either stocked or picked in a two-dimensional rectangular structure). In [26] , the products are heterogeneous and the authors take into consideration also the third dimension and thus the possibility to stock and pick the products also along it. However, due to the complexity of the model in exam, especially for real instances, the authors also propose a Particle Swarm Optimization (PSO) based meta-heuristic to obatin a good quality solution in a reasonable amount of time.
An important contribution in this field is represented by [30] , where the authors define a linear mathematical model to formulate PAP, taking into account some important operative constraints. In particular, they guarantee that each product type is concentrated in a specific stocking zone in order to simplify the inventory management and the equipments utilization.
The authors also assume that the quantity to be stocked and the capacity required by each product type are known information. The problem is modeled with reference to a specific warehouse layout, depicted in Figure 1 . After considering different warehouse management strategies, the authors conclude that if a product has to be allocated in a set of different slots, then it is better to assign it firstly in adjacent positions; secondly, in opposite positions; third, in posterior positions; then, in generic positions. Thus, some assignment priorities have been defined. The goal of the model is to find the best products allocation strategy, minimizing the sum of the penalties, that depend on the product-slot assignment, and handling costs.
The complexity of the model increases with the number of the handled products classes and slots. For this reason, in some real cases, it is not practicable to apply an exact algorithm for solving the problem; thus, the authors also propose a branch and bound based heuristic.
The Multi-Levels PAP with compatibility constraints
In this Section, a detailed description of the problem under study is given. In particular, as emphasized in Section 1, we focus on the PAP in a multi-layer warehouse with compatibility constraints.
Our work can be seen as an extension of the model presented in [30] to the case where a multi-layer scenario and compatibility constraints among the classes are taken into account. It is important to point out that the introduction of these operative constraints has made the proposed formulation substantially different from that given in [30] .
The layout depicted in Figure 1 is modified in a more realistic one, as shown in Figure 2 . It is characterized by two I/O doors (one input and one output door); two main aisles (MA) and w/2 transversal aisles (TA), where w (in Figure 2 equal to 8) represents the number of horizontal slots. It is assumed that an even number of horizontal slots is present, whereas no restrictions are impose on the number of vertical slots (in Figure 2 equal to 5).
The warehouse has also slots along the third dimension (height) and, thus, a multi-layer scenario is considered. The number of layers is denoted by h. Thus, each slot is identified by a couple of indexes (s, l) indicating the block and the layer number, respectively.
To give a concrete example of adjacent, opposite and posterior positions, let consider the layout depicted in Figure The slot (1, 1) has also (6, 1) as opposite; (2, 1) has (7, 1) as opposite and so on. Finally, some slots have also posterior positions: (6, 1) has (11, 1) as posterior; (7, 1) has (12, 1) and so on. Of course, in a multi-layer scenario, the above definitions are also applied to the slots of the same block. Considering the layout depicted in Figure 2 and h = 4, (1, 1) has (1, 2) as adjacent and so on for the others, except for the ones that belong to the top layer of each block. Again, the slot (1, 1) has (2, 1) as adjacent; (1, 2) has (2, 2) as adjacent and so on. The slot (1, 2) has (6, 2) as opposite and so on. Finally, (6, 2) has (11, 2) as posterior and so on.
As far as the choice of the assignment policy is concerned, a classes based system is used, where each class is characterized by a known demand, expressed in load units. The load units have all the same dimension. Moreover, also the capacity, equal for each slot, is expressed in load units. In each slot, two or more compatible classes can be located. Together with the multi-layer scenario, introducing the compatibility among the products classes represents one of the novelty of the work. Due to the multi-layer scenario, the compatibility is also verified for the adjacent slots of the same block and for the ones in the same aisle.
A mathematical non linear integer formulation
In order to present the proposed mathematical formulation of PAP, it is useful to introduce the following definitions and notations:
• N = {1, . . . , n}: set of product classes;
• m: number of vertical slots;
• w: number of horizontal slots;
• h: number of levels;
• S: set of the slots belonging to the first layer such that |S| = m * w;
• C: a N xN binary matrix where the generic component c ij is equal to 1 if and only if the class i is compatible with the class j, 0 otherwise;
• P : an array of 5 possible discounts/penalties organized as follows: p 1 , discount applied if all the units of a class are assigned to the same block; p 2 , discount obtained if and only if all the units of a class are assigned to adjacent slots in the same aisle; p 3 , discount applied if and only if the units of a class are assigned to opposite slots; p 4 , discount applied if and only if the units of a class are assigned to posterior slots and, finally, p 5 , penalty to be paid if and only if a class is located in more than one slot.
• K: set of the I/O doors;
• D: distance matrix, where d slk represents the distance (measured in meters) of the slot (s, l) from the door k;
• F : handling matrix, where f ik is the number of daily handling operations (in load units) of the class i from the door k;
• r i : number of load units of the class i;
• Cap: slot capacity, expressed in load units;
• T 1 : set of the slots of the first level having one adjacent slot in the same aisle; • T 2 : set of the slots of the first layer having an opposite;
• T 3 : set of the slots of the first layer having a posterior;
• : cost for moving one load unit for a meter.
At being so, |S| = T 1 ∪ T 2 ∪ T 3 . Finally,the feasibility of each instance can be a priori evaluated by verifying the following condition:
where W = m * w * h * Cap represents the total warehouse capacity. The problem can be mathematically modeled by introducing the following decision variables:
• y isl number of load units of the class i allocated in the slot (s, l), i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• x isl binary variable equal to 1 if the class i is allocated to the slot (s, l); 0 otherwise,i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• z 1 isl binary variable equal to 1 if the class i is allocated to the adjacent slot of (s, l) in the same block; 0 otherwise, i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• z 2 isl binary variable equal to 1 if the class i is allocated to the adjacent slot of s of level l in the same aisle; 0 otherwise, i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• z 3 isl binary variable equal to 1 if the class i is allocated to the opposite slot of s of level l; 0 otherwise, i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• z 4 isl binary variable equal to 1 if the class i is allocated to the posterior slot of s of level l in the same block; 0 otherwise, i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h;
• b is binary variable equal to 1 if the class i is allocated to a slot of block s; 0 otherwise, i = 1, . . . , n, s = 1, . . . , |S| and l = 1, . . . , h.
Consequently, the mathematical formulation is as follows:
x isl x i(s+m)l = z
b is + b js ≤ 1 + c ij ∀i = 1, . . . , n − 1, j = i + 1, . . . , n, s = 1, . . . , |S| (12)
y isl ≤ M x isl ∀i = 1, . . . , n, s = 1, . . . , |S|, l = 1, . . . , h
x isl ∈ {0, 1}∀i = 1, . . . , n, s = 1, . . . , |S|, l = 1, . . . , h
where:
The objective function (2) minimizes the handling costs and the products decentralization. In particular, the former are represented by (22) influenced by both the slots distances from the two I/O doors and the number of I/O operations of each class from each door. The latter, instead, is mathematically expressed by the difference Cost P − Sav P .
The main goal is to allocate the classes in a such way that all the demand of a product type should be assigned to the same slot. If it is not possible, then, according to the decentralization policy, it is preferred to allocate in adjacent slots in the same block; in the same aisle; in opposite slots; in posterior slots and finally in generic slots. This assignment priority policy is obtained by setting the discount parameters p 1 , p 2 , p 3 and p 4 in a such way that
The penalty p 5 is, instead, set to an higher value and it is payed when a class is assigned to more than one slot. It means that, for example, if the class i is assigned to n different slots, p 5 is payed (n − 1) times. The term (23) ensures that the capacity of a slot is saturated before occupying new ones. When p 5 is payed, the remain units of a class are allocated in adjacent slots (an increment on the objective function equal to p 1 ); adjacent in the same block (an increment on the objective function equal to p 2 ) and so on.
The constraints (3) impose the demand satisfaction for each class; conditions (4) 
isl variables associated to the last level. In fact, if they are omitted in the model, because not constrained except for the binary conditions, the solver could set them to 1 for minimizing the objective function. The same considerations can be also applied to the other couples of constraints ( (6)- (7); (8)- (9) and (10)- (11)).
The constraints (12)- (13) guarantee that in the same block and adjacent blocks of the same aisle only compatible classes are allocated. In particular, (12) is stated ∀i = 1, . . . , n − 1, ∀j = i + 1, . . . , n, where i and j are two compatible classes. This is because the compatibility matrix is symmetric and a class is always compatible to itself.
The (14) are the capacity constraints for each slot. The constraints (15) link the y isl variables to x isl ones, only guaranteeing that if y isl > 0 ⇒ x isl = 1 but not viceversa. However, in the optimal solution, the condition x isl = 1 and y isl = 0 cannot occur because it implies an increment in the objective function due to the penalty p 5 .
The constraints (16)-(17) guarantee the link between x isl variable and b is ones. In particular, if
Finally, (18)- (21) are the binary, non negative and integer constraints.
A mathematical linear formulation
The mathematical model (2)- (21), in Section 3.1, is not linear. However, each of the non linear constraints (4), (6), (8) and (10) can be replaced by a couple of linear ones expressing the same logic conditions, as follows:
According to them, z 1 isl , z 2 isl , z 3 isl and z 4 isl are equal to 1 if and only if the related x−variables are equal to 1 too.
Theoretically, considering, for example, the couple of constraints (25)- (26), when the related x isl variables are equal to 1, the variable z 1 isl could be equal to 0. However, a situation like this, in the optimal solution, cannot occur. In fact, assuming that a solution has been found in which the aforementioned situation occurs. It cannot be the optimal one because analyzing the opposite solution in which z 1 isl = 1 and x isl = 1, the couple of constraints (25)- (26) are satisfied and, at the same time, the objective function is decreased thanks to the discount p 1 . It means that a less expensive feasible solution has been found and thus the previous one cannot be the optimal.
In the rest of the work, the linear mathematical formulation of the problem in exam is taken into consideration for the computational results (Section 5).
Computational Results
The model described in Section 4 was implemented in Java (an Objected Oriented Programming Language), in Eclipse environment by using Cplex as Optimizer and tested on a core2 Duo P7350 processor (3 GB RAM and 250 GB HD).
Since the problem under study has not been previously addressed in the scientific literature, benchmark instances are not available. For this reason, in this work, we have evaluated the performance of the proposed model on randomly generated problems. This Section is organized as follows: firstly, we specify how a data set has been generated (Section 5.1); then, how some input parameters have been chosen (Section 5.2) and finally, we present the computational results obtained by carrying out a sensitivity analysis on the proposed model (Section 5.3).
Data set generation and solution
A first step of the testing phase has been devoted to the data set generation. Figure 3 shows the main blocks of the procedure followed to generate and to solve the considered instances. The operations executed in each block are described in what follows:
1. Build a properties file containing the number of products classes; the layout parameters for the storage area (number of slots in vertical and horizontal; the number of levels; the number of I/O doors and the capacity of each slot); the unitary handling cost and the relative discounts and penalties. 2. Generate an instance by implementing a specific class named GeneratorPap, reading the properties file and completing all the input parameters (demand of each product class; distance of each slot from each I/O door; compatibility matrix and daily number of moves from both the doors of each product class). All these information are stored in a file named DataSet. 3. Initialize the data structures. The class DataSetManager (Figure 3) reads the DataSet file and initializes all the structures used by the class PAP, solving each specific instance. 4. Solve the instance. The class PAP implements the whole model (described in Section 4) invoking Cplex library for solving the optimization problem.
On the other hand, the output, written in the OutputDataSet file, is made up by three different parts:
• Final solution status (feasible, infeasible, optimal) and also information about: the complexity of the instance (in terms of number of variables and constraints); the saturation index on the total capacity of the warehouse; the time required and the compatibility matrix among the products classes. Instead, the explicit form of the model is stored in a specific file named Model.lp.
• A warning message if the feasibility condition for the specific instance is not satisfied. This is checked before calling the solver. In this case, the user could either change the range in which the demand of each class is generated or the capacity of each slot.
• An out of memory exception is thrown in the cases of the more complex instances. In order to verify how much the compatibility among the products affects the performances of the model, three different scenarios have been generated:
• Scenario S : the simplest one with no incompatibilities among the products;
• Scenario MC : the middle complex one with some few incompatibilities among the products;
• Scenario C : the more complex one with a lot of incompatibilities among the products.
Parameters Setting
In the following, the term instance indicates a scenario in which all the following critical parameters are chosen: number of products classes (n), storage capacity for each slot (Cap), number of vertical (m) and horizontal (w) slots and number of levels (h). Other parameters quantifies the penalties and/or the discounts to be applied.
The demand of each class has been generated randomly from a uniform distribution within the range [10, 100] . The handling matrix has been determined by using the same distribution function in the range [50, 100], whereas the distance matrix has been defined on the basis of the conditions reported below (depending on the I/O door) and considering the layout shown in Figure 1 :
where condition (33) is used with reference to the I/O door 1 and (34) with reference to the I/O door 2. In these formula, 5 represents a constant while x, y, z are the coordinates varying in [1, w] , [1, m] and [1, h] respectively. An accurate study has been carried out to select the values of two important input parameters, that is and the CP U time limit, that represents the amount of time (in seconds) given to Cplex for solving each instance.
To this aim, different instances have been generated by varying the number of classes n. In particular, n has been set equal to 5, 10, 20, 50, 80 and 100. In what follows, we use the notation P rob n to indicate the test problem with n classes.
It is assumed that each product is compatible to each other, whereas the layout parameters are chosen as follows: m = 2, w = 4, h = 2, k = 2, P 1 = 10, P 2 = 8, P 3 = 6, P 4 = 4 and finally P 5 = 10000. For determining the best value for parameter (denoted by best ), the CPU time limit has been set to 7200 seconds and the tree budget (the maximum dimension in MB of the Branch and Bound tree) has been set equal to 1000 MB. Different values for have been considered, in particular, the computational experiments have been carried out by letting equal to 0.1, 0.2, 0.3, 0.4, 0.5, 0.6, 0.7, 0.8, 0.9 and 1. The value best has been determined taking into account the computational time (Time); the quality of the final solution (in bold the optimal ones); the total cost of the final solution (Cost) and, finally, the discrepancy (Gap) between the best integer objective and the objective of the best node remaining.
The related results are given in Tables (1-5) , where Average denotes the average time, cost and gap, respectively, obtained, fixing the value of on all the instances; Dif, instead, denotes the difference between the Average value and the best Average value.
For example, in Table 1 , for = 0.1, the average cost is 4813.40 seconds, instead, the best Average value, overall the values of , is 4688.19 seconds (obtained for = 0.6 in Table 3 ).
Thus, considering that the best average time is 4688.19 seconds; the best average cost is 21218.98 and the best average gap is 0.123%, the right compromise is best = 0.6. This value has been considered in the computational experiments.
The same analysis has been performed by varying the CPU time limit for Cplex. In particular, this limit has been set equal to 1h, 2h, 3h, 4h, 5h and 6h. The related results are reported in Tables 6-8 . Also in this case, considering the best average time equal to 2399.15 seconds (for 1h CPU time limit in Table 6 ); the best average cost equal to 51860.87 (for 2h CPU time limit in Table 6 ) and the best average gap 0.21%, the best CPU time limit has been taken for 2 hours (7200 seconds). The Tree budget, instead, has not been determined in a detailed way because it is not relevant for this analysis. For this reason, it has been set to 1000MB. 
Sensitivity analysis
The three different compatibility scenarios introduced in Section 5.1 have been used in the computational phase and for each of them the set of instances has been tested by varying the most critical and relevant parameters influencing the performances of the model, that is n; m; w, h and Cap.
They have been varied by taking into consideration some performance indexes: the complexity of the model (i.e., number of variables and constraints); the quality of the final solution (i.e., optimal/feasible/infeasible (in the following tables all the optimal solution are remarked in bold)), the computational time (required by the solver in order to detect the solution) and the solution decentralization, evaluated by the following coefficient:
where worstV alue represents the highest decentralization value and it is evaluated as n * [m * w * h * p 5 ]; currentV alue is, instead, the difference between the penalty cost and the discount component. The values of the other parameters have been chosen as follows: m = 4, w = 6, h = 4, k = 2, Cap = 100, = 0.6, P 1 = 10, P 2 = 8, P 3 = 6, P 4 = 4, P 5 = 10000. Increasing n, the complexity of the model increases too and it is also remarked by the results reported in Table 9 .
In fact, for the first instances (from Prob5 until Prob20), the optimizer is able to determine the optimum in the fixed CPU time limit. In all the other cases, it is able to detect only a feasible solution.
A sensitivity analysis on the slot capacity has been also carried out. The related results for the instance prob20 are given in Table 10 ; similar results have been also observed for the other test problems.
The values for the slot capacity have been chosen randomly, starting from a minimum value determined by considering the feasibility condition. The basic hypothesis has been that all the slots have the same capacity. Thus, the feasibility condition has been expressed as follows: Cap > ( n i=1 r i )/m * w * h where the right-and-side represents the minimum value for the capacity. As reported in Table 10 , increasing the value for Cap, the complexity of the mathematical model decreases consequently and the solver is able to find the optimum because there is more space available to allocate the entire demand of a class in one slot. Indeed, for Cap = 100, Cap = 150 and Cap = 200, Cplex finds the optimal solution. This implies a reduction of the possible solutions to be analyzed by the Branch and Bound algorithm. In Figure 4 , it is shown how the solution decentralization also decreases increasing Cap. As already said, also m, w and h affect the quality of the final solution. In particular, the complexity of the model linearly increases, increasing their values; the solution decentralization, instead, remains constant thanks to the slot capacity value. As a matter of fact, on the instances with a number of classes higher than 20, the optimizer is not able to detect the optimum. This remarks the sensitivity of the model in regard to n parameter.
On the instances with a number of classes lower than 20, Cplex is able to find the optimal solution (in any compatibility scenario) varying w.
Conclusions and Future Works
In this work, a mathematical linear formulation is proposed for the Products Allocation Problem in a multi-layers warehouse with compatibility constraints among the classes. The performance of the proposed model has been evaluated on a large set of instances, randomly generated, by considering three different compatibility scenarios. The experimental results, carried out by using Cplex as the optimizer, clearly underlined that it is possible, in a reasonable amount of time, to determine the optimal solution for small and medium size problems, whereas in the case of large-scale problems, it is possible to find only feasible solutions.
Future works on this specific problem are related to the definition of different heuristic approaches in order to improve the feasible solutions on the more complex scenarios. Moreover, other operative constrains could also been integrated in the mathematical formulation in order to take into consideration other possible real specifications.
