Tsinghua Science and Technology
Volume 20

Issue 6

Article 1

2015

Cloud Platform Based Automated Security Testing System for
Mobile Internet
Dan Tao
the School of Electronic and Information Engineering, Beijing Jiaotong University, Beijing 100044, China
and Jiangsu High Technology Research Key Laboratory for Wireless Sensor Networks, Nanjing 210003,
China.

Zhaowen Lin
the Network and Information Center, Institute of Network Technology, Science and Technology on
Information Transmission and Dissemination in Communication Networks Laboratory, National
Engineering Laboratory for Mobile Network Security, Beijing University of Posts and Telecommunications,
Beijing 100876, China.

Cheng Lu
the School of Electronic and Information Engineering, Beijing Jiaotong University, Beijing 100044, China
and Jiangsu High Technology Research Key Laboratory for Wireless Sensor Networks, Nanjing 210003,
China.

Follow this and additional works at: https://tsinghuauniversitypress.researchcommons.org/tsinghuascience-and-technology
Part of the Computer Sciences Commons, and the Electrical and Computer Engineering Commons

Recommended Citation
Dan Tao, Zhaowen Lin, Cheng Lu. Cloud Platform Based Automated Security Testing System for Mobile
Internet. Tsinghua Science and Technology 2015, 20(6): 537-544.

This Research Article is brought to you for free and open access by Tsinghua University Press: Journals Publishing.
It has been accepted for inclusion in Tsinghua Science and Technology by an authorized editor of Tsinghua
University Press: Journals Publishing.

TSINGHUA SCIENCE AND TECHNOLOGY
ISSNll1007-0214ll01/13llpp537-544
Volume 20, Number 6, December 2015

Cloud Platform Based Automated Security Testing System for
Mobile Internet
Dan Tao , Zhaowen Lin, and Cheng Lu
Abstract: With respect to security, the use of various terminals in the mobile Internet environment is problematic.
Traditional terminal testing methods cannot simulate actual testing environments; thus, the test results do not
accurately reflect the security of terminals. To address this problem, we designed and developed a cloud platform
based automated testing system for the mobile Internet. In this system, virtualization and automation technology
are utilized to integrate mobile terminals into the cloud platform as a resource, to achieve a novel cloud service
called Testing as a Service (TaaS). The system consists of three functional modules: web front-end module, testing
environment module, and automated testing module. We adopted the permeable automated testing tool Metasploit
to perform security testing. In our test experiments, we selected 100 apps with diverse vulnerability levels, ranging
from secure to vulnerable, to perform a series of functional tests. The experimental results show that this system
can correctly test both the number of vulnerable apps and their corresponding vulnerability levels. As such, the
designed system can flexibly configure various testing environments for different testing cases or projects, and
thereby perform security testing automatically.
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Introduction

The rapid development of mobile communication
and cable network technologies has accelerated the
use of the mobile Internet. While these advances
have brought new experiences to users, they also
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bring serious security problems[1] . Compared to the
traditional Internet, the sources of threat for the mobile
Internet are broader and the environment is more
complex. The growing security problem is partially
due to factors, such as mobile terminal security holes,
common network attacks, vulnerable TCP protocols,
and so on. However, the explosive growth of mobile
terminals (e.g., smartphones) has accelerated the use of
apps. Millions of smartphone apps are now available
from different app stores, giving users a plethora of
options to choose. However, few of these apps have
been adequately tested before their public release. To
guarantee the safe use of the mobile Internet, one of
the most effective and essential solutions is to test the
security performance of mobile terminals being used.
Traditional system and app testing procedures require
repeated operations from testers, and these operations
increase the duration of the testing period. Further,
because of the rapid development of the mobile Internet,
the updating of Operating Systems (OSs) and apps
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has accelerated, and the growing pace has significantly
exceeded the workload capacity of the testers. While a
stream of various testing tools for the mobile Internet
is emerging, testing for mobile terminals is still in its
infancy relative to that for PCs.
Test automation is the use of special software
(separate from the software being tested) to control
the execution of tests and to compare actual outcomes
with predicted outcomes. Test automation can automate
some repetitive but necessary tasks in a formalized
testing process already in place, or add additional
testing that would be difficult to perform manually.
Automated testing improves testing efficiency[2] . Three
traditional cloud computing service models are the
Infrastructure as a Service (IaaS), Software as a Service
(SaaS), and Platform as a Service (PaaS). A recently
introduced “cloud computing” is known as Testing as a
Service (TaaS)[3] . The combination of testing, service,
cloud computing, and automation makes possible the
simulation of the real network environment of the
mobile Internet and the testing of diverse terminal
devices. As with manual testing, automated testing
is used to verify whether the software can meet its
functional requirements or whether there are holes or
vulnerabilities. Compared to manual testing, automated
testing is more competitive, as summarized in Table 1.
Previous research in automated testing has reported
the use of various solutions. Kochhar et al.[4] analyzed
over 600 Android apps collected from F-Droid, checked
for the presence of test cases, and calculated code
coverage to measure the adequacy of testing for these
apps. They concluded that many Android apps are
poorly tested—only about 14% contain test cases and
only about 9% containing executable test cases have
more than 40% coverage. At present, a number of
automated testing tools are used for mobile terminals,
including Monkeyrunner, SilkTest, and Robotium[4] .
In Ref. [5], the authors studied the Smart Phone
Automated GUI (SPAG), which can dynamically
Table 1 Performance comparison between manual and
automated testing.
Manual testing
Covers part of the code paths
Captures some error types
Writing of many test cases
required
Fails to operate vast
combination tests

Automated testing
Covers all code paths
Captures all error types
Writing fewer test cases
required
Operates vast
combination tests

change the timing of operations so that all event
sequences can be performed on time. Experiments
conducted on an Acer Liquid smartphone to compare
SPAG with MonkeyRunner showed that SPAG can
maintain up to 99.5% accuracy. Liu et al.[6] focused
on automated testing of Android applications using
the capture and replay method. The user events of
Android applications are captured and converted into
Robotium test scripts that can be executed to replay the
recorded actions of users. In order to verify the outputs
of the Android UI components, this approach also
allows for the insertion of assertions when capturing
user interactions. A supporting tool was implemented
to illustrate the usefulness of the authors’ proposed
approach.
These automated testing tools focus mostly on
performance, function, and pressure testing, such
as the YiCeYun testing platform[7] . None performs
security testing[8] . The Metasploit project is a computer
security project that provides information about security
vulnerabilities, and which supports penetration testing
and IDS signature development[9] . Its best-known subproject is the open source Metasploit Framework, a
powerful open-source tool for developing and executing
exploit code against a remote target machine[10] . The
authors in Ref. [11] discussed the deployment and
use of the Metasploit Framework when conducting
penetration testing, and described a case study in a
production environment to demonstrate its validity.
To improve the accuracy of Metasploit vulnerability
detection, in Ref. [12], the authors loaded a Nessus
module to help complete effective penetration testing
within its framework. Experimental results showed that
a Nessus module can be loaded successfully to carry out
scanning in the Metasploit console interface. Here we
adopt this permeable testing tool Metasploit to perform
security testing.
Motivated by the above mentioned issues, in this
study, we designed and developed a cloud platform
based automated security testing system for the mobile
Internet, in order to perform efficient testing using
the vast resource of the cloud platform. We adopted
the Metasploit testing framework in this system and
deployed it on the cloud platform. As a result, our
system can easily simulate real terminals (e.g., mobile
phones) to run actual apps. Furthermore, the system can
flexibly configure testing environments and construct
testing projects on the testing platform, and thereby
perform security testing automatically.
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The remainder of this paper is organized as follows:
Section 2 details the implementation of the cloud
platform based automated security testing system. In
Section 3, we describe the performance of a series
of functional tests to verify the effectiveness of the
designed system. Finally, in Section 4 we draw our
conclusions.

2

Cloud Platform Based Automated Security
Testing System

In view of the past difficulty in constructing a testing
environment, the long testing periods required, and the
lack of app security testing, our solution uses a novel
concept from TaaS, and combines cloud computing
with an automated testing technique to address the
existing problems. Using the vast resource of the
cloud platform, we are able to realize an efficient
automated security system. Our cloud platform based
automated security testing system consists of three
functional modules: the Web Front-end (WF) module,
the Testing Environment Construction (TEC) module,
and the Automated Testing (AT) module.
 The WF module provides users with a visual, userfriendly interface to complete the testing resource
configuration (e.g., virtual machine selection, IP
address configuration), account management (e.g.,
registration and login), and testing result display
(see Section 2.1).
 The TEC module provides the necessary testing
resources, including the virtual hosts of the mobile
terminals with various versions for different testing
targets. In addition, it is responsible for deploying
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539

testing tools on the cloud platform (see Section
2.2).
 The AT module processes the corresponding
information (e.g., IP address) of the virtual hosts
and completes the automated testing on the
virtual hosts. It consists of two parts: testing
tool packaging and automated script control (see
Section 2.3).
Figure 1 illustrates the workflow of the automated
security testing system using the cloud platform. Upon
receiving the configuration information and testing
commands from the WF module, the AT module sends
these data to the hostmanager. Then, the hostmanager
schedules the virtual machine resources distributed on
the back-end of the cloud platform and configures
the IP address for the virtual machine. At the same
time, taking the information from the web front-end
as parameters, the AT module calls packaged testing
tools via an automated script control, and conducts
test for certain virtual machines with a user-specified
IP address. When automated testing is completed by
the AT module, the corresponding testing results are
returned to the web front-end.
2.1

Web front-end module

The web front-end is realized using the Django
development framework. Django is a free opensource web application framework written in
Python, which follows the Model-View-Controller
(MVC) architectural pattern[13] . The back-end adopts
the MySQL database. Due to space limitations,
implementation details are omitted here.

Workflow of the automated security testing system using the cloud platform.
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2.2

Testing environment construction module

Construction of the virtual testing environment is an
indispensable part of automated testing for mobile
terminals using the cloud platform. The TEC module
prepares the virtual hosts and the tools to be tested,
and provides resource support for further operations.
In this system, the testing environment construction is
divided into two parts: mobile terminal virtualization
and integration of the automated testing tool with the
cloud platform.
2.2.1

Mobile terminal virtualization

Currently, there are a number of common virtual
machines for platforms such as Windows and Linux.
However, as yet, there is no virtual machine for
mobile terminals. The process of mobile terminal
virtualization must be supported by virtualization
technology. Mainstream virtualization technology
includes FreeBSD Jail, OpenVZ, LXC, Xen, URM, and
KVM, representing different types of virtualization.
Specifically, FreeBSD Jail, OpenVZ, and LXC are OSlevel virtualization technologies, and Xen and URM
perform paravirtualization. In contrast, KVM is a full
virtualization technology. Our system requires that the
virtual machine simulate the physical host completely.
That is, it requires not only OS virtualization but also
component virtualization (e.g., I/O, CPU, storage, and
disk). Therefore, we adopted KVM for our system.
Taking Android OS as an example, Fig. 2 illustrates
the process of terminal virtualization. Firstly, the virtual
machine is produced by downloading Android mirror
files for the virtual machine. Next, once the mirror
file is generated, mirror virtualization is performed,
and the mirror file becomes a file with the suffix
.img via a series of commands[14] . Here, we select
file Android-x86-4.0-eeepc.iso, mainly because it is the
latest version of the Android mirror file that can easily
support Bluetooth, WIFI, and so on. After the mirror
file is downloaded, the related virtualization can begin.
Prior to the virtualization process, KVM virtualization
software must be installed in the Linux OS, as the KVM
virtualization software is the kernel of the virtualization
process.

Fig. 2

Process of terminal virtualization.

2.2.2

Integration of the automated testing tool with
the cloud platform

The choice of a Linux-based back-end for the cloud
platform limits the range of choices for the testing
tool. Two requirements must be met: first, the testing
tools must be installed on the Linux OS, and second,
the testing tool must perform tests using a commandline interface. The testing tool Metasploit satisfies
both of these requirements quite well. Metasploit can
also perform both defensive and offensive permeability
testing. The most significant advantage of Metasploit is
that it can find the target host based on the IP address,
and then conduct port scanning or execute other
security vulnerability scanning. Specifically, Metasploit
is an open-source programmable testing tool that is
shipped with vulnerability testing plugins. Hence, we
adopted and integrated Metasploit with the proposed
system. The Metasploit testing framework consists
of three parts: (1) a basic library file that provides
the files necessary to perform testing; (2) a plugin
to control testing tools outside those by Metasploit;
and (3) interface options for four types of testing
interfaces: Msfconsole, Msfcli, Msfgui, and Msfapi.
The Metasploit integration steps are shown in Fig. 3.
Once the mobile terminal virtualization is
accomplished and the Metasploit testing tool is
integrated with the cloud platform, the resources
required by the TEC module are considered to be
thoroughly prepared.
2.3

Automated testing module

The AT module includes two main parts: the testing tool
interface packaging and the automated script control.
To achieve automated testing, these two parts are
functionally interdependent.
2.3.1

Testing tool interface packaging

The hostmanager is a tool used to manage the virtual
machine on the backend of the cloud platform. It
can dynamically distribute the resources of the virtual
machines and network. A virtual machine can simulate

Fig. 3

Metasploit integration steps.
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a node in a network to perform different kinds of
network experiments. Similarly, the hostmanager in
the cloud platform configures the underlying virtual
machines according to the configuration information
sent by users. It then starts the virtual machines at the
onset of testing. In addition, there are two types of
packaging for the testing tool interface, which perform
in the API modules in the hostmanager and in the backend of cloud platform, respectively. The first packaging
is found in the hostmanager for the testing tools. Next,
taking the loading vulnerability scanning tools into the
Msfconsole interface as an example, we describe in
detail the first packaging process.
Metasploit can provide four types of testing
interfaces: Msfconsole, Msfcli, Msfgui, and Msfapi.
Compared to the others, the Msfconsole interface
has significant advantages in that it allows users to
access almost all the command lines in the Metasploit
Framework, and to execute third-party-aided testing
tools such as Nmap. Msfconsole is also convenient
for interaction, which suits the operation of Linux, for
example, in the storage of a user’s configuration, or the
loading of a testing tool.
The Msfconsole vulnerability scanning commands
are listed in Table 2.
When performing control functions on Nessus,
Msfconsole uses a shell command-line interface to
carry out vulnerability scanning. This Msfconsole
interface must load the Nessus plugins provided by
the Metasploit Framework without outside download.
As described in Fig. 4, the packaging of the Nessus
command line in the hostmanager consists mainly of
the packaging operation commands used in a testing
process according to a certain execution sequence.
Besides the testing operations, some query commands
must also be packaged. For example, each query
statement can be packaged into a function interface, and
its parameters will be those required by the command
line.
The second packaging can be performed by the
API module on the backend of the cloud platform to
Table 2
Nessus command on Msfconsole interface
Nessus connect
Nessus save
Nessus logout
Nessus help
Nessus server status

Fig. 4
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A completed Nessus testing process.

make available Python interfaces for the automated
script control. Via these two packaging processes, the
packaging of the Nessus testing tool in the Metasploit
Framework is complete. At this point, the automated
control script will recognize calls for the packaged
testing tools, thus providing a testing function similar
to that of the MSF command line.
2.3.2

Automated script control

This function plays a vital role in the automated
testing system process, carrying out the configuration
or testing commands from front-end users and calling
the interface of the packaged testing tool for the second
time.

3

Functional Test and Analysis

In this section, we describe the functional test
performed on the designed automated security
testing system. This system allows users to flexibly
choose different OS categories or versions and to
configure their IP address via a user-friendly interface.
The configuration information can be sent to the
hostmanager, whereupon the hostmanager starts the
virtual machine node to configure the IP and to build up
the virtual network topology. After the automated test
is completed, the test results are returned to the web
front-end in webpage format, as illustrated in Fig. 5.
Table 3 lists the hardware/software configurations for
the testing environment.
In our test, the test target was a mobile terminal.
Currently, there are two popular OSs on mobile

Nessus commands.
Meaning
Connect Nessus server
Record each process data for Nessus login
Logout Nessus server
List all the commands needed by Nessus tool
View the connection status of Nessus server
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Table 3

Hardware/software configuration for the testing environment.

Hardware configuration
CPU dominant frequency 1 GB
Memory 2 GB
Disk 80 GB
Dual-network card (100 MB/1000 MB)

Software configuration (High-performance servers)
Windows OS/Linux OS (Ubuntu 12.04 and higher)
Apache Web Server
MySQL Database
Django Web Application Framework

distribution of vulnerability levels clearly reflects the
extent that the system security can be threatened.
3.1

Fig. 5

Testing environment system chart.

terminals: IOS developed by Apple and Android OS
developed by Google. Taking into account market
share, the openness of the OS, and other factors, we
selected the Android 4.0 OS as our test target, whose
market share in all the Android OSs is more than
63%[15] .
To verify the function of the automated testing
system, a certain number of apps had to be installed in
the Android 4.0 system so that physical terminals could
be realistically simulated. Considering the test features
of Metasploit in our automated testing framework, we
installed a certain number of popular apps downloaded
from the network, including both secure and vulnerable
apps. The adopted testing tool has a vulnerability
library of thousands of vulnerabilities. According to
the vulnerabilities and weaknesses of the given testing
tool, we performed a series of simulation attack
experiments on the designed system. Vulnerability can
be classified into five levels, as described in Table
4. Each vulnerability level is strictly defined, so the
Table 4
Vulnerability level
Normal
Low
Media
High
Extremely high

Test case I

In this test case, there were 60 secure apps (e.g., Tencent
QQ, Wechat, and Alipay) from official websites and
7 vulnerable apps with low and medium vulnerability
levels ( 1 Zaker, 2 Food Library, 3 Pocket Tool,
4 DU Battery Saver, 5 eBook, 6 Liuliangbao, and
7 TTPlayer). First, we selected various secure and
vulnerable app combinations with different scales to
verify the correctness of the automated testing system.
A number of test results are listed in Table 5, in which
the ratio denotes the ratio of the number of vulnerable
apps to the number of secure apps involved in each
combination test.
These test results show that for either secure or
vulnerable apps, the system’s precision ratio was
100%, and its error ratio was 0%. In a series of
functional tests, the system easily resolved the difficulty
regarding combination testing experienced in traditional
manual testing, while also improving the accuracy,
comprehensiveness, and efficiency of the system’s
security testing. Figure 6 shows a detailed test report
for this case, in which two different displays (e.g., bar
chart and pie chart) are provided to indicate the number
of vulnerable apps tested and their corresponding
vulnerability levels. The target host address in this test
case was configured as 210.25.137.229, and the time
consumed by this system during testing of the 67 apps
was about 3 min.
3.2

Test case II

To determine whether the automated testing system

Vulnerability levels and their definitions[16] .
Definition
No vulnerability
Information leaked from vulnerability is utilized, but causes no threat
Vulnerability causes the expansion of user permissions
Shell can be obtained from remote host or a command is executed
Information leaked from vulnerability is utilized to initiate attack
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Table 5

Results of a number of test cases.

Vulnerable apps Ratio
Expected result
Test result
1
1/60 1 vulnerability found
Expected
2
1/60 1 vulnerability found
Expected
3, 4
2/60 2 vulnerabilities found Expected
5, 6, 7
3/60 3 vulnerabilities found Expected
1 – 7
7/60 7 vulnerabilities found Expected

of apps, the time used for testing the 100 apps was
5 minutes. As indicated by the test results shown in
Fig. 7, we consider that our system can accurately
calculate the number of vulnerable apps distributed at
all vulnerability levels. Overall, from this series of
app combination tests, we conclude that the automated
testing system is able to detect all vulnerability levels,
complete basic functional requirements, and achieve the
desired design objectives.

4

Fig. 6

Test report details for test case I.

can detect all vulnerability levels, we increased the
quantity of apps to 100 in the second test case, including
40 vulnerable apps ranging from low to extremely
high levels of vulnerability. The app types included
gaming apps (e.g., Tai Chi Panda and Adventure King
2) and reading apps (e.g., Duokan Reader). These
vulnerable apps were obtained from unofficial websites
and software testing forums. With the increased number

(a) Bar chart
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