SUMMARY We present a model checking approach to the rationale, implementation, and applications of a query language for location-based services. Such query mechanisms are necessary so that users, objects, and/or services can effectively benefit from the location-awareness of their surrounding environment. The underlying data model is founded on a symbolic model of space organized in a tree structure. Once extended to a semantic model for modal logic, we regard location query processing as a model checking problem, and thus define location queries as hybrid logicbased formulas. Our approach is unique to existing research because it explores the connection between location models and query processing in ubiquitous computing systems, relies on a sound theoretical basis, and provides modal logic-based query mechanisms for expressive searches over a decentralized data structure. A prototype implementation is also presented and will be discussed.
Introduction
Of the many applications of ubiquitous computing, contextaware and location-aware services, in particular, have become the most typical and popular, entering into increasingly more mobile devices and application domains. To support these services, pervasive systems must be able to capture, maintain, and process location information related to various physical entities. Therefore, we believe that location query processing should be regarded as one of the major requirements of ubiquitous computing systems, being closely related to the way we model and organize location information.
Current research on ubiquitous computing has focused on the design and implementation of application-specific location-aware services, like smart rooms and navigation systems. These have often been designed for particular tracking systems like GPSs or RFID tags that capture location information about moving users and objects. As a result, the task of managing data for location information has attracted scant attention thus far. In fact, most existing location-based services maintain and process location information in an ad-hoc manner and/or rely on centralized and inadequate data infrastructures. The underlying connection between location models and query processing for ubiquitous computing systems has yet to be explored. •EN is the set of tree nodes. A node has the same name as the place it corresponds in the location model. Each node is thus uniquely identified. •E The tree edge relation
• 
This is the standard definition for the •È operator. 
Design and Implementation
To evaluate the expressiveness of our query language, we built a prototype implementation of the framework, called Chequery. The query language itself is independent of any programming languages but the current implementation uses OCAML (version 3.09 or later).
System Functionalities
Our system provides query analysis for the underlying location model. The query evaluation's algorithms were derived from hybrid logic-based model checking algorithms. Chequery works in interactive mode, where the user can move along the model with basic navigation operators, and thus modify the context of the query, i.e., its provenance. Readers may relate this navigation-based system to the navigation inside tree-based file systems (i.e., enter or leave a folder, etc.) and execute location queries, based on the syntax specified in Sect. 4. The overall architecture for the Chequery system is outlined in Fig. 8. 
Architecture
Tree-Based Database
The major issue with model checking is the so-called stateexplosion problem. Because the Kripke structure represents the state space of the whole system, it is exponential in Fig. 8 Chequery architecture.
size to the system description. There have been several approaches to tackling the state explosions, in particular symbolic techniques where the Kripke structure is defined by binary decision diagrams. We did not need such techniques because we directly built the hierarchical tree graph with a mapping strategy. The first version of our system supports networked-file tree structures, where files correspond to places or entities in the location model and where links correspond to containment relationship between these places and/or entities.
Hierarchical Tree Graph
The Model Builder takes the input files and extracts their spatial organization to produce a corresponding modal structure, the hierarchical tree graph. Following the definition in Sect. 3, the modal structure is a Kripke system which:
1. Associates the files with places, 2. Links the places with two transition relations according to the containment structure, and 3. Labels all places with the basic logical propositions that hold at corresponding places, i.e., the contained places. Therefore, the edges of the graph can be seen as augmented places (with a logical view of their descendants), and we call these worlds. This is the appropriate term in model checking terminology.
type world= {mutable container: place; mutable valid_prop: place list; mutable nested_loc: place list; } The Kripke form is ((place world (worlds))...). The data structure is implemented in a Hashtable where the keys are the world's labels and the values represent the world itself. Note that in the current implementation, after Model Builder has been executed, the supporting logic functions implemented in the HL Model Checker will use this modal system as the basis of all location queries.
Query Evaluation
The query language is defined by a recursive grammar location-based services (e.g., through language extensions), this section highlights its application to indoor environments, along with an RFID-based tracking system. Due to the symbolic location model, the query language obviously deals with qualitative information about the locationtree structure, rather than quantitative information (e.g., distances between physical entities). From our point of view, RFID-based tracking systems are a convenient application domain because they inherently handle the symbolic notion of place, through RFID readers' coverage areas. Such systems detect the location of physical entities, and usually deploy services bound to the entities at appropriate computing devices near to where they are located. A pair made of an RFID reader and an RFID tag thus define the containment relation presented in this paper, the former being the parent, and the latter, the child. When an RFID tag is detected inside an RFID reader's coverage area, the underlying hierarchical tree graph is updated: the tag becomes the reader's child, and it labels its parent (see Fig. 9 ). However, the language could be applied to geometric-based systems, where a prior refinement step derives symbolic relations from geometric coordinates.
Location/User-Aware System for Museums
The system is deployed at the National Museum of Nature and Science in Ueno (Japan). It was constructed with the framework presented by Satoh [15] . This system:
• Plays audio-annotations at specified spots when visitors stand at these, and • Provides compound document-based GUIs for selecting audio-annotations according to visitors and spots. These GUIs visualize the positions of visitors.
All visitors are provided with a hat equipped with embedded active RFID tags to track their locations. The exhibition space is augmented with RFID tag readers that detect the presence of visitors within it. When visitors come sufficiently close to some objects (e.g., fossils of dinosaur), located at several spots throughout the exhibition, the system selects and plays sounds about dinosaurs according to (1) (2) Fig. 10 Map-based GUI (1) and RFID speaker (2) .
the combination of the spot, the visitors and their routes in the room. The upper right image (2) in Fig. 10 depicts the equipment used during the experiment, i.e., a loud speaker and an RFID reader were positioned in front of the fossils . The query processing engine is independent of any hardware or computing devices. Within the current system in the museum, the devices are not overloaded with query processing tasks, as query processing is done on proxies where the application is deployed. Our solution does not make any assumptions about the deployment of the application, as that is beyond the scope of this paper.
Query Language for Middleware Support
Even if the application is fully functional, its future extensions are made more difficult from an engineering point of view. The current location-based service (i.e., the appropriate audio-based information) is delivered to the users (i.e., the visitors) without any query mechanisms, in a reactive manner, i.e., the fact that a user has been detected entering a spot triggers the corresponding loud speaker. This eventbased mechanism is dependent on the underlying sensing systems and it is specifically implemented for that application. Instead, our query processing framework could be integrated as a component available at the middleware level. In the current version of the system, developers need to manually construct the query mechanisms, based on simple events, e.g., entering or leaving a spot. Our query processing framework is useful when we want to extend the functionalities of such a location-based system, without increasing its complexity.
Monitoring
Collecting information about the activities of visitors is an on-going process that is relevant to museum curators. The information delivered by monitoring is analyzed and used to improve and enhance their collections. In our locationbased service, the query processing framework could be used to determine visitors' itineraries inside museums. For example, visitors may not wish or be able to visit all the exhibits, or visit some of these more than once during their Fig. 11 Ability of the system to evaluate nine queries of different sizes. 
Conclusion and Future Works
We presented a novel approach to handling location query processing in ubiquitous computing environments. Starting from the symbolic location model, along with the spatial containment relation between places, we defined an extended Kripke structure as a semantic and data model for a hybrid logic-based query language. We demonstrated that our logic, which is defined by a small set of operators, provides a great deal of expressiveness to common location queries. We also designed and implemented a prototype system based on the framework. The approach we presented in this paper is general and may not be limited to location query processing. Actually, it has a broad application domain and can be applied to any hierarchical data structure. Finally, we would like to point out further issues that need to be resolved. Although there are many directions for future work, we will only mention some of these. First, from a technical viewpoint, we assumed a static topology for the location model when issuing queries. As a result, we focused on queries related to the spatial organization of data. However, users, objects, and/or services are mobile in ubiquitous computing environments, adding further dynamicity to the data model, decentralized by nature. The topology of the location model itself, i.e., the spatial configuration, is dynamic. Thus, we need to extend our language to cope with these temporal changes. Second, privacy is an important issue in all information-based applications, and is a fortiori in any ubiquitous computing application where the need for information about people's locations is increasing. Our query language especially deals with global location references and direct access that may lead to privacy violations. Privacy should be regarded as part of the core of the query processing framework, and our model should be able to support access control mechanisms. 
