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brezzˇicˇna komunikacija
V zakljucˇni nalogi je predstavljena komunikacija med mikrokrmilnikom in racˇunalnikom
preko ogrodja ROS. Vzpostavljeni in preverjeni sta bili dve mozˇnosti, in sicer ROSSe-
rial ter COBS. Najprej so predstavljene teoreticˇne osnove obeh komunikacijskih orodij,
strojne opreme ter ROS-a. V nadaljevanju je predstavljeno delo in potek vzpostavlja-
nja povezave. V primerjavi obeh komunikacijskih opcij preko brezzˇicˇne povezave je
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In this dissertation, we present communication between microcontroller and computer
over ROS framework. Two options were established and tested, namely ROSSerial and
COBS. At first we explained theoretical basis of both communication tools, hardware
and ROS. Then the work done on communication packages and on establishing com-
munication is presented. In comparison of both protocols over wireless connection, we
found out, that on microcontrollers COBS works better.
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ASCII ameriˇski standardni nabor za izmenjavo informacij (ang. American
Standard Code for Information Interchange)
COBS konsistenten presezˇek odvecˇnih bajtov (ang. Consistent overhead byte
stuffing)
EEPROM elektricˇno izbrisljivi programirljivi bralni pomnilnik (ang. Electrically
eraseable programmable read only memory)
IDE integrirano razvojno okolje (ang. Integrated development enviorment)
LED svetlecˇa dioda (ang. light emitting diode)
LiPo litij kalij (ang. lithium potassium)
MOS polprevodnik iz kovinskega oksida (ang. metal oxide semiconductor)
PLK programirljivi logicˇni krmilnik
P2P enak z enakim (ang. peer to peer)
RAM bralno-pisalni pomnilnik (ang. Random-access memory)
ROS robotski operacijski sistem (ang. Robot Operating System)
SRAM staticˇni bralno-pisalni pomnilnik (ang. Static random-access me-
mory)
UART univerzalni asinhroni sprejemnik in oddajnik (ang. universal asyn-
chronous receiver-transmitter)
USB vsestransko zaporedno vodilo (ang. Universal serial bus)
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1 Uvod
Zˇe dolgo cˇasa ljudje stremimo k avtomatizaciji vseh procesov in aktivnosti. Zato smo
izumili pomivalne in pralne stroje, ter se sedaj trudimo narediti avtonomne avtomobile.
Z napredkom avtomatizacije pa je priˇsla potreba po vedno vecˇjem sˇtevilu mikrokrmil-
nikov [1]. Pogosto je vecˇ mikrokrmilnikov v eni sami napravi. Da bi zagotovili boljˇse
in zanesljivejˇse delovanje celotne naprave, je potrebna komunikacija med njimi. S
komunikacijo med samimi mikrokrmilniki se tako zˇe izboljˇsa zanesljivost, cˇe pa komu-
niciramo sˇe z mikroprocesorji in racˇunalniki pa se odpre nov svet. Na zmogljivejˇse
naprave, ki imajo vecˇ racˇunske mocˇi, lahko tako prenesemo kompleksne operacije, ki
jih mikrokrmilniki opravijo pocˇasi.
Pri tem pa je kljucˇna dobra komunikacija. Tako kot pri ljudeh, se lahko tudi v svetu
elektronike zgodijo napake pri prenosu informacij. V danasˇnjem cˇasu, ko vse vecˇ stvari
deluje brezzˇicˇno, pa je to sˇe toliko bolj pogosto, saj zrak z vsemi preprekami ni tako
zanesljiv medij kot zˇica. V ta namen, je bilo do danes razvitih zˇe mnogo razlicˇnih
komunikacijskih protokolov za zanesljivo komunikacijo. Nekateri dajejo prednost zane-
sljivosti, da delujejo brez izgubljenih informacij, drugi pa sledijo nacˇelu hitrosti, kjer
je kljucˇno sˇtevilo poslanih informacij v cˇasovni enoti. Seveda se tudi pri njih zagota-
vlja osnovno kvaliteto prenosa informacij, vendar ta ne sme prevecˇ podaljˇsati samega
sporocˇila.
Pri mikrokrmilnikih, ki navadno delujejo v realnem cˇasu, se predvsem sledi nacˇelu
hitrosti, saj ob velikem sˇtevilu informacij lahko toleriramo malo izgube. Tako pogosto
ni glavno, da vse informacije pridejo do naslovnika nepokvarjene, le da lahko naslovnik
preveri, cˇe je informacija enaka poslani. S tem se izognemo uporabljanju napacˇnih
informacij. Sama luknja v sporocˇilni verigi pa se ne pozna, saj naslednje sporocˇilo z bolj
svezˇimi informacijami pride zˇe v naslednji stotinki sekunde. Eden izmed algoritmov,
ki te stvari omogocˇa je COBS algoritem.
1.1 Ozadje problema
Izbira problema temelji na zmozˇnosti oz. nezmozˇnosti shranjevanja in obdelave po-
datkov na mikrokrmilnikih. Ti imajo manj delovnega spomina in operacijske mocˇi kot
racˇunalniki. Z vztrajanjem, da mikrokrmilniki opravijo zahtevne naloge se zmanjˇsa nji-
hova ucˇinkovitost in zanesljivost. Zato se stremi k prenosu kompleksnejˇsih racˇunskih
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operacij na zmogljivejˇse naprave, kot je racˇunalnik. Tukaj pa je kljucˇnega pomena
ucˇinkovita in zanesljiva komunikacija med mikrokrmilnikom in racˇunalnikom, da infor-
macije pridejo hitro in neovirano. Prav tako pa komunikacijski protokol ne sme biti
prezahteven za omejene zmozˇnosti mikrokrmilnikov.
1.2 Cilji naloge
Cilji naloge so povezati mikrokrmilnik v ROS ogrodje in vzpostavitev brezzˇicˇne komuni-
kacije. Implementirati hocˇemo algoritem COBS v mikrokrmilnik in programsko ogrodje
ROS, kot samostojen paket. Preveriti zˇelimo tudi ucˇinkovitost in hitrost vzpostavljene
komunikacije med mikrokrmilnikom in racˇunalnikom. V nalogi zˇelimo preveriti sˇe ko-
munikacijo na osnovi paketa ROSSerial.
2
2 Teoreticˇne osnove in pregled lite-
rature
2.1 Mikrokrmilniki
Mikrokrmilnik je racˇunalnik v malem. Vsebuje vse sestavne dele, da lahko samostojno
deluje, kar pomeni mikroprocesor, pomnilnik, aritmeticˇno logicˇno enoto, uro, pogosto
pa sˇe druge periferne enote. Pomnilnik vkljucˇuje bliskovnega, RAM ter EEPROM.
Poleg ostalih enot, ki so prikazane na sliki 2.1, mikrokrmilnik vkljucˇuje tudi vhodno-
izhodne enote za interakcijo z okolico. Te je potrebno v kodi opredeliti kot vhodne ali
izhodne. Prikljucˇek ne more hkrati opravljati obeh funkcij, zato mu moramo vedno
v programu dolocˇiti ali je vhod ali izhod [2]. S tem dolocˇimo ali bo nek prikljucˇek
deloval kot senzor ali kot aktivator. Senzor spremlja okolico in meri kaksˇna napetost se
pojavi na njemu, medtem ko aktivator ustvari ustrezno napetost na prikljucˇku, glede
na ukaz v kodi. Mikrokrmilniki tako medsebojno vplivajo s svojo okolico, na dodanih
modulih pa je, da to napetost pretvorijo v razne mehanske ali drugacˇne uporabne oblike
informacij. Vecˇina mikrokrmilnikov deluje na napetosti med 3,3 in 5 V.
Glavna lastnost mikrokrmilnikov je predvsem njihova majhnost, ki s seboj prinese
mnoge omejitve pri zmogljivosti vseh komponent. Ne morejo se primerjati z zmoglji-
vostjo racˇunalnika. To je opazno, cˇe pogledamo samo predpono enote. Arduino UNO
uporablja ATmega328P, ki ga lahko uporabimo kot predstavnika mikrokrmilnikov. De-
luje pri hitrosti 16 MHz, ima 32 KB spomina in 2 KB SRAM-a [4]. Cˇe primerjamo
z racˇunalnikom HP Pavilion, ki deluje pri hitrosti 1.2 GHz, ima 8 GB RAM-a in vsaj
128 GB spomina [5], vidimo, da so razlike v vsaj treh dekadah. Ampak ravno njihova
majhnost je najvecˇja prednost, saj jih lahko vgradimo v skoraj vsako napravo, kjer
opravljajo preproste naloge. Tako je v brezzˇicˇni racˇunalniˇski miˇski mikrokrmilnik, ki
ob pritisku na gumb posˇlje sporocˇilo enoti, ki je priklopljena na racˇunalnik. Take naloge
mikrokrmilnik opravi brez tezˇav in pogosto ni izkoriˇscˇen popolnoma. Zelo pogosta je
tudi zamenjava mikrokrmilnikov z PLK-ji. Ti so vecˇje naprave. PLK navadno vsebuje
vecˇ mikrokrmilnikov za razlicˇne naloge, kot so preklapljanje vhodno-izhodnih enot in
upravljanje komunikacijskih enot. Prav tako vsebuje tudi mikroprocesor, kar mu daje
dodatno zmogljivost in zanesljivost. Sam mikrokrmilnik, zato ni primeren za direktno
rabo v industrijskem okolju. Potrebuje sˇe dodatne enote, ki mu dvignejo predvsem
zanesljivost delovanja v nepredvidljivih pogojih.
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Slika 2.1: Tipicˇna zgradba mikrokrilnika. [3].
Zacˇetki mikrokrmilnikov segajo v konec sˇestdesetih let prejˇsnjega stoletja, ko je teh-
nologija tranzistorjev dovolj napredovala, da je bila njihova gostota tako velika, da so
lahko zacˇeli shranjevati vecˇje kolicˇine informacij v binarni obliki. To storijo tako, da
cˇe tranzistor prevaja elektricˇni tok ima eno stanje, cˇe pa ne prevaja toka, ima drugo
stanje. S tem dobimo dve stanji, ki ju prevedemo v digitalno enico in nicˇlo. Prvi mi-
krokrmilnik so naredili v Texas Instruments leta 1971, in sicer TMS 1000, ki je vseboval
procesor, ROM, SRAM in uro na enem cˇipu [6]. K nadaljnjemu razvoju mikrokrmil-
nikov je pripomogel Moorov zakon, ki trdi da se sˇtevilo tranzistorjev v integriranem
vezju priblizˇno podvoji vsako leto. Tako so lahko mikrokrmilniki kot mikroprocesorji
hitro povecˇali svoje racˇunske zmogljivosti in z MOS tehnologijo tudi cenovno ugodnost.
Zato lahko v danasˇnjem cˇasu dobimo mikrokrmilnik zˇe za pol evra.
2.1.1 Arduino
Arduino je odprtokodna strojna in programska oprema, ki je namenjena avtomatizaciji
in razvijanju novih izdelkov na preprost nacˇin. Ker je namenjen tudi izobrazˇevanju, je
zasnovan zelo robustno in prirocˇno za takojˇsnje testiranje. Arduino je integrirano vezje,
ki vsebuje mikrokrmilnik in druge komponente, ki so potrebne za lazˇje povezovanje in
varno delovanje. Sem bi lahko priˇsteli regulator napetosti, analogno-digitalni pretvor-
nik in tudi keramicˇni resonator za pohitritev delovanja mikrokrmilnika. To dosezˇe z
zviˇsanjem frekvence s katero deluje ura. Posledicˇno vsi procesi tecˇejo hitreje.
Prednost Arduina pa ni samo njegova robustnost, temvecˇ tudi programsko okolje Ar-
duino IDE. To omogocˇa preprosto pisanje kode v prilagojenem jeziku C++, ki je poe-
noteno za razlicˇne plosˇcˇice Arduino. Tako lahko preprosto menjavamo plosˇcˇe, ki imajo
4
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drugacˇne lastnosti, kot je vecˇ spomina in vhodno-izhodnih prikljucˇkov. Velika prednost
programskega okolja Arduino IDE je enostavno nalaganje t. i. skice na mikrokrmilnik.
Tako ne potrebujemo raznih pretvornikov iz USB protokola v protokol, ki ga razume
mikrokrmilnik npr. UART.
Skica vsebuje kodo in ima posebno strukturo. Vsaka skica mora imeti po en void
setup(){} in en void loop(){}, kamor znotraj zavitih oklepajev vpiˇsemo kodo. To
sta dve zanki, setup zanka se izvede samo enkrat, in sicer ob zagonu oz. priklopu mi-
krokrmilnika na napetost. V tej zanki navadno dolocˇimo vhode in izhode ter zazˇenemo
inicializacijske funkcije, katere ustvarijo objekte, ki jih lahko uporabljamo kasneje v
kodi. Znotraj zanke loop pa napiˇsemo nasˇo kodo, ki se izvaja vedno znova, dokler je
mikrokrmilnik prizˇgan. Tu navadno izmerimo napetost na vhodnih prikljucˇkih in na
podlagi teh ustrezno reagiramo. Sem torej zapiˇsemo celotno logiko programa.
2.1.2 Robot RoboU3P
Robot RoboU3P je bil razvit z namenom poucˇevanja osnov programiranja in robotike
v osnovnih in srednjih sˇolah [7]. Je mobilni robot, kar pomeni, da se lahko premika po
prostoru, ima pa tudi Bluetooth modul za brezzˇicˇno komunikacijo. Upravlja ga mikro-
krmilnik ATmega32u4, ki ga lahko preprosto programiramo preko Arduino IDE okolja,
saj uporablja enak cˇip kot Arduino Micro. Za orientacijo v prostoru uporablja kodir-
nike na motorjih, ki sˇtejejo obrate koles in senzorje razdalje. Lahko ga sprogramiramo,
da sledi cˇrti, saj so na njem tudi senzorji svetlosti, ki zaznavajo odboj svetlobe od
tal. Napaja se iz enocelicˇne LiPo baterije. Vgrajeni Bluetooth modul RN-42 omogocˇa
prenos podatkov s hitrostjo 3 Mb na sekundo na razdalji do 10 m [8]. Na sliki 2.2
lahko vidimo zgradbo prejˇsnje verzije robota. Razlikujeta se le v nosilcu baterije, saj
se starejˇsa verzija napaja iz drugacˇne baterije.
(a) (b)
Slika 2.2: (a) Pogled od zgoraj. [7] (b) Pogled od spodaj. [7]
V sklopu projekta je bila razvita tudi knjizˇnica za upravljanje robota. Ta je napi-
sana v jeziku C/C++, tako jo lahko uporabljamo v programskem okolju Arduino IDE.
Knjizˇnica vsebuje razne podporne funkcije, ki so potrebne za samo delovanje robota,
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prav tako tudi funkcije, ki so potrebne za upravljanje in premikanje v prostoru, kot tudi
funkcije, ki omogocˇajo razvoj in komunikacijo z ROS ogrodjem. Za uspesˇno komuni-
kacijo z ROS okoljem je bil narejen tudi ROS paket, ki na strani racˇunalnika sprejema
podatke in posˇilja sporocˇila v ROS.
2.2 Robotski operacijski sistem (ROS)
ROS je odprtokodno programsko ogrodje, ki zdruzˇuje vecˇ knjizˇnic, projektov in orodij,
narejenih za lazˇje razvijanje in programiranje robotov. Primarno prednost ROS-a pred
drugimi podobnimi programskimi ogrodji je ponovna uporaba kode. Celoten program
je zasnovan tako, da lahko preprosto ponovno uporabimo kodo iz razlicˇnih projektov,
prav tako je zelo preprosto zdruzˇevati razlicˇne programske jezike. Z lahkoto lahko med
seboj kombiniramo jezike kot so Python, C/C++, Lisp, Java in drugi. S tem lahko
pritegnejo vecˇ uporabnikov, prav tako pa je morda dolocˇen problem tezˇko resˇljiv v
enem jeziku, v drugem pa preprost. Nekateri jeziki so tudi bolj primerni za operiranje
na nivoju bajtov. To je zelo pomembno pri komunikaciji, saj je potrebno pogosto
spreminjati posamezne bajte.
Pomemben aspekt pri delu s sistemom ROS je ohranjanje preprostosti. Celoten pro-
blem locˇimo na podprobleme in vsakega resˇimo v locˇenem programu, ki je poimenovan
vozliˇscˇe (ang. Node). Vsa vozliˇscˇa lahko med seboj komunicirajo. To jim omogocˇa
ROS ogrodje. Na ta nacˇin lahko preprosto uporabimo kodo iz drugih projektov in
jo samo prilagodimo, tako da ustreza nasˇemu projektu. To se sklada tudi z filozofijo
ROS-a. Njo bi lahko opredelili v vecˇih poudarkih, glavni pa so [9] [10]:
– Vitkost: Knjizˇnice so napisane tako, da se jih preprosto implementira v program,
brez vecˇjih sprememb. Tako ROS ostaja zdruzˇljiv tudi z drugimi programskimi
paketi za razvijanje robotov.
– Prosta izbira jezika: ROS programerja ne omeji pri izbiri jezika, saj se zavedajo, da
ima vsak svoje prednosti. Brez tezˇav se lahko tudi zdruzˇuje razlicˇne jezike.
– Enak z enakim (P2P): Vsako vozliˇscˇe je enakovredno drugemu in si med seboj
posˇiljajo sporocˇila, ki so standardizirane oblike. Ta prehajajo direktno med pro-
grami, brez osrednjega sistema, kar pomeni vecˇ povezav, a lazˇje skaliranje.
– Odprtokodnost: Jedrni del ROS-a je pod permisivno BSD licenco, ki omogocˇa upo-
rabo za prodajne in druge zaprtokodne projekte. Knjizˇnice imajo lahko druge li-
cence, ki pa morajo biti vedno definirane, tako da uporabnik hitro ve, cˇe je ustrezna
za njegov projekt.
2.2.1 ROS vozliˇscˇa
ROS je sestavljen iz vozliˇscˇ, kar iz anglesˇkega prevoda pomeni tudi gradnik. Vsak
program je tako le eno vozliˇscˇe celotnega sistema vozliˇscˇ, ki medsebojno komunicirajo
in opravljajo dolocˇene naloge. Vsako vozliˇscˇe lahko objavlja ali se narocˇi na dolocˇeno
temo. V isto temo lahko hkrati objavlja vecˇ vozliˇscˇ, prav tako ni omejeno sˇtevilo,
koliko jih je lahko narocˇenih na eno temo. Tako se poenostavi razvijanje projekta, saj
lahko delujejo samostojno npr. neko vozliˇscˇe lahko posˇilja v temo tudi, cˇe ni nihcˇe
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narocˇen na njo. S tem je prav tako celotna koda porazdeljena in lahko v drug projekt
prenesemo samo dolocˇeno vozliˇscˇe, ki opravlja samo eno funkcijo. Na ta nacˇin mocˇno
povecˇamo ponovno uporabo kode, kar je eden od glavnih namenov ROS-a. Primer
preproste zgradbe lahko vidimo na sliki 2.3, kjer glavno vozliˇscˇe nadzoruje delovanje,
pri tem pa chatter node objavlja v temo chatter, na katero pa je narocˇen serial node.
Serial node v tem primeru posˇilja informacije mikrokrmilniku preko serijske povezave.
roscore
Slika 2.3: Primer enostavne strukture ROS projekta.
2.2.2 ROSSerial
ROSSerial je knjizˇnica v ROS-u namenjena izlocˇitvi vmesnega programa, tako da mi-
krokrmilnik komunicira direktno z ROS-om. Do sedaj je bila praksa narediti prilagojen
program za komunikacijo, kar je pogosto vkljucˇevalo tudi strojno opremo. Ima pa tudi
ta knjizˇnica svoje omejitve, saj so sporocˇila dokaj zahtevna zaradi svoje oblike, pred-
vsem pri velikosti medpomnilnika. Ta je pri mikrokrmilnikih zelo omejen. Ko zapol-
nimo SRAM, kjer se nahaja medpomnilnik, se izvajanje programa ustavi brez kakrsˇnih
koli razhrosˇcˇevalnih informacij [11].
Cˇe se osredotocˇimo na ROSSerial Arduino, ki je del knjizˇnice namenjen za strojno
opremo Arduino. Zaradi svoje 32 bitne zasnove, ne podpira 64 bitnih sˇtevil, zato jih
zaokrozˇi in zaradi tega lahko izgubimo informacije. V osnovni kodi je tudi omejeno
sˇtevilo objavljalcev in narocˇnikov ter velikost medpomnilnika, da ne pride do zapolnitve
SRAM-a. Prav tako je omejena velikost sporocˇila z rezerviranim medpomnilnikom. Cˇe
je sporocˇilo vecˇje, ga mikrokrmilnik ne bo poslal.
ROSSerial definira obliko sporocˇila, ki ga ostala ROS vozliˇscˇa razumejo in tako potre-
buje na racˇunalniku samo posebno vozliˇscˇe, ki ustrezno povezˇe mikrokrmilnik v sistem,
tako da prevede informacije iz posameznih bajtov v sporocˇilo. Na mikrokrmilniku pa
je, da pravilno sestavi in naslovi sporocˇilo. S tem dobimo nekaj natancˇnosti, saj pripete
cˇasovne oznake pripnemo ob nastanku sporocˇila in ne sˇele ob prejetju na racˇunalniku.
ROSSerial vsakemu sporocˇilu doda osem dodatnih bajtov. Prva dva sta namenjena
sinhronizaciji, s tem da drugi nosi informacijo o vrsti uporabljenega ROS-a. Zatem
sledita dva bajta, ki nosita informacijo o dolzˇini sporocˇila. Peti bajt je namenjen
varnosti prenosa in preprecˇuje, da bi uporabili sporocˇilo, ki je pokvarjeno. To dosezˇe
tako, da sesˇteje vrednosti dveh dolocˇenih bajtov in ju deli z 256 ter pogleda njun
ostanek. Naslednja dva bajta nam povesta na katero temo smo objavili sporocˇilo,
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nato sledijo informacije, ki jih zˇelimo poslati in kot zadnji bajt je ponovno sesˇtevek
vrednosti, ki pa tokrat vkljucˇuje poslane informacije in temo.
Poleg samega sporocˇila pa ROSSerial sinhronizira sˇe uri na racˇunalniku in mikrokr-
milniku. To naredi tako, da posˇlje standardizirano ROS sporocˇilo, ki je namenjeno
posˇiljanju cˇasa. Mikrokrmilnik posˇlje prazno cˇasovno sporocˇilo in v odziv dobi cˇas
ROS-a na racˇunalniku. Posledicˇno lahko sedaj dolocˇi cˇasovni zamik med sabo in
racˇunalnikom. S tem izboljˇsamo natancˇnost ure mikrokrmilnika.
2.3 COBS
COBS je komunikacijski algoritem, ki je namenjen prenosu informacij preko serijske
komunikacije. Ta namrecˇ vedno uporablja poseben signal ali vrednost bajta kot locˇilo
med paketi. Paket je sporocˇilo ali del sporocˇila, cˇe je to predolgo. Z locˇilom podaljˇsamo
osnovno sporocˇilo, vendar omogocˇimo delavanje protokola. Tezˇava se pojavi, ko se v
samem sporocˇilu nahaja bajt z enako vrednostjo, kot je rezervirana za locˇilo. Te
vrednosti se je potrebno znebiti in eden od algoritmov, ki to dosezˇe je COBS. Posebnost
COBS-a je, da ima zelo nizek dodatek bitov k osnovnemu sporocˇilu. V vseh primerih
pri sporocˇilih dolgih do 254 bajtov je dodan le en bajt. Pri sporocˇilih daljˇsih od 255
bajtov pa najvecˇ en bajt za vsakih 254 zakodiranih [12]. Zaradi tega je zelo predvidljiv
in posledicˇno uporaben v aplikacijah, ki delujejo v realnem cˇasu, saj lahko z dokaj veliko
gotovostjo ugotovimo koliko prostora bo zasedlo neko sporocˇilo. To je zelo pomembno
pri mikrokrmilnikih, kjer za potrebe komunikacije vnaprej rezerviramo dolocˇeno sˇtevilo
bitov v medpomnilniku. Je tudi zelo preprost in racˇunsko nezahteven, kar ga naredi sˇe
posebej primernega za uporabo na mikrokrmilnikih.
Princip po katerem deluje je, da nameni poseben bajt, recimo 00, kot locˇilo za pakete.
Ta vrednost postane sedaj rezervirana za locˇevanje paketov in se posledicˇno ne sme
pojavljati v sporocˇilu. Vse bajte, ki imajo v originalnem sporocˇilu vrednost 00, je
potrebno prekodirati v neko drugo, hkrati pa moramo nekako v sporocˇilu prenesti tudi
informacijo, kateri bajti so spremenjeni. COBS uporabi bajte z rezervirano vrednostjo
za podajanje koristnih informacij. Prekodira jih v tako sˇtevilo, ki nam pove, na katerem
mestu se nahaja naslednji spremenjen bajt. Na zacˇetek sporocˇila pa doda bajt, ki bi
imel vrednost 00, preden je bilo sporocˇilo zakodirano. Tako vedno na zacˇetku sporocˇila
dobimo presezˇek bajtov. Prvi bajt je spremenjen v procesu kodiranja in nam pove,
kje se nahaja naslednji spremenjen bajt. Ta prekodiran bajt nam pove, kje se nahaja
naslednji in tako naprej. Zadnji spremenjen bajt pa nam pove, kje je konec sporocˇila
oziroma kazˇe na vrednost 00. S tem da bajt, z vrednostjo 00, ne spada k presezˇku
COBS-a, temvecˇ je pripet zaradi locˇevanja paketov.
Slika 2.4: Primer kodiranja podatkov s COBS algoritmom.
Kot je vidno na sliki 2.4, je dodaten bajt samo na zacˇetku sporocˇila. Ta nam pove, kje se
nahaja naslednji prekodiran bajt. Vsak prekodiran bajt nam pove lokacijo naslednjega
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prekodiranega bajta. Zadnji spremenjen bajt pa kazˇe na 00, ki oznacˇuje v tem primeru
konec sporocˇila.
Slabost COBS-a je v tem, da mora pregledati celoten paket preden ga posˇlje. To po-
meni, da ga moramo za ta cˇas shraniti v medpomnilnik. To sicer ne povzrocˇa tezˇav,
kajti programi, ki upravljajo posˇiljanje informacij, ponavadi operirajo s paketi in ne
bajti, tako da tu ni razlik. Tezˇava pa se lahko pojavi, ko imamo na voljo omejeno
kolicˇino delovnega spomina. Takrat nam shranjevanje celotnega paketa v medpomnil-
nik ne ustreza, vendar se temu pri COBS-u ne moremo izognit. Lahko samo omejimo
velikost sporocˇila in ga razbijemo na manjˇse pakete, kar pa pomeni vecˇ dodanih bajtov.
S tem se znizˇa tudi ucˇinkovitost COBS-a, sˇe vedno pa ohranja konstantnost in v vecˇini
primerov prednjacˇi pred algoritmi, ki kodirajo vsak bajt posebej in ne v paketih.
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Z raziskovalnim delom in prvimi preizkusi smo zacˇeli na platformi Arduino in sicer z
modelom UNO. Tega smo izbrali, ker je bil v cˇasu na voljo in je primeren model za
pricˇetek dela na novem projektu. Ima tudi enake lastnosti kot Arduino Micro, ki si
deli mikrokrmilnik z mobilnim robotom Robo u3p. Razlika je le v tem, da ima UNO
0,5 Kb manj SRAMA. Ta razlika izhaja iz uporabe razlicˇnih mikrokrmilnikov, vendar
sta dovolj podobna, da ju lahko uporabimo za primerjavo.
3.1 ROS
Prvi korak je vzpostavitev ROS-a na racˇunalniku. ROS je podprt na Unix racˇunalniˇskih
sistemih, zato je za njegovo uporabo potrebno imeti operacijski sistem Linux ali Mac
OS. Po vzpostavitvi Linux-a smo si lahko preko terminala nalozˇil ROS in knjizˇnico
ROSSerial. Izbran je bil Ubuntu 18.04.4 in ROS Melodic 1.14.6. Za namestitev ROS-a
moramo pognati vecˇ ukazov v terminalu. Navodila najdemo na uradni spletni strani.
Nato namestimo sˇe paket ROSSerial, ki omogocˇa komunikacijo z mikorkrmilniki. Po-
trebujemo predvsem del knjizˇnice ROSSerial arduino, ki je namenjen komunikaciji z
Arduini in mikrokrmilniki, ki jih le ti uporabljajo.
Za uporabo ROS-a je potrebno poznati vecˇ ukazov, celoten sistem pa deluje znotraj
ukazne lupine. Tako moramo za uporabo najprej poznati osnovne ukaze:
– roscore: Ukaz uporabljen za zagon ogrodja ROS.
– rosrun: Ukaz namenjen zagonu vozliˇscˇa.
– rqt plot: Ukaz za izrisovanje grafov iz sporocˇil, ki prihajajo na neko temo.
– rostopic echo: Ukaz, za narocˇanje na temo in sprejemanje sporocˇil.
Vsak od teh ukazov mora biti pognan v svoji ukazni lupini, saj se njihovo izvajanje
nadaljuje neprestano. Naslednji ukazi se ne izvajajo v nedogled in se koncˇajo po eni
ponovitvi:
– catkin make: Ukaz, ki prevede paket, tako da je razumljiv racˇunalniku. To je vedno
potrebno narediti, da se shranijo spremembe, ki smo jih napisali in se uposˇtevajo ob
ponovnem zagonu vozliˇscˇa.





Za vzpostavitev in programiranje Arduina smo potrebovali programsko okolje Ardu-
ino IDE. Od strojne opreme pa plosˇcˇico Ardunio UNO, kabel za komunikacijo med
racˇunalnikom in Arduinom, ter par komponent, kot so LED-ice. Da smo preverili, cˇe
vse komponente delujejo, smo najprej nalozˇili preprosto skico Blink, ki prizˇiga in ugasˇa
diodo, ki je zˇe polozˇena na integrirano vezje.
3.2.1 ROSSerial na Arduinu UNO
Po uspesˇnem testiranju strojne opreme smo zacˇeli z uporabo knjizˇnice ROSSerial. To
uvozimo v Arduino IDE kot vsako drugo knjizˇnico, torej z ukazom #include <ros.h>.
Nato lahko zacˇnemo z uporabo funkcij, ki so definirane. Cˇe hocˇemo posˇiljati sporocˇila,
jih moramo prav tako uvoziti v skico. S tem dolocˇimo kaksˇne podatke bomo posˇiljali
in koliko jih bo v enem sporocˇilu, saj imajo ta po pravilih ROS-a definirano struk-
turo, ki pove kaksˇen tip podatka posˇiljamo in koliko informacij je. Z ukazom #include
<std msgs/Float32.h> uvozimo sporocˇilo s katerim lahko posˇiljamo decimalno sˇtevilo.
Nato moramo vedno izvesti ukaz, ki nam omogocˇi kreiranje ROS vozliˇscˇ, ki bodo ob-
javljali in se narocˇali na teme. To storimo z ukazom ros::NodeHandle nh;. Nato ini-
cializiramo verzijo sporocˇila std msgs::Float32 num msg; in nato lahko ustvarimo vo-
zliˇscˇe, ki bo objavljal v temo z ukazom ros::Publisher posiljatelj("posiljatelj",
&num msg);.
Nato preidemo v setup zanko, kjer moramo zagnati nasˇe vozliˇscˇe in objaviti temo v
ROS z ukazoma nh.initNode(); in nh.advertise(posiljatelj);
V loop zanki, napiˇsemo del kode, ki posˇilja sporocˇila. Najprej shranimo nasˇe podatke
v sporocˇilo, nato objavimo v temo ter poklicˇemo funkcijo, ki opravi vse komunikacijske
povratne klice. Nato vstavimo sˇe zakasnitev, da se program ne izvaja prehitro in nas
tako zasuje s sporocˇili. To smo izvedli z naslednjimi ukazi:
num msg . data = 1 . 0 ;
p o s i l j a t e l j . pub l i sh ( &num msg ) ;
nh . spinOnce ( ) ;
de lay ( 5 0 0 ) ;
Naslednji cilj je preveriti delovanje narocˇanja, zato sem v zgornji kodi prilagodil nasle-
dnje vrstice. Za zacˇetek je potrebno dodati klicano funkcijo, ki se bo izvedla, ko bo v
narocˇeno temo priˇslo sporocˇilo.
void LED utrip ( const std msgs : : Float32& star t msg ){
d i g i t a lWr i t e (13 , HIGH) ;
de lay ( 1000 ) ;
d i g i t a lWr i t e (13 ,LOW) ;
}
V tej funkciji ob sprejemu sporocˇila, ki nosi informacije, katerih ne preverimo kaksˇne
so, prizˇgemo in ugasnemo LED-ico. Tokrat moramo ustvariti narocˇnika z ukazom
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ros::Subscriber<std msgs::Float32> sub("blink led", &LED utrip );. Pove-
dati mu moramo katero funkcijo naj klicˇe, ko sprejme dolocˇeno sporocˇilo. V setup
zanko moramo podati sˇe ukaz, kjer dolocˇimo prikljucˇek 13 kot izhodnega. Nato pa
enako kot v prejˇsnjem primeru inicializiramo vozliˇscˇe, le da bo sedaj narocˇnik.
pinMode (13 , OUTPUT) ;
nh . in i tNode ( ) ;
nh . sub s c r i b e ( sub ) ;
V loop zanki tokrat ni potrebno objavljati, tako da ostanemo samo z zakasnitvijo in
funkcijo, ki poskrbi za komunikacijske povratne klice.
Po uspesˇnem enosmernem komuniciranju je potrebno zdruzˇiti oba kanala na enem mi-
krokrmilniku. Le tako lahko namrecˇ posˇiljamo ukaze in dobivamo povratne informacije
iz mikrokrmilnika, cˇe jih je le ta sprejel. To naredimo tako da zdruzˇimo obe kodi. No-
ben od ukazov ne interferira z drugimi, edino poraba spomina se povecˇa. Izkazˇe se,
da samo z inicializacijo ROS okolja na Arduinu in uvozˇenima knjizˇnicama Robot.h ter
ros.h, ki sta potrebni za delovanje robota porabimo 93% SRAM-a, kot je vidno na
posnetku zaslona 3.1 iz programskega okolja Arudino IDE.
Slika 3.1: Posnetek zaslona Arduino IDE.
3.3 RoboU3P
Z delom smo nadaljevali na mobilnem robotu RoboU3P. Ker ima robot vgrajen enak mi-
krokrmilnik kot Arduino Micro smo zˇe v zacˇetku opustili knjizˇnico ROSSerial Arduino.
Pred nadaljevanjem smo pregledali, kar je bilo zˇe narejenega za upravljanje robota v
knjizˇnici Robot.h. Zacˇel je nastajati tudi ROS paket na strani racˇunalnika, ki je vme-
sna tocˇka med robotom in ROS-om. Poleg tega pa se je zacˇelo z delom na komunikaciji
preko algoritma COBS integriranim v knjizˇnico.
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3.3.1 COBS na RoboU3P
COBS je v robota implementiran zˇe znotraj same knjizˇnice Robot.h. Mikrokrmilnik
posˇilja sporocˇila, ki so sestavljena iz cˇrke, ki oznacˇuje temo, ter informacij, ki jih
zˇeli poslati. Racˇunalnik ima na drugi strani enako kodo, ki iz cˇrke ugotovi temo.
Nadaljne sˇtevilke pa med seboj niso locˇene, temvecˇ je v kodi zapisano, kaj se nahaja
na katerem mestu. Za vsako poslano informacijo so namenjeni sˇtirje bajti. Na zadnje
mesto sporocˇila je postavljena sesˇteta vrednost vseh bajtov, ki sluzˇi kot varovalo, da se
informacije niso pokvarile med prenosom. Sporocˇilo se nato pred posˇiljanjem prekodira
s COBS algoritmom, pri tem pa se cˇrke pretvorijo v ustrezno sˇtevilko po ASCII kodi.
Na drugi strani prejemnik ravno obrne celoten proces. Najprej sporocˇilo dekodira, nato
preveri sesˇtevek vrednost, sˇele po tem pa ustrezno razporedi sporocˇilo in informacije
preda naprej. Pri racˇunalniku to pomeni objavo v ustrezno temo, pri mikrokrmilniku
pa klic ustrezne funkcije. Za uspesˇno delovanje algoritma potrebujemo torej vecˇ funkcij,
in sicer:
– Kodirnik nam zakodira sporocˇilo.
– Dekodirnik na odkodira sporocˇilo.
– Kalkulator vsote izracˇuna vsoto bajtov in jo v primeru prejetega sporocˇila primerja
s tisto v sporocˇilu. V primeru, da posˇilja sporocˇilo, pa vanj zapiˇse vrednost.
– Vnesˇene vrednosti tem, ki nam povedo zˇeleno temo oz. funkcijo.
Delovanje programske kode na obeh straneh, torej na strani robota in racˇunalnika, je
bilo dokaj nepredvidljivo. Zaradi tega, smo zacˇeli raziskovati in implementirati kodo
po delih. Tako smo priˇsli do ugotovitev da:
– Robot uspesˇno posˇilja podatke racˇunalniku in ta jih pravilno posreduje naprej v
ROS.
– Racˇunalnik uspesˇno posˇlje ukaz na robota in ta ga pravilno interpretira.
Vendar obe od teh stvari delujeta sami zase. Cˇe robot samo posˇilja in mu v kodi
ne povemo naj poslusˇa ali obratno, cˇe samo poslusˇa in ne posˇilja. V primeru, ko
naj bi delal oboje, izgleda na prvi pogled, da je delovanje zelo nakljucˇno. Uspeli smo
ugotoviti, da se koda uspesˇno izvaja in robot pravilno posˇilja podatke, dokler ne sprejme
prvega ukaza. Tega navadno ne interpretira pravilno, hkrati pa se ustavi tudi posˇiljanje
podatkov racˇunalniku. Odvisno je tudi koliko razlicˇnih informacij posˇilja. Izkazˇe se,
da cˇe posreduje samo stanje baterije, lahko obcˇasno tudi uspesˇno sprejme kaksˇen ukaz,
cˇe pa hocˇemo sˇe hkrati izvedeti njegovo odometrijo pa nikoli ne interpretira prejetih
bajtov pravilno.
Sledilo je vecˇurno iskanje napake in preverjanje ali so vsi bajti poslani in interpretirani
pravilno. Dokaj hitro smo lahko pripisali napako sprejemanju podatkov na robotu, nato
pa ponovno potrebovali nekaj raziskovanja, da smo nasˇli tezˇavo. Cˇe hocˇemo izpraznit
prihajajocˇi serijski medpomnilnik, moramo uporabiti while(Serial.available())
namesto standardnega if(Serial.available()). Ta sprememba je resˇila tezˇave hkra-
tnega posˇiljanja in sprejemanja informacij. Edini hrosˇcˇ tako ostane pri vzpostavljanju
komunikacije, kjer robot vcˇasih nakljucˇno presliˇsi prvih nekaj ukazov. Po uspesˇno iz-
vedenem prvem ukazu pa sprejme in izvede vse ukaze poslane s strani racˇunalnika in
hkrati posˇilja racˇunalniku odometrijo in stanje baterije.
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3.4 Primerjava ROSSerial-a in COBS-a
Pri primerjavi moramo uposˇtevati, da knjizˇnica ROSSerial Arduino ne deluje s hkra-
tnim posˇiljanjem in sprejemanjem, prav tako pa je bilo potrebno skrcˇiti knjizˇnico za
upravljanje robota, da smo sprostili nekaj SRAM-a in tako omogocˇili vsaj osnovno de-
lovanje. Tako bo v primerjavi vedno potekalo samo posˇiljanje podatkov ali sprejemanje
ukazov. Primerjali bomo primarno hitrost prenosa sporocˇil in zanesljivost. Hitrost pre-
nosa je v nasˇem primeru pomembnejˇsa, saj mobilni robot konstantno posˇilja podatke
o svoji lokaciji in ta se lahko spreminja dokaj hitro. Tako je zelo pomembno, da infor-
macije cˇim hitreje pridejo do racˇunalnika, da ta posˇlje nadaljnje ukaze nazaj k robotu.
Ni pa tako pomembno, cˇe kaksˇno sporocˇilo spustimo, saj bo v naslednjih milisekun-
dah zˇe priˇslo naslednje. Vseeno pa mora z veliko gotovostjo sprejemati podatke. Ena
varovalka je sesˇtevek bajtov. Ta sesˇteje vrednosti vseh bajtov in na zadnje mesto ob
prenosu doda to vsoto. To sicer doda en dodaten bajt, vendar pa zagotovi osnovno
preverjanje, saj ob napacˇnem sprejetju enega od bajtov sesˇtevek ni vecˇ enak. Zaradi
tega je tudi pri dekodiranju podatkov potrebna dodatna operacija, ki sesˇteje vse bajte,
vendar to sˇe vedno ne odtehta dodatne zanesljivosti. Zanesljivost podatkov se lahko
zelo spreminja tudi s pogoji. Brezzˇicˇna komunikacija ni tako zanesljiva in modul RN-42
ima doseg 10 metrov. Optimalni doseg se pa lahko tudi zmanjˇsa, cˇe med posˇiljatelja
in prejemnika pride ovira ali pa tudi, cˇe je antena obrnjena v napacˇno smer.
Za lazˇje posˇiljanje in prejemanje sporocˇil smo napisali preprost ROS paket, ki vkljucˇuje
dve vozliˇscˇi. Eden je sam objavljal v dolocˇeno temo, drugi pa je poslusˇal isto temo.
Tako smo lazˇje spremljali in upravljali koliko sporocˇil je bilo poslanih na sekundo.
Pogosto se namrecˇ ukaze objavlja tudi s pomocˇjo ukazne vrstice, vendar tam lazˇje
upravljamo robota, saj moramo s sporocˇili reagirati na okolje, medtem ko je hitrost
objavljanja sporocˇil preko programa bistveno hitrejˇsa.
3.4.1 Hitrost prenosa
Najprej smo se lotili merjenja hitrosti prenosa. Prenos je potekal preko brezzˇicˇne
Bluetooth povezave. Zaradi boljˇse primerjave med komunikacijskima protokoloma smo
se odlocˇili, da bodo vse meritve opravljene na mobilnem robotu RoboU3P. Prav tako
se knjizˇnica narejena za upravljanje z robotom ne more nalozˇiti na Arduino UNO, saj
nima enakega mikrokrmilnika kot robot. S tem bomo tudi izlocˇili razlike med strojno
opremo, saj bodo vse meritve narejene na istem robotu. Kot sporocˇilo smo izbrali
sˇtevilo 0, ki zasede en bajt. Na ta nacˇin, lahko ustrezno preverimo hitrost prenosa in
cˇas kodiranja ter dekodiranja sporocˇila. Pri daljˇsih sporocˇilih lahko namrecˇ zˇe pride
do tezˇav z medpomnilnikom, predvsem pri uporabi paketa ROSSerial Arduino. Za
uspesˇno poslano ali prejeto se je sˇtelo vsako sporocˇilo, tudi cˇe je bil prejet podatek
pokvarjen ali napacˇen. Tezˇko je namrecˇ ugotoviti, kje je priˇslo do napake, ali na strani
racˇunalnika ali pri mikrokrmilniku. Zato privzamemo, da se vse napake zgodijo na
racˇunalniku in tako idealiziramo mikrokrmilnik.
Zaradi zˇe znanih tezˇav s spominom, pri testiranju ROSSerial Arduino najprej nismo
vkljucˇili celotne knjizˇnice Robot.h, da smo tako dobili rezultate hitrosti prenosa in nato
ponovili test z nalozˇeno knjizˇnico za upravljanje robota. Tako smo preverili, cˇe blizˇanje
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zapolnitvi SRAM-a vpliva na hitrost prenosa. Knjizˇnico Robot.h smo vkljucˇili tudi k
ROSSerial paketu, ker je nujna za upravljanje robota in spremljanje njegovih funkcij in
lokacije. Cˇe ne moremo priti do teh informacij je tudi zanesljiv protokol neuporaben.
Tako je pomembno, da komunikacijski del ne zasede prevecˇ prostora.
Nato smo izvedli sˇe test z algoritmom COBS, kjer je pa Robot.h vedno vkljucˇen, saj
je algoritem integriran v knjizˇnico. Kodo za sˇtetje sporocˇil smo poskusili narediti cˇim
bolj podobno, da ne bi imeli prevecˇ vpliva na hitrost posˇiljanja in ne bi tu prihajalo
do vecˇjih razlik. S tem v mislih, smo pri posˇiljanju sˇtetje sporocˇil naredili na strani
sprejemnika, da ne bi s sˇtetjem dodatno obremenjevali mikrokrmilnika, pri sprejemanju
pa to ni mogocˇe. Zato moramo tam uposˇtevati, da mikrokrmilnik opravlja zraven sˇe
dodatno nalogo sˇtetja, kar pa ne vpliva bistveno na rezultat, saj je sˇtetje veliko hitrejˇsa
operacija.
3.4.2 Zanesljivost prenosa
Pri zanesljivosti smo predvsem testirali meje zmogljivosti Bluetooth povezave. Preverili
smo kako se obnese v otezˇenih pogojih, ko je med racˇunalnikom in robotom ovira ter kje
je meja, kjer se zanesljivost prenosa podatkov poslabsˇa zaradi prevelike razdalje. Tako
kot pri hitrosti smo preverili sprejemanje in posˇiljanje, ter pri ROSSerial locˇili z in brez
nalozˇene knjizˇnice Robot.h. Pri meritvah razdalje smo opazovali ali se povezava prekine
naenkrat ali lahko z nizˇanjem prejetih sporocˇil na sekundo dolocˇimo ali se blizˇamo robu
obmocˇja. Zasnovali smo vecˇ testov. Pri prvem kjer smo testirali obcˇutljivost na ovire,
smo robota dali v popolnoma locˇen prostor in preverili test razdalje. Nato smo dodali sˇe
eno prepreko, tako da sta dve prepreki locˇevali robota od racˇunalnika. Racˇunalnik je bil
od tal odmaknjen en meter, medtem ko je bil robot na tleh. Meritve smo zakljucˇili, ko
je razdalja padla pod pet metrov, saj se s tem zˇe priblizˇamo meji, kjer lahko ucˇinkovito
delujemo z zˇicˇno povezavo.
Za sporocˇilo smo izbrali sˇtevilo 1. S tem sˇe vedno zagotavljamo cˇim manjˇse sˇtevilo
poslanih bajtov, vendar se izognemo morebitnim tezˇavam, kjer bi ob napacˇnem ali
nesprejetem sporocˇilu oznako False interpretirali kot 0. Tokrat smo sporocˇilo poslali
enkrat na sekundo, da ne bi preobremenili medpomnilnika in tako ustavili izvajanje




Za vsako razlicˇico posˇiljanja in sprejemanja smo opravili 5 meritev in jih nato normi-
rali na sekundo in izracˇunali povprecˇje. Rezultati vseh meritev so v preglednici 4.1,
povprecˇene vrednosti pa v preglednici 4.2. Relevantne programske kode za opravljene
meritve so v naslednjih prilogah:
– priloga A: hitrost sprejemanja z ROSSerial,
– priloga B: hitrost sprejemanja s COBS,
– priloga C: hitrost posˇiljanja z ROSSerial,
– priloga Cˇ: hitrost posˇiljanja s COBS,
– priloga D: zanesljivost sprejemanja z ROSSerial,
– priloga E: zanesljivost sprejemanja s COBS,
– priloga F: zanesljivost posˇiljanja z ROSSerial,
– priloga G: zanesljivost posˇiljanja s COBS.
Preglednica 4.1: Hitrost posˇiljanja in sprejemanja sporocˇil.




85 86 82 86 88
brez Robot.h
ROSSerial
85 81 84 86 89
z Robot.h




986 984 985 985 986
brez Robot.h
ROSSerial
986 984 985 985 985
z Robot.h
COBS 1478 1477 1478 1479 1480
Pri sprejemanju je racˇunalnik posˇiljal 1000 sporocˇil na sekundo. Izveden je bil tudi
test z 10.000 sporocˇili na sekundo, a to ni imelo vpliva na sˇtevilo prejetih sporocˇil.
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Rezultati







Sprejemanje 85,4 85,0 87,4
Posˇiljanje 985,2 985,0 1478,4
Rezultati meritev zanesljivosti na razdalji in z dolocˇenim sˇtevilom ovir so predstavljeni
v preglednici 4.3 in prikazani sˇe graficˇno na sliki 4.1. Zaradi prevelike nezanesljivosti
delovanja ni bilo mogocˇe opraviti meritev knjizˇnice ROSSerial z dodanim Robot.h.
Izvajanje programa se je ustavilo par sekund po vzpostavitvi povezave.
Preglednica 4.3: Zanesljivost sprejemanja sporocˇil.
Brez ovir 1 ovira 2 oviri 3 ovire
Sprejemanje
[ m, % ]
ROSSerial
20, 100 12, 100 10, 100 4, 100
brez Robot.h
COBS 21, 99 14, 99 12, 99 5, 99
Posˇiljanje
[ m, % ]
ROSSerial
33, 100 16, 100 12, 100 5, 100
brez Robot.h
COBS 33, 100 20, 100 12, 99 6, 99
(a) (b)
Slika 4.1: (a) Razdalja sprejemanja glede na sˇtevilo ovir. (b) Razdalja posˇiljanja
glede na sˇtevilo ovir
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Iz rezultatov meritev hitrosti prenosa je razvidno da pri sprejemanju sporocˇil ni bi-
stvenih razlik med izbranimi opcijami. COBS lahko sprejme kaksˇno sporocˇilo vecˇ na
sekundo, vendar to ni vedno zanesljivo, kot je razvidno iz meritve 5. Vidimo pa, da do-
datno nalozˇena knjizˇnica Robot.h nima vpliva na sˇtevilo prejetih ali poslanih sporocˇil.
Je pa priˇslo do bistvene razlike pri posˇiljanju sporocˇil. Tu bistveno prednjacˇi COBS,
saj v sporocˇila vnasˇa manj odvecˇnih bajtov kot ROSSerial. Prav tako je COBS-ov
algoritem racˇunsko zelo nezahteven in v vecˇini primerov ne prekodira veliko bajtov.
Cˇeprav si mora v spomin zapisati celotno sporocˇilo, to pri kratkih sporocˇilih ne pred-
stavlja velike tezˇave. Pri ROSSerial sicer opravljamo vecˇ racˇunskih operacij, sˇe posebej
deljenje pri prvem sesˇtevku je za mikrokrmilnike tezˇavno. To privede do kar 50 % viˇsje
hitrosti posˇiljanja pri COBS-u. Hkrati moramo omeniti sˇe stabilost, ki povzrocˇa tezˇave
pri ROSSerial-u. Ta sicer ni vidna iz meritev, vendar se je pri meritvah opravljenih
z ROSSerial, ki je imel zraven nalozˇeno sˇe knjizˇnico Robot.h pogosto zgodilo, da je
med posˇiljanjem prenehal z delovanjem. Te smo zaradi primerjanja hitrosti prenosa
izkljucˇili kot verodostojne meritve. Prav tako je bilo potrebno vsakicˇ program zagnati
znova, saj ni zmogel dveh zaporednih zagonov in je s ponovnim zagonom izpraznil
spomin. Vnovicˇni zagon pri meritvi brez nalozˇenega Robot.h in pri COBS-u ni bil po-
treben, prav tako ni bilo razlike v rezultatih, cˇe se je program izvajal brez presledkov
ali cˇe je bil robot vmes ugasnjen.
Iz rezultatov lahko sklepamo, da ROSSerial z vecˇimi protokoli preverjanja upocˇasni
delovanje mikrokrmilnika, poleg tega pa zˇe obremenjuje mikrokrmilnik s sestavljanjem
sporocˇila.
Zanesljivost pri ROSSerial je vedno visoka, saj je sistem zasnovan tako, da ne izgublja
sporocˇil ter jih ob ponovni vzpostavitvi povezave posˇlje. Ustvarja vrsto sporocˇil, ki
ima sicer omejeno sˇtevilo, vendar to pri nasˇem testu ne igra posebne vloge, saj pove-
zave ne vzpostavljamo ponovno. Zanimivo pa je, da je tudi pri COBS-u zanesljivost
izjemno visoka. Tako se izgubi le eno sporocˇilo na 100 poslanih. Tu je potrebno ome-
niti, da ima COBS bistveno manj kompleksno sporocˇilo. ROSSerial namrecˇ generira
sporocˇila, ki so razumljiva sistemu ROS zˇe na mikrokrmilniku, kar pa bistveno podaljˇsa
sporocˇilo. COBS medtem opravi to nalogo na strani racˇunalnika in se osredotocˇa samo
na posˇiljanje kljucˇnih informacij in nekaj osnovnih varoval in mejnikov paketov. To
ocˇitno vpliva tudi na razdaljo, saj je COBS pri vseh testih deloval na enaki ali viˇsji raz-
dalji kot ROSSerial. COBS je imel manjˇso zanesljivost, vendar 99% poslanih sporocˇil ni
kljucˇnega pomena, saj sporocˇila posˇiljamo hitro in tako kmalu nadomestimo izgubljene
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informacije. Vecˇjo tezˇavo lahko povzrocˇa sprejemanje sporocˇil. Cˇe robot presliˇsi ukaz
je to veliko slabsˇe, saj lahko izgubimo povezavo, cˇe se to zgodi na robu zmogljivosti,
kar je najpogosteje. Te tezˇave bi lahko resˇili na nacˇin, da bi robot ves cˇas preverjal ali
dobiva sporocˇila, medtem pa bi racˇunalnik vsako sekundo posˇiljal dogovorjen bajt za
preverjanje povezave. V tem primeru bi se robot lahko vrnil nazaj po poti po kateri je
priˇsel in tako ponovno vzpostavil povezavo.
Pri komentiranju rezultatov zanesljivosti je potrebno sˇe omeniti, da so bili izpeljani
v idealnih pogojih. Veliko vlogo pri dolocˇanju razdalje igra usmerjenost oddajne in
sprejemne antene. S pravilno usmerjenostjo lahko dvakrat povecˇamo doseg. Prav tako
je zelo pomembna oddaljenost racˇunalnika od tal. Pri testu je bil racˇunalnik oddaljen
1 meter od tal, kar je manj od povprecˇne mize. Cˇe je bil racˇunalnik postavljen na tla,
ko je bil na robu obmocˇja je izgubil povezavo.
Zelo pomembno je, da se hitro ugotovi prekinitev povezave, saj se je izkazalo da
racˇunalnik po priblizˇno pol minute opusti Bluetooth povezavo in je tako ne vzpostavi
ponovno. Robot pa ne prekine povezave in ga je potrebno rocˇno ugasnit in prekiniti
napajanje Bluetooth modulu, da se ta resetira. Sˇele nato se lahko povezava ponovno
vzpostavi, za to pa je potrebno biti znotraj obmocˇja dosega in ne na meji.
19
6 Zakljucˇki
V zakljucˇni nalogi smo zˇeleli mikrokrmilnik povezati v ROS ogrodje in vzpostaviti
hitro in ucˇinkovito brezzˇicˇno komunikacijo z racˇunalnikom. Tekom dela smo priˇsli do
naslednjih ugotovitev:
1. Ugotovili smo da, paket ROSSerial na mikrokrmilniku ATmega32u4 zasede v
kombinaciji s knjizˇnico za upravljanje robota 93% SRAM-a, kar zaustavi delova-
nje mikrokrmilnika, saj mu zmanjka prostora v medpomnilniku za shranjevanje
informacij.
2. Ob delu smo ugotovili, da zasedenost SRAM-a ne vpliva na hitrost sprejemanja
in posˇiljanja sporocˇil, dokler lahko program nemoteno deluje.
3. Hitrost posˇiljanja je pri algoritmu COBS do 1,5-krat viˇsja, hitrost sprejemanja
pa je pri obeh mozˇnostih enaka.
4. Iz meritev smo ugotovili, da je zanesljivost algoritma COBS primerljiva z ROSSer-
ial-om, vendar je COBS posˇiljal in sprejemal sporocˇila z malenkost daljˇse razdalje.
5. Iz rezultatov zanesljivosti smo ugotovili, da se prenos informacij prekine v tre-
nutku, ko prestopimo dolocˇeno razdaljo. Do meje je prenos neokrnjen.
V nalogi smo ugotovili uporabnost knjizˇnice ROSSerial na mikrokrmilnikih in uporabili
algoritem COBS za ucˇinkovito komunikacijo med racˇunalnikom in mikrokrmilnikom.
Predlogi za nadaljnje delo
Za izboljˇsanje zanesljivosti bi bilo potrebno dodati dogovorjeno sporocˇilo, ki bi sluzˇilo
preverjanju povezave. Ob ugotovitvi izgube, bi robot nato zadnje prejete ukaze izvrsˇil
v obratnem vrstnem redu. Te ukaze bi moral shraniti v spomin, prav tako pa bi lahko
na dogovorjeno razdaljo ali cˇas naredil obrat in s tem ugotovil v katero smer se mora
obrnit, da vzpostavi povezavo.
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Priloga A
void loop ( )
{
nh . spinOnce ( ) ;
i f ( d i g i t a lRead (8)==LOW){
counter = 0 ;
time1 = m i l l i s ( ) ;
whi l e ( m i l l i s ()= time1<1000){
nh . spinOnce ( ) ;
}
time2 = m i l l i s ( ) ;
pub l i sh ( ) ;
}
}
void pub l i sh ( ){
S e r i a l . p r i n t l n ( counter ) ;
S e r i a l . p r i n t l n ( time2=time1 ) ;
}
void messageCb ( const std msgs : : Float32& togg le msg ) {




void loop ( ){
robot . ro s . pub l i sh ( ) ;
long t = m i l l i s ( ) ;
whi l e ( m i l l i s ()= t<1000){
robot . ro s . sub s c r i b e ( ) ; }
t = m i l l i s ( ) ;
}
void ROSInterface : : pub l i sh ( ){
S e r i a l . p r i n t l n ( counter1 ) ;
S e r i a l . p r i n t l n ( time21=time11 ) ;
counter1 = 0 ;
}
case ’C’ : {
i f ( ! counter1 ){ time11 = m i l l i s ( ) ; }
e l s e { time21 = m i l l i s ( ) ; }
counter1 += 1 ;
f l o a t d ;
u i n t 8 t *data = ( u i n t 8 t *)&d ;
f o r ( u i n t 8 t i = 0 ; i < 4 ; i++)
{






void loop ( ){
i f ( d i g i t a lRead (8)==LOW){
counter = 0 ;
time1 = m i l l i s ( ) ;
whi l e ( m i l l i s ()= time1<1000){
cha t t e r . pub l i sh ( &str msg ) ;
nh . spinOnce ( ) ;
counter += 1 ;
}
time2 = m i l l i s ( ) ;
pub l i sh ( ) ;
}
cha t t e r . pub l i sh ( &str msg ) ;
nh . spinOnce ( ) ;
de lay ( 1000 ) ;
}
void pub l i sh ( ){
f l o a t t imer = time2 = time1 ;
s t r msg . data = timer ;
cha t t e r . pub l i sh ( &str msg ) ;
nh . spinOnce ( ) ;
de lay ( 1000 ) ;
s t r msg . data = counter ;
cha t t e r . pub l i sh ( &str msg ) ;
nh . spinOnce ( ) ;




void loop ( ){
i f ( d i g i t a lRead (8)==LOW){
time1 = m i l l i s ( ) ;
whi l e ( m i l l i s ()= time1<1000){
robot . ro s . pub l i shChatter (C, 1 ) ;
robot . ro s . indeks += 1 ;
}
time2 = m i l l i s ( ) ;
}
}
publ i shChatter ( char top ic , f l o a t va lue ){
i n pu t bu f f e r [ 0 ] = top i c ;
u i n t 8 t *data = ( u i n t 8 t *)&value ;
f o r ( u i n t 8 t i = 0 ; i < 4 ; i++){
i n pu t bu f f e r [ i + 1 ] = data [ i ] ;
}
i n pu t bu f f e r [ 5 ] = checksum ( inpu t bu f f e r , 5 ) ;
u i n t 8 t l ength = cobs encode ( i npu t bu f f e r , 6 , ou tpu t bu f f e r ) ;
ou tpu t bu f f e r [ l ength ] = 0 ;
f o r ( u i n t 8 t i = 0 ; i < l ength + 1 ; i++){





void messageCb ( const std msgs : : Float32& togg le msg ) {
i f ( togg le msg . data==1){tone (7 , 800 , 1000 ) ;}
e l s e { tone (7 , 200 , 100 ) ; de lay ( 5 0 0 ) ; tone (7 , 200 , 100 ) ;}
}
void loop ( ){
nh . spinOnce ( ) ;




case ’C’ : {
counter1+=1;
f l o a t d ;
u i n t 8 t *data = ( u i n t 8 t *)&d ;
f o r ( u i n t 8 t i = 0 ; i < 4 ; i++){
data [ i ] = output bu f f e r [ i + 1 ] ;
}
i f (d==1){ robot . beep (800 , 100 ) ;}
e l s e { robot . beep (200 , 100 ) ; de lay ( 1 0 0 ) ;






void loop ( ){
st r msg . data = 1 ;
tone (7 , 400 , 100 ) ;
cha t t e r . pub l i sh ( &str msg ) ;
nh . spinOnce ( ) ;




void loop ( ){
robot . ro s . pub l i shChatter ( ) ;
de lay ( 5 0 0 ) ;
}
publ i shChatter ( char top ic , f l o a t va lue ){
i n pu t bu f f e r [ 0 ] = top i c ;
u i n t 8 t *data = ( u i n t 8 t *)&value ;
f o r ( u i n t 8 t i = 0 ; i < 4 ; i++){
i n pu t bu f f e r [ i + 1 ] = data [ i ] ;
}
i n pu t bu f f e r [ 5 ] = checksum ( inpu t bu f f e r , 5 ) ;
u i n t 8 t l ength = cobs encode ( i npu t bu f f e r , 6 , ou tpu t bu f f e r ) ;
ou tpu t bu f f e r [ l ength ] = 0 ;
f o r ( u i n t 8 t i = 0 ; i < l ength + 1 ; i++){
S e r i a l 1 . wr i t e ( ou tpu t bu f f e r [ i ] ) ;
}
}
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