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Zusammenfassung
In diesem Artikel soll beschrieben werden wie aus synchronen VHDLVerhaltensbe
schreibungen mittels logischer Transformationen Schaltungsstrukturen auf RTEbene ab
geleitet werden konnen Das Syntheseverfahren verwendet als elementare Umformungs
schritte ausschlielich Regelanwendungen der Pradikatenlogik hoherer Ordnung Theo
rembeweiser HOL Die Synthese erfolgt vollstandig automatisch
  Einleitung
Syntheseprogramme fur hohere Entwurfsebenen gehen oft von Verhaltensbeschreibungen in
VHDL aus Aufgrund der Komplexitat der VHLDSemantik ist es jedoch nicht einfach aus
diesen Beschreibungen eine Implementierungsstruktur zu erzeugen die korrekt ist Unter
Korrektheit soll folgendes verstanden werden Es wird gefordert da die Simulation von
Verhaltensbeschreibung und Strukturbeschreibung zu gleichen Ergebnissen fuhrt Diese For
derung erscheint elementar sie wird von bestehenden Werkzeugen jedoch nicht immer erfullt
Eine klare und formale Simulations	Semantik von VHDL ist die Basis dafur um uber
haupt uber VHDLSchaltungen und deren Korrektheit logisch argumentieren zu konnen In
diesem Bereich existieren bereits zahlreiche Aktivitaten siehe 
KlBr	 die sich vor allem
darin unterscheiden ob sie ganz VHDL oder nur eine Teilmenge berucksichtigen und darin
welcher Formalismus zugrunde liegt Beispielsweise bildet der Ansatz in 
BLPV eine An
bindung von VHDL an einen ModelChecker dh Temporallogik Andere Ansatze basieren
auf Pradikatenlogik hoherer Ordnung PetriNetzDarstellungen etc
Der in diesem Artikel vorgestellte Ansatz widmet sich ausschlielich rein synchronen
Schaltungen Wir werden eine VHDLTeilmenge namens ABCVHDL verwenden in der auf
grund vorgegebener Beschrankungen nur eindeutige und rein synchrone Schaltungsbeschrei
bungen enthalten sind 
EiKM EiKM Die Semantik von ABCVHDL wurde in der
Pradikatenlogik hoherer Ordnung deniert Es wurde ein

Ubersetzungsprogramm implemen
tiert mit dem ABCVHDLBeschreibungen in Terme des Theorembeweisers HOL 
GoMe
automatisch ubersetzt werden konnen Da ABCVHDLProgramme in der Logik dargestellt
werden kann uber sie auf logischer Ebene argumentiert werden Es ist dadurch formal de
niert was es bedeutet da zwei Schaltungsbeschreibungen in ABCVHDL aquivalent sind

Die logische

Aquivalenz kann innerhalb des Kalkuls mittels logischer Regelanwendungen
bewiesen werden Verikation	 Es ist andererseits auch moglich ABCVHDLProgramme
mittels logischer Transformationen in aquivalente implementierungsnahere Darstellungen zu
uberfuhren Formale Synthese	
In diesem Artikel wird beschrieben wie ABCVHDLProgramme mittels logischer Trans
formationen synthetisiert werden konnen Der Syntheseablauf beginnt mit einer Verhaltens
beschreibung in ABCVHDL Spezikation	 Das Ergebnis wird eine strukturelle Implemen
tierung auf der RTEbene sein Implementierung	
Im Gegensatz zu konventionellen Syntheseverfahren wird also nicht nur die Implemen
tierung zu einer Spezikation konstruiert sondern es wird auch gleichzeitig der Beweis der
logischen Korrektheit der Implementierung Ausgabe	 bzgl der Spezikation Eingabe	 er
bracht In klassischen PostSyntheseVerikationsansansatze wird zunachst eine Implemen
tierung irgendwie erzeugt um danach den Beweis zu erraten Erraten wird deshalb
erforderlich da man lediglich das Syntheseergebnis nicht aber den Syntheseweg kennt Der
Beweis erfolgt in unserem Ansatz im Flu der Synthese durch logische Schritte wodurch
die Ableitung konstruktiv erzeugt wird und spater nicht mehr erraten werden mu Die
Formale Synthese bietet vor allem zwei Vorteile Zum einen ist es durch Formale Synthese
bei weitem groere Schaltungen korrekt synthetisiert werden als Schaltungen in der Post
SyntheseVerikation automatisch veriziert werden konnen Zum anderen ist es moglich
starkere Logiken jenseits der Entscheidbarkeit sinnvoll und ezient einzusetzen Dies ist vor
allem auf hoheren Entwurfsebenen relevant wo sich Aussagenlogik und Temporallogik als zu
ausdrucksschwach erweisen
Einer der ersten Ansatze im Bereich der formalen Synthese widmete sich der Synthese
einfacher regularer Ausdrucke 
John Das System Dialog 
MaFo AHL ist ein Bei
spiel fur den Einsatz von Theorembeweisern in der Synthese Dialog ist ein graphisches
Entwurfswerkzeug in dem Implementierungen durch logische Transformationsschritte in der
Pradikatenlogik hoherer Ordnung Theorembeweiser Lambda	 abgeleitet werden Dabei
werden die in der graphischen Oberache durchgefuhrten Einfugeoperationen von Bausteinen
auf Reduktionsschritte bzgl der ursprunglichen Spezikation abgebildet Im Gegensatz zu
diesen Techniken die fur allgemeine Bausteinentwurfe auf RTGatterebene konzipiert sind
beschrankt sich der Ansatz in 
BoJo zielgerichtet auf den Mikroprozessorentwurf und setzt
sowohl Techniken der Verikation als auch der schrittweisen Verfeinerungen ein
In unserem Ansatz sollen keine neuen Syntheseverfahren speziell fur die Formale Synthese
entwickelt Vielmehr soll das Knowhow bestehender Syntheseverfahren ausgenutzt und auf
eine formale Basis gestellt werden wozu es naturlich erforderlich ist entsprechende Schal
tungsreprasentation und elementare Schaltungsumformungen in der Logik zu nden
 Eine kurze Einfuhrung in ABCVHDL
Allgemeine VHDLBeschreibungen stellen nicht notwendigerweise synchrone Schaltungen dar
Wenn es beispielsweise bei der Ausfuhrung von VHDLProgrammen zu Laufzeitfehlern kommt
oder wenn unendliche Schleifen ohne waitBefehl erreicht werden dann reprasentieren diese
VHDLProgramme keine reale Schaltung geschweige denn synchrone Schaltungen Nur in
seltenen Fallen wird durch ein VHDLProgramm auch wirklich eine eindeutige Beziehung
zwischen Ein und Ausgangssignalen deniert
ABCVHDL ist eine Teilmenge von VHDL mit Einschrankungen die gewahrleisten da
innerhalb ABCVHDL nur eindeutige synchrone Schaltungsbeschreibungen moglich sind In
ABCVHDL beziehen sich waitAnweisungen immer auf den Takt Befehle
 
sind in drei Klas
sen aufgeteilt A B und C Anweisungen vom Typ A enthalten keine waitAnweisungen
Anweisungen vom Typ B und C enthalten waitAnweisungen Fur Anweisungen vom Typ
C wird gewahrleistet da die Anweisung nicht in einem Takt vollstandig evaluiert werden
kann Ausgehend vom Prozeanfang immer erst eine waitAnweisung erreicht wird bevor
der Prozess zum Ende kommt Anweisungen vom Typ B mussen diese Eigenschaft nicht
erfullen In ABCVHDL ist genau deniert wie atomare Anweisungen waitAnweisungen
Signalzuweisungen Variablenzuweisungen	 mittels Kontrollstrukturen Sequenzen ifthen
elseAnweisungen whileSchleifen	 in rekursiver Weise zu komplexen Anweisungen zusam
mengesetzt werden konnen und wie sich der Typ zusammengesetzter Anweisungen aus dem
Typ der Teile bestimmen lat In ABCVHDL gibt es eine wichtige Einschrankung While
Schleifen sind nur fur Schleifenrumpfe vom Typ C erlaubt Mit dieser Einschrankung wird
sichergestellt da unendliche Schleifen vermieden werden
Die Semantik von ABCVHDL ist konform mit der Semantik von VHDL Da jedoch aus
schlielich synchrone Schaltungen beschrieben werden ist das der Formalisierung zugrun
deliegende Modell einfacher und damit einer logischen Argumentation leichter zuganglich
In ABCVHDL werden Prozesse formal durch AutomatenBeschreibungen in Form von Paa
ren bestehend aus einer kombinierten Aus und

Ubergangsfunktion und einem Initialzustand
beschrieben Die Aus und

Ubergangsfunktion bildet die aktuelle Eingabe den aktuellen
Kontrollzustand den aktuellen Variablenzustand und den aktuellen Ausgangssignalzustand
auf den neuen Ausgangssignal Kontroll und Variablenzustand ab Der gesamte Ansatz
basiert auf einer in HOL formalisierten Theorie namens Automata In dieser Theorie wird
die Beziehung zwischen einer Automatenbeschreibung und ihrem EinAusgabeverhalten for
mal deniert Auerdem enthalt diese Theorie abgeleitete Theoreme die synthesespezische

Aquivalenzumformungen auf Automaten wie Zustandsminimierung Zustandskodierung und
Retiming in allgemeiner Form beschreiben siehe 
EiKu	
 Der Ablauf der formalen Synthese
Ausgangspunkt ist eine Verhaltensbeschreibung in Form eines ABCVHDLProzesses Als
Ergebnis wird eine Schaltungsstruktur abgeleitet die sich aus Operationseinheiten Multiple
xern und DFlipops zusammensetzt Die Abbildungen   und  beschreiben das Verfahren
an einem Beispiel
Die Eingabe ist ein VHDLProgram Abbildung 	 Um logische Transformationen uber
haupt durchfuhren zu konnen mu diese Darstellung zunachst in einen logischen Ausdruck
umgewandelt werden Dies geschieht vollstandig automatisch durch den ABCVHDLParser
der diesen Programmtext in logische Terme des Theorembeweisers HOL umwandelt
Das Ergebnis dieser Umwandlung ist in der unteren Halfte von Abbildung  Spezikati
on	 dargestellt

Das in diesem Artikel vorgestellte formale Syntheseverfahren bildet diesen
Eingabeterm Spezikation	 auf ein Theorem ab das besagt da eine bestimmte Implemen
tierung  die erst wahrend der Synthese entsteht  die Spezikation erfullt dh diese
impliziert	 oder mit ihr aquivalent ist Im allgemeinen stellt sich eine formale Synthese als
 
in VHDLTerminologie sequential statements

Die Nummern in eckigen Klammern verweisen auf die entsprechenden Zeilen des Programmtextes
  entity gcd is
 port 
 clk  in stdlogic ab  in integer start  in stdlogic
 ready  out stdlogic  	 result  out integer  

 
 end gcd

 architecture behavior of gcd is
	 begin process
 
 variable xyz  integer
   begin
state
  while start  	 loop
  wait until clk  	
state
  end loop
  ready  

  if a  b then
  x  b
  y  a
 	 else

 x  a
  y  b
 end if
 while y  
 loop
 z  x  y
 wait until clk  	
state
 x  y
 y  z
 end loop
	 ready  	

 result  x
  wait until clk  	
state
 end process
 end behavior
Abbildung  Verhaltensbeschreibung der GCDSchaltung in ABCVHDL
eine Folge von

Aquivalenzumformungen und Verfeinerungsschritten dar In unserem Beispiel
wurden ausschlielich

Aquivalenzumformungen durchgefuhrt Abbildung  stellt als Ganzes
betrachtet das Ergebnis der formalen Synthese dar eine

Aquivalenz zwischen einer Spezi
kation der Eingabe	 und einer wahrend der Synthese erzeugten Implementierung als ein
abgeleitetes Theorem
In Abbildung  ist die Implementierung der Beispielschaltung eine strukturelle Beschrei
bung auf RTEbene graphisch dargestellt Die Implementierung besteht aus einer Aus und

Ubergangsfunktion und einer Registereinheit Die Registereinheit speichert die  Die Registe
reinheit speichert das Tripel ready result	 y z	 control	 bestehend aus Ausgangssignalen
Variablen und Kontrollzustand Der initiale Wert ist    	 inity initz	 state	 Da in
der Spezikation fur die Variablen y und z keine initialen Werte deniert worden waren
wurden bei der Konvertierung zu HOL variable Werte initx und inity verwendet
  Fallunterscheidung uber Kontrollzustande
In ABCVHDL gibt es zwei Arten von Verhaltensbeschreibungen Prozesse mit zumindest
einer waitAnweisung und Prozesse ohne waitAnweisung Prozesse der ersten Gruppe eig
nen sich zur Beschreibung sequentieller Schaltungen bei denen die waitAnweisungen stets
sensitiv bzgl des Taktsignals sind und die Signalwerte die auf die Ausgange geschrieben
werden um einen Taktzyklus verzogert werden Die Schaltungen der ersten Gruppe sind
  automaton 
 a b start ready result y z control

ready result
let e  a   b in
let e  a  	 in
let e
  start   in
let e  b  a in
let e  b  	 in
let e  a  b in
let e  z  	 in
let e  y  z in
let r  ready result z e state in
let r   y z z state in
let r
   result a e state in
let r   b a z state in
let r   result b e state in
let r  ready result y z state in
let r   a b z state in
let c  control  state in
let t  if e then r
 else r in
let t  if e then r else r in
let t
  if e then t else t in
let t  if e
 then r else t
 in
let t  if e then r else r in
let t  if c then t else t in
t
 
  inity initz state

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processC   initx inity initz 
  whileC  a b start x y z start   wait seqBC
  sigassign a b start ready result x y z  result seqAC
 	 ifteAA  a b start x y z a  b

 
 varassign a b start x y z b y z seqAA
  varassign a b start x y z x a z


  varassign a b start x y z a y z seqAA
  varassign a b start x y z x b z
 seqAC
  whileC  a b start x y z y  	

  varassign a b start x y z x y x y seqAC
  wait seqCA
 	 varassign a b start x y z y y z seqAA
 
 varassign a b start x y z x z z
 seqBC
  sigassign a b start ready result x y z  result seqAC
  sigassign a b start ready result x y z readyx seqAC
  wait

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Abbildung 

Aquivalenz zwischen Implementierung und Spezikation
deshalb immer MooreSchaltwerke also Schaltungen bei denen die Eingabe nicht direkt die
Ausgabe beeinut Die zweite Gruppe beschreibt Schaltungen die rein kombinatorisch sind
mit der Ausnahme da die Ausgange eventuell gepuert werden mussen Bei Prozessen
der zweiten Gruppe mussen alle Eingangssignalwerte in der sensitivityListe aufgefuhrt sein
Die Ausgangssignale mussen immer dann gepuert werden wenn in einem Taktzyklus das
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Abbildung  Implementierung der GCDSchaltung
Ausgangssignal keine Signalzuweisung erhalt In diesem Fall mussen die alten Ausgangssi
gnalwerte wiederverwendet werden
Das Beispiel in Abbildung  gehort zur ersten Gruppe Es enthalt drei waitAnweisungen
die mit state state und state bezeichnet wurden Jede waitAnweisung entspricht einem
Kontrollzustand der Schaltung Zusatzlich wird ein Kontrollzustand fur den Startzustand
state benotigt Die Schaltung beginnt im Takt  im Initialzustand state und springt in den
nachfolgenden Takten von einer waitAnweisung zur nachsten Der Initialzustand state wird
spater nicht wieder erreicht
Im ersten Schritt des Syntheseverfahrens wird eine Fallunterscheidung uber den Kontroll
zustanden state state state    durchgefuhrt  vorausgesetzt naturlich da uberhaupt
Kontrollzustande existieren dh da der zu synthetisierende Proze zur ersten Gruppe
gehort Prozesse der zweiten Gruppe bedurfen keiner Kontrolleinheit Es existiert ledig
lich ein einziger Kontrollzustand am Anfang des Programms An dieser Position wartet der
Proze darauf da sich die Eingabesignale des Programms andern dann durchlauft die Eva
luierung das gesamte Programm erreicht das Ende und wartet dann wieder am Anfang
bis sich wieder Eingangssignale andern Bei Prozessen der zweiten Gruppe wird dieser er
ste Schritt Fallunterscheidung uber Kontrollzustande	 ausgelassen die Synthese beginnt mit
dem nachsten Schritt
  Symbolische Evaluierung
Im nachsten Syntheseschritt werden symbolische Evaluierungen durchgefuhrt Dies geschieht
separat fur jeden Kontrollzustand staten als Ausgangspunkt Das Ergebnis hangt jeweils
davon ab welchen Kontrollpfad der Proze ausgehend von staten durchlauft bis er wieder
auf eine waitAnweisung stot In ABCVHDL gibt es nur drei verschiedene Kontrollstruk
turen Sequenzen von Anweisungen ifthenelseStrukturen und whileSchleifen Der Kon
trollu wird durch die Werte der Bedingungen in den ifthenelseStrukturen und in den
whileSchleifen bestimmt
Durch die symbolische Simulation wird genau ein Taktzyklus abgearbeitet Das Ergeb
nis ist ein Tripel bestehend aus Ausgangssignal neuen Variablenwerten und neuem Kon
trollzustand Sowohl das Ergebnistripel als auch die Bedingungen die bei der Evaluierung
durchlaufen werden hangen vom aktuellen Wert der Eingangssignale den aktuellen Varia
blenwerten und den aktuellen Werten der Ausgangssignale ab Ergebnistripel und Bedin
gungen sind symbolische Ausdrucke in denen die Variablen und Eingangssignalwerte durch
VHDLOperationen wie beispielsweise   und  miteinander verknupft werden
Das bisher erreichte Ergebnis ist ein Entscheidungsbaum dessen Pfade die Kontrollpfade
des ABCVHDLProzesses reprasentieren Am Wurzelknoten erfolgt eine Fallunterscheidung
uber den Ausgangs	Kontrollzustanden Unterhalb benden sich Knoten die den Verzwei
gungen bzgl der passierten Bedingungen beschreiben Die Blatter beschreiben in symbo
lischer Weise das Ergebnistripel Abbildung  zeigt einen Kontrollpfad innerhalb des Ent
scheidungsbaums der aus unserem Beispiel abgeleitet wurde Der Kontrollpfad beginnt in
state und durchlauft dann einen Kontrollpfad der drei Bedingungen passiert und schlielich
im Kontrollzustand state endet
Anmerkung zu Abbildung  Nur die Eingangssignale und die alten Variablen und Aus
gangswerte vor dem Taktzyklus wurden verwendet Signal und Variablenzuweisungen fuhren
zu Substitutionen Beispiel Da der Proze die Zuweisung y  a durchlauft wird nach
folgend y durch a substituiert Das bedeutet beispielsweise da der nachfolgende Ausdruck
y  	 in a  	 uberfuhrt wird Aus diesem Grunde erhalt man fur den beschriebenen
Kontrollpfad als Ergebnis
 	  result	 b a b  a	 state	
anstelle von
ready result	 x y z	 state	
Das Ergebnis das bisher erreicht wurde stellt bereits eine Implementierung auf RT
Ebene dar Der Entscheidungsbaum reprasentiert eine Struktur in der neben arithmetischen
state0
... ...
state3
state2
start  /= ’1’
T F
...
...
state1
T F
...
a /= 0
control
T F
a < b
...
( (’0’,result), (b,a,b-a), state2)
Abbildung  Entscheiungsbaum zur Bestimmung von readyresult	xyz	control	
Operationseinheiten lediglich Multiplexer fur die Knoten und DFlipops fur die Speicherung
der Variablen Ausgangssignal und Kontrollzustande benotigt werden
Syntheseverfahren wie diese symbolische Evaluierung sind nicht neu in dem Sinne da
es nicht bereits Programme in C oder Pascal gabe die vergleichbare Techniken wahrend
der Synthese durchfuhren Der grundlegende Fortschritt in unserem Ansatz besteht darin
da unser Ansatz auf sicheren logischen Transformationen in der Logik basiert Dadurch
wird gewahrleistet da unser Syntheseprogramm ganz gleich wie es im Detail aufgebaut ist
und wie komplex es auch ist stets nur Implementierungen als Syntheseergebnis liefert die
korrekt bzgl der Spezikation sind Hierin unterscheidet sich dieser Ansatz grundlegend
von konventionellen Ansatzen in denen die Korrektheit der Schaltungsimplementierungen
von der Korrektheit groer Syntheseprogramme abhangt Heutige Syntheseprogramme mit
ausgefeilten Synthese und Optimierungsschritten sind aufgrund ihrer Komplexitat nur noch
schwer zu beherrschen Fehler bei den Umformungen und Miverstandnisse bei der Semantik
der verwendeten Zwischenformate konnen zu Syntheseergebnissen fuhren die nicht mehr die
Eingabespezikation erfullen
   Optimierungen auf RTEbene
Viele der Ausdrucke und Teilausdrucke die in den Bedingungen und Blattern des Entschei
dungsbaumes verwendet werden sind gleich und trotzdem treten sie wiederholt auf Die
Ausdrucke und Teilausdrucke werden deshalb Schritt fur Schritt durch Abkurzungen substi
tuiert Die entsprechenden Variablen werden mit e e    bezeichnet siehe Abbildung 	
Gleiche Ausdrucke werden so nur einmal berechnet und das Ergebnis einmal oder eventuell
mehrfach wiederverwendet
Bisher wurden alle Variablen die in ABCVHDLProgrammen verwendet werden auf Re
gister abgebildet Immer dann wenn Teile des Speichers keinen direkten Einu auf den
Ausgang und auf andere Speicherteile haben konnen diese jedoch eingespart werden Um
dies zu erkennen mussen die Abhangigkeiten analysiert werden In unserem Beispiel zeigt
sich da das Register das der Variablen x zugeordnet wurde entbehrlich ist Nachdem diese
redundanten Speicherteile erkannt wurden wird im Syntheseprogramm der Speicher zunachst
in einen redundanten und einen nichtredundanten Teil aufgespalten In einem zweiten Schritt
wird dann eine Tranformation der Theorie Automata siehe 
EiKu	 zur Eliminierung sol
cher redundanter Speicherteile angewandt
Innerhalb des Entscheidungsbaumes kann es sein da einige der Teilbaume gleich sind
Dadurch da in einem weiteren Optimierungsschritt alle Blatter und Teilbaume abgekurzt
werden wird die Anzahl der benotigten Multiplexer reduziert In unserem Beispiel wurden
die verschiedenen Blatter durch t t    und die Teilbaume durch r r    abgekurzt
In diesem Optimierungsschritt wird ein weiteres Potential ausgenutzt Die Reihenfolge in
der die Bedingungen im Baum erscheinen kann durch geeignete Umformungen vertauscht
werden Den Bedingungen wird durch das Syntheseverfahren eine feste dh in allen Zweigen
gleiche Reihenfolge gegeben Dadurch da zum einen die Teilbaume abgekurzt und wieder
verwendet werden und andererseits eine feste Reihenfolge fur die Bedingungen vorgegeben
wird wandelt sich der Entscheidungsbaum in ein symbolisches	 Entscheidungsdiagramm

Aquivalente Teilgraphen bei denen nur die Reihenfolge der Bedingungen verschieden war
werden nun echt gleich Knoten bei denen alle Teilgraphen gleich sind werden durch einfache
logische Umformungen eliminiert
Diese Art Teilgraphen zu eliminieren scheitert in der Regel im Wurzelknoten Mehrfach
Fallunterscheidung uber dem Anfangskontrollzustand	 Auch da konnen jedoch ia mehrere
identische direkte Teilgraphen sein  ia sind jedoch nicht alle identisch Verzweigung in
Gruppen von Kontrollausgangszustanden mit identischen Teilgraphen uberfuhrt In unserem
Beispiel entsteht eine Zweifachverzweigung mit der Bedingung 
control  state da alle
direkten Teilgraphen des Wurzelknotens auer dem fur 
control  state identisch sind
  Weitere Syntheseschritte
Es gibt noch zahlreiche weitere Synthese und Optimierungsschritte die auf diese Schaltungs
beschreibung angewandt werden konnten Um zu rein booleschen Signalen und Zustandsspei
chern in der Kontrolleinheit zu kommen mu der Kontrollzustandsdatentyp kodiert werden
Ferner kann die Anzahl der Kontrollzustande reduziert werden indem zum einen unerreich
bare Zustande eliminiert und zum anderen Zustande mit gleichem Verhalten zusammengefat
werden Ein weiteres Betatigungsfeld fur Optimierungen ist Retiming wobei durch das Ver
schieben von Registern die Verzogerungszeit des Aus und

Ubergangsschaltnetzes reduziert
und damit die Taktfrequenz erhoht werden kann Fur Zustandskodierung Zustandsmini
mierung und Retiming existieren in der Theorie Automata 
EiKu bereits vorbewiesene
Umformungstheoreme
 Zusammenfassung und Ausblick
Es wurde ein Ansatz zur korrekten Synthese synchroner VHDLSchaltungen vorgestellt bei
dem sich alle Teilschritte aus logischen Umformungen zusammensetzt Als Ergebnis wird
damit nicht nur eine Implementierung erzeugt sondern es wurde auch ein Theorem abgeleitet
das besagt da die Implementierung bzgl der Spezikation korrekt ist Alle Syntheseschritte
wurden vollstandig automatisch durchgefuhrt

Mit dem in diesem Artikel vorgestellten Syntheseverfahren haben wir die Spanne zwischen
Verhaltensbeschreibungen in VHDL und Strukturbeschreibungen auf RTEbene uberbruckt
Der aktuelle Stand des Synthesewerkzeugs erlaubt noch keine Ableitung von Schaltungsbe
schreibungen auf boolescher Ebene Dazu mussen zunachst noch die Datentypen der Signale
und Speicher durch boolesche Werte kodiert und die entsprechenden booleschen Operations
einheiten abgeleitet werden Dies wird das Thema weiterer Arbeiten sein
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