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Resumen
Un nuevo paradigma ha llegado para quedarse en el concepto de la publicidad digital.
Cada vez cuenta menos lo que dice la marca y ma´s lo que la gente esta´ dispuesta a
decir o hacer por ella. Adictik juega con este concepto y le da la vuelta, basa´ndose en
un aspecto que otras aplicaciones de e´xito habı´an olvidado, poner un logotipo de una
marca a cada fotografı´a que se distribuye por Internet. La aplicacio´n Adictik esta´ pensada
para que el usuario pueda ser el protagonista de sus propios anuncios. La funcionalidad
principal consiste en que el usuario pueda competir con otros usuarios para demostrar
cua´l de ellos es el mayor ”fan” de una marca determinada.
Para determinar que´ usuario es el mayor ”fan” de una marca, la aplicacio´n permite visua-
lizar un ranking para cada marca. Este ranking va en funcio´n del nu´mero de shakas que
tienen los anuncios de un usuario para una marca determinada. Adema´s, Adictik permite
la interaccio´n entre los usuarios que forman parte de esta plataforma, permitiendo que
e´stos puedan comentar los anuncios de otros, ası´ como mencionarlos para que se les
notifique, tal y como lo hacen otras aplicaciones que esta´n muy de moda en la actualidad.
Adictik tambie´n se considera como una herramienta imprescindible para los profesionales
del marketing y de la publicidad, ya que e´stos pueden inspirarse en lo que opinan sus
propios consumidores y ver cua´les son los mayores reclamos de e´stos. Adictik puede
ofrece una multitud de me´tricas que pueden llegar a resultar muy interesantes para una
marca, como por ejemplo el rango de edad de sus anunciantes ası´ como el listado de sus
mayores fans para darles una posible recompensa, ya que los usuarios esta´n realizando
una publicidad gratuita a dicha marca.
El proyecto se enfoca en la realizacio´n de un nuevo Back-End para dicha aplicacio´n.
Para ello, la empresa define una condicio´n fundamental que se debe cumplir para llevar a
cabo el proyecto. La empresa dictamina que la aplicacio´n se debe desarrollar dentro de la
plataforma que ofrece Google conocida como Google Cloud Platform. A lo largo de este
documento se hace hincapie´ en los beneficios que aporta esta plataforma al desarrollo
de la aplicacio´n ası´ como todos los mo´dulos que ofrece e´sta para almacenar toda la
informacio´n.

Title : Adictik, the brandlovers app
Author: Jaume Bauza` Sule´
Advisor: Toni Oller Arcas
Date: June 27, 2016
Overview
A new paradigm has arrived to stay in the concept of the digital advertising. Each time
counts less what the brand says and more what the people is willing to say or do for
the brand. Adictik plays with that concept and turns it around, basing itself on an aspect
that other successful apps had forgotten, to put a logo of a brand to each photo that it
is distributed by Internet. The Adictik app is thought so that the user could be the main
character of their own ads. The main functionality consists in that the user could compete
with other users to demonstrate which of them is the biggest fan of a brand.
To determine which of the users is the biggest fan of a brand, the app allows you to see a
ranking of each brand. This ranking depends on the number of shakas that the ads of a
user have of a specific brand. Moreover Adictik allows the interaction between the users
that take part of the platform, allowing them to comment the ads of the others, as well as
to mention them to be notified like other apps do that are very trendy nowadays.
Furthermore, Adictik is considered as an essential tool for the marketing and advertising
professionals, as they can be inspired by the opinions of their own consumers and see
which are the biggest claims of them. Adictik can offer multiple metrics that can be very
interesting for the brands. For instance the age range of their advertisers as well as the
list of the biggest fans to give them a possible reward because the users are doing free
advertising to that brand.
The project is focused on the performance of a new Back-end for that app. For doing that
the company define one essential condition that must be fulfilled to do the project. The
enterprise rules that the app must be developed inside the platform that Google offers
known as Google Cloud Platform. Through this document is made the emphasis on the
benefits that the platform contributes to the development of the app as well as all the
modules that offers you to save all the information.
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INTRODUCCIO´N
Este proyecto surge de la necesidad de crear una nueva estructura de Back-End para la
aplicacio´n Adictik. Toda aplicacio´n consta de dos partes claramente distintas, el Front-End
y el Back-End. La parte de Front-End se encarga de la parte gra´fica de una aplicacio´n
como tambie´n de recoger los datos insertados por el usuario que son transmitidos al
Back-End de la aplicacio´n. La parte de Back-End se encarga de la manipulacio´n de estos
datos para proporcionar nueva informacio´n al usuario o simplemente para almacenarlos.
Adictik es una aplicacio´n que se basa en la comparticio´n de anuncios publicitarios rea-
lizados por los usuarios que utilizan esta aplicacio´n por lo que se les permite que sean
publicistas de una marca por un momento y ser los protagonistas de sus propios anun-
cios. Adema´s, permite que los usuarios compitan en un ranking para poder demostrar a
la marca quie´n es el mayor fan de e´sta. A lo largo del proyecto se explicaran las funcio-
nalidades esenciales ası´ como el modelo de negocio que se pretende implementar con la
publicacio´n de esta aplicacio´n.
Los integrantes de esta Start-up se dedican al sector del marketing ası´ como de la publi-
cidad, por lo que carecen de personal de cara´cter tecnolo´gico. De este modo, decidieron
confiar en un estudiante de Ingenierı´a de Aeropuertos con mucha iniciativa y ganas de
aprender para desarrollar la gestio´n y manipulacio´n de los datos que se generan en Adic-
tik. La empresa decide imponer una serie de requisitos para la elaboracio´n del Back-End
que se explican en el Capı´tulo 2.4., ya que se argumenta que la parte de Front-End ya
esta´ realizada en base a unas premisas y se requiere que el Back-End afecte lo menos
posible a la solicitacio´n de informacio´n.
El proyecto se ha realizado de forma individual, es decir, el estudiante ha sido el u´nico pro-
gramador de Back-End en la Start-up pero se ha potenciado el trabajo en equipo ya que
ha existido comunicacio´n diaria con el programador de Front-End para poder solicitar y
proporcionar toda la informacio´n a la aplicacio´n de forma ma´s eficiente. Adema´s, tambie´n
se ha realizado un Front-End Web sencillo para ensen˜ar que´ tipo de me´tricas se pueden
extraer y co´mo puede ser un panel de administrador, tambie´n conocido como dashboard
para posteriores trabajos a realizar.
Aunque el proyecto este´ orientado a un perfil de estudiante de Ingenierı´a Telema´tica, se
han utilizado programas aprendidos en diferentes asignaturas del Grado en Ingenierı´a de
Aeropuertos, para poner de este modo en pra´ctica, lo aprendido a lo largo del Grado. Por
otra parte, el estudiante ha aprendido otras muchas plataformas existentes para la mani-
pulacio´n de datos ası´ como para la comprobacio´n de errores y visualizacio´n de resultados
que se mencionara´n a lo largo del proyecto. Adema´s, el proyecto consta de un Ape´ndice
A en el que se indican todos los procesos para la puesta a punto de todos los programas
utilizados para un ordenador con sistema operativo Linux.
Este documento se divide en 5 capı´tulos que explican de forma detallada el proceso que
se ha seguido para la elaboracio´n de la aplicacio´n. En el primero de ellos se contextualiza
la relacio´n que nace entre el estudiante y la propia empresa que ofrece la realizacio´n de
este proyecto ası´ como los objetivos principales que se desean lograr al acabarlo. En el
Capı´tulo 2 se hace una visio´n global de las propiedades principales de una aplicacio´n ası´
como de las necesidades y requerimientos que impone la empresa para la realizacio´n del
proyecto.
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El Capı´tulo 3 es el cuerpo principal de este documento ya que se detalla cada uno de
los me´todos utilizados para la programacio´n ası´ como todas las tecnologı´as y programas
utilizados para la realizacio´n completa del Back-End de la aplicacio´n. En el Capı´tulo 4 se
detalla de forma simplificada un ejemplo de co´mo podrı´a llegar a ser una pa´gina web para
que el administrador pueda visualizar todas las me´tricas que se pueden extraer desde
la aplicacio´n de Adictik. El documento finaliza con un capı´tulo de conclusiones en el que
se mencionan todos los objetivos cumplidos junto con una argumentacio´n ası´ como el
plan de trabajo que se ha dedicado a este proyecto y posibles trabajos futuros en esta
aplicacio´n.
Adema´s el documento incluye un apartado de anexos en el que se explican todos los
programas que se han utilizado para elaborar el Back-End de la aplicacio´n junto con un
manual de instalacio´n para una puesta a punto (para ordenadores con sistema operativo
Linux) para que cualquier lector que este´ interesado en crear su propia aplicacio´n pue-
da hacerlo sin tener que recurrir a diferentes portales de Internet para informarse de la
completa instalacio´n.
CAPI´TULO 1. CONTEXTUALIZACIO´N DEL
PROYECTO
1.1. Punto de partida
Tal y como se ha comentado en la Introduccio´n de este documento, la empresa que pro-
pone la elaboracio´n de este proyecto determina una serie de directrices que condicionan
la realizacio´n de e´ste. La plataforma elegida por parte de la empresa para desarrollar el
proyecto es Google Cloud Platform. Las razones por las que la empresa argumenta que
desea imponer esta condicio´n se explican en el Capı´tulo 2.4..
Cabe mencionar que la aplicacio´n Adictik ya contaba con una estructura de Back-End
realizada e implementada, pero tras unos dı´as publicada en App Store (plataforma de
descarga de aplicaciones para dispositivos con el sistema operativo iOS) se percibio´ que
era ineficiente a la vez que inoperable. Los motivos por los que no funcionaba correcta-
mente el Back-End de la aplicacio´n eran evidentes:
7 La base de datos en la que se almacenaba la informacio´n de los usuarios ası´ como
sus publicaciones era una base de datos relacional, mientras que la plataforma de
Google Cloud Platform proporciona una base de datos no relacional que permi-
te fa´cilmente distribuir grandes cantidades de informacio´n, mientras que distribuir
informacio´n en bases de datos relacionales (SQL) requiere de una cuidadosa plani-
ficacio´n.
7 Adema´s de utilizar bases de datos relacionales, la informacio´n no se almacenaba
de forma eficiente provocando un colapso de e´sta cuando una fotografı´a recibı´a
ma´s de una reaccio´n (shaka) por parte de otros usuarios.
7 Las ima´genes no se almacenan con la correspondiente resolucio´n gra´fica. Las foto-
grafı´as son tomadas con dispositivos con una resolucio´n superior a los 960 pı´xeles
y el Back-End devuelve estas ima´genes con una resolucio´n inferior a los 520 pı´xe-
les. El cara´cter de la aplicacio´n se basa en un concepto de red social fotogra´fico por
lo que la resolucio´n de las ima´genes es un aspecto primordial.
7 No se realizan paginaciones para mostrar la informacio´n sino que se cargaba toda
la informacio´n de golpe. Por este motivo, la carga de datos en cuanto a tiempo es
muy elevada y una vez cargada toda la informacio´n u´nicamente se puede visualizar
toda la informacio´n que cabe en una u´nica pa´gina.
7 El proceso de iniciar sesio´n en la aplicacio´n tampoco es correcto. Se utilizan valores
aleatorios para encriptar una contrasen˜a, dando lugar a errores cuando el usuario
intenta acceder a la plataforma. Por otra parte el proceso de recuperacio´n de con-
trasen˜a tampoco funciona.
Tras poner sobre la mesa este pequen˜o estudio que se realizo´ sobre los principales erro-
res que se habı´an detectado en la parte de Back-End se decidio´ definir una nueva es-
tructura para poder optimizar al ma´ximo todos los recursos que ofrece la plataforma de
Google.
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Google Cloud Platform [2] permite programar en diferentes lenguajes como Go, Java
y Python. Dado que a la empresa no le importaba en que lenguaje se programara el
Back-End se decidio´ escoger Python como lenguaje para programar la aplicacio´n ya que
ha sido el u´nico lenguaje de los tres que se ha utilizado en el transcurso del Grado del
estudiante.
1.2. Motivaciones
La realizacio´n de este proyecto supone un reto para el estudiante ya que tal y como se ha
comentado previamente, el estudiante tiene un perfil aerona´utico. Durante el transcurso
del Grado, el estudiante ha aprendido a programar lenguajes como Octave, Matlab, C# o
Python pero jama´s habı´a programado con la plataforma Google.
Trabajar para una Start-up tambie´n supone otra motivacio´n, ya que el estudiante siempre
habı´a deseado formar parte de una de ellas y de este modo vivir la experiencia de ir
creciendo poco a poco como persona y como profesional ya que el taman˜o, el ritmo de
trabajo y el cara´cter multidisciplinario que definen el trabajo en una Start-up permiten
a un becario estar en contacto con procesos y tomas de decisiones que en empresas
consolidadas se realizan muy lejos del a´mbito de trabajo en el que se suelen ubicar a los
recie´n graduados.
Adictik es una aplicacio´n que permite conectar a los usuarios de una marca con la propia
marca. Esto permite obtener informacio´n muy valiosa para ellas como por ejemplo conocer
el target de usuario que utiliza una determinada marca. Por este motivo, Adictik puede
ser considerada una herramienta de gran ayuda para el departamento de marketing de
cualquier marca para enfocar con mayor precisio´n su producto gracias a las me´tricas que
se pueden extraer por parte del administrador de la aplicacio´n.
A su vez Adictik, no deja de ser una red social que mantiene en contacto a todos aquellos
usuarios amantes de las marcas. El estudiante se define como amante de las marcas y
una persona activa en el mundo de las redes sociales, por lo que el proyecto le pare-
cio´ una gran idea para ser desarrollada. Adema´s la realizacio´n de esta aplicacio´n abre
otros caminos laborales no enfocados al mundo aerona´utico ası´ como nuevos proyectos
formativos en los que el estudiante esta´ interesado.
1.3. Objetivos
Este proyecto se centra en el desarrollo de tres componentes principales como son el
API REST a trave´s del cual se accedera´ al servidor realizando peticiones HTTP, el propio
Back-End de la aplicacio´n y un ejemplo ba´sico de Front-End para mostrar la informacio´n
que se puede obtener como administrador de la aplicacio´n.
El desarrollo del Front-End de los sistemas operativos iOS y Android no se explicara´n en
este documento ya que no forman parte del proyecto aunque se mostrara´n ejemplos a lo
largo de e´ste.
Los objetivos que se desean cumplir son los siguientes:
• API REST:
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X Disen˜ar un protocolo de comunicacio´n entre cliente y servidor.
X Disen˜ar una interfaz de acceso al servidor que proporcione seguridad y confi-
dencialidad a los usuarios.
• BACK-END:
X Aprender a utilizar la plataforma de Google para crear el Back-End.
X Almacenar la informacio´n en la base de datos no relacional que proporciona
Google Cloud Platform.
X Disen˜ar un conjunto de endpoints que ofrezcan todos los servicios que pre-
tende ofrecer la empresa.
X Verificar la funcionalidad de cada uno de los endpoints proporcionados para la
utilizacio´n en el Front-End.
• FRONT-END Web:
X Entender los conceptos ba´sicos de AngularJS.
X Realizar un Front-End para la visualizacio´n Web.
X Disen˜ar una pa´gina en la que el administrador pueda subir y actualizar los
logotipos de cada una de las marcas que se proporcionan al usuario.
X Utilizar el paquete Angular-nvD3 para la realizacio´n de gra´ficos de datos.

CAPI´TULO 2. ANA´LISIS DEL PROBLEMA
En este capı´tulo se explicara´ de forma generalizada el problema planteado en la contex-
tualizacio´n del proyecto, ası´ como los conceptos ba´sicos que ya han ido apareciendo y
que aparecera´n a lo largo del documento. Por otra parte tambie´n se explicara´n de forma
ma´s detallada las necesidades de la empresa ası´ como los requerimientos que exige para
la realizacio´n del Back-End. De este modo, el documento ira´ focaliza´ndose cada vez ma´s
y sera´ ma´s fa´cil para la compresio´n del lector.
2.1. Arquitectura generalizada de Adictik
La arquitectura ba´sica y generalizada de Adictik se resume como la que se muestra en la
Figura 2.1, donde se puede apreciar que los terminales hacen peticiones a los servidores
y e´stos solicitan la informacio´n necesaria para operar a la base de datos.
Figura 2.1: Arquitectura generalizada de la aplicacio´n Adictik.
El nexo de unio´n que se forma entre los terminales y los servidores no son ma´s que las
peticiones que hace cada unos de los usuarios desde la aplicacio´n. Ahora bien, los usua-
rios tienen que comunicarse con los servidores y ambos deben hablar un mismo idioma
para poder llegar a entender las peticiones y las respuestas. Para ello es necesario esta-
blecer un REST (REpresentional State Transfer ) para nuestra API, comu´nmente conocido
como API REST.
A continuacio´n se explicara´ cada uno de elementos que forma parte de la Figura 2.1
como son los terminales, los servidores, la base de datos ası´ como el API REST que se
ha comentado en el pa´rrafo anterior.
2.1.1. Terminales
Este elemento hace referencia tanto a ordenadores como a tele´fonos mo´viles. Los termi-
nales que pueden utilizar la aplicacio´n Adictik son los dispositivos mo´viles con un deter-
minado sistema operativo (ya sea iOS o Android) y los ordenadores aunque estos u´ltimos
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u´nicamente se puede acceder desde la plataforma del administrador para poder visualizar
diferentes me´tricas y subir nuevos logotipos.
2.1.2. Introduccio´n a un API REST
El concepto de API REST ya ha aparecido en varias ocasiones a lo largo del proyecto y
todavı´a no se ha explicado su significado. Bien, pues el REST no deja de ser un tipo de
arquitectura de desarrollo web que se apoya totalmente en el esta´ndar HTTP.
Una vez disen˜ada la arquitectura REST para una aplicacio´n, e´sta permitira´ crear recursos
y servicios que pueden ser usados por cualquier otro dispositivo o cliente que entienda el
protocolo HTTP (ya sea un ordenador de mesa, un porta´til o un Smartphone con conexio´n
a Internet).
Los aspectos ma´s importantes que se deben tener en cuenta para desarrollar un API
REST son los siguientes:
X Me´todos HTTP: Para poder manipular cualquier recurso, HTTP dota de los siguien-
tes me´todos con los que se debe operar para hacer las diferentes peticiones:
– GET: Permite consultar y leer recursos. Por lo que utilizando este me´todo se
puede acceder a la informacio´n de un determinado usuario o a un listado de
usuarios que hayan realizado una accio´n, como podrı´a ser la visualizacio´n de
un anuncio.
– POST: Permite crear un nuevo recurso. Por lo que utilizando este me´todo se
puede crear una nueva entidad en una base de datos como podrı´a darse en
la accio´n de registrar a un nuevo usuario o la accio´n de publicar una nueva
fotografı´a en la aplicacio´n.
– PUT: Permite editar un determinado recurso. Por lo que utilizando este me´todo
se puede cambiar o modificar la informacio´n de un usuario ya registrado en la
aplicacio´n. De este modo, el recurso ya existe pero el usuario desea cambiar
parte de su informacio´n como podrı´a ser su contrasen˜a personal.
– DELETE: Permite eliminar un determinado recurso. Por lo que si un usuario
desea eliminar una fotografı´a que ha realizado o un usuario se quiere dar de
baja de la aplicacio´n sera´ necesario eliminar ese recurso. En esta´ aplicacio´n
no se utiliza en ninguna ocasio´n este me´todo, ya que en vez de eliminar el
recurso se activa un flag que determina que ese usuario o fotografı´a no se
debe mostrar en la plataforma.
– PATCH: Permite editar partes concretas de un recurso determinado. Normal-
mente este me´todo no se utiliza ya que se opta por utilizar el me´todo PUT que
es muy similar a la vez que ma´s generalizado.
X Co´digos de estado: Cuando se realiza una operacio´n, es decir, se utiliza uno de los
me´todos mencionados en el punto anterior, es de vital importancia saber si dicha
operacio´n se ha realizado con e´xito o en caso contrario, saber el motivo por el cual
esta operacio´n ha fallado. Es recomendable utilizar el listado de HTTP que cubre
todas las posibles indicaciones que se deben an˜adir a las respuestas cuando las
operaciones han sido satisfactorias o se ha producido un error. A continuacio´n se
muestra los co´digos de estado ma´s comunes [3]:
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1. 200 - OK : Respuesta esta´ndar para peticiones satisfactorias
2. 400 - Bad Request : La solicitud contiene sintaxis erro´nea y no deberı´a repe-
tirse.
3. 404 - Not Found : El recurso solicitado no se ha encontrado.
4. 405 - Method Not Allowed : La peticio´n realizada no se realiza con el recurso
que se ha utilizado. Como por ejemplo se realiza una peticio´n con el recurso
GET cuando requiere que los datos sean presentados vı´a POST.
5. 500 - Internal Server Error : Se envı´a este co´digo de estado cuando se en-
cuentra una situacio´n de error ajena a la naturaleza del servidor web.
2.1.3. Servidores Web
Un servidor, tal y como indica la palabra misma, es un ordenador o ma´quina informa´tica
que esta´ al “servicio” de otras ma´quinas, ordenadores o personas llamadas clientes y que
le suministran a e´stos, todo tipo de informacio´n. Este esquema es generalmente conocido
como cliente-servidor y es uno de lo ma´s usados
En concreto, los servidores web almacenan principalmente documentos HTML (documen-
tos a modo de archivos con un formato especial para la visualizacio´n de pa´ginas web en
los navegadores de los clientes), ima´genes, vı´deos, texto, presentaciones, y en general
todo tipo de informacio´n. Adema´s se encarga de enviar estas informaciones a los clientes.
2.1.3.1. Arquitectura Cliente-Servidor
La arquitectura cliente-servidor es un modelo de aplicacio´n distribuida en el que las tareas
se reparten entre los proveedores de recursos o servicios, llamados servidores, y los de-
mandantes, llamados clientes. Un cliente realiza peticiones a otro programa y el servidor
es quien le da respuesta.
2.1.4. Bases de datos
Tal y como se ha comentado previamente en la introduccio´n de este documento (Capı´tulo
1.1.), para ser capaces de elegir que´ tipo de base de datos es la ido´nea para Adictik es
necesario explicar de forma detallada las caracterı´sticas principales de cada una de ellas y
posteriormente hacer una comparativa para comprobar cua´l de ellas es la ma´s adecuada.
Existen dos grupos claramente diferenciados de bases de datos:
• Relacional: Las caracterı´sticas principales de una base de datos relacional son las
siguientes:
X Este tipo de base de datos es verticalmente escalable, esto significa que a
mayor volumen de datos se necesitara´ una potencia de hardware superior.
X Este tipo de base de datos es universal ya que es compatible con la mayorı´a
de programas que se utilizan actualmente.
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X Este tipo de base de datos se considera adecuado para almacenar informacio´n
bien estructurada ası´ como para un a´mbito educativo ya que puede aportar un
gran conocimiento lo´gico al estudiante.
Por otra parte, los principales inconvenientes que tienen este tipo de base de datos
son los siguientes:
7 Se requiere mucho tiempo para entender y disen˜ar la estructura de la base de
datos.
7 Puede llegar a ser difı´cil escalar este tipo de base de datos. Adema´s organi-
zar la informacio´n es un proceso muy costoso y directamente proporcional al
volumen de datos, por lo que a mayor informacio´n, mayor tiempo y recursos
son necesarios para ordenarla y procesarla.
• No Relacional: Las caracterı´sticas principales de una base de datos no relacional
son las siguientes:
X Este tipo de base de datos es horizontalmente escalable, esto significa que a
mayor volumen de datos son necesarios ma´s servidores de bases de datos
para poder reducir la carga de trabajo de cada uno de e´stos.
X Este tipo de base de datos no requiere de un disen˜o previo del modelo que se
va a utilizar.
X Este tipo de base de datos en general son mucho ma´s ra´pidas en cuanto
al procesado respecto a una base de datos relacional ya que estas u´ltimas
priorizan la integridad de la informacio´n en vez de potenciar la velocidad de
procesado.
Como en el caso de las bases de datos relacionales, las bases de datos no relacio-
nales tambie´n tiene una serie de inconvenientes que se especifican a continuacio´n:
7 Este tipo de base de datos no es adecuado para informacio´n que esta´ interco-
nectada, ya que no se mantiene una estructura de esta informacio´n.
7 Este tipo de base de datos se basa en una tecnologı´a que todavı´a esta´ en
proceso de maduracio´n.
A continuacio´n se muestra un pequen˜o ejemplo gra´fico del significado de una base de
datos relacional y una base de datos no relacional en la Figura 2.2.
Tal y como se puede apreciar en la Figura 2.2, la informacio´n de una base de datos rela-
cional se estructura en un formato de filas y columnas dentro de una tabla. Por otra parte
la informacio´n de una base de datos no relacional se almacena en diferentes documentos,
por lo que no se mantiene relacio´n entre los diferentes elementos que la forman.
Realizada la explicacio´n de cada una de las bases de datos y viendo las ventajas y los
inconvenientes de cada una de ellas, se ha determinado que para la aplicacio´n Adictik
es necesaria una base de datos no relacional ya que la informacio´n de cada usuario no
tiene porque mantener relacio´n con la informacio´n de otro usuario. Adema´s cabe destacar
que la utilizacio´n masiva de bases de datos no relacionales surgio´ con la aparicio´n del
concepto de red social y tal y como se ha especificado en el capı´tulo anterior, Adictik es
una red social que permite a los usuarios una interaccio´n con otros usuarios.
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Figura 2.2: Ejemplo gra´fico de una base de datos relacional y no relacional.
2.2. Necesidades principales de Adictik
Tal y como se comenta en el Capı´tulo 1.1., Adictik necesita a una persona que sea ca-
paz de desarrollar el Back-End de la aplicacio´n y que e´sta permita realizar una serie de
funciones determinadas que se detallan a continuacio´n:
X Registro de usuarios: Debe ser capaz de almacenar la informacio´n que se intro-
duce (nombre de usuario y contrasen˜a entre otros) para la posterior identificacio´n
del usuario. El registro se debe poder hacer desde la plataforma de Adictik o desde
la API de Facebook.
X Recuperacio´n de contrasen˜a: Se debe crear una plataforma para que un determi-
nado usuario que ha olvidado su contrasen˜a pueda recuperarla. Esta recuperacio´n
de contrasen˜a se debe realizar de la forma ma´s segura posible que encuentre el
programador.
X Plataforma para subir y actualizar logotipos: Se debe crear otra plataforma en
la que u´nicamente pueda acceder el administrador para subir y actualizar los di-
ferentes logotipos que se vayan solicitando o creando. Se recomienda que esta
plataforma sea una pa´gina web suficientemente intuitiva para facilitar el proceso al
administrador.
X Almacenamiento de anuncios: Se deben almacenar todos los anuncios realizados
en la aplicacio´n de Adictik con una resolucio´n de 1080 pı´xeles cuando e´stos lo per-
mitan. Estos anuncios se debera´n mostrar en una pa´gina principal de la aplicacio´n
ordenados de forma descendente segu´n su fecha de publicacio´n.
X Interaccio´n entre usuarios: La aplicacio´n debe permitir una serie de acciones que
permita la interaccio´n de los usuarios. Las funciones ba´sicas para hacer posibles
esto son las siguientes:
– Poder seguir a otros usuarios de Adictik.
– Poder dar un shaka (equivalente a decir me gusta) a un anuncio.
– Poder comentar un anuncio propio o de otro usuario a la vez que se pueda
mencionar a otros usuarios en estos comentarios.
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– Poder visitar el perfil de un determinado usuario para ver todos los anuncios
que ha realizado e´ste.
X Clasificacio´n de anuncios: Los anuncios almacenados se deben poder clasificar
segu´n la marca a la que van destinados para poder ver todo el contenido que se ha
generado de una determinada marca.
X Realizar consultas y reportes: La aplicacio´n debe permitir poner en contacto al
usuario con el equipo de Adictik para que e´stos puedan solicitar marcas que no
constan en la base de datos o para denunciar un contenido que se ha hecho pu´blico
en la aplicacio´n.
E´stas son las necesidades ba´sicas que se deben completar para el correcto desarrollo
de este proyecto. En el siguiente capı´tulo se explica detalladamente como se ha logrado
cada uno de los puntos mencionados anteriormente.
2.3. Modelo de negocio de Adictik
El modelo de negocio actual de la aplicacio´n Adictik se basa en poder obtener y repre-
sentar el ma´ximo nu´mero de me´tricas posibles que puedan llegar a interesar a una deter-
minada marca. Para ello, la empresa se ha puesto en contacto con diferentes marcas ası´
como con diferentes agencias publicitarias para poder saber cua´les son los principales
datos que desean saber las empresas acerca de sus principales clientes.
Tal y como se ha comentado al inicio de esta seccio´n, el modelo de negocio comentado
anteriormente es el actual. Se preve´ que este modelo se ramifique´ con el tiempo, dado
que tambie´n se quieren implementar modelos de Big Data para ser capaces de trackear
cualquier contenido creado en Adictik por la gigantesca red de Internet.
A continuacio´n, en la Figura 2.3 se muestran una serie de ejemplos que han sido creados
con la aplicacio´n Adictik por diferentes usuarios que forman parte de esta nueva red social.
Figura 2.3: Anuncios creados por los usuarios de Adictik.
Otros puntos por los que tambie´n se pretende conseguir beneficios se mencionan en cada
una de las secciones que se presentan a continuacio´n.
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2.3.1. Campan˜as con influencers
Las personas que se consideran influencers son aquellas que tienen un nu´mero de segui-
dores en sus redes sociales significativo o que sus acciones en la red repercuten consi-
derablemente en la opinio´n de sus seguidores.
Adictik puede ser una herramienta para poner en contacto a una determinada marca con
sus ma´s fieles seguidores. E´sta puede recompensarlos con una seleccio´n de sus produc-
tos (por ejemplo) para que e´stos hagan nuevos anuncios. Obviamente para que la marca
pueda recibir quie´nes son sus ma´s fieles seguidores, debera´ abonar una cantidad acor-
dada con Adictik dependiendo del nu´mero de seguidores con los que quiera contactar
e´sta.
La empresa argumenta que este punto puede ser uno de sus mayores fuentes de bene-
ficio, ya que actualmente existen muchas empresas que contactan con diferentes influen-
cers de distintas redes sociales (como por ejemplo Instagram) para que promocionen sus
nuevos productos en estas redes sociales.
2.3.2. Eventos
Adictik tambie´n esta´ enfocada para aportar mayor visibilidad a los eventos que puede
realizar una determinada marca. El motivo por el cual este aspecto parece llamativo serı´a
que la propia marca que realiza el evento, realizara´ un o varios logotipos efı´meros, es
decir, de una duracio´n limitada y determinada y e´stos se utilizaran durante el transcurso
del evento.
De este modo, Adictik cambiara´ el concepto actual del hashtag (#), muy utilizado en redes
sociales como es Twitter, para convertir el momento a un nivel visual. Adictik pretende
cambiar el concepto del hashtag por el de un logotipo efı´mero. Gracias a este cambio se
da a los usuarios la posibilidad de crear momentos y anuncios exclusivos e ine´ditos para
representar un determinado momento.
La cuestio´n principal es que´ beneficios puede reportar la creacio´n de este contenido para
la propia marca o evento. Bien, pues con Adictik, la determinada marca tendra´ la posibi-
lidad de controlar la cantidad de contenido que se ha generado durante el determinado
evento ası´ como la cantidad de visualizaciones que ha recibido todo este contenido.
Figura 2.4: Anuncios creados por un usuario durante el transcurso de diferentes eventos.
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2.3.3. Me´tricas
Actualmente las me´tricas que se obtienen con la aplicacio´n Adictik son u´nicamente visi-
bles para el administrador de la plataforma. El siguiente paso a realizar es poder crear un
panel de control, conocido como dashboard, exclusivo para cada una de las marcas para
que e´stas puedan subir y gestionar sus propios logotipos ası´ como su imagen corporativa.
La idea principal de Adictik es poder ofrecer una serie de me´tricas que van a depender
del servicio contratado. A continuacio´n se detalla cada uno de los tipos de me´tricas que
se pueden llegar a ofrecer en un futuro en Adictik.
2.3.3.1. Patrones de comportamiento
El siguiente paso de Adictik es implementar la API Google Vision [4] para poder ha-
cer un ana´lisis exhaustivo de cada uno de los contenidos creados por los usuarios de la
plataforma. La API de Google Vision permite determinar, entre otros aspectos, que´ co-
lores predominan en los anuncios que crean los usuarios, si aparece o no un producto
determinado, detallar los elementos principales que aparecen en e´stos y comprobar si
se mantiene alguna relacio´n entre los distintos usuarios que publican anuncios de una
determinada marca.
De este modo, una marca puede llegar a recibir mucha informacio´n de gran importancia
para poder gestionar sus pro´ximas campan˜as publicitarias y llegar a ser capaces de en-
focar mejor el nuevo producto a promocionar al consumidor. Tal y como se ha comentado
al inicio de esta misma seccio´n, este apartado no se desarrolla en este proyecto, sino que
esta´ pensado como una segunda etapa de Adictik.
2.3.3.2. Perfil de usuario
Gracias a la aplicacio´n Adictik es posible determinar el perfil de usuario de una determi-
nada marca ya que permite extraer informacio´n acerca de e´stos como la edad o ge´nero
de los usuarios que realizan o visualizan contenido de una determinada marca.
Adema´s, la aplicacio´n permite a una marca conocer que´ otras marcas utilizan sus propios
usuarios para poder enfocar mejor su producto o hacer una campan˜a conjunta con otras
marcas relacionadas. Por lo que esta informacio´n puede ser de vital importancia para el
departamento de marketing de cualquier marca.
2.3.3.3. Audiencias
Como en la aplicacio´n Adictik se contabiliza las veces que se ha visualizado un anuncio
determinado y el momento en el que e´ste se ha visto, se pueden extraer micro-audiencias
reales, es decir, el nu´mero de veces que se ven los anuncios realizados por los usuarios
de Adictik. Estas audiencias se pueden filtrar por usuario, por lo que una determinada
marca puede saber que audiencia tiene un influencer determinado.
En un futuro cercano, Adictik permitira´ a las marcas decidir si quieren destinar un presu-
puesto mensual para pagar a sus usuarios mediante CPM (costo por milh) de visiona-
dos, tal y como realizan otras plataformas muy conocidas como Youtube.
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2.4. Requerimientos principales de Adictik
Para cumplir las necesidades que se especifican en la Seccio´n 2.2., la Start-up ha im-
puesto una serie de requerimientos que se deben cumplir para el correcto desarrollo del
proyecto. En las siguientes secciones se detalla cada una de las premisas ası´ como los
motivos que se ha proporcionado la empresa para el cumplimiento de e´stas.
2.4.1. Google Cloud Platform
Esta condicio´n viene dada debido a que la empresa tiene un depo´sito econo´mico consi-
derable destinado a los servidores que ofrece dicha plataforma, por lo que este requisito
era de vital importancia. Como a lo largo del Grado no se ha realizado ningu´n proyecto
ni estudio y/o investigacio´n acerca de esta plataforma, se ha tenido que hacer un estudio
previo para poder desarrollar de forma correcta la aplicacio´n.
Uno de los documentos escogidos para la formacio´n en esta plataforma se llama ”Pro-
gramming Google App Engine with Python”[1] donde se detalla paso a paso como cons-
truir un Back-End en la plataforma de Google para una aplicacio´n general ası´ como la
estructura ba´sica que deben tener los archivos principales. La lectura de este documento
ha sido de vital importancia para la realizacio´n de este proyecto.
Esta plataforma se divide en diferentes mo´dulos, dedicados cada uno de ellos a una fun-
cio´n en concreto. E´stos se muestran en la Figura 2.5. Cada uno de los mo´dulos se agrupan
en tres categorı´as principales como son los Ca´lculos, el Almacenaje y los Servicios.
En cada una de estas categorı´as se ha escogido un mo´dulo para la realizacio´n del pro-
yecto y e´stos se detallan en las secciones que vienen a continuacio´n explicando el motivo
por el cua´l se elige un mo´dulo y no otro.
Figura 2.5: Mo´dulos que forman parte de Google Cloud Platform.
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2.4.1.1. Ca´lculos
Para poder elegir cua´l es el mo´dulo adecuado para el desarrollo de la aplicacio´n se deben
explicar las caracterı´sticas principales de cada uno de e´stos ası´ como los inconvenientes
que conlleva la utilizacio´n de cada uno de ellos. Bien pues tal y como se puede apreciar en
la categorı´a de Ca´lculos, existen dos mo´dulos conocidos como App Engine y Compute
Engine.
App Engine [5] es un tipo de desarrollo en la nube conocido como PaaS (Platform-as-a-
Service. Este concepto de desarrollo permite al programador que´ u´nicamente se preocupe
de la construccio´n de la aplicacio´n, ya que la infraestructura de e´sta la proporciona la
propia plataforma. Paas reduce la complejidad en el momento de desplegar la aplicacio´n
ası´ como de mantenerla, ya que las soluciones PaaS gestionan de forma automa´tica la
escalabilidad, usando los recursos cuando e´stos sean necesarios.
Con este modelo de desarrollo, el programador debe preocuparse de optimizar al ma´xi-
mo la aplicacio´n para reducir el consumo de recursos posibles, ya sea para minimizar el
nu´mero de peticiones de un recurso, como las escrituras en un disco, el espacio requerido
o el tiempo de proceso ya que si no se optimiza el coste econo´mico es superior, ya que
se paga por lo que se utiliza el servicio.
Compute Engine [6] es un tipo de desarrollo en la nube conocido como IaaS (Infrastructure-
as-a-Service). IaaS permite gestionar tanto la construccio´n de la aplicacio´n como de la
infraestructura de e´sta. Por lo que se permite escalar la aplicacio´n segu´n las necesidades
que crea conveniente el programador o disen˜ador de dicha arquitectura para la correcta
gestio´n de recursos.
Como el proyecto se centra en el desarrollo del Back-End de la aplicacio´n y durante el
Grado no se ha cursado ninguna asignatura de disen˜o de infraestructura de aplicaciones
se decide utilizar Google App Engine como modelo de desarrollo por la reduccio´n de
complejidad y de este modo se potenciara´ la optimizacio´n del Back-End al ma´ximo.
2.4.1.2. Almacenaje
La eleccio´n del mo´dulo de la categorı´a de Almacenaje se explica detalladamente en la
Seccio´n 2.1.4. de este capı´tulo. Los tres mo´dulos que proporciona Google Cloud Platform
son Cloud Storage, Cloud SQL y Cloud Datastore.
Cloud SQL [7] es el mo´dulo que brinda una base de datos relacional para almacenar los
datos de la aplicacio´n. Tal y como se comenta en secciones anteriores, este tipo de base
de datos no es el adecuado para aplicaciones de cara´cter Red Social, por lo que no se
detalla ma´s informacio´n sobre este mo´dulo.
Cloud Datastore [8] es el mo´dulo que brinda una base de datos no relacional para al-
macenar los datos de la aplicacio´n. Tal y como se comenta en secciones anteriores, este
tipo de base de datos es el adecuado para Adictik. La base de datos que se utiliza en
este mo´dulo se conoce como NDB y con esta librerı´a especı´fica que proporciona Google,
App Engine puede acceder a la base de datos para realizar las bu´squedas y los ca´lculos
pertinentes.
Las tres caracterı´sticas ma´s importantes de esta librerı´a son las entidades, las propie-
dades y las claves. La informacio´n se almacena en diferentes modelos conocidos como
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entidades en las que la informacio´n se clasifica en diferentes propiedades. Para acce-
der a esta informacio´n es necesario indicar la clave identificadora que permite obtener el
contenido de la entidad propietaria de esta clave. Esta clave se proporciona cuando se
genera una nueva entidad.
En la Figura 2.6 se muestra un ejemplo sencillo de las tres caracterı´sticas aplicables a
la aplicacio´n Adictik. En dicha figura, se puede observar que existen tres tipos de enti-
dades distintas y en cada una de e´stas hay propiedades que definen a cada una de las
entidades. Adema´s, se puede apreciar que el tipo de entidad ”Anuncio”tiene dos valores
que corresponden a las claves de las otras dos entidades que aparecen en la figura. De
este modo se puede relacionar un anuncio con su propietario y con la marca a la que va
destinado.
Figura 2.6: Ejemplo gra´fico de las principales caracterı´sticas de la librerı´a NDB.
Por otra parte, tambie´n existe un mo´dulo denominado Cloud Storage [9]. Este mo´dulo es
un repositorio esta´tico similar a otras plataformas muy conocidas en la red como Google
Drive o Dropbox. En este proyecto se utiliza Cloud Storage para almacenar todos los
anuncios realizados, para mantener de este modo, una copia de seguridad de todos los
contenidos que se suben a Adictik.
2.4.1.3. Servicios
Los servicios que ofrece Google Cloud Platform son los Cloud Endpoints [10] y realizar
bu´squedas con BigQuery. Este proyecto se centrara´ en la explicacio´n del servicio de
Cloud Endpoints.
Bien pues los Cloud Endpoints son un conjunto de herramientas que permiten, de forma
sencilla e incluso automa´ticamente, generar las APIs para poder comunicar la aplicacio´n
del cliente (Front-End) con el Back-End que se realiza en este proyecto.
Es decir, gracias a Cloud Endpoints es posible disponer de unos mecanismos sencillos
para poder crear, exponer y consumir la API REST que se haya creado con la que se
compartira´n datos entre la parte de Front-End y la de Back-End.
Adema´s Cloud Endpoints tambie´n facilita la opcio´n de poder utilizar autenticacio´n median-
te OAuth 2.0 en la aplicacio´n de Adictik. OAuth 2.0 es un protocolo de autorizacio´n que
permite a terceros (clientes) acceder a contenidos propiedad de un usuario (alojados en
aplicaciones de confianza, como puede ser un servidor de recursos) sin que e´stos tengan
que manejar ni conocer las credenciales del usuario. Es decir, aplicaciones de terceros
pueden acceder a contenidos propiedad del usuario, pero estas aplicaciones no conocen
las credenciales de autenticacio´n.
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2.4.2. Python
El lenguaje de programacio´n elegido por la empresa para desarrollar el Back-End de la
aplicacio´n es Python [11]. La premisa anterior (Google Cloud Platform) limita considerable-
mente la eleccio´n del lenguaje de programacio´n, ya que u´nicamente se puede programar
con Go, Java y Python. La empresa argumenta que como el estudiante tiene nociones
de este lenguaje de programacio´n y adema´s se recomienda e´ste ya que es de los mejores
lenguajes de programacio´n que se adapta al nuevo mundo del Big Data.
Como el objetivo a largo plazo de Adictik es manejar cantidades de datos gigantescas
de cada uno de los usuarios y anuncios que formen parte de la plataforma de Adictik, se
recomienda como previsio´n a largo plazo, la utilizacio´n de este lenguaje de programacio´n.
Adema´s tal y como se ha comentado en el primer pa´rrafo de esta seccio´n, el estudiante
ha realizado trabajos en asignaturas de cuarto curso, utilizando Python como lenguaje de
programacio´n, por lo que no ha sido necesaria una previa formacio´n a este lenguaje para
el desarrollo de este proyecto. Por otra parte sı´ que ha sido necesaria la formacio´n en el
paquete GAE (Google App Engine) [5] que proporciona Python.
2.4.3. GitHub
Otro de los requerimientos que impone Adictik es la plataforma en la que se debe alma-
cenar el co´digo de Back-End que realizara´ el estudiante. La empresa proporciona una
cuenta privada de la plataforma GitHub [12] en la que se debe almacenar el co´digo. Git-
Hub proporciona un servicio de alojamiento de repositorios de software con un sistema de
control de versiones para facilitar las cosas al programador en cuestio´n.
Figura 2.7: Logotipos de los requerimientos impuestos por parte de Adictik.
CAPI´TULO 3. DISEN˜O E IMPLEMENTACIO´N DEL
BACK-END
En el Capı´tulo 2.1. se ha hablado de una arquitectura generalizada aplicable para la apli-
cacio´n que se esta´ desarrollando en este proyecto. Llegados a este punto, es momento
de especificar cada uno de los elementos que forman parte de esta arquitectura ası´ como
de explicar el proceso de disen˜o de cada uno de los Endpoints que forman parte de la API
REST de Adictik.
3.1. Arquitectura especı´fica de Adictik
Esta seccio´n consiste en una recopilacio´n de informacio´n ya explicada y argumentada a
lo largo de lo que se lleva de documento, y que hace la funcio´n ba´sica de encajar todas
las piezas para dar un formato visual a la arquitectura en la que se basa este proyecto. La
Figura 3.1 es una versio´n especı´fica de la Figura 2.1, en la que se pueden apreciar todos
los elementos que forman parte de e´sta tal y como son los terminales, los servidores ası´
como las bases de datos.
Figura 3.1: Arquitectura especı´fica de la aplicacio´n Adictik
Tal y como se ha comentado en capı´tulos anteriores, Adictik se ha disen˜ado bajo el so-
porte de la plataforma que proporciona Google [2]. De este modo, el apartado de servidor
ası´ como la base de datos son mo´dulos proporcionados por esta plataforma.
El mo´dulo App Engine [5] realiza la funcio´n de servidor utilizando un modelo Paas que
proporciona escalabilidad y de este modo el programador no se debe preocupar por la
arquitectura de los servidores, ya que esta parte suele ser la que da mayores quebraderos
de cabeza.
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Por otra parte, tambie´n se utiliza el mo´dulo de Cloud Datastore [8], que proporciona una
base de datos no relacional, ası´ como Cloud Storage que da la posibilidad de guardar
archivos en la nube.
Adema´s, la aplicacio´n estara´ disponible para dispositivos con sistemas operativos Android
e iOS ası´ como para PC para la visualizacio´n de me´tricas (u´nicamente para el adminis-
trador de la aplicacio´n).
3.1.1. Primeros pasos con Google App Engine (GAE)
Para no hacer pesado el documento con informacio´n sobre la instalacio´n y la puesta a
punto, para la ejecucio´n de cualquier aplicacio´n que utilice GAE, que es posible encon-
trarla en multitud de portales de Internet ası´ como en la pa´gina oficial de Google Cloud
Platform [2] se realiza un breve resumen sobre esta instalacio´n en el Ape´ndice A.
A partir de este punto, se da por hecho que se tienen instalados todos los paquetes expli-
cados en el Ape´ndice A para la ejecucio´n de los diferentes ejemplos. Cualquier aplicacio´n
realizada con GAE debe tener como mı´nimo dos archivos, uno de ellos se denomina
app.yaml y el otro archivo es el programa ba´sico y principal que se desea ejecutar. Co-
mo este proyecto esta´ enfocado al lenguaje de programacio´n Python, el archivo se puede
nombrar como index.py.
Toda aplicacio´n de GAE debe incluir un archivo app.yaml que se usa para configurar las
aplicaciones y define los handlers a los que debe entregar las peticiones procedentes del
cliente. En la Figura 3.2 se puede visualizar un pequen˜o ejemplo de una configuracio´n
ba´sica de este tipo de archivo.
Figura 3.2: Ejemplo ba´sico de un archivo app.yaml
En dicha figura, se puede observar que existen diferentes campos en los que el programa-
dor debe rellenar con la informacio´n de su propia aplicacio´n. En estos campos se detalla
la identificacio´n de la aplicacio´n (adictik-app) ası´ como la versio´n que se esta´ progra-
mando en ese momento (1-0-0). Cada vez que se actualiza una aplicacio´n con la misma
versio´n, esta u´ltima se sobrescribe en el co´digo anterior. De este modo, si se desea tra-
bajar con diferentes versiones, es recomendable cambiar dicho nu´mero.
Los dos campos siguientes siempre son los mismos si se programa con el lenguaje Pyt-
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hon, ya que u´nicamente existe una u´nica versio´n API para este lenguaje. El campo de
threatsafe permite configurar la aplicacio´n para utilizar solicitudes simulta´neas en el caso
de tenerlo activado.
Por u´ltimo se encuentra el campo de instance class que permite asignar una categorı´a
a las instancias que se generan durante las solicitudes de recursos. A mayor categorı´a,
mayor es la velocidad de procesado ası´ como el coste econo´mico tal y como se detalla en
la pa´gina oficial de GAE [2].
Otro apartado destacable es la seccio´n handlers que direccionara´ todas las peticiones
entrantes al archivo mencionado anteriormente llamado index.py. A trave´s de GAE, el
co´digo de index.py sera´ ejecutado cuando el servidor reciba una peticio´n.
Para ejecutar la aplicacio´n que se ha creado se debe ejecutar el script dev appserver.py
seguido del nombre del directorio en el que se encuentran ambos archivos. En este caso,
si los dos archivos se encuentran en un directorio denominado adictik app el comando a
utilizar en terminal es el siguiente:
dev appserver.py adictik app
Una vez ejecutado este comando, podremos realizar las peticiones GET desde la URL
que se proporciona al ejecutar dicho comando. Por defecto, GAE proporciona la siguiente
URL http://localhost:8080.
Tal y como se puede apreciar, la ejecucio´n de una aplicacio´n sencilla no tiene ninguna
complicacio´n una vez instalados todos los paquetes que son necesarios para ejecutar
GAE. A medida que se avanza en el aprendizaje de esta plataforma se deben utilizar
diferentes paquetes que proporcionen ma´s y mejores prestaciones que las ba´sicas que
proporciona la GAE por defecto.
3.1.1.1. Webapp2 Framework
La librerı´a webapp2 [13] se hace cargo de la mayorı´a de tareas relacionadas con los
detalles de implementacio´n de HTTP en una aplicacio´n determinada. Una aplicacio´n que
use el framework webapp2 se compone de tres partes:
X Una o ma´s clases RequestHandler para procesar las peticiones y devolver una
respuesta.
X Una instancia de WSGIApplication que encamina, dispara y enruta la peticiones
entrantes hacia sus handlers basa´ndose en su URL.
X Una funcio´n main que ejecuta el bucle principal utilizando el adaptador CGI.
Un adaptador CGI es una interfaz que le dice al servidor web co´mo pasar los datos de
ida y de vuelta hacia y desde una aplicacio´n determinada. De este modo, el uso de esta
librerı´a agiliza mucho el proceso de programacio´n, ya que el programador u´nicamente
se debe de preocupar de que´ me´todo de peticio´n se debe realizar para cada uno de los
Endpoints y decidir una URL para acceder a ellos.
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3.2. Cloud Endpoints
Tal y como se ha explicado en el Capı´tulo 2.4.1.3., los Cloud Endpoints [10] son un con-
junto de herramientas que permiten comunicar la parte de Front-End de la aplicacio´n con
la parte Back-End. Por lo que gracias a estas herramientas, es posible consumir la API
REST que se ha creado para Adictik. Esta breve explicacio´n se resume en el formato
gra´fico que se presenta en la Figura 3.3.
Figura 3.3: Esquema de la funcionalidad del mo´dulo Cloud Endpoints.
Tal y como se puede apreciar en dicha figura, el Back-End realizado con GAE, expone
una serie de Endpoints que pueden ser consumidos por diferentes sistemas operativos
que tienen los terminales. De este modo, los Endpoints son el nexo de unio´n entre el
Front-End y el Back-End de una aplicacio´n.
En las siguientes secciones se detalla cada uno de los Endpoints que se ha realizado a lo
largo del proyecto para la completa operatividad de Adictik. Se han programado un total
de 34 Endpoints, por lo que se ha decidido hacer una clasificacio´n para no hacer tan
pesada la lectura de e´stos y de este modo, si se desea buscar un Endpoint en especial,
sea ma´s fa´cil encontrarlo.
3.2.1. Endpoints destinados al usuario
Los Endpoints que se encuentran en este apartado afectan directamente al proceso en el
que el usuario se registra, accede a la aplicacio´n, ası´ como visualiza su propio perfil o el
de otro usuario, entre otras acciones.
3.2.1.1. Registro de usuarios
Este Endpoint permite que un usuario pueda registrarse en la base de datos de Adictik
para poder crear anuncios ine´ditos y poder ver anuncios de otros usuarios. Si un usuario
no esta´ registrado en Adictik no puede acceder a ningu´n contenido de esta plataforma.
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El usuario se puede registrar desde la misma aplicacio´n introduciendo un nombre de
usuario, un correo electro´nico y una contrasen˜a o por otra parte puede registrarse desde la
API de otra plataforma que hace la funcio´n de intermediario como es el caso de Facebook.
Cabe aclarar que cada correo electro´nico so´lo puede tener una u´nica cuenta en Adictik.
Por lo que el primer proceso consiste en realizar una bu´squeda en la base de datos de
los usuarios para comprobar que el correo introducido es u´nico. Lo mismo sucede con el
nombre de usuario.
Adema´s estos dos para´metros deben cumplir una serie de condiciones que han sido trans-
mitidas por parte de la empresa:
X El nombre de usuario debe tener 3 caracteres como mı´nimo y 15 caracteres como
ma´ximo.
X El nombre de usuario no puede contener caracteres especiales ni mayu´sculas.
X El correo electro´nico introducido debe tener formato de correo electro´nico.
Para hacer posible estas condiciones es necesario utilizar un paquete que tiene integra-
do Python conocido como re que se basa en establecer expresiones regulares. Para la
realizacio´n de estas expresiones se recomienda la utilizacio´n de Regexr [14].
Una vez realizadas todas las comprobaciones anteriores, se almacena el nuevo usuario
en la base de datos NDB con la contrasen˜a encriptada para proporcionar mayor seguridad
al usuario denominada token. Una vez almacenado el usuario se genera una clave u´nica
que es necesaria para acceder de nuevo a la informacio´n del usuario.
Por lo que, una vez el Back-End a completado la operacio´n, se envı´a un JSON informando
de la clave de este nuevo usuario y del correspondiente token que se ha generado para
que cada vez que este usuario desee realizar una accio´n, se sepa que este usuario se ha
identificado correctamente.
3.2.1.2. Comprobacio´n de nombre de usuario disponible
Este Endpoint es necesario para hacer el proceso de eleccio´n de nombre de usuario ma´s
visual. Tal y como se puede apreciar en la Figura 3.4, mientras el usuario va escribiendo su
nombre de usuario, aparece una cruz si no esta´ disponible o un tic si e´ste esta´ operativo.
Figura 3.4: Proceso de eleccio´n de nombre de usuario para Adictik
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3.2.1.3. Iniciar sesio´n en una cuenta Adictik
Este Endpoint permite verificar si el nombre de usuario junto a la contrasen˜a que ha intro-
ducido el usuario al iniciar sesio´n coincide con las credenciales de e´ste y ası´ permitir el
acceso al contenido que se genera en Adictik. Este proceso es va´lido tanto para los usua-
rios que se han registrado desde la plataforma de Adictik como los que se han registrado
desde la plataforma de Facebook.
Una vez que el usuario ha iniciado sesio´n, se redirige al usuario a la pa´gina principal de
Adictik, conocida como feed en la que se pueden ver la publicacio´n de los u´ltimos anuncios
que han realizado los usuarios. Aunque se redireccione a esta pa´gina principal, el Back-
End de la aplicacio´n manda la informacio´n del perfil del usuario que ha iniciado sesio´n.
Se manda dicha informacio´n ya que el programador de Front-End indica que necesita
informacio´n del perfil del usuario para realizar ciertas acciones.
3.2.1.4. Recuperacio´n de contrasen˜a
El proceso de recuperacio´n es un proceso delicado, ya que existen diferentes me´todos
utilizados por diferentes plataformas de Internet para la recuperacio´n de e´sta de menor a
mayor seguridad. A continuacio´n se exponen los tres casos en los que debatio´ el equipo
de Adictik para obtener una nueva contrasen˜a, ordenados de menor a mayor seguridad.
1. Enviar un correo electro´nico al usuario con una nueva contrasen˜a para que acceda
y que e´ste la modifique posteriormente.
2. Enviar un correo electro´nico al usuario con la misma contrasen˜a que tenı´a para que
acceda y decida si la quiere modificar o no.
3. Enviar un correo electro´nico al usuario con un link que le redireccione a una pa´gina
en la que deba introducir una nueva contrasen˜a.
Los motivos por los que la primera opcio´n no es segura es debido a que un usuario
pueda empezar a introducir correos de otros usuarios y se les modifique la contrasen˜a sin
que ellos lo deseen. Por otra parte, la segunda opcio´n tampoco es recomendable ya que
los correos electro´nicos pueden ser vulnerable, por lo que exponer la contrasen˜a de un
usuario en un documento de texto no parecı´a correcto al equipo de Adictik.
La u´ltima opcio´n parece ser la ma´s segura, ya que el usuario debe acceder a su correo
personal y apretar el link que se le ha mandado para que inserte´ la nueva contrasen˜a.
La pa´gina web a la que se redirecciona al usuario es muy sencilla, tal y como se puede
apreciar en la Figura 3.5 realizada con Bootstrap [15]. En capı´tulos posteriores se explica
con mayor detalle este paquete gra´fico.
Figura 3.5: Pa´gina web que permite cambiar la contrasen˜a olvidada de un usuario
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3.2.1.5. Modificacio´n de la informacio´n de un usuario
La aplicacio´n Adictik permite an˜adir informacio´n adicional al perfil de un usuario. La apli-
cacio´n deja an˜adir el nombre completo del usuario, el sexo de e´ste, una nueva contrasen˜a
y tambie´n da la posibilidad de introducir una pequen˜a descripcio´n del mismo usuario.
Para acceder a este Endpoint se debe realizar una peticio´n utilizando el me´todo PUT, ya
que tal y como se ha comentado en el Capı´tulo 2.1.2., este me´todo se utiliza cuando se
desea modificar cierta informacio´n de un recurso determinado.
El proceso de ca´lculo de este Endpoint es sencillo. El co´digo observa todos los campos de
entrada y u´nicamente modifica la informacio´n de aquellos campos que contengan algu´n
cara´cter. De este modo, si el usuario so´lo introduce su sexo, u´nicamente se accedera´ a la
base de datos para cambiar el estado del sexo del usuario.
Como este Endpoint da la posibilidad de cambiar la contrasen˜a del usuario, si e´ste desea
cambiarla es necesario que el Back-End mande al Front-End el nuevo token para poder
realizar nuevas operaciones con este usuario. Cabe recordar que cada vez que se solicita
un recurso, el Front-End debe mandar el token y la identificacio´n del usuario.
3.2.1.6. Privacidad de un usuario
En un principio, la aplicacio´n Adictik iba a permitir tener cuentas privadas para que u´ni-
camente se pudieran ver los anuncios de un determinado usuario aquellos usuarios que
fueran seguidores de e´ste. Como la aplicacio´n Adictik es una herramienta que permite
realizar anuncios, se creyo´ que dar la posibilidad de crear cuentas privadas no tenı´a mu-
cho sentido en una primera versio´n, sino que se permitira´ la creacio´n de estas cuentas en
versiones posteriores, pero cuando se tomo´ esta decisio´n ya se habı´a realizado el End-
point, por lo que como ya se ha programado y sera´ utilizado en otras versiones futuras se
explicara´ en este documento.
Como se ha dicho al inicio de esta seccio´n, este Endpoint impide visualizar el contenido de
un usuario a no ser que e´ste haya dado permiso a determinados usuarios para que e´stos
puedan ver su contenido en Adictik. Para saber si un usuario utiliza una cuenta privada o
no, se utiliza un booleano que verifica o niega el estado de una cuenta privada.
De este modo, cuando se carga el feed de Adictik, los anuncios pasan por un filtro de
cuenta privada. Si el anuncio lo ha realizado un usuario con una cuenta privada, no se
le da la posibilidad de salir en la pa´gina principal de Adictik. De este modo, cuando se
de la oportunidad de crear cuentas privadas, los usuarios que la utilicen quedara´n pena-
lizados ya que en Adictik no interesa que los anuncios que se creen sean privados y que
u´nicamente unos pocos puedan ver los anuncios que realiza un determinado usuario.
En la Figura 3.6 se muestra el contenido que verı´a un usuario que intenta acceder a una
cuenta privada y el propietario de esta cuenta no da permiso para que e´ste pueda acceder
a sus contenidos. Por otra parte, el objetivo principal de los usuarios en Adictik es conse-
guir shakas y visualizaciones para poder destacar entre los dema´s usuarios. Si un usuario
tienen la cuenta privada, no conseguira´ muchas visualizaciones ni tampoco recibira´ de-
masiados shakas (un ma´ximo de shakas correspondiente al nu´mero de seguidores).
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Figura 3.6: Captura de pantalla de un usuario intentando acceder a una cuenta privada.
3.2.1.7. Seguir o dejar de seguir a un usuario
Este Endpoint da la posibilidad a un usuario de poder seguir a otro usuario o dejar de
seguirlo si e´ste ya lo estaba siguiendo con anterioridad. La funcionalidad principal de esta
operacio´n consiste en realizar amigos dentro de la plataforma de Adictik.
En la primera versio´n de Adictik, tanto el nu´mero de seguidores como el nu´mero de segui-
dores no es ma´s que una lista de bu´squeda ra´pida de usuarios de Adictik para visualizar
su contenido sin tener que pasar por el buscador de usuarios que tambie´n ofrece la pla-
taforma. Cabe mencionar que en la segunda versio´n de Adictik, se ofrecera´ un segundo
feed de anuncios, mostrando u´nicamente los anuncios que han publicado los seguidores
de un determinado usuario.
En cuanto al co´digo de programacio´n, el proceso de seguir o dejar de seguir a un determi-
nado usuario se almacena en una entidad diferente a la de ambos usuarios. La clave de
acceso a esta entidad se basa en las claves identificadoras de ambos usuarios (el usuario
que desea seguir y el usuario que sera´ seguido por e´ste). De este modo, se puede saber
si un usuario sigue a otro usuario de una forma muy ra´pida y sencilla y saber que accio´n
se debe realizar, si la de seguir al usuario o dejarlo de seguir. En la Figura 3.7 se muestra
de forma esquema´tica el proceso de deteccio´n de si un usuario sigue o no a otro y ası´
poder determinar la accio´n que se debe realizar (marcada de color verde en la misma
figura).
Figura 3.7: Esquema del proceso de seguir o dejar de seguir a un usuario.
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3.2.1.8. Listar los usuarios seguidos y los que siguen a un usuario
Este Endpoint es necesario para poder mostrar una lista de los usuarios que esta´ siguien-
do un determinado usuario y los usuarios que esta´n siguiendo a e´ste. Como se desea
procesar de forma ra´pida y como e´stas pueden ser muy extensas (segu´n la cantidad de
usuarios que tenga la aplicacio´n) es necesario paginar el contenido.
El programador de Front-End comenta que en una pa´gina caben un total de 10 usuarios,
por lo que desde el co´digo de Back-End se mandan listas de 10 usuarios. Para poder ac-
ceder a los siguientes 10 usuarios es necesario introducir el co´digo de la pa´gina siguiente
(se envı´a junto a la anterior lista de 10 usuarios).
Las paginaciones que ofrece la plataforma Google no se realiza con una numeracio´n de
pa´ginas especı´fica sino que cada pa´gina es un link distinto. Para poder recibir la informa-
cio´n solicitada en la base de datos paginada es necesario utilizar un paquete que ofrece
la plataforma Google conocido como Cursor [2].
La informacio´n que se manda como resultado de la solicitud de este Endpoint es el nombre
de usuario y la foto perfil de todos los usuarios que forman parte de la lista, ası´ como un
booleano que indica si el usuario esta´ siguiendo o no a los usuarios que forman parte de
esta lista.
3.2.1.9. Obtener el perfil de un usuario
Este Endpoint permite obtener la informacio´n al completo de un determinado usuario. La
informacio´n proporcionada depende de si se esta´ accediendo al propio perfil del usuario o
si se esta´ accediendo a un perfil de otro usuario. Se dice que la informacio´n proporcionada
depende del usuario, ya que si un usuario visita su propio perfil, puede visualizar una serie
de me´tricas que le proporciona Adictik para aumentar su ego si este es un gran usuario
de esta plataforma. En la Figura 3.8 se muestra un ejemplo de la diferencia entre ambos
perfiles.
Figura 3.8: Diferencia en la visualizacio´n de un determinado perfil de usuario.
Tal y como se puede apreciar en la Figura 3.8 (derecha), aparece una tira de color azul
en la que se visualizan un conjunto de valores como son el nu´mero de shakas recibidos,
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ası´ como la cantidad de anuncios creados y un ı´ndice de fama. Este ı´ndice de fama se ha
pensado para que cuanta mayor sea la actividad que tenga un usuario en Adictik, mayor
ı´ndice de fama tenga e´ste. El rango de valores del ı´ndice de fama es de cero a diez,
siendo cero un usuario que acaba de crear una cuenta en Adictik y siendo diez un usuario
que lidera la mayorı´a de rankings, publica anuncios continuamente, ası´ como que sus
anuncios reciben muchas visualizaciones y shakas entre otros factores. En la Ecuacio´n
3.1 se muestra el modelo que se utiliza para calcular el ı´ndice de fama.
Fama= log3(100 ·Rankings+10 ·Marcas+0,01 ·Shakas+0,001 ·Vistas) (3.1)
Las constantes que acompan˜an a cada una de las variables se han elegido de manera
que cada una de e´stas tengan el mismo orden de magnitud a lo largo del tiempo. Se
utiliza una funcio´n logarı´tmica porque interesa enganchar al principio a los usuarios para
que piensen que es muy sencillo subir este ı´ndice pero a medida que vayan subie´ndolo
les costara´ cada vez ma´s aumentarlo.
A continuacio´n se da la explicacio´n de cada una de las variables que aparecen en la
fo´rmula y dos ejemplos nume´ricos para comprobar la funcionalidad de dicha fo´rmula.
• Rankings: Esta variable hace referencia al nu´mero de rankings que ha liderado un
usuario desde que empezo´ a publicar anuncios en Adictik.
• Marcas: Esta variable hace referencia al nu´mero de marcas que ha utilizado un
usuario en todos sus anuncios.
• Shakas: Esta variable hace referencia al total de shakas que ha recibido un usuario
desde que empezo´ a publicar anuncios en Adictik.
• Vistas: Esta variable hace referencia al total de visualizaciones que han tenido los
anuncios de un determinado usuario.
Cuando un usuario empieza y se adentra en el mundo de Adictik se puede suponer que
e´ste no liderara´ ningu´n ranking y habra´ publicado un par de anuncios, utilizando marcas
distintas para ver como quedan los logotipos y sus anuncios habra´n recibido pocas visua-
lizaciones (4000 vistas) y pocos shakas (20 shakas) por lo que tendra´ un ı´ndice de fama
de 2,9 aproximadamente. Si por lo contrario, se mide el ı´ndice de fama de un usuario
que le guste la aplicacio´n y sea un veterano en e´sta, se podrı´a suponer que habra´ lide-
rado bastantes rankings (como por ejemplo 70 rankings ası´ como habra´ utilizado muchas
marcas (unas 300 marcas diferentes). Como ha liderado muchos rankings debe tener un
elevado nu´mero de visualizaciones (1.000.000 de vistas) y un elevado nu´mero de shakas
(10.000 shakas). De este modo, el usuario experto tendra´ un ı´ndice de fama de 8,47.
3.2.1.10. Visualizar notificaciones y recibir pushes en el dispositivo
La funcio´n principal de este Endpoint es poder visualizar en una lista, por lo que sera´
necesario paginar la informacio´n (mostrando en cada una de estas pa´ginas 10 notificacio-
nes), un conjunto de acciones que afectan al usuario que las recibe. Adema´s cuando se
recibe una nueva notificacio´n se envı´a una push al dispositivo.
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La Figura 3.9 se muestra una captura de pantalla del apartado de las notificaciones de un
usuario donde se notifican acciones como puede ser la de liderar un ranking, recibir un
comentario o un shaka o quiza´s que un usuario nos ha mencionado en un comentario.
Figura 3.9: Captura de pantalla del estado de las notificaciones de un usuario.
Para que los dispositivos que tienen instalada la aplicacio´n Adictik puedan recibir las noti-
ficaciones en forma de push se ha utilizado la API que proporciona OneSignal [16] en el
que u´nicamente se debe introducir la identificacio´n de la aplicacio´n que proporciona dicha
API junto con el texto que se desea mandar y el usuario que la debe recibir.
3.2.1.11. Buscador de usuarios Adictik por caracteres
Este Endpoint permite a la aplicacio´n realizar bu´squedas parciales en cuanto a los nom-
bres de los usuarios. Cabe mencionar que no se pueden realizar bu´squedas parciales
directamente en las bases de datos NDB que ofrece la plataforma de Google. Para reali-
zar cualquier bu´squeda parcial, es necesario crear previamente un ı´ndice para cada uno
de los tipos de entidades que se desee realizar bu´squedas parciales. Cada uno de estos
ı´ndices esta´ compuesto por una serie de documentos (un documento por cada entidad
de la base de datos) en el que se desglosan todas las palabras por las que se puede
encontrar a un determinado usuario.
A continuacio´n se muestra un pequen˜o fragmento de co´digo que permite cortar cualquier
palabra por todas las partes posibles y formar todas las palabras posibles para realizar
la posterior bu´squeda en estos documentos. Para buscar que´ documentos contienen lo
que desea buscar el usuario es necesario utilizar un paquete que ofrece Google conocido
como search [2]
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posibles_palabras_busqueda = []
i = 0
while i <= len(nombre_usuario):
nombre_cortado = nombre_usuario[i:]
j = 1




3.2.2. Endpoints destinados al anuncio
Los Endpoints que se encuentran en este apartado esta´n relacionados con los anuncios
que se crean en la plataforma de Adictik. Estos Endpoints pueden consistir en la accio´n
de realizar un shaka, comentar un determinado anuncio o hacer posible la publicacio´n de
un nuevo anuncio. Tal y como se muestra en el esquema de la Figura 2.6, el almacenaje
de anuncios se realiza en un tipo de entidad distinto al tipo de entidad que se utiliza para
almacenar la informacio´n de los usuarios.
Por otra parte, cabe decir que las entidades de los anuncios mantienen una relacio´n de
claves con los usuarios (quie´n lo ha realizado) y con las marcas (que´ marca se ha utiliza-
do) para que sea ma´s fa´cil realizar bu´squedas para otro tipo de Endpoints o simplemente
para facilitar la obtencio´n de me´tricas.
3.2.2.1. Publicacio´n de un nuevo anuncio
Para poder almacenar ima´genes en una base de datos NDB es necesario previamente
utilizar dos paquetes esenciales que proporciona GAE para poder obtener una direccio´n
URL para poder llamar a esa imagen siempre que se quiera.
Para utilizar estos dos paquetes basta con importarlos en el fichero que se realice la
funcio´n de almacenaje, con el siguiente co´digo:
from google.appengine.ext import blobstore
from google.appengine.api import images
Los dos paquetes se llaman blobstore y images. Blobstore esta´ pensado para alma-
cenar objetos pesados como ima´genes, vı´deos o cualquier tipo de documento de hasta
32MB mientras que la plataforma de Cloud Datastore esta´ ma´s pensada para almacenar
datos, reducie´ndose el taman˜o ma´ximo permitido a solamente 1MB.
Una vez se ha determinado do´nde se almacenara´n las ima´genes, queda decidir como se
pueden consumir las ima´genes guardadas en la Blobstore. Para ello se utiliza el paquete
images que contiene una funcio´n que genera una URL a partir de un elemento de una
blobstore para poder visualizar dicho contenido en la red. Esta URL junto con otra infor-
macio´n se almacena en la plataforma Cloud Datastore junto con otra informacio´n acerca
de la imagen como puede ser la marca que se ha utilizado, quie´n la ha publicado, en que´
momento se ha publicado (fecha de publicacio´n) entre otras propiedades que tiene esta
entidad.
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El co´digo de Back-End envı´a un booleano al Front-End de la aplicacio´n informando si se
ha realizado correctamente la publicacio´n del anuncio que se desea publicar o por otra
parte que se ha producido un error. La aplicacio´n u´nicamente acepta ficheros con formato
de imagen (.jpg o .png) y de un taman˜o ma´ximo de 32 MB, por lo que si no se cumple
una de estas dos premisas el co´digo mandara´ un mensaje de error comunicando que no
ha sido posible la publicacio´n del anuncio.
3.2.2.2. Dar o quitar un shaka a un anuncio
Tal y como se ha comentado a lo largo de este documento, la palabra shaka hace refe-
rencia a dar un ”me gusta” dentro de la aplicacio´n Adictik. Este Endpoint es muy similar al
Endpoint que permite seguir o dejar de seguir a un determinado usuario (Seccio´n 3.2.1.7.),
ya que tambie´n se debe saber el estado de esta relacio´n (usuario con anuncio). Para ello,
tambie´n se ha realizado un nuevo tipo de entidad dedicado para almacenar los shakas
realizados utilizando una clave u´nica formada por la identificacio´n del usuario junto con la
identificacio´n del anuncio (ambas identificaciones u´nicas y separadas por un punto).
El proceso para determinar si el usuario ya ha realizado previamente un shaka es el
mismo que se muestra de forma esquema´tica en la Figura 3.7 de la seccio´n anteriormente
mencionada. Segu´n el estado en el que se encuentre dicha relacio´n, se aplicara´ un shaka
al anuncio o por lo contrario se eliminara´ dicha relacio´n.
3.2.2.3. Listar los usuarios que han realizado shaka a un anuncio
Este Endpoint es necesario para poder mostrar una lista de los usuarios que han realizado
un shaka a un determinado anuncio. Tal y como se argumenta en el Endpoint dedicado a
listar a los usuarios que siguen a un determinado usuario (Seccio´n 3.2.1.8.) es necesario
paginar la informacio´n que se muestra en la lista.
Gracias a la realizacio´n de un nuevo tipo de entidad para almacenar los shakas realizados,
es muy fa´cil y ra´pido obtener todos los usuarios que han dado un shaka a un determinado
usuario, ya que se debe filtrar por todas las claves de la base de datos que acaben con
la clave identificadora del anuncio del que se desea obtener la lista de usuarios que han
realizado un shaka. Realizando esta operacio´n de filtracio´n, se obtendra´n todas las claves
identificadoras de los usuarios que han dado shaka y de este modo se podra´ acceder a la
informacio´n de e´stos.
3.2.2.4. Eliminar un determinado anuncio
Tal y como indica el tı´tulo de esta seccio´n, este Endpoint permite a los usuarios de Adictik
eliminar u´nica y exclusivamente los anuncios particulares. La realizacio´n de esta opera-
cio´n es ra´pida y sencilla ya que u´nicamente se comprueba que el usuario coincide con el
usuario propietario de la imagen. Una vez hecha la comprobacio´n, se activa un flag indi-
cando que la imagen ha sido borrada y por lo tanto no se puede mostrar en la aplicacio´n.
Tal y como se puede observar en la explicacio´n, la imagen no se elimina directamente, ya
que por seguridad, la aplicacio´n Adictik no borra ninguna fotografı´a que se haya publicado
en su plataforma, simplemente deja de mostrarla. De este modo, si cualquier usuario se
32 Adictik, la app para los amantes de las marcas
siente ofendido por una publicacio´n, la plataforma Adictik tiene que ser capaz de recuperar
dicho contenido para denunciarlo.
3.2.2.5. Denunciar a un determinado anuncio
Ya que si un usuario se siente ofendido por un contenido que ha publicado otro usuario,
este primero no tiene la posibilidad de borrarlo, Adictik da la posibilidad de denunciar un
anuncio con este Endpoint. El mecanismo de funcionamiento es el siguiente:
1. Un usuario se siente ofendido con uno de los anuncios que se ha publicado en la
aplicacio´n de Adictik y denuncia el contenido.
2. Cuando el usuario denuncia un anuncio, el anuncio desaparece momenta´neamente
y se notifica al propietario del anuncio que se esta´ revisando el contenido de uno de
sus anuncios a la vez que se manda un correo al equipo de Adictik informando del
contenido que se ha denunciado.
3. El equipo Adictik decidira´ si el contenido es aceptable para seguir en la aplicacio´n
de Adictik o por lo contrario no se puede visualizar ma´s. Si el equipo de Adictik
reclina la denuncia, el anuncio vuelve a hacerse pu´blico.
Denunciar un anuncio en la plataforma es una accio´n delicada, ya que el objetivo principal
de los usuarios en esta aplicacio´n es alcanzar la posicio´n nu´mero 1 en cada una de las
marcas de las que son fans, por lo que si se desea perjudicar al rival, bastarı´a con denun-
ciar todas las fotografı´as de los rivales para hacerse con la deseada primera posicio´n. El
equipo de Adictik tambie´n determinara´ si se esta´n haciendo trampas para acceder a esta
posicio´n y si existen ı´ndices de este comportamiento, se podrı´a llegar a bloquear a este
determinado tipo de usuarios.
3.2.2.6. Publicar un comentario en un anuncio
Tal y como se ha comentado a lo largo de este documento, Adictik es una red social, por
lo que e´sta debe permitir la interaccio´n entre los usuarios que forman parte de ella. Este
Endpoint da la posibilidad de poder comentar un determinado anuncio.
Para el almacenaje de comentarios no es posible realizar un tipo de entidad como el que
se ha explicado para almacenar las relaciones entre seguidores o los shakas realizados
a los anuncios debido a que un u´nico usuario puede comentar ma´s de una vez, por lo
que las claves se repetirı´an cada vez que un usuario hiciera ma´s de un comentario y
u´nicamente se almacenarı´a el u´ltimo que ha hecho e´ste.
Para almacenar los comentarios y no cargar la base de datos de los anuncios se ha
decidido crear otro tipo de entidad que contiene la identidad del usuario que realiza el
anuncio, la identidad del anuncio, la fecha de publicacio´n y el mismo comentario. De este
modo, cada comentario que se realiza en Adictik es una entidad ma´s como si fuera un
usuario o un anuncio.
Adema´s cuando se publica un comentario se puede mencionar a un conjunto de usuarios
escribiendo el cara´cter @ seguido del nombre de usuario en Adictik. Por lo que el co´digo
de Back-End analiza todo el texto en busca del cara´cter @. En el caso de encontrar este
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cara´cter se examina si el nombre que acompan˜a a e´ste corresponde a un nombre de
usuario de Adictik.
3.2.2.7. Listar los comentarios realizados en un anuncio
Tal y como se ha hecho en otros Endpoints que tenı´an la funcio´n de listar informacio´n,
es necesario paginar la informacio´n para poder visualizar todos los comentarios y de este
modo, la carga de informacio´n sea mucho ma´s ra´pida.
Para listar los comentarios se realiza de una forma distinta a los otros Endpoints que
hacen la misma funcio´n de listar, ya que en esta ocasio´n la clave identificadora de los
comentarios no tiene relacio´n ni con el anuncio ni con el usuario. Para obtener la lista de
comentarios de un anuncio, es necesario hacer una bu´squeda en la base de datos filtrando
por una de sus propiedades, como es el caso de la clave identificadora del anuncio. Por
lo que u´nicamente se mostrara´n los comentarios que tengan la clave identificadora de un
determinado anuncio como propiedad en su entidad.
3.2.2.8. Eliminar un comentario realizado en un anuncio
U´nicamente puede eliminar un comentario el propietario del anuncio en el que se ha hecho
pu´blico el comentario y el propietario del mismo comentario. Por lo que al proceso se
refiere, es muy similar al proceso de eliminar un determinado anuncio (Seccio´n 3.2.2.4.).
Una vez determinado que el usuario tiene los permisos para borrar el comentario, se activa
un flag que indica que ese comentario ha sido borrado y por lo cual no debe ser mostrado
en la plataforma Adictik.
3.2.2.9. Mostrar todos los detalles de un anuncio
Este Endpoint permite obtener una visualizacio´n individual de un anuncio determinado.
U´nicamente se puede utilizar cuando se realiza una bu´squeda de anuncios en un perfil
de usuario determinado o cuando se esta´n mirando los anuncios realizados para una
determinada marca en el apartado de Explorar.
En la Figura 3.10 se muestra un ejemplo de lo que se muestra gra´ficamente en la pantalla
de un dispositivo cuando se hace la llamada de este Endpoint. Tal y como se puede apre-
ciar en dicha figura, el co´digo de Back-End manda muchı´sima informacio´n, como puede
ser la fotografı´a de perfil del usuario, la direccio´n URL del anuncio, el nombre de usuario,
el nu´mero de visualizaciones que ha recibido ese anuncio, la posicio´n en el ranking del
usuario que ha realizado el anuncio, ası´ como el Top 5 del ranking de aquella marca, el
nu´mero de shakas que ha recibido y el nu´mero de comentarios que tiene ese anuncio.
Para obtener toda esta informacio´n, es necesario que el co´digo de Front-End mande u´ni-
camente la clave identificadora del anuncio del que desea obtener toda la informacio´n
mencionada anteriormente. Por lo que se puede apreciar que dando muy poca informa-
cio´n, se puede extraer mucha informacio´n de un u´nico elemento.
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Figura 3.10: Captura de pantalla de un anuncio determinado en la aplicacio´n de Adictik.
3.2.3. Endpoints destinados a la marca
Los Endpoints que se encuentran en este apartado afecta a todas aquellas acciones que
esta´n relacionadas directamente con una marca. Estos Endpoints son los encargados
de realizar los rankings de cada una de las marcas ası´ como de filtrar los anuncios y
ordenarlos segu´n la marca a la que van destinados.
3.2.3.1. Bu´squeda de marcas por caracteres
Este Endpoint es muy similar al Endpoint que se explica en la Seccio´n 3.2.1.11., por lo que
se lista en este capı´tulo para que conste la existencia de e´ste pero el proceso de bu´squeda
es calcado al proceso de bu´squeda por nombre de usuario, por lo que se recomienda ir a
dicha seccio´n. La u´nica variante es, que en vez de tener un nombre de usuario, se recibe
el nombre parcial o completo de una marca.
3.2.3.2. Obtener el ranking principal de una determinada marca
Este Endpoint permite obtener toda la informacio´n acerca del ranking de una determinada
marca. U´nicamente entran en el ranking aquellos usuarios que hayan realizado un anuncio
de aquella marca y hayan recibido al menos un shaka, ya sea porque se lo ha dado e´l
mismo o porque se lo ha dado otro usuario. De este modo, se evita que los rankings sean
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demasiado grandes y por otra parte se da la opcio´n al usuario a que haga un anuncio de
aquella marca y se haga un shaka e´l mismo para ver en que posicio´n se encuentra e´ste.
Para la obtencio´n de estos rankings se realiza el siguiente proceso. En una primera instan-
cia, se van guardando todos los usuarios que forman parte de este ranking (en el primer
pa´rrafo se indican las premisas que deben cumplir para acceder a e´ste) en un JSON que
contiene el nombre de usuario y el nu´mero de shakas que tiene ese usuario en una mar-
ca determinada (sumatorio de shakas de todos los anuncios relacionadas con aquella
marca). A continuacio´n, estos nombres de usuario se ordenan de mayor a menor nu´mero
de shakas y u´nicamente se almacenan los cinco primeros (ya que u´nicamente se desea
saber el Top 5). En el momento que se da un nuevo shaka a un determinado anuncio de
aquella marca, se suma una unidad al propietario del anuncio y se vuelve a calcular el Top
5.
3.2.3.3. Obtener todos los anuncios de una determinada marca
Este Endpoint permite obtener todos los anuncios que se han realizado de una determi-
nada marca. E´ste es muy similar al Endpoint que se comenta en la Seccio´n 3.2.1.9., ya
que en vez de mostrar todos los anuncios que pertenecen a un u´nico usuario, muestra
todos los anuncios que pertenecen a una marca. Para ello, es necesario filtrar la base de
datos por la clave identificadora de la marca, ya que tal y como se muestra en la Figura
2.6, las entidades que forman parte de los anuncios contienen las claves identificadoras
de los usuarios que los han creado y las claves identificadoras de las marcas a las que
van destinados dichos anuncios.
3.2.4. Endpoints destinados al administrador
Los Endpoints que se encuentran en este apartado afectan de algu´n modo u otro al ad-
ministrador (Equipo de Adictik). Estos Endpoints pueden ser acciones tan simples como
mandar un simple correo al equipo Adictik para que actualicen los logotipos de una marca
determinada, ası´ como una accio´n ma´s compleja, como la de subir un nuevo logotipo o
marca en la base de datos de Adictik.
3.2.4.1. Reportar un error determinado
La aplicacio´n Adictik permite a los propios usuarios poderse comunicar con el equipo de
Adictik para explicar los problemas con los que se han encontrado mientras han estado
utilizando la aplicacio´n.
Para hacer posible este proceso, es necesario utilizar un paquete que ofrece la plataforma
de Google llamado mail [2]. Mandar un correo electro´nico con esta plataforma es tan
sencillo que se puede realizar una funcio´n tal y como se muestra a continuacio´n, en la
que se deben introducir para´metros como a quie´n va dirigido el correo, quie´n lo envı´a ası´
como el asunto y el cuerpo del mensaje.
Para facilitar el proceso al usuario, e´ste u´nicamente debera´ insertar el cuerpo del correo
electro´nico, indicando cua´l ha sido el error que se ha encontrado, ya que el correo origen
y destino pertenecen a la plataforma de Adictik y el asunto de este correo tambie´n lo
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determina el co´digo. No se introduce directamente el asunto del correo en la funcio´n que
se especifica a continuacio´n ya que esta misma funcio´n se utiliza para mandar otro tipo
de correos. El u´nico para´metro que es fijo en esta funcio´n es el correo origen.
from google.appengine.api import mail
def send_email(para, motivo, html, de=’errores@adictik.com’):
email = mail.EmailMessage(para=para, motivo=motivo, de=de)
email.html = html
email.send()
3.2.4.2. Subir y actualizar los logotipos disponibles en la aplicacio´n
Este Endpoint permite actualizar la base de datos de las marcas an˜adiendo nuevos lo-
gotipos de una marca determinada e insertar nuevas marcas con sus correspondientes
logotipos. Este recurso u´nicamente lo puede utilizar el administrador, ya que se debe in-
sertar un nombre de usuario y una contrasen˜a previamente para acceder. Cuando se
realiza una peticio´n a este Endpoint, e´ste manda una pa´gina web (HTML). El disen˜o y la
estructura ba´sica de e´ste ha sido gracias a una plantilla que proporciona como co´digo li-
bre el Instituto Tecnolo´gico de Massachusetts (MIT) [17] para colgar archivos en una base
de datos.
De este modo, el estudiante se puede centrar en el desarrollo del Back-End, ya que la
parte de Front-End ya viene dada y u´nicamente se deben realizar unos pequen˜os ajustes,
ası´ como una explicacio´n de funcionamiento de la pa´gina para que el administrador no
tenga ninguna duda e inserte los archivos con el formato adecuado. En la Figura 3.11 se
muestra la plantilla que se ha mencionado anteriormente.
Figura 3.11: Plantilla para subir archivos proporcionada por el MIT.
En esta plantilla se ha an˜adido un texto de soporte al administrador para solucionar cual-
quier duda que tenga a la hora de nombrar y subir los nuevos archivos a la base de datos
de Adictik. A continuacio´n, se reescribe la lista que debe cumplir cada uno de los archivos
que sube el administrador a la base de datos.
X El logotipo debe ser formato PNG con fondo transparente.
X El nombre del archivo debe ser nombre de la marca xx.png donde xx es un
nu´mero que no puede repetirse en ningu´n otro logotipo de aquella marca.
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X U´nicamente puede haber un logotipo madre (logotipo de portada) de cada una de
las marcas y debe nombrarse nombre de la marca#main.png.
3.3. Entorno de trabajo
Esta seccio´n esta dedicada a comentar cada uno de los programas que han sido ne-
cesarios para poder llevar a cabo la completa realizacio´n del Back-End y junto con la
colaboracio´n de los programadores de Front-End hacer posible la aplicacio´n de Adictik.
En la Figura 3.12 se puede visualizar, de forma esquema´tica, todos los elementos utiliza-
dos para la creacio´n de Adictik. Como en este documento u´nicamente se ha hablado del
Back-End de la aplicacio´n, en el esquema no se hace mencio´n de que´ programas han
sido utilizados para el desarrollo del framework de la aplicacio´n, sino que u´nicamente se
especifica para que sistemas operativos estara´ disponible la aplicacio´n.
Figura 3.12: Esquema de los programas utilizados para la creacio´n de Adictik.
Siguiendo un orden horario, empezado por el desarrollo de Front-End de ambos sistemas
operativos, se encuentra el programa Postman [18]. Gracias a este programa, ha sido
posible ejecutar todos los me´todos de cada uno de los Endpoints. Esto ha sido de vital
importancia, ya que si se desea ejecutar cualquier Endpoint directamente desde el nave-
gador web, u´nicamente se obtiene respuesta de aquellos que utilicen un me´todo GET. Por
otra parte, este programa ha sido de gran utilidad para compartir con los compan˜eros de
Front-End todos los recursos utilizados y ası´ no tener que volver a realizar peticiones ya
hechas por otro compan˜ero.
Tal y como se ha comentado a lo largo de este documento, el elemento fundamental
de esta aplicacio´n reside en la plataforma que ofrece Google llamada Google Cloud
Platform [2]. Este elemento es necesario para actualizar la nueva versio´n del co´digo en
los servidores ası´ como poder visualizar cua´les han sido los errores que se producen en
el co´digo. Google, proporciona una pa´gina [5] en la que se puede visualizar todas las
peticiones que se han realizado a la API de Adictik y ver de este modo si se ha producido
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un error y el motivo de e´ste. Para visualizar esta pa´gina se debe tener una cuenta en esta
plataforma y ser administrador de una aplicacio´n.
Adema´s tambie´n ha sido necesario instalarse todos los paquetes que lleva consigo esta
plataforma para poder trabajar al 100% y sacar el ma´ximo rendimiento que se ofrece. Se
recuerda que´ para ver que paquetes son necesarios y ver que´ proceso hay que seguir para
la instalacio´n, se recomienda ver el Ape´ndice A donde aparece toda esta informacio´n.
Tambie´n se ha mencionado a lo largo de este documento que el lenguaje de programacio´n
elegido para desarrollar la aplicacio´n Adictik es Python. Existen diferentes inte´rpretes
de este lenguaje, pero como el estudiante ya habı´a programado anteriormente con este
lenguaje en asignaturas de este Grado, se ha decidido utilizar el mismo inte´rprete que se
utilizado en las diferentes asignaturas en las que se programo´ con este lenguaje.
El inte´rprete elegido para programar con Python se llama PyCharm [19]. La eleccio´n del
inte´rprete se basa en cuestio´n de gustos del programador en sı´. Hay otros muchos progra-
madores que prefieren programar Python con Sublime Text. Tal y como se ha comentado
en el pa´rrafo anterior, el estudiante ha elegido este inte´rprete ya que tiene por la mano el
hecho de instalar nuevos paquetes y conoce el funcionamiento de e´ste.
Por u´ltimo, es necesario mencionar el lugar donde se almacenan las copias de seguridad
del co´digo que se va actualizando. La empresa decidio´ que una de las premisas para
almacenar el co´digo era utilizar el repositorio que ofrece GitHub [12], ya que se argumento´
que la empresa disponı´a de una cuenta privada para almacenar el co´digo sin miedo a
sufrir posibles copias.
CAPI´TULO 4. PROTOTIPO WEB PARA EL
ADMINISTRADOR
Tal y como se ha mencionado en la Seccio´n 2.3., en la que se detallan las vı´as de negocio
de la aplicacio´n Adictik, se hace hincapie´ en varias ocasiones, en el uso de un panel
de control para el administrador, comu´nmente conocido como Dashboard en el que el
administrador pueda ver y gestionar toda la informacio´n que se puede extraer acerca de
los usuarios y de los anuncios creados.
Tambie´n se comenta que todavı´a no hay ningu´n disen˜ador web que pueda realizar la
tarea de disen˜ar un Front-End web, tal y como se ha hecho con el sistema operativo iOS
y Android, pero dedicado a visualizar la informacio´n que se puede recibir por parte del
Back-End de la aplicacio´n. Al no haber ningu´n disen˜o predefinido y al hablarse a lo largo
del documento de e´stas me´tricas, el estudiante decidio´ realizar un pequen˜o ejemplo de
como se puede acceder a la API de Adictik y consumir los recursos que proporciona, ası´
como mostrar un ejemplo de una me´trica interesante para las marcas y para la aplicacio´n
de Adictik en sı´.
Este capı´tulo finalizara´ al completo el proyecto, ya que el estudiante habra´ desarrollado
toda la parte de Back-End de la aplicacio´n Adictik y habra´ realizado una pequen˜a intro-
duccio´n a la parte de Front-End.
4.1. Objetivo principal
En este capı´tulo se pretende demostrar que el estudiante es capaz de realizar un disen˜o
web sencillo, con una serie de tecnologı´as que propone el tutor del proyecto, y a la vez
demostrar que se pueden consumir los recursos que ofrece la API que se ha creado en
este proyecto.
Tal y como se ha comentado en el anterior pa´rrafo, el tutor del proyecto propone realizar la
parte de Front-End web con AngularJS [20] que es un framework de JavaScript de co´digo
abierto, mantenido por Google, que se utiliza para crear y mantener aplicaciones web de
una sola pa´gina. En la siguiente seccio´n se habla con mayor detalle sobre el uso de este
framework.
Se desea mostrar un conjunto de me´tricas que afecten a Adictik, como son el nu´mero
de usuarios que hay en la base de datos de Adictik ası´ como el nu´mero de anuncios
que se han creado en Adictik. Por otra parte y para utilizar uno de los paquetes que ofrece
Angular conocido como nvD3 se realizara´ un gra´fico para demostrar el potencial que tiene
este framework y a la vez lo sencillo que resulta programarlo, ya que el estudiante no tiene
ninguna nocio´n acerca de este lenguaje.
4.2. Disen˜o web con AngularJS
Bien, tal y como se ha dicho en la seccio´n anterior, AngularJS es un framework JavaS-
cript de desarrollo de aplicaciones web en el lado del cliente que utiliza un patro´n conocido
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como MVC (Modelo-Vista-Controlador). AngularJS permite crear aplicaciones de una u´ni-
ca pa´gina, es decir, se pueden cargar diferentes partes de la aplicacio´n sin tener que
recargar todo el contenido de nuevo en el navegador.
La idea de la estructura MVC que se ha comentado en el pa´rrafo anterior, no es ma´s
que presentar una organizacio´n dentro del co´digo, donde la manipulacio´n de los datos
(Modelo) esta´ separado de la lo´gica (Controlador) de la aplicacio´n y al mismo tiempo la
informacio´n es presentada al usuario (Vista) de forma totalmente independiente.
E´ste es un proceso bastante sencillo, donde el usuario interactu´a con las vistas de la apli-
cacio´n, estas vistas se comunican con los controladores notificando las acciones que ha
realizado el usuario, los controladores realizan peticiones a los modelos y e´stos gestionan
la solicitud segu´n la informacio´n recibida.
Para hacer posible todo lo comentado anteriormente, AngularJS esta´ dotado por un con-
junto de directivas que ofrecen una mayor funcionalidad a las aplicaciones. Las directivas
que se han utilizado para la realizacio´n de este proyecto han sido las 3 directivas princi-
pales que se listan a continuacio´n.
X ng-app: Esta directiva permite poner en marcha cualquier aplicacio´n de AngularJS.
X ng-init: Esta directiva permite poner en marcha los datos de la aplicacio´n.
X ng-controller: Esta directiva permite definir al controlador de la aplicacio´n, es decir,
donde residen las funciones.
Otro elemento fundamental en AngularJS son los $scopes. En los scopes se almacena
la informacio´n de los modelos que se representan en la vista como los atributos que se
utilizan para manejar la lo´gica de la misma vista.
La estructura de un proyecto ba´sico realizado con AngularJS consta de 3 ficheros para
este sencillo proyecto. El formato de estos ficheros son los siguientes:
X app.js: Este fichero contiene el co´digo JavaScript de la aplicacio´n. En este archivo
es donde se manejan las rutas y los controladores. En este caso, el fichero app.js
de la aplicacio´n contiene una funcio´n que llama a uno de los Endpoints de la API
de Adictik, creado expresamente para la realizacio´n de este proyecto, en el que
se proporciona el nu´mero de usuarios, ası´ como cua´ntos de e´stos son hombres y
cua´ntos mujeres. Adema´s tambie´n se recibe el nu´mero de anuncios totales que hay
en la base de datos de Adictik.
X index.html: En este fichero reside la pa´gina principal donde se disen˜a la vista, ya
que en este caso u´nicamente hay una vista. Si se da el caso que la aplicacio´n tiene
ma´s de una vista, entonces todas las vistas se inyectaran a este archivo.
X app.css: En este fichero se detallan todos los estilos que se utilizan en el disen˜o
del fichero index.html como puede ser el disen˜o de los botones, como los colores
de cada una de las partes de la vista.
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4.2.1. Bootstrap
Bootstrap [15], es un framework originalmente creado por Twitter, que permite crear in-
terfaces web con CSS y JavaScript, cuya particularidad es la de adaptar la interfaz del
sitio web al taman˜o del dispositivo en que se visualice. Es decir, el sitio web se adap-
ta automa´ticamente al taman˜o de un monitor de ordenador, ası´ como en la pantalla de
cualquier otro dispositivo. Esta te´cnica de disen˜o y desarrollo se conoce como responsive
design.
El beneficio de utilizar esta te´cnica de disen˜o y desarrollo en un sitio web, como el que se
esta´ tratando de realizar en este capı´tulo, es principalmente que el sitio web se adapte de
forma automa´tica al dispositivo desde donde se acceda. Y aunque aporte muchas posibi-
lidades y recursos a la hora de crear interfaces web, los disen˜os creados con Bootstrap
son simples, limpios e intuitivos y esto les da agilidad a la hora de cargar y adaptarse
a otros dispositivos. Este framework trae varios elementos con estilos predefinidos fa´ciles
de configurar como pueden ser los botones, menu´s desplegables ası´ como formularios
para ofrecer ventanas dina´micas.
A continuacio´n, en la Figura 4.1 se muestra parte del disen˜o web realizado para la pa´gina
web del administrador. En e´sta se puede apreciar que la imagen esta dividida en dos
partes, una de color azul y otro de color gris. La parte de color azul u´nicamente se carga
una sola vez (al inicio) ya que tal y como se ha comentado al inicio de este capı´tulo,
AngularJS permite recargar en una u´nica pa´gina aquellos cambios que se producen y no
es necesario recargar de nuevo la pa´gina al completo.
Figura 4.1: Captura de pantalla del disen˜o web realizado con AngularJS y Bootstrap
4.2.2. Angular-nvD3
Para mostrar otro de los potenciales que tiene la programacio´n con el framework de Angu-
larJS se ha decidido utilizar uno de los paquetes que ofrece dicho framework para crear
y personalizar gra´ficos. Es muy importante que estos gra´ficos sean simples y a la vez
puedan mostrar la ma´xima informacio´n u´til para el administrador.
El paquete de AngularJS en el que se centra esta seccio´n de denomina nvD3 que ofrece
una capa de programacio´n de ma´s alto nivel para poder crear y disen˜ar gra´ficos y adema´s
an˜ade posibilidades de interaccio´n con el usuario de una forma muy visual a la vez que
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atractiva.
Para poder comprobar el potencial de dicha librerı´a que ofrece AngularJS, se ha realizado
un gra´fico en el que se representa el ge´nero de los usuarios que forman parte de Adictik.
El ge´nero de los usuarios es una propiedad que tiene cada una de las entidades de los
usuarios y dicha informacio´n la proporciona el usuario cuando desea ampliar la informa-
cio´n de su perfil. A continuacio´n, en la Figura 4.2, se muestra el gra´fico extraı´do con la
librerı´a nvD3 y a su vez se demuestra que la API REST de Adictik esta´ operativa para
mandar todo tipo de informacio´n acerca de sus usuarios como de los anuncios creados.
Figura 4.2: Gra´fico de ge´nero de los usuarios de Adictik con nvD3.
CAPI´TULO 5. CONCLUSIONES
El objetivo principal de este capı´tulo es mencionar y argumentar que se han cumplido
todos los objetivos que se han propuesto al inicio de este documento ası´ como una valo-
racio´n personal del estudiante respecto a la realizacio´n de este proyecto. Adema´s tambie´n
se recoge en una tabla, la cantidad de horas que se ha dedicado a dicho proyecto, des-
glosado en las diferentes etapas de su realizacio´n. El capı´tulo concluye con una seccio´n
en la que se argumentan trabajos futuros en la misma aplicacio´n.
5.1. Objetivos alcanzados
En el Capı´tulo 1.3. se detalla cada uno de los objetivos que se habı´an propuesto cumplir
durante el transcurso del proyecto y en esta seccio´n se argumentara´ si se ha cumplido o
no junto con una argumentacio´n cada uno de los objetivos que se detallan en la lista.
X El primer objetivo cumplido ha sido poder disen˜ar un protocolo de comunicacio´n
entre los clientes y el servidor de la aplicacio´n. Tal y como se ha observado a lo largo
del documento, las peticiones realizadas han utilizado los me´todos GET, POST, PUT
y DELETE que ofrece el protocolo HTTP para poder acceder a cada uno de los
Endpoints que expone la API de Adictik.
X El segundo objetivo cumplido ha sido poder disen˜ar una interfaz de seguridad al
servidor que proporcione seguridad y confidencialidad al usuario. Esto se ha logrado
gracias al protocolo Auth 2.0 que ofrece el mo´dulo de acceso a cada uno de los
Endpoints conocido como Cloud Endpoints. Adema´s, para an˜adir mayor seguridad
a las contrasen˜as que introducen los usuarios en la plataforma, e´sta se encripta con
los diferentes paquetes que ofrece el lenguaje de programacio´n Python.
X El tercer objetivo cumplido ha sido aprender a utilizar y a programar con la platafor-
ma que ofrece Google para la realizacio´n del Back-End. Para ello ha sido necesario
que el estudiante se formara durante los primeros meses de desarrollo del proyecto
en las tecnologı´as que ofrece dicha plataforma. La formacio´n del estudiante se ha
basado en la lectura de un libro [1] ası´ como la realizacio´n de un cursillo Online
gratuito que ofrece la pa´gina de Udacity [21].
X El cuarto objetivo cumplido ha sido poder cambiar el tipo de base de datos implanta-
do inicialmente en la aplicacio´n de Adictik ası´ como su distribucio´n, manteniendo el
ma´ximo de datos posibles en ellas. Durante la realizacio´n del proyecto se ha pasado
de una base de datos relacional (SQL) a una base de datos no relacional (NoSQL)
con el fin de mejorar los tiempos de procesado ası´ como en eficiencia en cuanto a
la solicitud de recursos. Como la aplicacio´n se ha desarrollado en un entorno com-
pletamente integrado dentro de la plataforma de Google se decidio´ que la base de
datos ma´s adecuada era la base de datos no relacional que ofrecı´a esta plataforma
conocida como NDB.
X El quinto objetivo cumplido ha sido la realizacio´n de todo el conjunto de Endpoints
que la empresa habı´a solicitado al estudiante. A lo largo del proyecto se explican to-
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dos los Endpoints que han sido necesarios para la implementacio´n de la aplicacio´n
Adictik ası´ como los Endpoints destinados a la administracio´n de la aplicacio´n. Este
objetivo ha sido el pilar fundamental del proyecto y cada uno de los Endpoints han
ido sufriendo modificaciones a lo largo de e´ste debido a las solicitudes de nueva
informacio´n necesaria por parte de Front-End.
X El sexto objetivo cumplido ha sido poder verificar cada uno de los Endpoints reali-
zados para confirmar a los disen˜adores de Front-End que todos los Endpoints que
proporciona la API de Adictik esta´n operativos. Este objetivo se ha podido realizar
gracias al programa Postman que permite realizar las solicitudes de cada uno de
los Endpoints utilicen el me´todo que utilicen. Adema´s, este programa da la opcio´n
de poder compartir las solicitudes que se han realizado a cada uno de los Endpoints
y de este modo se pueden compartir con los disen˜adores de Front-End y ası´ ahorrar
trabajo a los compan˜eros.
X El se´ptimo objetivo cumplido ha sido entender los conceptos ba´sicos del framework
de AngularJS. En este documento se detallan los conceptos ma´s ba´sicos y esen-
ciales para realizar un framework sencillo y a la vez atractivo y funcional para el
usuario.
X El octavo objetivo cumplido ha sido la realizacio´n de un Front-End web que sea
capaz de consumir alguno de los recursos que ofrece la API REST de Adictik. En
este documento se puede observar que se ha logrado este objetivo ya que en el
Front-End web se ha logrado mostrar el nu´mero de usuarios registrados en Adictik
ası´ como el nu´mero de anuncios creados por e´stos.
X El noveno objetivo cumplido ha sido la realizacio´n de una plataforma web para que el
administrador de la aplicacio´n pueda actualizar y subir nuevos logotipos en la base
de datos de Adictik. El estudiante ha cogido un plantilla libre del Instituto Tecnolo´gico
de Massachusetts (MIT) en la que se ofrece un co´digo index.html para no tener
que realizar el disen˜o de dicha pa´gina. Se ha adaptado este co´digo para que se
puedan almacenar los logotipos que suba el administrador en esta plataforma web
a la base de datos de Adictik.
X El de´cimo y u´ltimo objetivo cumplido ha sido poder demostrar alguna de las me´tricas
que se pueden extraer con la aplicacio´n de Adictik y por las que algunas marcas
podrı´an estar interesadas. El disen˜o del gra´fico se ha realizado con un paquete que
ofrece el framework AngularJS denominado nvD3 y que permite realizar gra´ficos
muy visuales y dina´micos con un co´digo muy sencillo y que en muchas ocasiones se
encuentran plantillas en las que u´nicamente es necesario introducir la informacio´n
que se desea mostrar.
Por lo que despue´s de esta lista de objetivos logrados, cabe concluir que se han cumplido
todos los objetivos propuestos de forma satisfactoria. Por otra parte tambie´n cabe men-
cionar que se han cumplido todos los requisitos que impuso la empresa como parte de
desarrollo de la aplicacio´n.
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5.2. Plan de trabajo
En esta seccio´n se pretende detallar el total de horas que se han dedicado para la rea-
lizacio´n del proyecto, desglosado en las diferentes partes que el estudiante ha dedicado
para la realizacio´n de e´ste. En la Tabla 5.1 se muestra este desglose.
Tabla 5.1: Horas dedicadas a cada una de las tareas.
Tarea realizada Horas dedicas
Formacio´n en Google Cloud Platform 90 horas
Programacio´n del Back-End 360 horas
Programacio´n del Front-End web 20 horas
Redactar la memoria del proyecto 20 horas
Reuniones con el equipo de Adictik 30 horas
Total horas dedicadas 520 horas
Tal y como se puede apreciar en dicha tabla, el nu´mero de horas dedicadas a la formacio´n
para la plataforma de Google asciende a 90 horas que equivale a casi un 20% del total
del proyecto. Tambie´n se puede ver que el pilar fundamental del proyecto ha sido la pro-
gramacio´n desde cero del Back-End de Adictik en la que se dedica aproximadamente un
70% del tiempo total. Por u´ltimo se puede observar tambie´n que el disen˜o del Front-End
web ha sido sencillo y no ha requerido mucho tiempo al estudiante. Tal y como se muestra
en la Tabla 5.1 se han dedicado un total de 520 horas para la realizacio´n completa del
proyecto.
5.3. Conclusiones personales
La realizacio´n de este proyecto me ha ayudado a conocer otras alternativas a parte del
mundo de la aerona´utica. Gracias a este proyecto, me he podido relacionar con muchas
personas de este sector y aprender grandes trucos acerca del mundo de la programacio´n.
Cuando empece´ este proyecto pensaba que se me daba muy bien programar y ası´ se lo
comente´ el primer dı´a a mi tutor del proyecto y e´ste me comento´ que era una frase un
tanto difı´cil de creer. Al acabar este proyecto, puedo asegurar que mi tutor tenı´a toda la
razo´n del mundo, yo pensaba que programar era siempre lo mismo y si tenı´as claro los
cuatro conceptos esenciales, ya sabı´as programar, pero no es ası´.
Este proyecto tambie´n me ha hecho ver que con constancia, dedicacio´n y con muchas ga-
nas de aprender, cualquier cosa que una persona se proponga la podra´ llegar a conseguir.
Cuando la empresa me comento´ que necesitaba a una persona que supiera programar
con Python no dude´ ni un solo momento en presentarme como candidato, pero cuando
vi todo lo que se pedı´a, me dı´ cuenta que no tenı´a muchas nociones sobre todo aquello.
Ası´ que decidı´ formarme para no dejar escapar una oportunidad ası´, ya que uno de mis
grandes retos era poder trabajar para una Start-up para poder aportar todos mis conoci-
mientos y experimentar el buen rollo que dicen que se respira en este tipo de empresas.
Y ası´ ha sido, no me he arrepentido en ningu´n momento de haber aceptado un reto como
ha sido Adictik.
46 Adictik, la app para los amantes de las marcas
5.4. Trabajos futuros
Tal y como se ha comentado en varias secciones de este documento, Adictik es una Start-
up con muchı´simas ideas por realizar y en las que todavı´a queda muchı´simo trabajo para
llegar a ellas. Este trabajo se puede contextualizar en diferentes proyectos que se listan a
continuacio´n.
1. Panel de control para las marcas: Adictik desea incorporar un panel de control
web, conocido como dashboard para aquellas marcas que paguen una cuota para
obtener las me´tricas que ofrece Adictik ası´ como subir y actualizar sus propios lo-
gotipos. De este modo, tambie´n se ahorrara´ trabajo en el equipo de Adictik, ya que
no sera´ necesario que los integrantes este´n pendientes de si cada marca actualiza
o no sus logotipos.
2. Incorporar vı´deos: Adictik quiere permitir a los usuarios que adema´s de poder rea-
lizar anuncios esta´ticos (ima´genes) tambie´n puedan ser capaces de realizar anun-
cios dina´micos (vı´deos) y de este modo, los usuarios de Adictik pasen ma´s tiempo
dentro de la aplicacio´n, ya que e´stos tendra´n que editar y disen˜ar sus vı´deos dentro
de la plataforma de Adictik.
3. Google Vision: Otra de las caracterı´sticas que quiere adaptar Adictik a su contenido
generado, es poder ser capaces de detectar todos los elementos y el sentimiento
de un determinado anuncio. Esta accio´n es posible gracias a uno de los mo´dulos
que ofrece Google conocido como Google Vision [4]. Esta API que ofrece Google es
capaz de reconocer todos los elementos que aparecen en una fotografı´a ası´ como
el ”sentimiento”de e´sta.
Por lo que tal y como se puede observar en la lista anterior, todavı´a queda mucho trabajo
por hacer en Adictik.
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ACRO´NIMOS
- API: Interfaz de Programacio´n de Aplicaciones
- CGI: Interfaz de Entrada Comu´n
- GAE: Google App Engine
- HTML: Lenguaje de Marcas de Hipertexto
- HTTP: Protocolo de Transferencia de Hipertexto
- IaaS: Infraestructura como Servicio
- JSON: Notacio´n de Objetos de JavaScript
- NoSQL: Lenguaje de Consulta No Estructurado
- PaaS: Plataforma como Servicio
- REST: Transferencia de Estado Representacional
- SQL: Lenguaje de Consulta Estructurado





APE´NDICE A. INSTALACIO´N DE TODOS LOS
ELEMENTOS NECESARIOS
En este ape´ndice se explicara´ como se deben instalar todos los elementos que han si-
do necesarios para programar el Back-End de Adictik, con el fin de que cualquier lector
pueda crear su propia aplicacio´n con una serie de pasos muy sencillos y ra´pidos. Cabe
remarcar que el proceso de instalacio´n de los siguientes paquetes es u´nicamente va´lido
para ordenadores con el sistema operativo Ubuntu.
A.1. Instalacio´n de Python
El lenguaje de programacio´n Python viene instalado por defecto en los sistemas operati-
vos Ubuntu, por lo que u´nicamente se debe utilizar un comando para activarlo y actuali-
zarlo. Para ello es necesario escribir en la Terminal el siguiente comando:
sudo apt-get install python
Para verificar que se ha instalado correctamente Python en el ordenador en cuestio´n, se
debe utilizar el siguiente comando y e´ste tiene que devolver la versio´n de Python que se
ha instalado en el ordenador.
python -V
Se recomienda que la versio´n que se instale en el ordenador sea una versio´n Python
2.7.XX donde XX corresponde al valor de la u´ltima actualizacio´n.
A.2. Instalacio´n de PyCharm Educational Edition
La instalacio´n de este programa es necesaria, ya que PyCharm ha sido el inte´rprete de
Python elegido para esta´ aplicacio´n. Si se desea utilizar otro inte´rprete no hay ningu´n
inconveniente, ya que no afecta al modo de programar. Se recomienda e´ste ya que se
pueden instalar todos los paquetes necesarios de Google App Engine de forma ra´pida y
sencilla, tal y como se explicara´ a continuacio´n.
El primer paso consiste en visitar la pa´gina oficial de Pycharm y descargarse la u´ltima ver-
sio´n de este inte´rprete. Una vez descargado el programa en cuestio´n, se debe copiar el
archivo descargado en el directorio que se desee instalar el programa. El paquete descar-
gado debe tener la siguiente forma pycharm-XXXX.X.X.tar.gz donde las X representan
los nu´meros de la versio´n descargada.
A continuacio´n, es necesario descomprimir este paquete. Se puede hacer directamente y
de forma visual o con un comando desde terminal:
tar xfz pycharm-XXXX.X.X.tar.gz
Por u´ltimo, se debe ir a la carpeta que se ha generado despue´s de descomprimir el pa-
quete y se debe abrir un directorio llamado bin en el que se encuentra un archivo llamado
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pycharm.sh que se debera´ ejecutar y seguir los pasos que se indiquen. Una vez realizado
esto, el usuario ya tendra´ instalado en el ordenador el inte´rprete Pycharm.
A.3. Instalacio´n de Google SDK
Para instalar este paquete es necesario tener previamente instalado el lenguaje de pro-
gramacio´n Python. Para ello se recomienda volver a ejecutar el comando que verifica que
Python esta´ instalado en el ordenador.
python -V
Una vez comprobado que el ordenador tiene instalado Python, es necesario descargarse
el archivo que se ofrece para la instalacio´n de Google SDK desde la pa´gina oficial de
Google Cloud Platform.
De nuevo, se obtiene un archivo comprimido, por lo que es necesario descomprimirlo.
Para ello se debe utilizar el siguiente comando desde la terminal:
unzip google appengine X.X.XX.zip
Una vez descomprimido el paquete, u´nicamente se debe an˜adir el nuevo directorio crea-
do al PATH de nuestro ordenador. Para ello se debe utilizar el siguiente comando en la
terminal:
export PATH=$PATH:pathtogoogle appengine
Una vez se ha llegado a este punto, basta con instalar todos los paquetes que ofrece
Google App Engine en el inte´rprete PyCharm.
A.4. Instalar paquetes Google App Engine en PyCharm
Para que el inte´rprete Pycharm no detecte ningu´n error en la compilacio´n del co´digo mien-
tras se este´n utilizando los paquetes de App Engine y e´ste haga recomendaciones de los
comandos que se deben utilizar, se deben instalar una serie de paquetes. El proceso para
poder instalar estos paquetes es sencillo, tal y como se puede apreciar en los siguientes
pasos:
1. Abrir el programa y crear un nuevo proyecto o abrir uno ya existe.
2. Ir a Archivo y en el desplegable apretar la opcio´n de Ajustes.
3. Se abrira´ una nueva ventana en la que se debe seleccionar el desplegable donde
se indica el proyecto nuevo o existe de la siguiente forma: Proyecto: Nombre del
proyecto. En este desplegable se debe seleccionar el campo Interprete del
proyecto.
4. Llegados a este punto, u´nicamente se debe decidir que´ paquetes se desean instalar.
Para ello, existe un buscador apretando el boto´n +. Los paquetes utilizados para
esta aplicacio´n han sido los siguientes: pip, google, appengine, endpoints,
httplib2, oauth2, webapp2 y virtualenv.
A.5. Instalar y actualizar el co´digo en GitHub
A continuacio´n se detallan los pasos que se deben seguir para descargarse el co´digo
almacenado en el repositorio de GitHub al ordenador y posteriormente los pasos que
se deben seguir para actualizar el co´digo al repositorio de GitHub. En estos procesos
se supone que el usuario ya tiene una cuenta de GitHub y ya tiene un repositorio en la
plataforma de GitHub.
Pasos a seguir para instalar el repositorio almacenado en GitHub:
1. El primer paso consiste en crear un directorio en el ordenador en el que se almace-
nara´ el repositorio que se descargara´ de GitHub.
2. A continuacio´n se debe instalar git en el ordenador utilizando el siguiente comando
desde la terminal:
sudo apt-get install git-core
3. Acceder a la pa´gina personal de GitHub y copiar la direccio´n URL del repositorio.
4. Desde la terminal, se debe acceder al directorio creado para almacenar el co´digo
que se desea descargar desde GitHub e insertar el siguiente comando:
git clone <URL repositorio>
5. El repositorio de GitHub ya se ha descargado en la carpeta que se ha creado
Una vez descargado el co´digo y se han realizado los cambios pertinentes es momento de
actualizarlo al repositorio de GitHub. Para ello se deben seguir los siguientes pasos:
1. Para poder actualizar el repositorio a GitHub es necesario instalarse un paquete
que ofrece git conocido como git gui. Para ello se debe introducir el siguiente
comando en la terminal:
sudo apt-get install gitk giggle git-cola git-gui gitg
2. El siguiente paso es acceder desde la terminal al directorio en el que se encuentra
almacenado el repositorio.
3. Acceder a la cuenta de GitHub desde la terminal para autentificar al usuario. Para
ello se deben introducir los siguientes comandos:
git config --global user.name <nombre de usuario>
git config --global user.email <email del usuario>
4. A continuacio´n se debe ejecutar el siguiente comando que abrira´ una nueva ventana
y hara´ ma´s fa´cil y visual el proceso de actualizacio´n:
git gui
5. En este momento aparecen todos los archivos en el lado superior izquierdo de la
pantalla y el usuario debe seleccionar todos aquellos archivos que e´ste haya mo-
dificado apretando en el icono que aparece al lado del nombre del archivo y e´stos
se desplazara´n a otra ventana. Para confirmar todos los cambios se debe apretar el
boto´n Commit.
6. Cerramos la ventana y se debe ejecutar el siguiente comando para verificar que el
usuario ha especificado todos los archivos que ha modificado:
git pull origin master
7. Una vez se haya verificado el apartado anterior, se debe actualizar en el repositorio
de GitHub con el siguiente comando que adema´s solicitara´ el nombre de usuario y
la contrasen˜a ya que en ningu´n momento el usuario se ha autenticado.
git push origin master
