Abstract-Recently, the sizes of XML documents have rapidly been increasing. Distributed XML is a novel form of XML document, in which an XML document is partitioned into fragments and managed separately in plural sites. Distributed XML documents can often be managed more easily than a single large document, due to geographical and/or administrative factors. In this paper, we propose a method for performing XSLT transformation efficiently for distributed XML documents. We assume that the expressive power of XSLT is restricted to an extended version of unranked top-down tree transducer. Our basic strategy is to transform all the XML fragments in parallel. We implemented our method in Ruby and made evaluation experiments. This result suggests that our method is more efficient than a centralized approach.
I. INTRODUCTION
XML has been a de-fact standard format on the Web, and the sizes of XML documents have rapidly been increasing. Distributed XML [4] , [2] , [1] is a novel form of XML document, in which an XML document is partitioned into fragments and managed separately in plural sites. Due to geographical and/or administrative factors, distributed XML is much suitable for managing some kind of XML documents, e.g., an XML document that contains some separable subcontents that should be managed by different admins of distinct divisions. Figures 1  and 2 show a simple example of a distributed XML document of an auction site. In this example, one XML document is partitioned into four fragments f A,1 , f A,2 , f A, 3 , and f A, 4 , and f A,1 is stored in site S 1 , f A,2 is stored in site S 2 , and so on.
In this paper, we consider XSLT transformation for distributed XML documents. A conventional approach for performing an XSLT transformation on a distributed XML document is to send all fragments to a specific site, then merge all the fragments into one XML document, and perform an XSLT transformation on the merged document. However, this "centralized" approach is inefficient due to the following reasons. First, in this approach an XSLT transformation processing is not load-balanced. Second, an XSLT transformation becomes inefficient if the size of the target XML document is large [15] . This implies that the centralized approach is inefficient even if the size of each XML fragment is small, whenever the merged document is large.
In this pater, we propose a method for performing XSLT transformation efficiently for distributed XML documents. Our basic strategy is to transform each fragment at the site storing the fragment, send the transformed fragments to the specific site, and merge all the transformed fragments on the specific site. To achieve this strategy, however, we have a problem attributed to XSLT pattern. In our data model, a location path can be used as an XSLT pattern instead of a single label. Due to this, a site has to access other sites many times to evaluate an XSLT pattern, which causes a serious performance problem. Let S be a site, f be the fragment in S, and pat be an XSLT pattern, and consider checking if a node v in f matches pat. We need to find the ancestors v ′ of v (and some descendants of v ′ ) such that v is reachable from v ′ via pat. Since v ′ is often a node outside S, many accesses to sites outside S are required to check if v matches pat. For example, consider the XML fragments in Figs. 1 and 2, and suppose that we have the following XSLT template.
<xsl:template match="site[closed auctions]/regions/asia"> ...
</xsl:template>
To check if the node labeled by "asia" in f A,2 matches the above template, we need to access S 1 and S 4 from S 2 . To reduce such accesses, we propose two novel techniques; (1) path precomputation and (2) cache. For (1), each site S having a fragment f precomputes a path from the root of f to the root of the input XML document, called root path. By using a root path, ancestors v ′ of a node v can be obtained efficiently even if v ′ is stored in a site different from v. As for (2), each site maintains a cache that stores results of predicate evaluations. This can reduce accessing "outside" sites (e.g., access to S 4 mentioned above) when evaluating predicates. We implemented our method in Ruby and made evaluation experiments. The result suggests that our method is more efficient than the centralized approach.
Since XSLT is Turing-complete [6] , it is impossible to plan a complete strategy of XSLT transformation for distributed XML. Therefore, in this paper we restrict the expressive power of XSLT to an extended version of the unranked top-down tree transducer used in [9] . Our transducer is extended so that, in addition to a single label, a location path can be used as a match attribute of an XSLT template. Related Work A distribution design of XML documents is firstly proposed in [8] . There have been several studies on evaluations of XPath and other languages for distributed XML. [3] , [4] and [5] propose an efficient XPath evaluation algorithms for distributed XML. [7] proposes a method for evaluating XQ, a subset of XPath, for vertically partitioned XML documents. [13] considers a regular path query evaluation in an distributed environment. [11] proposes a data-parallel approach for the processing of streaming XPath queries based on push down transducers. This approach permits XML data to be split into arbitarily-sized chunks. [14] extensively studies the complexities of regular path query and structural recursion over distributed semistructured data. Besides query languages, [2] and [1] study on the complexities of schema design problems for distributed XML. To the best of the authors' knowledge, there is no study on XSLT evaluation for distributed XML except [10] . In [10] , an XSLT pattern is restricted to be a single element. Under the restriction, performing XSLT transformation for distributed XML is rather easy since each site can transform its fragment without accessing other sites.
II. DEFINITIONS
Since our method is based on unranked top-down tree transducer, we first show related definitions. Let Σ be a set of labels. By T Σ we mean the set of unranked Σ-trees. A tree whose root is labeled with a ∈ Σ and has n subtrees t 1 , · · · , t n is denoted by a(t 1 · · · t n ). In the following, we always mean Σ-tree whenever we say tree. A hedge is a finite sequence of trees. The set of hedges is denoted by H Σ . In the following, we use t, t 1 , t 2 , · · · to denote trees and h, h 1 , h 2 , · · · to denote hedges. We denote by λ(u) the label of a node u. An XSLT pattern is specified as the match attribute value of an XSLT template. Formally, an XSLT pattern (pattern for short) is an XPath location path defined as follows, where ↓, @, ↓ * denote child, attribute, descendant-or-self axes, respectively. From the above definition, a pattern pat can be expressed as pat = ls 1 / · · · /ls n , where ls i = ax i ::
, ax i is an axis, l i is a label, and pd i,j is a predicate. The selection path of pat, denoted sel(pat), is the pattern obtained by dropping every predicate from pat, that is, sel(pat) = ax 1 :: l 1 / · · · /ax n :: l n .
Let t be a tree, pat = ls 1 / · · · /ls n be a pattern with ls i = ax i :: 
where pat ′ = ls 1 / · · · /ls n−1 and V (t, v, ls i ) is the set of ancestors v ′ of v such that v is reachable from v ′ via ls i , defined as follows. First, if i = 1 (i.e., the left most location step), then
Here, ax i is the axis of ls i and M pd (t, v, pd i,k ) denotes the set of nodes reachable from v via predicate
Formally, M pd (t, v, pat) is defined as follows. where pat ′′ = ls 2 / · · · /ls n and V ′ (t, v, ls i ) denotes the set of nodes reachable from v via ls i , that is,
For example, let t e be the tree shown in Fig. 3 , pat = ↓::site/↓ * ::africa and pd = ↓::people/↓ * ::phone. Then
In this paper, we use an extended version of the unranked tree transducer used in [9] . Formally, a tree transducer is a quadruple (Q, Σ, q 0 , R), where Q is a finite set of states, Σ is the set of labels, q 0 ∈ Q is the initial state, and R is a finite set of rules of the form (q, pat) → h, where pat is a pattern, q ∈ Q and h ∈ H Σ (in the original transducer [9] , pat is restricted to a single label). A state corresponds to a mode attribute value of an XSLT template.
The translation defined by a tree transducer T r = (Q, Σ, q 0 , R) on a tree t in state q, denoted by T r q (t), is inductively defined as follows.
R1: If t = ǫ, then T r q (t) := ǫ. R2: If t = a(t 1 · · · t n ) and there is a rule (q, pat) → h in R with M pat (t, a, pat) = ∅ for some pattern pat, some q ∈ Q, and some h ∈ H Σ , then T r q (t) is obtained from h by replacing every node u in h labeled with p ∈ Q by the hedge T r
The transformation of t by T r, denoted by T r(t), is defined as T r q0 (t). T r corresponds to the XSLT script shown in Fig. 4 . For example, consider the rule (p, ↓::site) → x(p q) in R. This corresponds to the first template in Fig. 4 . The state p in the left-hand side of the rule corresponds to the mode attribute <xsl:template match="child::site" mode="p"> <x> <xsl:apply-templates mode="p" /> <xsl:apply-templates mode="q" /> </x> </xsl:template> <xsl:template match="child::regions" mode="q"> <z> <xsl:apply-templates mode="q" /> </z> </xsl:template> <xsl:template match="child::site/descendant-or-self::asia" mode="p"> <x> <z/> </x> </xsl:template> <xsl:template match="child::site[child::regions]/child::people" mode="p"> <y> <xsl:apply-templates mode="p" /> </y> </xsl:template> <xsl:template match="child::site/descendant-or-self::person" mode="p"> <x> <y /> </x> </xsl:template> value of the template, and the pattern "↓::site" in the lefthand side of the rule corresponds to the match attribute value. Consider transforming the tree t e shown in Fig. 3 by T r. Since the initial state of T r is p and the root v 1 of t e is labeled by "site", the first rule (p, ↓ ::site) → x(p q) is applied to t e and we obtain the tree shown in Fig. 5 (1), where t 1 and t 2 are the subtrees rooted at v 2 and v 3 of t e , respectively. Since there is no rule applicable to t 1 in state p, T r
Since the fourth rule (p, ↓::site[↓::regions]/↓::people) → y(p) can be applied to t 2 , we obtain the tree shown in Fig. 5(2) , where t 3 is the subtree of t e rooted at v 6 . Proceeding this transformation, we obtain T r(t e ) shown in Fig. 5(3) .
In this paper, we consider a setting in which an XML tree t is partitioned into a set F t of disjoint subtrees of t, where each subtree is called fragment. For example, the XML tree t ∈ T Σ in Fig. 1 is partitioned into four fragments, f A,1 , f A,2 , f A,3 , f A,4 . We allow arbitrary "nesting" of fragments. Thus, fragments can appear at any level of the tree. For a tree t, the fragment containing the root node of t is called root fragment. In Fig. 2 , the root fragment is f A,1 . Each fragment is stored in a site. The site having the root fragment is called root site and the other sites are called slave sites. For example, in Fig. 2 S A,1 is the root site and S A,2 , S A,3 , S A,4 are slave sites. We assume that no two fragments are stored in the same site.
For two fragments f i and f j , we say that f j is a child fragment of f i if the root node of f j corresponds to a leaf node v of f i . In order to represent a connection between f i and f j , we use a connecting node at the position of v which refers the root node of f j . Every connecting node is labeled by "CONNECT" and has a url attribute that represents the URL of the site having f j . For example, in Fig. 6 connecting node c 1 is inserted into f e,1 at the positions of v 6 . If the fragment in site S has a child fragment stored in S ′ , then S ′ is a child site of S (S is the parent site of S ′ ). For example, in Fig. 2 S A,1 has three child sites S A,2 , S A,3 and S A,4 .
III. TRANSFORMATION METHOD
In our transformation method, all the sites S transform the fragment f stored in S in parallel, in order to avoid transformation processes being centralized on a specific site. If the pattern of each transformation rule is a single element, it is rather easy to achieve this strategy; transform each fragment f at the site storing f , send all the transformed fragments to the root site, and merge all the transformed fragments on the root site. However, if a location path can be used as a pattern instead of a single label, a site has to access other sites to evaluate the pattern. Let S be a site, f be the fragment in S, and pat = ls 1 / · · · /ls n be a pattern, and consider checking if a node v in f matches pat. We need to do the following. a) Find the ancestors v ′ of v such that v is reachable from v ′ via sel(pat). b) For each node v ′ found above, check if v ′ (and descendants of v ′ ) satisfies predicates of pat.
Both (a) and (b) may require accesses to sites outside S. In order to do (a) efficiently, S precomputes a path called root path, from the root node of f to the root node of the input tree. By using this root path, (a) can be done without accessing sites outside S. For (b), each site maintains a cache that stores, for nodes v ′ such that v is reachable from v ′ via ls i / · · · /ls n and predicates p of ls i−1 , if v ′ satisfies p. This can reduce accesses to sites outside S.
A. Master-XSLT and Slave-XSLT
We now present the details of our method. We first show two "main" XSLT processors Master-XSLT and Slave-XSLT. Master-XSLT is used in the root site and Slave-XSLT is used in the slave sites, as follows.
1. In the root site, Master-XSLT transforms the root fragment. 2. In each slave site S Slave-XSLT transforms the fragment in S and send the transformed result to the root site. 3. Master-XSLT merges (1) the transformed root fragment and (2) the transformed fragments received from the slave sites. For example, consider fragments and sites shown in Fig. 2 . First, Master-XSLT transforms the root fragment f A,1 to f
in the root site S 1 . Second, in the slave site S 2 (resp., S 3 and S 4 ), Slave-XSLT transforms the fragment f A,2 (f A,3 and f A,4 ) and send the transformed result f To describe the "precomputation" of a root path, we need some definitions. Let t ∈ T Σ be a tree, F t be the set of fragments obtained from t, f ∈ F t be a fragment, and v be a node of f . We use the following notation.
= the parent of v in f if v is not the root of f, nil otherwise. A connecting node c in f has a url attribute, whose value is the URL of the child site connected by c. For example, consider node c 1 in Fig. 6 . We have attr(c 1 , "url") = "http://server2.com/fe2" (see Fig. 7 ). By CP (f ), we mean the set of pairs of such a URL and connecting path of c, that is, CP (f ) = { attr(c,"url"), cp(f, c) | c is a connecting node in f } cp H (url) = cp if url, cp ∈ H for some cp, nil otherwise.
Let t be a tree and f ∈ F t be a fragment. A sequence of nodes from the root node r of f to the root node r ′ of t, called root path of f , is defined as rp(t, f ) = [parent(t, r), parent(t, parent(t, r)), · · · , r ′ ]. For example, rp(t e , f e,2 ) = [v 5 , v 1 ]. Let url be the URL of the site storing f , and f ′ be the parent fragment of f . By the definition, rp(t, f ) is obtained by appending cp CP (f ′ ) (url) to the root path of f ′ . The i-th node of root path rp is denoted rp i and the next node of rp i is denoted next(rp i ) = rp i+1 .
Let us now present Master-XSLT. This procedure first sends a tree transducer to each slave site (lines 1), then sends the root path to each site, which is used for path precomputation (lines 2 to 5). S(url) in line 4 denotes the site whose url is url. Then transforms the root fragment by procedure Transform (line 8, shown later). The last parameter M of Transform is the cache storing the result of predicate evaluations (details are shown in the next subsection). Finally, all the transformed fragments are merged into one tree, which is the final result (line 10).
Master-XSLT Input : Tree transducer T r = (Q, Σ, q 0 , R), the root fragment f of tree t Output : Tree t ′ = T r(t)
1. Send tree transducer T r to each slave site.
Wait until a transformed fragment is received from each slave site. Let f 1 , · · · , f k be the received fragments.
Next, we present procedure Transform used in line 8 of Master-XSLT (and Slave-XSLT shown later). Let T r = (Q, Σ, q 0 , R) be a tree transducer, t be a tree, f ∈ F t be a fragment, and rp be the root path of f . To transform the subtree rooted at a node v in f or rp in state q, we need to determine a rule applied to v and obtain the hedge that is the right-hand side of the rule. Such a hedge is denoted by h(f, T r, q, v, rp, M ). More specifically, if there is a pattern pat such that (q, pat) → h ∈ R and that there is an ancestor v ′ of v such that v is reachable from v ′ via pat in t, then h(f, T r, q, v, rp, M ) coincides with h, that is,
where Eval-M pat (f, v, pat, rp, M ) is a procedure to evaluate M pat (T, v, pat) in a distributed environment and takes the following values (defined in the next subsection). rp and cache M are required the evaluation of Eval-M pat .
For example, consider the fragment f e,1 shown in Fig. 6 and the tree transducer T r of Example 1. Since (p, ↓::site)→ x(p q) ∈ R and v 1 satisfies pattern ↓::site, we have h(f e,1 , T r, p, v 1 , nil, M ) = x(p q). Since f e,1 is the root fragment, the fifth parameter is nil. Let us show procedure Transform, which transforms a given fragment recursively. In line 2, N (h) denotes the set of leaf nodes in h. Lines 3 to 7 apply rule R1 and lines 8 to 14 apply rule R2 of the definition of tree transducer.
Procedure Transform Input : Tree transducer T r = (Q, Σ, q 0 , R), fragment f , context node v, state q, the root path rp of f , cache M Output : Hedge h obtained by transforming f with T r
Replace node q ′ in h ′ with ǫ.
Replace node q ′ in h with hedge
Finally, we present Slave-XSLT. This procedure runs in each slave site S and transforms the fragment f stored in S. First, we show some definitions. Let f be a fragment and T r = (Q, Σ, q, R) be a tree transducer. To transform f , it needs to determine the set of states applied to the root node of f . The set is obtained by applying rules of T r to the root path rp = [rp 1 , · · · , rp n ] of f from rp n to rp 1 (recall that rp n is the root of the input tree). Let Q ′ be the initial states applied to rp n . Then the set of states applied to the root node of f is recursively obtained as follows.
where rp ′ = [rp 1 , · · · , rp n−1 ] and h(f, T r, q ′ , rp n , rp, M ) is the hedge defined in (1).
be the root path of f e,2 in Fig. 6 , T r = (Q, Σ, q 0 , R) be the tree transducer in Example 1, and Q ′ = {p}. Consider computing Q r (f e,2 , T r, Q ′ , rp, M ). By the above definition,
where
As shown in Example 1, (p, ↓::site) → x(p q) is applicable to v 1 in state p. Thus we have h(f e,2 , T r, p, v 1 , rp, M ) = x(p q) and Q ′′ = {p, q}.By the above definition, We now present Slave-XSLT. This procedure first receives tree transducer T r from the root site and the root path rp from the parent site (lines 1 to 2). rp is send from line 4 of Master-XSLT (when the parent site is the root site), or line 6 of Slave-XSLT (when the parent site is a slave site). If f has a child fragment, say f ′ , send the root path of f ′ to the child site storing f ′ (lines 4 to 7). From this, each child site can obtain the root path of its own fragment. Then the set of states applied to the root of f is calculated and f is transformed (lines 10 to 13). Finally, the transfomed fragment of f is send to the root site (line 14).
Slave-XSLT Input : Fragment f . Output : none (transformed fragments are sent to the root site).
1. Wait until tree transducer T r = (Q, Σ, q 0 , R) is received from the root site. 2. Wait until the root path rp is received from the parent site. 3. H ← RP (f ); 4. for each url ∈ U (H) do 5. Let rp ′ be the root path of the fragment in S(url), obtained by appending rp H (url) to rp; 6. Send rp ′ to S(url). 7. end 8. v ← the root node of f ;
to the root site.
B. Evaluation of pattern
As shown in (1), to check if a node matches a pattern, we have to evaluate M pat and M pd in a distributed environment. Thus we define procedures Eval-M pat and Eval-M pd , which are distributed versions of M pat and M pd , respectively. First, we show several definitions. Let f be a fragment, rp = [rp 1 , · · · , rp n ] be the root path of f , and v be a node of f or rp. The set of parent nodes of v, denoted parent ′ (f, v, rp), is defined as follows.
By Anc(f, v, ax, rp) we mean the set of ancestors v ′ of v such that v is reachable from v ′ via axis ax, that is,
For example, let f e,2 be the fragment shown in Fig. 6, v 7 be the node in f e,2 , and rp = [v 5 , v 1 ] be the root path of f e,2 . Then Anc(f e,1 , v 7 , ↓ * , rp) = {v 6 , v 5 , v 1 }, where v 6 is the ancestor of v 7 in f e,2 , v 5 and v 1 are the nodes in rp.
Next, we define cache used for evaluating predicates. A cache is created in each site (line 9 of Master-XSLT, line 9 of Slave-XSLT). A cache is passed by reference, and thus all the procedures running in the same site share the same cache. Let v be a node and pd be a predicate. A string "v + pd" is called predicate inquiry. This is sent to the site having v to ask if v satisfies pd. Let query be a predicate inquiry and res ∈ {true, f alse} be the result of the predicate inquiry. Then a cache M holds a set of pairs query, res , and f M (query) denotes the result of query to M , that is,
We present procedure Eval-M pat . Let pat = ls 1 / · · · /ls n be a pattern, where ls i = ax i ::
This procedure decides if a context node v matches pat by examining pat from ls n to ls 1 recursively. Lines 1 to 17 check if v satisfies the conditions described in ls n . If v is a node in rp (i.e., v is in an outside site), predicate inquiry "v + pd n,j " is sent to the site having v in case of a cache miss (lines 6 to 9, pat inq is shown later). If v is a node in f , thus this procedure checks if v satisfies pd n,j by Eval-M pd if v is a node in rp then 6.
if f M ("v + pd n,j ") = nil then 7.
Ask the site S having v if v satisfies pd n,j , by calling pat inq(f, v, pd n,j , M ) in S. Let res be the result. 8.
M ← M ∪ "v + pd n,j ", res ; 9. end 10.
pred result ← f M ("v + pd n,j "); 11. else 12.
pred result ←Eval-M pd (f, v, pd n,j , M ); 13. end 14.
if pred result = f alse then 15.
Return f alse; 16. end 17. end 18. if n = 1 then 19.
Return true; 20. end 21. V ← Anc(f, v, ax n , rp);
Return true; 25. else 26.
Return f alse; 27. end Procedure pat inq in line 7 is defined as follows. This procedure runs in parallel using native threads.
Procedure pat inq Input : Fragment f , context node v, predicate pred = ls 1 / · · · /ls n with ls i = ax i ::
Send res to the calling procedure.
Next, we present procedure Eval-M pd used in line 12 of Eval-M pat . This procedure evaluates predicates of a pattern. For simplicity, we assume that every location step has at least one predicate. By Desc(f, v, ax, l), we mean the set of descendants v ′ such that v ′ is reachable from v via location step ax::l, that is,
For example, consider the fragment f e,1 shown in Fig. 6 . Then Desc(f e,1 , v 6 , ↓ * , "africa") = {v 4 , c 1 }.
Let pred = ls 1 / · · · /ls n , where ls i = ax i ::
This procedure decides if a context node v satisfies pred by examining pred from ls 1 to ls n recursively. First, the procedure calculates the set V of nodes reachable from v via ax 1 ::l 1 (line 1). Then this procedure checks for each v ′ ∈ V , (a) whether v ′ satisfies pd 1,1 , · · · , pd 1,m1 , and (b) whether v ′ satisfies ls 2 / · · · /ls n .
Suppose that v ′ is a connecting node. Since these checks require accessing to outside sites, we use another kind of predicate inquiry of the form "url +pred" to ask if v ′ satisfies (a) and (b), where url is the value of the url attribute of v ′ (the result is stored in the same cache M as used in Eval-M pat ). Predicate inquiry "url + pred" is send to S(url) in case of a cache miss (lines 6 to 9, pd inq is shown later). By this predicate inquiry, f M ("url + pred") = true if Procedure Eval-M pd Input : Fragment f , context node v, predicate pred = ls 1 / · · · /ls n with ls i = ax i ::
url ← attr(v, "url"); 6.
if f M ("url + pred") = nil then 7.
Ask S(url) if v ′ satisfies above (a) and (b), by calling pd inq(f, pred, M ). Let res be the result. 8.
M ← M ∪ "url + pred", res ; 9. end 10.
result ← result ∨ f M ("url + pred"); 11. else 12.
p res ← j=1,··· ,m1
13.
if n > 1 and p res then 14. Finally, we present procedure pd inq used in procedure Eval-M pd . This procedure runs in parallel using native threads.
Procedure pd inq Input : Fragment f , predicate pred = ls 1 / · · · /ls n with ls i = ax i :: However, we have a lot of future work to do. First, in this paper the expressive power of XSLT is restricted to extended unranked top-down tree transducer. We have investigated XSLT elements and functions, and we have found that about half of the elements/functions can easily be incorporated into our method (Type A of Table V) . The elements/functions f of this type can be calculated within the fragment in which f is used, e.g., xslt:text. On the other hand, it seems difficult to incorporate the rest elements/functions into our method (Type B of Table V ). An example element of this type is xslt:for-each, which accesses several fragments beyond the fragment in which the xslt:for-each element is used. Thus, we have to handle XSLT elements/functions of Type B carefully in order to extend the expressive power of our method. Another future work relates to experimentation. In our experimentation we use only three synthetic XSLT stylesheets. Thus we need to make more experiments using real-world XSLT stylesheets.
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