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Abstrakt 
Tato práce se zaměřuje na problematiku návrhu a implementace jednoduché slovní hry pro hádání 
slov na základě jejich opisu. Výstupy hry jsou anotovaná slovní data, která se dále dají použít např. 
jako základ pro sestavení obdoby opisového slovníku. Hra se skládá ze dvou komunikujících částí – 
klientské, která se stará převážně o vyobrazení hry a serverové, výpočetní části. Pro implementaci 
bylo využito moderních webových technologií především pak klientského JavaScriptu a serverového 
Node.js.  
 
 
 
 
 
Abstract 
This thesis focuses on design and implementation of a basic word game for guessing given word with 
knowledge of its paraphrase. The output of the game is annotated word data, which can be further 
used as a base in creation of parallel of paraphrase dictionary. The game consist of two mutually 
communicating parts – the client part, which mostly takes care of displaying the game interface and 
the server part, which takes care of the actual computation. There were used modern web 
technologies during implementation, especially client-side JavaScript a server-side Node.js. 
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1 Úvod 
    Snad každému  je důvěrně známý moment, kdy chce použít nějaké slovo, ale přes veškerou snahu 
si nedokáže vybavit jeho znění. Co si ale často vybaví jako první, jsou různá klíčová slova, která se 
v kontextu daného slova v konverzaci často vyskytují nebo mají s tímto slovem jinou logickou 
spojitost. Právě tyto situace jsou motivací pro sestavení databáze zmíněných klíčových slov k co 
největší množině běžně používaných slov. 
    Jelikož je tvorba takovéto databáze procesem velmi zdlouhavým a v menším počtu lidí, nejen že by 
tento úkol zabral neúměrně dlouhou dobu, ale pravděpodobně by zkonzumoval velké množství 
prostředků, je na místě využít populární a levné metody shromažďování dat silou crowdsourcingu. 
    Samotná část získávaní dat je v rámci této práce obalena jednuduchou slovní hrou pro jednoho, 
případně dva hráče, jejímž cílem je, nejen zabavit hráče, procvičit a rozšířit jeho slovní zásobu, ale 
hlavně nashromáždit co největší množství anotací, pro vytvoření zmíněné databáze. 
1.1 Crowdsourcing 
    Crowdsourcing, v českém jazyce často překládán jako „najímáni davu“ či „davová spolupráce“, je 
v posledních letech, i co se informatiky týče, velmi často skloňovaným pojmem. Velký rozkvět 
zaregistroval hlavně v oblasti podnikání po nástupu technologie Web 2.0. Jedná se o způsob zapojení 
širšího davu lidí na řešení daného problému. Při tomto způsobu řešení je objem nasbíraných dat 
z pravidla značně velký a zároveň je zisk takto nabytých dat levnější, než kdyby se data zakázkově 
získávala od vybraných jednotlivců [1].   
1.2 Crowdsourcing v informatice 
    I přes velmi rychlý vývoj technologií v oblasti informatiky, stále existují úkoly, na které ani sebe-
výkonnější stroje nestačí nebo zkrátka pro jejich řešení nejsou vhodné. Pro řešení některých z těchto 
úloh je výhodné využít, a též se ho využívá, crowdsourcingu. Jako příklad lze uvést projekty Louise 
Von Ahna CAPTCHA a reCAPTCHA, které nejen že značnou mírou přispívají k zabezpečení v síti 
internetu, ale zároveň pomáhají digitalizovat obsah knih [2]. Toto je příklad velmi důmyslného 
způsobu crowdsourcingu, který nenechává nevyužit ani velmi krátký úsek uživatelova času. Dalším 
příkladem mohou být takto konstruované hry. Kupříkladu ESP Game, jejíž hráči kromě zábavy, která 
plyne z hraní, pomáhají v rámci hry identifikovat entity, které se nachází na vybraných obrázcích a 
tímto obrázky štítkují [3]. Takto získaná data následně lze využít v jádrech obrázkových vyhledávačů. 
Dále hra PeekaBoom, jejíž hráči nejenže určují výskyt jednotlivých entit v rámci obrázku, ale 
dokonce určují jejich polohu v souřadnicovém systému. Za zmínku určitě také stojí projekt Duolingo, 
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rovněž pod patronátem Louise Von Ahna. Duolingo je hra, která pomáhá hráčům v učení cizího 
jazyka, přičemž zároveň překládá prostor World Wide Webu tím, že vybírá věty, které se nacházejí  
v jednotlivých vybraných dokumentech, a nechává hráče sestavit jejich překlad. Více informací 
o výsledcích dosažených pojektem Duolingo [4].  
    Všechny výše uvedené herní projekty jsou, či byly, uživateli velmi oblíbené, někteří hráči u nich 
dokonce tráví i hodiny času denně a produkují velké množství dále zpracovávaných anotací.   
1.3 Struktura práce 
1.3.1 Návrh aplikace 
    První část této práce se zabývá popisem jednotlivých fází návrhu obou  módů jednoduché hry pro 
získání anotačních dat. Konkrétně se jedná o návrh principu a pravidel hry, návrh uživatelského 
rozhraní celé aplikace, návrh obecné architektury aplikace, postupu ukládání anotací a pravidel pro 
kontrolu anotování. 
1.3.2 Technologie 
    Následující kapitola obsahuje stručný popis a zajímavosti nejvýznamnějších zvolených technologií, 
které byly zvoleny pro tvorbu samotné aplikace. 
1.3.3 Implementace a testování 
    Závěřečná část této práce se zabývá samotnou implementací zmíněné jednoduché hry, především 
některými postupy a specifiky, které byly použity při tvorbě aplikace a následným testováním.  
    Část testování konkrétně popisuje návrh, provedení a následné vyhodnocení testu grafického 
uživatelské rozhraní aplikace, stejně jako testování samotného sběru dat, společně se závěrečným 
vyhodnocením stavu databáze po několika hrách odehraných menší skupinou reálných uživatelů.  
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2 Návrh 
    První část následující kapitoly se zabývá popisem principů a pravidel, na kterých jsou založeny oba 
herní módy hry, skrze kterou se extrahují anotace, v nichž se společně shromažďuje cílená databáze 
klíčových slov. Druhá část pak rozebírá návrh architektury aplikace jako celku, stejně jako návrh 
architektury obou účinkujících entit, klientské části a serverové části, a popisu protokolu, skrze který 
obě tyto části komunikují. 
2.1 Hra 
    Princip samotné hry je velmi jednoduchý. Hra postupně nabízí hráči náhodně vybraná slova. 
Úkolem hráče je, poté, co slovo obdrží, sepsat všechna klíčová slova, která se mu vybaví jako první 
v souvislosti se slovem vybraným. Tím probíhá anotování. 
    Za účelem snížení monotónnosti anotování obsahuje hra 2 různé herní módy. Jelikož jsou 
v posledních letech velmi oblíbené hry, kde dochází k interakci s jinými hráči, ať už formou 
kompetitivní nebo kooperativní, oba herní módy tuto funkcionalitu implementují. Část kompetitivní 
je obsažena v obou herních módech. Za každou novou anotaci hráč obdrží bodové ohodnocení, hráči 
s nejvyšším počtem bodů na konci hry, jako motivaci, obdrží bodový bonus. Pro část kooperativní byl 
implementován týmový herní mód, kde hráči musí při anotování spolupracovat. Čím rychleji a lépe 
jejich spolupráce funguje, tím větší porcí bodů je tým po dokončení hry ohodnocen.     
2.1.1 Společný základ 
    V rámci obou herních módů se hra skládá z jednotlivých, nezávislých kol. Na začátku každého kola 
je náhodně zvoleno slovo, které budou hráči anotovat. Po zobrazení vybraného slova se spustí časový 
odpočet, v němž zúčastnění hráči vkládají klíčová slova s tímto slovem související, čímž probíhá 
samotné anotování. 
2.1.2 Mód hry jednoho hráče 
    Mód hry jednoho hráče je velmi jednoduchý a byl vložen nad rámec zadání této bakalářské práce, a 
to hlavně kvůli srovnání přesnosti anotování s módem týmové hry. Každý hráč v rámci tohoto módu 
hraje sám za sebe. Principem je během časového odpočtu každého kola uvést co nejvíce klíčových 
slov – anotací. Čím více jich hráč uvede, tím větším množstvím bodů je ohodnocen. 
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2.1.3 Mód týmové hry 
    Mód týmové hry je hlavní částí zadání této práce. V rámci týmového módu proti sobě nesoupeří 
jedinci, ale hráčské týmy. Každý tým se skládá ze dvou hráčů – popisující hráč(dále Seeker) a 
hádající hráč(dále Finder).   
    Seeker obdrží na začátku kola náhodně vybrané slovo, které má být anotováno. Hráč Seeker je na 
tahu jako první. Jeho úkolem je do vypršení časového limitu, uvést co nejvíce klíčových slov 
relevantních k vylosovanému slovu. Role Seekera je téměř totožná s rolí hráče v módu hry jednoho 
hráče. 
    Po ukončení tahu Seekera se dostává na tah hráč Finder. Úkolem Findera je na základě klíčových 
slov uvedených Seekerem zpětně uhádnout anotované slovo.  
    Herní mód týmové hry je obtížnější, proto je oceněn vyšším množstvím bodů než mód hry jednoho 
hráče, a zároveň je takto získaným anotacím přikládána vyšší váha, ale pouze pod podmínkou 
uhádnutí slova Finderem. Nicméně jsou od týmového herního módu očekávány přesnější výsledky a 
kvalitnější anotace. Implementovaná kontrola anotování hráčem Finder by měla zajistit, aby 
nedocházelo ke vkládání slov, která se slovem anotovaným od prvního pohledu prokazatelně 
nesouvisí.  
    Pro snížení obtížnosti a zvýšení zábavnosti módu má hráč Seeker přístup k několika tlačítkům, díky 
kterým může jednosměrně reagovat na vstupy spoluhráče. Jedná se o tlačítka Hot, Cold a Focus. 
    Tlačítka Hot a Cold může Seeker aplikovat na všechny vstupy Findera a tím mu napovědět, jak je 
dané slovo blízko slovu anotovanému. Tlačítko Focus může Seeker aplikovat naopak na jakékoli ze 
svých slov a tím pomoct usměrnit tok myšlenek hádajícího hráče, pokud se jeho odhady uchylují 
nesprávným směrem.   
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2.2 Uživatelské rozhraní 
    Velmi důležitou částí návrhu herní aplikace je uživatelské rozhraní. Uživatelské rozhraní je část, se 
kterou uživatel přímo interaguje a mnohdy je to část, kde si uživatel vytváří celkový dojem 
z aplikace. Proto je důležitý především návrh přehledné a intuitivní struktury. V rámci následujících 
podkapitol bude znázorněno rozložení tří hlavních herních obrazovek – menu, hra jednoho hráče a 
týmová hra – pomocí odpovídajících wireframů. 
2.2.1 Rozložení herního menu  
 
 
Obrázek 2.1 Návrh obrazovky herního menu 
 
    Herní menu obsahuje 2 hlavní panely. Panel v levé části obrazovky zobrazuje seznam všech 
aktuálně založených her – jak her, které se nacházejí v herním lobby, tak her hraných. Nový hráč se 
může připojit pouze do her, které ještě nebyly odstartovány a zároveň mají volnou alespoň jednu 
hráčskou pozici. Panel v pravé části obrazovky nabízí hráči možnost založení nové hry. Při základní 
hry musí hráč určit několik povinných parametrů hry. Kromě jména je to herní mód, počet kol, ze 
kterých se hra sestává, počet volných pozic pro potenciální spoluhráče, resp. protihráče a výchozí 
hodnotu časovače pro každé kolo hry. Po vyplnění těchto parametrů, může být hra založena. Nově 
založená hra ihned přesune zakládajícího hráče do herního lobby a zároveň se zobrazí jako dostupná 
v levé části obrazovky. 
 8 
2.2.2 Rozložení hry jednoho hráče 
 
 
Obrázek 2.2 Návrh obrazovky hry jednoho hráče 
 
    Jelikož je herní mód pro jednoho hráče zamýšlen více kompetitivně, zobrazují se v pravé části apli- 
kace v reálném čase aktualizované body jednotlivých hráčů. Záznamy všech hráčů jsou seskupeny do 
přehledné tabulky. Levá část obrazovky aplikace obsahuje jednoduchou formulářovou strukturu zahr- 
nující náhodně vybrané slovo k anotování, odpočet časovače daného kola, uživatelský vstup a seznam 
již odeslaných a validovaných uživatelských vstupů. 
2.2.3 Rozložení týmové hry 
 
Obrázek 2.3 Návrh obrazovky týmové hry 
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    Rozložení okna aplikace je velmi podobné rozložení u módu hry pro jednoho hráče, navíc je však 
rozšířeno o plochu týmového spoluhráče. Levá polovina aplikace pro oba týmové hráče zobrazuje 
část, se kterou sami interagují, pravá část pak zobrazuje vstupy spoluhráče, který je připojen z jiného 
klienta. Obě tyto části se v reálném čase aktualizují v závislosti na činnosti hráčů. 
2.3 Architektura klient-server 
    Jelikož je v rámci aplikace klíčové shromažďovat herní data od většího množství klientů 
připojených ve větším počtu paralelně běžících her, a zároveň co možná nejvíce snížit výpočetní zátěž 
aplikace na straně hráče, je velmi vhodné využít klient-serverové architektury. Díky této architektuře 
je možné převést téměř veškerou výpočetní zátěž aplikace na stranu serveru, který běží ve smyčce a 
reaguje na požadavky přijímané ze strany klienta. Po přijetí a identifikaci definované zprávy provede 
odpovídající výpočet a formou odpovědi vrátí výsledek zpět klientovi. Formát takovýchto zpráv je 
definován v rámci komunikačního protokolu. Zátěž na straně klienta pak tvoří pouze výpočty spojené 
s vyobrazováním stavu aplikace, což odpovídá grafickému uživatelskému rozhraní a některé, méně 
náročné výpočty. Především ty, které nezbytně nevyžadují komunikaci se serverem, ale dokážou 
zkrátit reakční dobu aplikace, jako jsou například jednoduché operace typu kontrola formátu 
vstupních hodnot textových polí HTML formulářů a podobně.     
2.4 Architektura klientské části 
    Struktura klientské části je tvořena čtyřmi moduly. Hlavním a spojovacím článkem mezi dalšími 
třemi moduly je modul client. Modul client je část, jejíž kód se začne provádět jako první po načtení 
aplikace. Provádí operace jako úvodní inicializaci herního klienta, vytvoření a navázání spojení se 
serverem, úvodní načtení, případně vyžádané překreslení grafického uživatelského rozhraní aplikace. 
A je to právě modul client, který identifikuje a následně směruje zprávy přijaté ze strany serveru do 
dalších modulů aplikace. Modul client je rovněž část kódu, jenž zapouzdřuje všechny globálně 
využívané funkce v ostatních modulech herního klienta.  
    Další tři moduly jsou modul login, game a gameTeam. Všechny z tří zmíněných modulů mají 
velmi podobnou funkčnost, ale různý, specifický účel. Na funkce těchto modulů jsou navázány 
asynchronní události, které vyvolává činnost hráče v rámci průchodu aplikací, jedná se především o 
události stisku tlačítka. Jejich druhým úkolem je, poté co jim modul client předá identifikovanou 
zprávu, na tuto zprávu reagovat.  
    Modul login se instanciuje po navázání spojení se serverem a ihned je mu předáno řízení. Modul 
login zapouzdřuje zasílání a obsluhu zpráv pro připojení klienta na server v kontextu autentizace 
uživatelského účtu pro vytvoření nové hry, připojení do již existující hry a zprávu pro vyžádání 
aktuálního seznamu her, která se používá k jeho obnovení. 
 10 
    Moduly game a gameTeam zapouzdřují zprávy týkající se všech událostí poté, co se uživatel 
přesune do před herního lobby. Konkrétně modul game řeší  herní mód pro jednoho hráče a modul 
gameTeam mód týmové hry. Samotné zprávy poskytují funkce start hry, start nového kola hry, 
zpracování nového uživatelské vstupu, ukončení kola, ukončení hry. V případě módu týmové hry je 
protokol rozšířený kvůli obsluze dvou různých hráčských rolí.   
2.5 Architektura serverové části 
   Architektura serveru je symetrická s architekturou klienta. Skládá se ze čtyř hlavních modulů a tří  
modulů doprovodných. Modul server, jádro serverové části aplikace, stejně jako v klientské části 
programu modul client, tvoří inicializační a spojující článek. Jeho účelem je reakce na žádost o 
navázání spojení ze strany klienta a případné vytvoření spojení, dále pak identifikace a směrování 
příchozích zpráv do konkrétních modulů k dalšímu zpracování. 
    Modul loginServer reaguje na zprávy příchozí od klientského modulu login. Jedná se o autentizaci 
uživatele při žádosti o připojení na server, kdy kontroluje existenci uvedeného účtu vůči databázi 
uživatelských účtů. Pokud se takový záznam v databázi nachází, klient je zařazen do vnitřních 
datových struktur serveru a dále s ním nakládá jako s připojeným klientem. Poté reaguje na zprávy 
týkající se vytvoření nové hry, případně na žádosti o připojení do již existující hry. Ve zmíněných 
případech modifikuje datové struktury uchovávající seznam existujících her, eventuálně záznam o 
konkrétní hře a jejich hráčích. V poslední řadě je to rovněž loginServer, který řeší odpojování klientů 
ze serveru. V tomto případě je velmi podstatné rozlišit situace, kdy se odpojovaný klient nachází 
mimo hru a kdy se nachází ve hře. Pokud se klient nachází mimo hru, lze jej okamžitě odpojit 
smazáním záznamu a zrušením spojení. V případě, kdy se klient nachází ve hře a není jejím 
zakladatelem, může být s klientem nakládáno stejně jako s běžným klientem mimo hru. Klient, který 
nedokončí hru, není za svůj příspěvek do hry oceněn bodovým ohodnocením, jež se na konci hry 
neukládá. Nejkomplikovanější případ nastává, když je odpojovaný klient zároveň zakladatelem hry. 
Při těchto podmínkách se, pokud není hráčem jediným/posledním, pokusí předat zakladatelská práva 
prvnímu volnému spoluhráči. Pokud je ale hráčem posledním, zaniká celá hra. 
    Moduly gameServer a gameTeamServer reagují na zprávy, které klient odesílá v průběhu hry. Oba 
tyto moduly přistupují k vnitřním datovým strukturám, ty uchovávají seznam připojených klientů a 
existujících her. Tyto datové struktury reflektují aktuální stav serveru. Oba moduly rovněž při 
reakcích na zprávy v reálném čase přistupují k databázi, do které průběžně ukládají uživateli odeslané 
vstupy. 
    Pohodlnou práci s databází zajišťuje modul mySQL, který zapouzdřuje funkce pro jednoduché 
vytváření záznamu o nové hře, o ukončení hry, vybrání náhodného slova z databáze, vložení nového 
uživatelem poskytnutého slova a podobně. 
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   Následující modul je modul responder. Modul reponder zahrnuje 3 důležité funkce pro odesílání 
zpráv ze strany serveru ke klientovi. Tento modul je, na rozdíl od modulu mySQL, využíván všemi 
třemi částmi serveru a to téměř při každé operaci. Nabízí funkce pro komunikaci s jedním konkrétním 
klientem, danou skupinou klientů v rámci konkrétní hry nebo se všemi připojenými hráči na serveru. 
    Posledním modulem je modul validator. Tento modul poskytuje 2 klíčové funkce, které souvisí 
s validací uživatelem vloženého klíčového slova.  
2.6 Komunikační protokol 
    Veškerá komunikace, která probíhá mezi entitami klienta a serveru, splňuje pravidla definovaného 
komunikačního protokolu.  
2.6.1 Formát zprávy 
    Všechny zprávy v rámci komunikace mají shodný formát. Obsah zprávy by se dal rozdělit do dvou 
logických celků. Prvním celkem je hlavička zprávy, která obsahuje všechna potřebná data, jež se 
využívají pro směrování zprávy. Hlavička v první řadě udržuje informace o tom, jestli zpráva putuje 
směrem client-server nebo server-client a v řadě druhé, pro který modul je tato zpráva určena. 
Druhým logickým celkem je datová část zprávy. Ta obsahuje celou informační hodnotu. Datová část 
zprávy obsahuje hlavně informace jako identifikátor odesílatele. Hra, ve které se odesílatel nachází, 
případně datové vstupy ze strany odesílatele, které vkládá do hry – to platí pro zprávy ze strany 
klienta. U zpráv ze strany serveru v datové části putuje vždy jedna v rámci reakce z aktualizovaných 
datových struktur obsahující informace o novém stavu sezamu dostupných her nebo hře probíhající.  
 
 
Obrázek 2.4 Příklad zprávy protokoly 
2.7 Databázový relační model 
    Návrh relačního modelu databáze vychází z následujících požadavků na persistentně uchovávaná 
data. Kromě základních, nezbytných dvou tabulek - zdrojové tabulky word, která obsahuje seznam 
dostupných slov k anotování - a tabulky paraword pro uchování klíčových slov uvedených 
k jednotlivým anotovaným slovům, databáze uvažuje následující požadavky:  
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1. Hra je přístupná pouze registrovaným uživatelům 
2. Uchovává nejen historii všech odehraných her, ale i jednotlivých kol v rámci hry 
3. Ke každé z odehraných her uchovává informace o hráčích, kteří hru hráli 
4. Dokáže rozlišit jaké klíčové slovo v jakém konkrétním kole dané hry daný hráč vložil 
 
    Tyto požadavky splňuje následující relační model databáze:  
 
 
 
Obrázek 2.5 Shéma relační databáze 
     
    Tabulka client uchovává záznamy všech registrovaných hráčů. Jelikož v jedné hře může hrát více 
hráčů zároveň, v kontextu historie her může mít jeden hráč odehráno více než jednu hru. Proto je 
nutno vytvořit vazební tabulku mezi tabulkami client a game. Pro tento účel existuje tabulka player. 
Samotná tabulka game uchovává pouze herní identifikátor, název hry, mód hry a časovou známku, 
kdy byla hra odehrána. Záznamy tabulky round obsahují informace o všech kolech, odehraných 
v rámci jednotlivých her, s odkazy na dané anotované slovo a příslušnou hru. Poslední tabulkou je 
tabulka round_word jejíž záznamy drží informace o všech uvedených klíčových slovech, s odkazem 
na dané kolo, dané hry. Takto navržená struktura databáze vyhovuje všem dříve stanoveným 
požadavkům a bude dále použita v implementaci aplikace.    
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2.8 Anotace 
    Veškerá činnost souvisejí se zpracováním uživatelem vložených vstupů se provádí v rámci serveru. 
Aby mohl být uživatelský vstup systémem  klasifikován jako validní anotace a ta se mohla následně 
uložit do databáze, musí projít následující dvojicí kontrolních prodedur. 
2.8.1 Validace vstupu 
    První procedurou je validace existence daného vstupního slova vzhledem k podporovanému jazyku 
aplikace. Tato kontrola se provádí porovnáním vstupního slova s obsahem slovníkové databáze 
daného jazyka. V případě této aplikace se jedná o jazyk anglický. Pokud je slovo v rámci dané 
databáze nalezeno, může se s ním prozatím nakládat jako se slovem validním a může pokračovat ke 
kontrolní proceduře č.2. Pokud je ale výsledek hledání negativní, slovo se zahazuje.  
2.8.2 Stemming 
    Stemming je často využívanou technikou především v oblasti získávání infromací [5]. Podstatnou 
část procesu získávání informací tvoří analýza obsahu dokumentu, ve kterém se objevuje řada slov 
v různých morfologických variantách, které je často třeba sémanticky ztotožnit. Díky algoritmickému 
postupu analýzy ale budou např. slova „computing“ a „computer“ rozeznána jako 2 různá slova. 
Právě k tomu aby se, i tato dvě, slova dala detekovat jako sémanticky ekvivalentní, je nutno využít 
nějakou formu zpracování přirozeného jazyka. 
    Nejběžnější stemming algoritmy postupují tak, že se postupně pokouší redukovat zpracovávané 
slovo na jeho základní tvar, někdy nazýván jako kmen(angl. stem) [6]. Samotný algoritmus redukce 
se sestává z postupného modifikování a ořezávání slova, přesněji jeho přípon, na základě pravidel 
definovaný pro daný jazyk. Takovéto algoritmy se nazávají ořezávací(angl. truncating) [7]. 
    Stemmingu tato aplikace využívá v druhém kroku validace vstupního slova. Pravidlem je, že 
uživatel nesmí uvést slovo, které je sémanticky ekvivalentní se slovem anotovaným. Pokud by takové 
slovo bylo akceptováno, anotování by ztrácelo smysl, jelikož informační hodnota jeho anotace je 
prakticky bezcenná.  
 
 
 
Obrázek 2.6 Postup validačního algoritmu 
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3 Použité technologie 
    Zatímco dříve webové prohlížeče sloužily převážně k pasivnímu prohlížení obsahu webových 
stránek, v posledních letech jsou to právě webové technologie, které s nástupem HTML5 CSS3 či, 
značnou popularizací, JavaScriptu demonstrují obrovský rozvoj informačních technologií. Stává se 
z nich univerzální platforma, která podporuje velmi širokou škálu zařízení, ať už jde o osobní 
počítače, mobily, tablety, různé herní konzole a další černou elektroniku [8].  
    Proto i výstup této práce využívá nejmodernější technologie, jež webová platforma nabízí. Jedná 
se, v nejužší rovině, o právě zmíněné HTML5, CSS3, klientský JavaScript(především pak knihovna 
jQuery), moderní serverový JavaScript(známý také jako Node.js) a několik dalších obecnějších 
technologií, jako například MySQL pro práci s databází.     
3.1 HTML5 
    HTML5 je zatím posledním standardem z rodiny HTML. Jedná se o základ téměř každé současné 
webové stránky a nejběžněji používaný značkovací jazyk v rámci webových technologií. Jazyk 
HTML s každou verzí nabízí programátorovi širší repertoár značek poskytující funkčnost, která se 
v minulosti musela řešit za použití například JavaScriptu [9].  
3.2 CSS3 
    CSS, často překládáno jako kaskádové styly, je stylovací jazyk, používaný k definici 
stylů  dokumentů, napsaných v jazycích HTML, XHTML nebo XML. K největším výhodám tohoto 
jazyka patří hlavě oddělení definice stylu dokumentu od návrhu jeho struktury,  opětovná použitelnost 
definovaných stylů a přehlednost takto definovaných pravidel.  
3.3 Handlebars 
    Pro udržení přehlednosti zdrojového kódu je, hlavně u dynamicky generovaných stránek, velmi 
výhodné použít šablonovací systém. Šablonovací systém je komponenta, která umožňuje rozdělit 
definici obsahu zobrazovaného dokumentu na definici obecné struktury dokumentu a datový model. 
Před zobrazením dokumentu pak dochází ke kompilaci šablonovacím jádrem. Při dobrém návrhu 
programu dovede tento přístup zároveň oddělit výpočetní logiku programu od jeho prezantační 
logiky, čímž přispívá k dodržení návrhového vzoru MVC. Pro tento účel je v rámci bakalářské práce 
použit šablonovací systém Handlebars, který na rozdíl od jeho podmnožiny Mustache, poskytuje 
rozšířenou prezentační logiku. Ta dovoluje v rámci definovaných šablon používat řídící struktury, 
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jako jsou podmínky a cykly. Mimo řídící struktury dovoluje skrze helpery nadefinovat širokou škálu 
funkcí, které se dají nad datovým modelem využít. 
 
 
Obrázek 3.1 Princip činnosti šablonovacího jádra 
 
3.4 JavaScript 
    Javascript je interpretovaný, multiplatformní, objektově orientovaný skriptovací jazyk. Je populární 
v oblastech tvorby webových stránek. Umožňuje přidat dynamičnost a interaktivitu na klientské 
straně aplikace, resp. na straně prohlížeče. K popularizaci JavaScriptu velmi přispělo vydání 
knihovny jQuery. jQuery je funkčně velmi bohaté API, jehož cílem je co možná nejvíce zjednodušit 
běžné operace, jako je zpracování událostí, manipulace s HTML dokumentem či jeho styly, animace 
nebo práce s AJAXem.     
3.5 Node.js 
    Při programování herního serveru je velmi výhodné využít událostmi řízenou architekturu, kterou 
poskytuje JavaScript. Tuto funkčnost nabízí Node.js, vysoce výkonný framework, který rozšiřuje pole 
působnosti Javascriptu do serverového prostředí. Node.js je interpretován open-source 
JavaScriptovým jádrem V8 [10, 11]. To bylo původně vytvořeno pro Google Chrome. Přestože je 
Node.js poměrně nová technologie, nabízí řadu užitečných modulů, například pro HTTP server, práci 
s Websockety a mnohem více. 
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3.5.1 Websocket 
    Jedná se o komunikační protokol zajišťující plně duplexní komunikační kanál mezi dvěma 
entitami. Komunikace probíhá nad TCP spojením [12, 13]. Tyto podmínky jsou velmi výhodné při 
implementaci aplikace s klient-serverovou architekturou. 
3.5.2 Nodehun 
    Nodehun je Node.js modul, vyvinutý nezávislým programátorem Nathanem Sweetem, který 
poskytuje API nad prvotřídním morfologickým analyzátorem a kontrolorem spellingu Hunspell. 
    Hunspell je velmi spolehlivý, populární a užívaný v mnoha rozsáhlých a známých projektech, jako 
na příklad LibreOffice, OpenOffice, Firefox, Chrome a podobně. Původně byl vytvořen pouze pro 
maďarštinu, od jeho prvního vydání se ale značně rozrostl a pokrývá většinu běžných i méně běžných 
jazyků. Soustředí se na jazyky s bohatou morfologickou zásobou [14].  
3.6 JSON 
    JSON(Javascriptová objektová notace) je odlehčený formát pro výměnu dat, založený na 
podmnožině programovacího jazyka JavaScript. Jedná se o textový, jak strojově, tak člověkem 
snadno čitelný i zapisovatelný formát [15]. Princip jeho reprezentace je postaven na dvou základních 
datových strukturách – pole a objekt. Díky své jednoduchosti se dá s výhodou využít v rámci 
komunikačního protokolu v klient-serverových aplikacích. 
3.7 MySQL 
    Pro ukládání dat se v rámci projektu pracuje s multiplatformním databázovým systémem MySQL, 
který poskytuje velmi komfortní a jednoduchou práci s daty. Veškerá komunikace s databázovým 
systémem MySQL se provádí za pomocí databázových příkazů a dotazů v jazyce SQL, v anglickém 
jazyce označovaných jako queries. 
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4 Implementace 
    Naprostá většina výkonné části kódu aplikace je napsána v čisté podobě jazyka JavaScript. 
V některých případech, hlavně při práci s Dokumentovým Objektovým Modelem, je využito 
JavsScriptové knihovny knihovny jQuery. Přestože je JavaScript jazykem prototypovým, díky 
přístupu „všechno je objekt“ dovoluje aplikovat programovací postupy blízké třídním jazykům. 
    Obsahem každého z dílčích souborů programu je funkce(objekt) zapouzdřující unikátní sadu 
proměnných a vnitřních funkcí. K těmto atributům se dále přistupuje skrze instanciaci objektu 
obalové funkce. 
    Následující kapitola se zabývá právě implementačními specifiky a postupy použitými při tvorbě 
aplikace. 
4.1 Adresářová struktura projektu 
    Z kořenového adresáře projektu se struktura větví do dvou nezávislých celků. Prvním je adresář 
server a druhým je adresář client. Jak už názvy napovídají, adresář server je kořenovým adresářem 
pro serverovou část, stejně jako client pro část klienta. 
    V rámci klientské části adresářové struktury se nachází adresář lib, který obsahuje zdrojové 
soubory použitých JavaScriptových knihoven jQuery a Handlebars.js. Dalšími dvěma podstatnými 
adresáři jsou adresáře templates a css, kde adresář templates obsahuje všechny zdrojové šablony, ze 
kterých se čerpá HTML kód pro grafické uživatelské rozhraní aplikace a adresář css, kde jsou 
obsaženy definice kaskádových stylů pro zmíněné šablony. Posledním adresářem je pak adresář 
scripts, v němž lze nalézt jádro klientské části aplikace – JavaScriptovské soubory client, login, game, 
gameTeam a soubor helpers, který definuje helpery využité v definovaných šablonách. Klientská část 
aplikace je spustitelná skrze soubor index.html, který se nachází v kořenovém adresáři a funguje 
především jako propojovací soubor. 
    Struktura serverové části je podobná. Obsahuje adresář node_modules, který zahrnuje všechny 
serverem využívané moduly. Tento adresář je vytvořen správcem modulů pro Node.js(Node package 
manager) při instalaci modulů. Serverová část využívá moduly websocket, mysql a Nodehun. Stejně 
jako u klientské části obsahuje část serverová adresář scripts, ve kterém se nachází Node.js moduly 
login_server, game_server, game_seam_server a pomocné skripty global, mySQL, responder a 
validator. Posledním adresářem je adresář dictionaries a obsahuje slovník podporovaných anglických 
slov a seznam předpon a přípon, které se u slov v rámci daného jazyka mohou objevit.Server je 
spustitelný skrze soubor server.js, jenž je situován v kořenovém adresáři serveru.   
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4.2 Klientská část 
    Po otevření souboru index.html se ke slovu dostává hlavní soubor klientské části client.js. Tento 
soubor pomocí funkce $(document).ready() ihned detekuje načtení dokumentu. 
    V rámci inicializace nastaví cesty ke všem dále používaným šablonám a zaregistruje 3 důležité 
události. Ty mají za následek instanciaci a následné předání řízení dalším modulům programu. Jedná 
se o události server-login, která nastává při navázání spojení se serverem. Dále game-join  nastává při 
připojení do herního módu pro jednoho hráče a game-team-join. Poslední událost, analogicky, nastává 
při připojení hráče do týmového módu hry. 
 
Definice události pro instanciaci modulu login serveru:  
$(document).on('server-login', function() { 
    loginHandle = new Login(templates['server-login']); 
});  
Vyvolání události: 
$(document).trigger('server-login');  
    Po registraci všech událostí modul provede připojení k serveru vytvořením nové instance 
websocketu a otevřením spojení. Pokud server připojení přijme, počínaje touto událostí obě entity 
mohou komunikovat podle definovaného protokolu. 
4.2.1 Směrování zpráv 
    Poté, co modul Websocket detekuje příchozí zprávu ze strany serveru, volá funkci 
loadMessage(message) a předává jí parametrem obsah samotné zprávy. Jelikož je obsah 
zprávy kódován serializačním formátem JSON, funkce jej nejdříve deserializuje a následně podle 
atributu objektu zprávy message.type směruje cílené části klienta. Rozhodnutí probíhá v rámci řídící 
datové struktury switch. 
4.2.2 Šablonovací systém 
    Veškerý HTML kód použitý v rámci aplikace, je rozdělen do třech šablonových souborů. Jeden 
soubor zahrnuje všechen HTML kód použitý v rámci přihlašovací obrazovky a herního menu. Další 
dva soubory pak obsahují HTML kód pro herní lobby, herní obrazovku a obrazovku s konečnou 
tabulkou výsledků pro oba herní módy.  
    Aby se zajistilo, že prohlížeč bude šablony během průchodu jejich kódem ignorovat, je zvykem 
kód šablon obalovat HTML tagem: 
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<script id="template" type="text/x-handlebars-template"></script> 
    Tato konstrukce sice říká prohlížeči, že se jedná o skript, nicméně parametr type="text/x-
handlebars-template" je prohlížeči neznámý, tudíž skript neinterpretuje. 
    Všechny šablony se napojují za běhu programu. Napojení probíhá do připraveného elementu:  
<div id="content"></div> 
Tento element je zároveň, kromě elementu body, jediným elementem, který je definovaný v souboru 
index.html a bude se zobrazovat. Všechen ostatní HTML kód se nachází právě v rámci definovaných 
šablon. 
    Pro práci se šablonami jako načtení nové šablony ze souboru, napojení a extrakce jejich 
specifického elementu, včetně jeho obsahu, poskytuje client.js funkce 
loadTemplate(templatePath,callback),  applyTemplate(template,element, 
data) a getTemplateElement(template,element). 
    První z uvedených funkcí přijme cestu k souboru, ve kterém se nachází definice šablony, načte 
obsah tohoto souboru do proměnné a za pomocí anynomní callback funkce tuto proměnnou předá 
zpět modulu, o níž žádal. 
    Poslední z uvedených funkcí skrze argumenty přijme dříve načtenou šablonu a HTML identifikátor 
elementu, který se má z kódu šablony extrahovat. Obsah tohoto elementu včetně jeho samotného 
uloží do proměnné a vrací jako návratovou hodnotu. 
    Funkce applyTemplate funguje ve dvou krocích. Nejdříve šablonu, kterou přijme argumentem 
zkompiluje pomocí jádra Handlebars.js a následně ji za pomocí metody jQuery 
$(element).html() napojí na daný element, v tomto případě jde o element s identifikátorem 
content. 
 
Příklad volání applyTemplate při nutnosti načtení nové šablony: 
applyTemplate(getTemplateElement(self.template,'#end-game-wrapper'), 
'#content', self.jsonData); 
4.2.3 Správa komunikace Seeker-Finder 
    Hráč Seeker má přístup ke třem tlačítkům, díky kterým může reagovat na odhady hřáče Finder, 
jsou to zmíněná tlačítka Hot, Cold a Target. 
    Princip funkce všech tří tlačítek je založený na stejném principu. Pokud hráč Seeker ve svém 
klientu klikne na jedno z těchto tlačítek, odesílá se zpráva jeho spoluhráči a výsledkem je obarvení 
rámečku elementu obsahující dané slovo odpovídající barvou. Pro tlačítko Hot je to barva červená, 
pro tlačítko Cold jde o barvu modrou a tlačítko target vyvolá přebarvení na barvu zelenou. 
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    Samotné přebarvení rámečku elementu je jednoduchá operace, která se velmi pohodlně dá vyřešit 
za použití jQuery vybráním požadovaného elementu a přidáním odpovídající CSS třídy. Jelikož ale 
aplikace pracuje se šablonami, které se v průběhu jedné hry mnohokrát překreslují a aktualizují, čímž 
se přepisuje Dokumentový objektový model dokumentu a dochází tak při každé změně šablony 
k anulaci všech dynamicky aplikovaných změn DOMu. 
    K zachování takto vzniklých změn si herní klient ukládá každou změnu jako pravidlo a všechna 
pravidla ukládá do společného pole cssModifiers. Každé pravidlo v rámci této datové struktury 
má shodnou formu. Jedná se o objekt se třemi atributy selector, action a modifiedClass. 
Atribut selector udává, na který element DOMu se toto pravidlo bude aplikovat, atribut action 
pak obsahuje jeden z řetězců „add“ nebo „remove“. Záleží na tom, jestli se daná třída bude 
odstraňovat, či přidávat, což se uplatňuje pouze u funkce Target a samotný atribut modifiedClass 
pak definuje název CSS třídy, jež se bude elementu daného selectoru přidávat. 
 
Příklad definice nového pravidla: 
this.cssModifiers.push({ 
    'selector': '#paraword.hotCold_' + id, 
    'action': 'add', 
    'modifiedClass': 'turn_hot' 
}); 
    O aplikace všech definovaných pravidel se následně stará funkce modifyCss(), která iteruje 
přes všechna pravidla, dekóduje jejich obsah a náležitě, pomocí jQuery, tato pravidla interpretuje.  
    K volání této funkce dochází při každé změně šablony dokumentu, což má za následek „zachování“ 
takto definovaných změn.   
4.2.4 Správa událostí 
    Na různých herních obrazovkách může při průchodu aplikací nastat řada událostí, které vyžadují 
komunikaci s herním serverem. Většina těchto událostí se váže ke stisku tlačítka klientem. Jde 
například o tlačítko vytvoření nové hry, připojení do existující hry, vložení nové anotace v průběhu 
hry a podobně. Všechny tyto události musí být uvnitř daného modulu navázány na jim přidružené 
funkce, které, jako reakci na danou událost, odesílají odpovídající zprávy formulující danou žádost na 
server.  
    Jelikož se při využití šablonového systému dynamicky mění prvky DOM, nelze tyto události 
navázat na konkrétní elementy ihned po úvodním načtení dokumentu. Pro správnou funkčnost takto 
dynamických vazeb je nutná vazba přímo na kořen Dokumentového objektového modelu, objekt 
document. 
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    Každý z modulů login, game a gameTeam má definovaný atribut events, který obsahuje všechny 
události používané v rámci daného modulu. 
 
Příklad definice události pro příhlášení do hry v modulu login: 
this.events = { 
    'logIn': { 
'action': 'click', 
'selector': '#log-in', 
'callback': 'logIn' 
    } 
}; 
    Atribut action udává typ události, atribut selector obsahuje identifikátor, případně třídu 
objektu, na který bude událost navázána a atribut callback definuje název zpětně volané metody. 
    Krátce po instanciaci daného objektu se volá funkce bindEvents(this.events, this), té 
se předá právě proměnné this.events a odkaz na aktuální objekt, který je důležitý kvůli zpětné 
adresaci volaných metod, jež se budou k události vázat. Funkce bindEvents() iteruje skrze 
atributy přijatého objektu a pomocí jQuery konstrukce $(document).on() postupně provádí 
vazbu každé události na odpovídající funkci. 
    Jelikož se objekty game a gameTeam s každým novým připojením do hry znovu instanciují a, jak 
bylo řečeno, události jsou vázány přímo na kořenový objekt DOMu document, je nutno po dokončení 
každé hry všechny navázané události řádně zrušit. Pokud by se tato skutečnost ignorovala, uživatelské 
akce by spouštěly vícero stejných událostí při jedné akci, což je nežádoucí. Tuto skutečnost ošetřuje 
funkce unbindEvents(this.events), která funguje jako přesný opak funkce předchozí a 
v rámci jednoho cyklu všechny události ruší.  
4.3 Serverová část 
    Samotný server je spustitelný konzolovým příkazem node server.js. Po spuštění dochází 
k vytvoření instance websocket serveru. Dříve, než se ale websocket server spustí, je nutno 
instanciovat moduly pro login server, herní server hry jednoho hráče, herní server pro týmovou hru a 
vytvořit spojení s databází. Poté, co se provedou všechny předešlé operace, je websocket server 
spuštěn, což znamená, že od tohoto momentu server přijímá žádosti o připojení ze strany klienta. 
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4.3.1 Datové struktury 
    Dalo by se říct, že celkový stav serveru je určen aktuálním stavem jeho klíčových datových 
struktur. Většina činnosti v serverové části aplikace se pak skládá z manipulace s těmito datovými 
strukturami. Jedná se hlavně o vytváření nových záznamů při událostech jako připojení hráče nebo 
vytvoření nové hry a vkládání těchto záznamů do zmíněných struktur, stejně jako jejich rušení při 
událostech opačných. 
    V rámci souboru server.js jsou deklarovány 3 hlavní datové struktury, se kterými pracují všechny 
další části serveru. Jedná se o 3 důležitá pole connections, clients a games. Tato pole uchovávají tři, 
pro aplikaci navržené objekty client, game a player a jeden objekt modulu Websocket connection.    
    Pole connections obsahuje záznamy o všech navázaných spojeních s klienty. Záznamy se do pole 
connections neukládají bezprostředně po navázání spojení s klientem, nýbrž až po přihlášení klienta 
do hry. Tento přístup snižuje režii při odpojení nepřihlášeného klienta. Samotný záznam obsahuje 
rozsáhlý objekt connection, který se vytváří při navázání spojení mezi schránkou klienta a serveru. 
Tento objekt obsahuje, mimo jiné informace nezbytné ke komunikaci s klientem. 
    Záznamy pole clients obsahují informace o všech klientech, kteří se přihlásili skrze přihlašovací 
formulář aplikace. Každý záznam obsahuje jednoduchý objekt client, definující 3 atributy držící 
informace jako identifikátor klienta(jeho přihlašovací jméno), status klienta v rámci aplikace(jestli se 
nachází v menu, lobby či ve hře) a jemu odpovídající connection z pole connections. Toto pole 
poskytuje přehled o všech aktuálně připojených hráčích na serveru. 
    Posledním důležitým polem je pole games. Toto pole poskytuje záznamy o všech aktuálně 
založených hrách. Každý jeho záznam obsahuje poměrně rozsáhlý objekt game, jehož elementární 
atributy uchovávají informace o identifikátoru hry, statusu hry, identifikátoru klienta, který hru 
založil, módu hry, počtu volných pozic pro další hráče, počtu kol, ze kterých se hra skládá a údaje o 
časovačích v rámci kol. Objekt definuje další 2 atributy typu pole, v nichž lze nalézt aktuálně 
připojené hráče ve hře a seznam anotovaných slov v různých kolech hry. Pole hráčů ve hře se opět 
skládá ze sekvence objektů, tentokrát typu player.  
    Objekt typu player se využívá v rámci pole hráčů připojených v dané hře. Obsahuje identifikátor 
hráče, identifikátor jeho týmu, roli v rámci týmu, pole rounds, kde ukládá jím vložené anotace 
v rámci kol a počet bodů, které za tyto vstupy obdržel. 
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Ukázka objektu typu player: 
var player = { 
    'id': this.clients[clientsIndex].id, 
    'team': 1, 
    'role': 'seeker', 
    'rounds': [], 
    'points': 0 
}; 
    Veškeré anotace, které daný hráč(player) poskytl v rámci hry, a byly následně uznány jako validní, 
se ukládají do jednotlivých objektů round reprezentující jednotlivá kola v rámci pole rounds. 
 
Ukázka objektu typu round: 
var round = { 
    'number': game.rounds.done, 
    'finish': 0, 
    'input': []   
}; 
Tento objekt udržuje informace o pořadovém číslu každého kola, vstupech(input), zmíněných 
anotacích, které byly v rámci tohoto kola zaznamenány a boolevskou hodnotu 1 nebo 0, jež 
reprezentuje úspěšné dokončení – týká se týmové hry.       
4.3.2 Správa datových struktur 
Aby se v případech, jako jsou odpojení klienta, odpojení hráče ze hry, případně zrušení hry, 
nemusel posouvat obsah celého pole z důvodu zaplnění mezery, odchozí entita zanechává hodnotu 
svého indexu nedefinovanou. Nově příchozí entita pak za pomocí funkce getFirstFreeIndex() 
získá hodnotu prvního volného indexu a zabere danou pozici. Tento přístup zajistí, že při velmi 
vysokém počtu příchozích a odchozích připojení hráčů, nebude velikost polí zbytečně narůstat, 
zároveň snižuje režii ve výše zmíněných situacích a zajistí, že se indexy daných entit za běhu aplikace 
nemění, čehož lze s výhodou využít při vzájemném odkazování mezi poli. 
4.3.3 Validace vstupů 
    K oběma nezbytným operacím při validaci uživatelských vstupů slouží Node.js modul Nodehun. 
Pro jednodušší práci s tímto modulem byl vytvořen obalový modul validator.js, který zapouzdřuje 
funkce pro snadnou inicializaci tohoto modulu – při inicializaci je nutno modulu poskytnout zmíněný 
slovník daného jazyka a soubor obsahující používané předpony a přípony v tomto jazyce. 
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Vytvoření instance modulu Nodehun v rámci modulu validator: 
this.init = function() { 
    this.affbuf = fs.readFileSync('dictionaries/en_US/en_US.aff'); 
    this.dictbuf = fs.readFileSync('dictionaries/en_US/en_US.dic'); 
    this.dict = new nodehun(this.affbuf, this.dictbuf); 
}     
Následně lze využít funkce pro kontrolu existence daného slova: 
dict.spellCheck('computer', function(isAWord, suggestion){ 
    ... 
}); 
    Funkce spellSuggest skrze anonymní callback funkci vrací 2 hodnoty. První z hodnot je obsažena 
v proměnné isAWord. Jedná se o booleoskou hodnotu true, případně false, která se určí v závislosti 
na faktu, jestli Nodehun dokázal poptávané slovo v poskytnutém slovníku nalézt. Druhá z hodnot je 
vrácena za pomocí proměnné suggestion. Tato proměnná je v případě nálezu hledaného slova 
nastavena na null, nicméně v případě, že Nodehun hledané slovo s pomocí slovníku nerozezná, 
pokusí se najít a eventuelně navrhne slovo uvedenému slovu nejpodobnější. Nicméně tuto funkčnost 
aplikace v momentální podobě nevyužívá a vystačí si s odpovědí nalezeno/nenalezeno. 
 
Funkce modulu poskytující stemming se využívá velmi podobně. Pomocí anonymnního callbacku 
vrací v poli uloženou dvojici slov originál:kmen. 
dict.stem('computing', function(stemmed){ 
    ...         
}); 
    Vzhledem k faktu, že herní klient odesílá každý uživatelský vstup samostatně, a to ihned po jeho 
potvrzení hráčem, validuje se každé slovo zvlášť. Pokud je slovo klasifikováno jako validní, je 
odesláno zpět klientovi, kde je následně zobrazeno. Nicméně pokud ověření validity končí 
s výsledkem false, slovo se ihned zahazuje. 
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5 Testování 
    Testování aplikace bylo provedeno ve dvou různých rovinách. Testování v první rovině bylo 
zaměřeno na vyhodnocení kvality a intuitivnosti ovládání aplikace skrze grafické uživatelské 
rozhraní. Druhá rovina se pak zabývala samotným vyhodnocením výsledků sběru dat. 
    Pro oba způsoby testování aplikace bylo pozváno 8 dobrovolníků. Pro větší dynamičnost testování 
byli vybráni lidé z různých věkových kategorií, resp. generací. Jednalo se o 2 lidi ve věku rozsahu 14 
a 15 let, 4 lidi ve věkovém rozsahu 16 – 21 let a 2 lidi výrazně starší věku 21 let. Všichni 
dobrovolníci byli při testování pečlivě sledováni, aby byla odhalena místa, ve kterých se může 
eventuelně objevit problém. Pokud se takovýto problém zřetelně objevil, byl po ukončení testu 
s dobrovolníkem konzultován. Navíc byli všichni dobrovolníci po dokončení testu požádáni o 
vyplnění stručného dotazníku, jehož cílem bylo získat číselné ohodnocení obtížností jednotlivých 
činností, které musely být v rámci testu provedeny. Formulář byl navržen pro známkování obtížnosti 
v rozsahu 1-5 obtížnostních bodů, kdy 1 je nejnižší obtížnost úkolu a 5 naopak nejvyšší obtížnost.   
    Všichni z dobrovolníků byli předem seznámeni s principem a cílem existence aplikace, ale žádný 
z nich předem neviděl, jak vypadá grafické uživatelské rozhraní, ani nedostal žádnou instruktáž, jak 
s aplikací pracovat. V průběhu testu nesměl žádný z tázaných lidí pokládat žádné otázky ohledně hry.    
5.1 Přehlednost GUI       
5.1.1 Průběh testu 
    Test se skládal ze dvou nezávislých úkolů. V první řadě dostala celá osmice dobrovolníků shodný 
list se zadáním prvního úkolu. Prvním úkolem každého dobrovolníka bylo se pomocí poskytnutého 
uživatelského jména přihlásit do aplikace, následně založit vlastní hru jednoho hráče a tu odehrát. 
Čtveřice testovaných lidí z věkového rozsahu 16 – 21 let byla dále pozvána k úkolu druhému, kde 
jeden z nich měl založit hru týmovou. Po založení týmové hry se do této hry měli ostatní tři hráči 
připojit a následně měla být tato hra odehrána. 
    Při první části prvního úkolu nebyl zaznamenán žádný problém, všichni z dobrovolníků se dovedli 
velmi rychle přihlásit do aplikace. Doba vytváření nové hry se už ale lišila. Starší dobrovolníci 
dokázali založit hru značně rychleji, než dobrovolníci z nejmladší testované kategorie. Tento fakt byl 
po ukončení testu, v rámci konzultace, odůvodněn jazykovou bariérou aplikace, která momentálně 
funguje v anglickém jazyce. Dalším objeveným problémem, pramenícím z fáze zakládání hry, který 
se ale projevil až při spuštění hry, bylo nastavení příliš krátkého časového limitu na jedno kolo. 
Většina účastníků během konzultace na konci testu uvedla, že by jim bylo pohodlnější nastavení 
delšího časového limitu pro jedno kolo, aby se mohli nad anotováním více zamyslet a produkovat 
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kvalitnější anotace. Následná část průchodu herním lobby a samotnou hrou byla u všech testovaných 
subjektů bezproblémová a někteří lidé dokonce, bez dotazu ze strany tazatele, po dohrání uvedli, že 
by si hru rádi zahráli znovu. 
    Na testování druhého úkolu bylo pohlíženo jako na složitější, nicméně všichni zainteresovaní 
uživatelé se díky tomu, že už měli za sebou úkol první,  dokázali během několika vteřin sejít v herním 
lobby založené hry a hru odstartovat. Jelikož je uživatelské rozhraní týmové hry velmi podobné hře 
jednoho hráče, jen rozšířené o místo pro spoluhráče, nebyly zaznamenány žádné potíže s orientací. 
Oba Seekeři naopak intuitivně využili možnosti komunikace se spoluhráčem pomocí tlačítek Hot, 
Cold a Target. Během následné konzultace byla tato tlačítka všemi zúčastněnými ohodnocena jako 
velmi nápomocná. 
5.1.2 Využití shromážděných informací 
    Shromážděné informace v rámci testování byly užitečné a pomohly odhalit nedostatky, které 
rozraní hry obsahovalo. 
    Pro příklad byla v reakci na to, že si většina hráčů navolila příliš krátký časový interval trvání 
jednoho kola, změněna část HTML formuláře, která v minulosti poskytovala klasický textbox, kde si 
uživatel mohl navolit jakoukoliv hodnotu v mezích 5 vteřin až  2 minuty, včetně. Nyní se časové 
intervaly volí v rámci rolovacího menu a hodnoty jsou pevně omezeny pouze na 5 možností – 20, 30, 
45, 60 a 120 vteřin.   
5.1.3 Výsledky testu 
    Kromě slovního ohodnocení testu v rámci konzultace byli uživatelé po dokončení úkolů požádaní o 
vyplnění zmíněného formuláře. 
Tabulka 5.1 Výsledky formuláře 
Úkol – Věk 14 - 16let 16 - 21let 21+ let 
Přihlášení 1, 1 1, 1, 1, 1 1, 1 
Založení nové hry 3, 2 1, 2, 2, 1 2, 2 
Připojení do hry -, - 1, 1, 1, 1 -, - 
Přehlednost rozhraní 1, 2 1, 2, 2, 1 2, 2 
Přehlednost rozhraní(tým. hra) -, - 1, 2, 2, 1 -, - 
5.2 Testování sběru dat 
    Tato část práce se zabývá vyhodnocením sběru dat nashromážděných aplikací. Jelikož není snadné 
v tak krátkém časovém úseku aplikaci popularizovat, aby mohl proběhnout test větší skupinou 
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náhodně příchozích uživatelů, byla pro vyhodnocení sběru data použita data, která se nashromáždila 
v rámci jednodenního testu, do něhož byla přizvána stejná čtveřice uživatelů, ve věku 16-21 let, která 
pomáhala s testováním uživatelského rozhraní a 2 hráči ve věku 21+ let.  
5.2.1 Návrh testu 
    Před započetím testu je důležité zmínit, že hráči pracovali s předem připravenou databází o 
pouhých dvou slovech. Jednalo se o slova „elephant“ a „water“. 
     Každý z šesti dobrovolníků dostal přístup k aplikaci ze svého domácího počítače. Cílem testu bylo, 
každé ze dvou slov 4x anotovat v rámci hry jednoho hráče a rovněž 4x anotovat v rámci hry týmové. 
Doba anotování byla, pro oba módy, 20 vteřin. 
    Do testu nejprve vstoupili pouze 4 hráči z věkové kategorie 16-21 let, kteří společně odehráli 2 hry 
jednoho hráče, kde anotovali 2 zmíněná slova a zároveň soupeřili, kdo získá více bodů. Po dokončení 
těchto dvou her se hráči seskupili do dvou týmů, ve kterých nejprve anotovali slovo první a následně 
slovo druhé. Po dokončení anotování druhého slova se týmy promíchaly, přičemž zde museli vstoupit 
do hry 2 další hráči. To proto, aby se zamezilo situaci, kdy po promíchání týmů bude hráč, který 
v minulosti dané slovo popisoval, slovo hádat. Po úspěšném promíchání týmů se odehrály 2 další 
týmové hry. 
    Ve výsledku tedy každý hráč odehrál 2 hry pro jednoho hráče a 2, resp. 1 hru týmovou. 
    Obě zvolená slova byla 4x anotována v rámci hry jednoho hráče, stejně jako byla 4x anotována 
v rámci týmové hry. 
5.2.2 Výsledky testu 
    Během testů se podařilo nasbírat dohromady 34 různých anotací, z čehož se 18 týkalo slova 
„elephant“ a 16 slova „water“.   
Tabulka 5.2 Získáné anotace 
slovo:mód hry Hra jednoho hráče Týmová hra 
slovo „elephant“ 
trunk, four, legs, heavy, 
Africa, Asia, grey, animal, 
omnivusour, tusks, big, 
mammal, grass, ears, two, 
Mammoth, run, fat 
trunk, animal, grey, Africa, 
big 
slovo „water“ 
drink, fluid, transparent, life, 
polo, sport, boat, fish, swim, 
hydrogen, oxid, sea, mineral, 
ice, clear 
drink, fluid, swim, sea 
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    Z výše uvedené tabulky se dá vyčíst, že zisk anotací z módu hry pro jednoho hráče je množstevně 
značně vyšší než z hry týmové. Díky tomu, že neprobíhá zpětná kontrola žádným dalším 
zainteresovaným hráčem, mohou se objevit slova, která jsou slovu anotovanému kontextově více 
vzdálená, a ne každý člověk si je dokáže logicky propojit. V případě hry týmové, lze na první pohled 
vidět, že množství zaznamenaných slov je značně nižší. Na tomto faktu se podílí značnou mírou 
skutečnost, že probíhá zpětná kontrola hádajícím hráčem(Finder) a pokud se tomuto hráči nepodaří 
anotované slovo zpětně uhádnout, vložené anotace se neukládají. Menší množství průchozích slov je 
ale kompenzováno jejich velmi blízkou souvislostí s anotovaným slovem, což je důvodem, proč se 
slovům získaným v týmovém módu hry, přikládá v rámci databáze vyšší váha než slovům získaným 
ve hře jednoho hráče.   
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6 Závěr 
    Díky navrhnuté struktuře aplikace z pohledu modulů a kódu je aplikace připravena pro pohodlné 
napojení dalších herních módů a snadnou implmentaci pokročilé funkcionality. Prvním rozšířením 
aplikace, mimo zadání této bakalářské práce, bude implementace vyhledávače, který dokáže na 
základě vstupních klíčových slov(anotace) zpětně dohledat slovo hledané(anotované).  
    Takto realizované řešení anotační hry prokázalo, že dovede i během malého množství odehraných 
her, shromáždit rozumný počet užitečný dat. Hra díky módu týmové hry, který zahrnuje zpětnou 
kontrolu anotování, dokáže shromažďovat plně relevantní data k jakémukoli zvolenému slovu.  Takto 
sestavená databáze klíčových slov může být dále použita pro konstrukci zmíněného vyhledávače nebo 
případně, opačně fungující, obdoby opisového slovníku. 
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Příloha  A 
Obsah CD 
Přiložené CD obsahuje následující adresáře a soubory: 
 game/ - kořenový adresář pro soubory aplikace 
 game/server - zdrojové soubory herního serveru 
 geme/client - zdrojové soubory herního klienta 
 doc/ - obsahuje editovatelný *.docx soubor technické zprávy a *.pdf soubor 
 manual.txt - manuál ke spuštění hry 
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Příloha B 
Manuál 
Pozn.: Jelikož se jedná o klient-serverovou aplikaci, je pro běh hry nezbytné, aby byl v spuštěn jak 
herní server, tak databázový server. Pokud jsou oba servery v provozu, lze postupovat podle 
následujího návodu. 
 
1. Pro spuštění herního klienta stačí ve zvoleném prohlížečí spustit soubor index.html, který se 
nechází v adresáři game/client. 
2. Po načtení úvodní stánky aplikace se dá do hry přihlásit za pomocí vstupního formuláře. Pro 
testování jsou připraveny účty user1, user2, user3, user4 a user5. Všechny účty sdílí shodné heslo 
– prázdný řetězec. 
3. V následujícím kroku se hráč objeví v herním menu. Formulář v pravé části slouží k vytvoření 
nové hry. Hráč si může zvolit jak hru samostanout(Solo), tak hru týmovou(Team), ke které ale 
potřebuje alespoň jednoho dalšího hráče. 
4. Samotný princip a náplň obou her byly popsány v rámci textu bakalářské práce. 
 
 
