定理証明支援系Coqにおける手続き的証明から宣言的証明への変換 by 山田 伊織
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ཁࢫ
ఆཧূ໌ࢧԉܥ Coqʹ͓͚Δূ໌͸ɺҰൠʹखଓ͖తূ໌ͱݺ͹ΕΔܗࣜͰهड़͞ΕΔɻ
͜Ε͸ର࿩తূ໌Λલఏͱ͓ͯ͠ΓɺࣗવݴޠʹΑΔূ໌هड़ͱେ͖͘ҟͳΔͨΊɺՄಡੑ
͕ߴ͍΋ͷͰ͸ͳ͍ɻ͜ͷ໰୊Λղܾ͢ΔͨΊʹ Coq༻એݴతূ໌ݴޠ C-zar͕։ൃ͞Ε
ͨɻએݴతূ໌͸Մಡੑ͕ߴ͘ɺ·ͨ֎෦πʔϧΛಋೖ͠қ͍ɻ͔͠͠ɺC-zar͸खଓ͖త
ূ໌ʹରͯ͠هड़ྔ͕ଟ্͍ʹॊೈੑ͕௿͘ɺCoqϢʔβʹड͚ೖΕΒΕͳ͔ͬͨɻຊݚڀ
Ͱ͸ɺCoqͷखଓ͖తূ໌͔Β C-zarͷূ໌Λੜ੒͢Δ͜ͱͰɺ྆ऀؒͷڮ౉͠Λߦ͏ɻҰ
ൠʹखଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵ख๏ͱͯ͠͸ɺূ໌߲΍ূ໌໦ͷΑ͏ͳதؒදݱ
Λܦ༝͢Δํ๏͕ߟ͑ΒΕɺطʹఆཧূ໌ࢧԉܥMatitaͰ͸ূ໌߲Λܦ༝͢Δखଓ͖తূ
໌͔Βએݴతূ໌΁ͷม׵͕ଘࡏ͢Δɻ͔͠͠ɺதؒදݱ͸ݩͷূ໌ͱൺ΂ͯৄࡉ͔ͭڊେ
ʹͳΓɺݩͷखଓ͖తূ໌ 1εςοϓʹରͯ͠਺ඦεςοϓͷએݴతূ໌͕ੜ੒͞Εͯ͠·
͏৔߹΋͋ΔɻҰํͰɺC-zar͸खଓ͖తূ໌Ͱ༻͍ΒΕΔλΫςΟοΫͱݺ͹ΕΔίϚϯ
υΛར༻͢Δ͜ͱ͕Ͱ͖ɺ͜ΕʹΑͬͯखଓ͖తূ໌ͷ 1εςοϓ͸ɺଟ͘ͷ৔߹ C-zarͷ
਺εςοϓͱରԠͤ͞Δ͜ͱ͕Ͱ͖ΔɻຊݚڀͰ͸ɺݩͷखଓ͖తূ໌ͱূ໌߲ͷ྆ํΛ༻
͍ͯม׵Λߦ͏͜ͱͰɺݩͷূ໌ʹཻ͍ۙ౓ͷએݴతূ໌ͷੜ੒Λ࣮ݱ͢Δɻ
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ii
1 ͸͡Ίʹ
ఆཧূ໌ࢧԉܥ͸ɺϢʔβ͕هड़ͨ͠ܗࣜূ໌ͷਖ਼౰ੑΛػցతʹݕূ͢ΔϓϩάϥϜͰ͋
ΔɻέϓϥʔͷఆཧͷΑ͏ͳෳࡶͳূ໌ΛܗࣜԽ͠ɺূ໌ͷਖ਼౰ੑΛอূ͢ΔͨΊʹ༻͍ΒΕ
Δ [1] ɻ·ͨɺ৽ͨͳཧ࿦Λఏএ͢Δʹ͋ͨΓɺͦͷܗࣜԽΛఆཧূ໌ࢧԉܥ্Ͱߦ͏ྫ΋ଘࡏ
͢Δ [2] ɻଟ͘ͷఆཧূ໌ࢧԉܥ͸ϓϩάϥϜΛهड़ɾݕূ͠ɺ࣮ߦՄೳͳܗͰग़ྗ͢ΔػೳΛ
࣋ͭͨΊɺΦϖϨʔςΟϯάγεςϜ [3] ΍ݴޠॲཧܥ [4] ͷΑ͏ͳجװιϑτ΢ΣΞͷݕূʹ
΋ར༻͞Ε͍ͯΔɻ
INRIAʹΑͬͯ։ൃ͞Εͨ Coq [5] ͸ɺ޿͘ར༻͞Ε͍ͯΔఆཧূ໌ࢧԉܥͷͻͱͭͰ͋Γɺ
࢛৭ఆཧͷূ໌ [6] ΍ح਺Ґ਺ఆཧͷূ໌ [7] ͷܗࣜԽʹ࢖ΘΕͨ͜ͱͰ஌ΒΕ͍ͯΔɻ·ͨɺ
ϓϩάϥϜʹؔ͢Δར༻ྫͱͯ͠͸ݕূΛߦͬͨ CίϯύΠϥ [8] ΍ LLVMΫϩʔϯ [9] ͷ࡞
੒ͳͲ͕ڍ͛ΒΕΔɻWhy3/Frama-C [10] ΍ Spoofax [11] ͷΑ͏ʹɺূ໌͢΂໋͖୊͕ॻ͔
Εͨ CoqιʔεϑΝΠϧΛग़ྗ͢Δ͜ͱͰɺݕূػೳΛ Coqʹҕୗ͢ΔΑ͏ͳιϑτ΢ΣΞ΋
ଘࡏ͢Δɻ
CoqͰ͸ɺλΫςΟοΫͱݺ͹ΕΔ໋ྩΛॱ࣍༩͑Δ͜ͱͰূ໌Λهड़͢ΔɻλΫςΟοΫ͸
ʮ౳ࣜʹΑͬͯॻ͖׵͑Δʯʮ2ͭͷ໋୊ʹ෼ղ͢Δʯͱ໋͍ͬͨ୊ʹର͢Δૢ࡞Λද͠ɺ͜ͷૢ
࡞Λ܁Γฦͯ͠طଘͷఆཧ΍ެཧʹؼணͤ͞Δ͜ͱͰূ໌Λߦ͏ɻϢʔβ͸ɺCoqͷର࿩؀ڥΛ
ར༻ͯ͠ɺ໋୊͕มԽ͍༷ͯ͘͠ࢠΛ֬ೝ͠ͳ͕Βূ໌Λهड़͢ΔɻҰൠʹɺλΫςΟοΫྻʹ
ΑΔূ໌ελΠϧΛखଓ͖తূ໌ͱݺͿɻ
ྫͱͯ͠ɺ∀x∀y, (x+ 1) + y = x+ (y + 1)ʹରԠ͢Δखଓ͖తূ໌Λιʔείʔυ 1.1ʹࣔ
͢ɻҎ߱ɺCoqͰهड़͞Εͨূ໌ͷ͜ͱΛূ໌εΫϦϓτͱݺͿɻιʔείʔυ 1.1͸ɺxʹର
͢Δؼೲ๏Λ༻͍ͨূ໌Λද͢ূ໌εΫϦϓτͰ͋Γɺ4ߦ໨͕ x = 0ͷ৔߹ɺ5ߦ໨͔Β 7ߦ
໨͕ x = S x′ (x′ + 1Λҙຯ͢Δ)ͷ৔߹ͷূ໌Λද͍ͯ͠Δɻ֤ߦ͕ҰͭͷλΫςΟοΫʹର
Ԡ͓ͯ͠Γɺ֤λΫςΟοΫͷಇ͖͸࣍ͷ௨ΓͰ͋Δɻ͜͜Ͱɺ਺ࣈ͸ιʔείʔυ 1.1ͷߦ൪
߸Λද͢ɻ
4. intros: ໋୊͔Βʮforall x y:nat,ʯΛऔΓআ͖ɺʮx:natʯʮy:natʯΛԾఆʹ௥Ճ͢
Δɻ
໋୊͸ (S x) + y = x + (S y)ʹͳΔɻ
5. induction x: xʹ͍ͭͯؼೲ๏Λ։࢝͢Δɻ
໋୊͸ (S 0) + y = x + (S y)ͱ (S (S x’)) + y = (S x’) + (S y)ʹ෼ذ͢Δɻ
6. reflexivity: ʢx = 0ͷ৔߹ʹ͍ͭͯʣ྆ลΛ؆໿͠ɺ౳͍͜͠ͱΛ֬ೝ͢Δɻ
໋୊ (S 0) + y = x + (S y)ͷূ໌͕׬ྃ͢Δɻ
7. simpl: ʢx = S x’ͷ৔߹ʹ͍ͭͯʣ྆ลΛ؆໿͢Δɻ
1
ιʔείʔυ 1.1 Coqʹ͓͚Δূ໌
1 Goal forall x y : nat,
2 S x + y = x + S y.
3 Proof.
4 intros.
5 induction x.
6 reflexivity.
7 simpl.
8 f_equal.
9 apply IHx.
10 Qed.
ιʔείʔυ 1.2 มߋ͞Εͨূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 Proof.
3 intros.
4 induction x as [| _ kinou].
5 all: swap 1 2.
6 simpl.
7 f_equal.
8 apply kinou.
9 reflexivity.
10 Qed.
໋୊͸ S (S (x’ + y)) = S (x’ + (S y))ʹͳΔɻ
8. f_equal: લߦͰಘΒΕ໋ͨ୊ͷ྆ล͔Βޙऀؔ਺ SΛऔΓআ͘ɻ
໋୊͸ S (x’ + y) = x’ + (S y)ʹͳΔɻ
9. apply IHx: લߦͰಘΒΕ໋ͨ୊ʹؼೲ๏ͷԾఆ (IHx)Λద༻͢Δɻ
໋୊ S (x’ + y) = x’ + (S y)ͷূ໌͕׬ྃ͢Δɻ
͜͜Ͱɺূ໌ͷهड़ऀ͕ূ໌Λ෼͔Γқ͘͢ΔͨΊʹมߋΛՃ͍͑ͨͱ͢Δɻྫ͑͹ɺ΍΍ෆ
ࣗવͰ͸͋Δ͕ɺx ͕ S x’ ͷ৔߹ͷূ໌Λ x ͕ 0 ͷ৔߹ΑΓ΋ઌʹߦ͍ɺؼೲ๏ͷԾఆͷ໊
લ͕ kinou ʹͳΔΑ͏ʹมߋ͍ͨ͠ͱ͢Δɻιʔείʔυ 1.1 ʹͦͷΑ͏ͳมߋΛՃ͑Δͱɺ
ιʔείʔυ 1.2ͷΑ͏ͳূ໌ʹͳΔɻ͜Ε͸ɺ5ߦ໨Ͱ 2ͭͷ৔߹ͷূ໌ॱΛަ׵͢Δ͜ͱΛ
ද͠ɺ࣮ࡍʹ 6ߦ໨͔Β 8ߦ໨ͱ 10ߦ໨ͰͦΕͧΕͷ৔߹ͷূ໌Λߦ͍ͬͯΔɻ·ͨɺ4ߦ໨
Ͱؼೲ๏ͷԾఆ໊ͷมߋΛߦ͍ͬͯΔɻ͜ͷΑ͏ͳมߋ͸֤λΫςΟοΫʹͲͷΑ͏ͳػೳ͕උ
Θ͍ͬͯΔ͔Λ೺Ѳ͍ͯ͠ͳ͚Ε͹ߦ͏͜ͱ͕Ͱ͖ͳ͍ɻ
ιʔείʔυ 1.1ΛݟͯΘ͔ΔΑ͏ʹɺखଓ͖తূ໌͸هड़ྔ͕গͳ͍ελΠϧͰ͋ΔɻCoq
Ͱ͸ 1εςοϓͣͭλΫςΟοΫΛ࣮ߦ͠ɺCoq͕ఏࣔ͢Δ৘ใΛݟͳ͕Βূ໌Λߟ͑Δɺର࿩
తূ໌͕ҰൠతͰ͋Δɻର࿩తূ໌Ͱ͸ঢ়ଶΛר͖໭ͯ͠ࢼߦࡨޡ͢Δ৔߹΋͋ΔͨΊɺهड़ྔ
͕গͳ͍͜ͱ͸ॏཁͰ͋Δɻ
Ұํɺ׬੒ͨ͠ূ໌εΫϦϓτʹ͸ূ໌தʹ Coq͕ఏࣔ͢Δ৘ใ͕࢒Βͳ͍ͨΊɺূ໌εΫ
ϦϓτͷΈ͔ΒͲͷΑ͏ʹূ໌Λߦ͍ͬͯΔͷ͔ಡΈऔΔ͜ͱ͸೉͍͠ɻಛʹɺinductionλ
ΫςΟοΫͷΑ͏ʹ৔߹෼͚Λߦ͏৔߹ͳͲʹ͸ɺূ໌εΫϦϓτͷͲͷ෦෼͕ 1ͭ໨ͷ৔߹ʹ
ରԠ͢Δ͔ͱ͍ͬͨূ໌ͷߏ଄͕ෆ໌ྎͰ͋ΔɻͦͷͨΊɺม਺໊ͷมߋͳͲ໋୊΍ূ໌ʹख௚
͠ΛՃ͍͑ͨ৔߹ʹ΋ɺมߋՕॴ͕໌֬Ͱ͸ͳ͍ɻ·ͨɺূ໌Λॻ͍ͨຊਓҎ֎͕ূ໌εΫϦϓ
τͷ಺༰Λཧղ͢ΔͨΊʹ͸ɺূ໌εΫϦϓτΛ CoqͰ࣮ߦͯ͠Կ͕ߦΘΕ͍ͯΔ͔֬ೝ͢Δ
͔ɺλΫςΟοΫͷಈ࡞Λ֮͑ͦͷ༷ࢠΛ૝૾͢Δඞཁ͕͋Δɻ͜ͷΑ͏ͳࣄଶΛආ͚ΔͨΊɺ
CoqͰॻ͔Εͨূ໌ͱ͸ผʹɺͦͷ಺༰Λઆ໌͢Δจॻ͕࡞੒͞ΕΔ৔߹΋͋Δɻ
खଓ͖తূ໌ʹ΋ߏ଄Λ෼͔Γқ͘͢ΔΑ͏ͳख๏͸ଘࡏ͢Δɻྫ͑͹ɺιʔείʔυ 1.3͸
2
ιʔείʔυ 1.3 Coqʹ͓͚Δূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 Proof.
3 intros x y.
4 induction x.
5 - reflexivity. (* x = 0 *)
6 - simpl. f_equal. apply H. (* x = S x’ *)
7 Qed.
ιʔείʔυ 1.4 C-zarʹΑΔূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 proof.
3 let x:nat, y:nat.
4 per induction on x.
5 suppose it is O.
6 thus (0 + S y = 0 + S y) by Nat.add using reflexivity.
7 suppose it is (S x’) and IHx:(S x’ + y = x’ + S y).
8 have (S (S (x’ + y)) = S (x’ + S y)) by IHx using f_equal.
9 hence (S (S x’) + y = S x’ + S y) using simpl.
10 end induction.
11 end proof.
12 Qed.
ιʔείʔυ 1.1ʹରͯ͠ߏ଄͕໌֬ʹͳΔΑ͏ʹखΛՃ͑ͨ΋ͷͰ͋Δɻ3ߦ໨Ͱ͸ xͱ yΛ
ԾఆʹҠಈ͢Δ͜ͱΛɺ5ߦ໨ͱ 6ߦ໨Ͱ͸֤λΫςΟοΫ͕ inductionλΫςΟοΫͰੜ·
Εͨ 2ͭͷ৔߹ͷͲͪΒʹରԠ͍ͯ͠Δ͔ΛͦΕͧΕ͍ࣔͯ͠Δɻ͜ͷΑ͏ͳূ໌Ͱ͋Ε͹ɺূ
໌͕ͲͷΑ͏ʹߦΘΕ͍ͯΔͷ͔͕͋Δఔ౓ཧղͰ͖ɺมߋ΋ଟগ༰қʹͳΔ΋ͷͷɺͦΕͰ΋
ιʔείʔυ 1.2ʹ͢Δํ๏͸ࣗ໌Ͱ͸ͳ͍ɻ·ͨɺ6ߦ໨ͰԿΛ͍ͯ͠Δ͔ཧղ͢ΔͨΊʹ͸ɺ
΍͸ΓλΫςΟοΫͷಈ࡞ʹ͍ͭͯ஌͍ͬͯΔ͔ɺ࣮ߦ͢Δඞཁ͕͋Δɻ
͜͏͍ͬͨ໰୊Λղܾ͢ΔͨΊʹɺCoq ༻ͷূ໌ݴޠ C-zar [12] ͕։ൃ͞ΕͨɻC-zar ͸
Coq8.1͔Βඪ४ϓϥάΠϯͱͯ͠૊Έࠐ·ΕͨɻCoq8.3Ҏ߱͸ʰ਺ֶతূ໌ݴޠʢMathemat-
ical Proof Languageʣʱ ͱݺশΛվΊ͕ͨɺຊ࿦จͰ͸෼͔Γқ͞ͷͨΊʰC-zarʱΛ༻͍Δɻ
C-zar͸ɺ໋୊Λத৺ʹهड़͢Δએݴతূ໌ͱݺ͹ΕΔূ໌ελΠϧΛ࠾༻͍ͯ͠ΔɻC-zar͸
ಡΈқ͞΍อकੑʹॏ͖Λஔ͍͓ͯΓɺߏ଄ͷ೺Ѳ΍ূ໌ॱংͷมߋͳͲ͕ߦ͍қ͍ɻྫ͑͹ɺ
ιʔείʔυ 1.4͸ιʔείʔυ 1.1ͱಉ౳ͷূ໌Ͱ͋Δɻ
ιʔείʔυ 1.4 ͷূ໌ʹ͓͚Δ֤ߦͷಇ͖Λ࣍ʹࣔ͢ɻͳ͓ɺରԠؔ܎Λ໌ࣔ͢ΔͨΊʹ
ιʔείʔυ 1.4Ͱ͸ usingΛ࢖ͬͯλΫςΟοΫΛ໌͍ࣔͯ͠Δ͕ɺએݴతূ໌ʹͱͬͯຊ
࣭తͳهड़Ͱ͸ͳ͘ɺ࣮ࡍʹ͸໌ࣔ͢Δඞཁ΋ແ͍ɻ
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ιʔείʔυ 1.5 มߋ͞Εͨ C-zarʹΑΔূ໌
1 Goal forall x y : nat, S x + y = x + S y.
2 proof.
3 let x:nat, y:nat.
4 per induction on x.
5 suppose it is (S x’) and kinou:(S x’ + y = x’ + S y).
6 have (S (S (x’ + y)) = S (x’ + S y)) by kinou using f_equal.
7 hence (S (S x’) + y = S x’ + S y) using simpl.
8 suppose it is O.
9 thus (0 + S y = 0 + S y) by Nat.add using reflexivity.
10 end induction.
11 end proof.
12 Qed.
2. proof: C-zarʹΑΔূ໌Λ։࢝͢Δɻ
3. let x:nat, y:nat: ໋୊͔Βʮforall x y,ʯΛऔΓআ͖ɺʮx:natʯʮy:natʯΛԾఆ
ʹ௥Ճ͢Δɻ
4. per induction on x: xʹ͍ͭͯؼೲ๏Λ։࢝͢Δɻ
5. suppose it is O: x = 0ͷ৔߹ʹ͍ͭͯͷূ໌Λ։࢝͢Δɻ
6. thus ʙ by Nat.add using reflexivity: ྆ล͕౳͍͠ͱݟͳͤΔͨΊূ໌Λ׬ྃ
͢Δɻ
7. suppose it is (S x’): x = S x’ͷ৔߹ʹ͍ͭͯূ໌Λ։࢝͢Δɻ
8. have ʙ by IHx using f_equal: ؼೲ๏ͷԾఆͷ྆ลʹ SΛద༻͢Δɻ
9. hence ʙ using simpl: ূ໌໋͍ͨ͠୊Λ؆໿͢Δͱલߦͷ໋୊ʹͳΔͨΊূ໌Λ׬ྃ
͢Δɻ
10. end induction: ؼೲ๏Λऴྃ͢Δɻ
11. end proof: C-zarʹΑΔূ໌Λऴྃ͢Δɻ
C-zarͰ͸ݪଇͱͯ͠ɺ৽͘͠ग़ݱ͢ΔԾఆʹ͸ඞͣͦͷ໊લΛࢦఆ͢ΔɺͦͷεςοϓͰࣔ
͞ΕΔ໋୊Λ໌ࣔ͢ΔͳͲɺεςοϓຖͷಈ࡞Λཅʹࣔ͢Α͏ʹઃܭ͞Ε͍ͯΔɻ͜ͷΑ͏ʹɺ
໋୊Λத৺ʹهड़͢Δͷ͕એݴతূ໌ͷಛ௃Ͱ͋ΔɻC-zarͰ͸ূ໌ͷߏ଄ʹมߋΛՃ͑қ͘ɺ
ྫ͑͹ιʔείʔυ 1.4ʹιʔείʔυ 1.2ͱಉ༷ͷมߋΛՃ͑Δͱɺιʔείʔυ 1.5ͷΑ͏
ʹͳΔɻରԠ͢ΔߦΛೖΕସ͑ɺIHxͷग़ݱՕॴΛ kinouʹॻ͖׵͑Δ͚ͩͰ͋ΔͨΊɺมߋՕ
ॴ͕໌֬Ͱ͋Γɺػցతͳॻ͖׵͑΋ߦ͍қ͍ɻ
ݱঢ়Ͱ͸ఆཧূ໌ࢧԉܥࣗମ͕Ұൠతʹීٴ͍ͯ͠Δͱ͸ݴ͍೉͘ɺैͬͯܗࣜূ໌Λѻ͏
πʔϧ΋๛෋Ͱ͸ͳ͍΋ͷͷɺ͜Ε͕૿͑Δʹ൐ͬͯએݴతূ໌͸ͦͷॏཁ౓Λ૿͢ͱߟ͑ΒΕ
ΔɻWhitesideΒ [13] [14] ͸ɺܗࣜূ໌هड़ͱϓϩάϥϜ։ൃͷྨࣅੑ͔Βɺܗࣜূ໌ʹ΋ϓ
ϩάϥϛϯάʹ͓͚Δ IDEͷΑ͏ͳߴػೳͷ։ൃ؀ڥ͕ඞཁͰ͋Δͱओு͠ɺܗࣜূ໌ͷػց
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తͳϦϑΝΫλϦϯάख๏ΛఏҊ͍ͯ͠Δɻιʔείʔυ 1.5ͰݟͨΑ͏ʹɺએݴతূ໌Ͱ͸ػ
ցతʹมߋΛՃ͑Δ͜ͱ͕༰қͰ͋ΓɺϦϑΝΫλϦϯάख๏ͱ૬ੑ͕ྑ͍ɻ
͔͠͠ͳ͕ΒɺC-zar͕ CoqϢʔβʹ࢖ΘΕΔ͜ͱ͸΄ͱΜͲͳ͘ɺCoq8.7ʹ͓͍ͯ C-zar
͸อकऀ͕͍ͳ͍͜ͱΛཧ༝ʹඪ४ϓϥάΠϯ͔Β࡟আ͞Ε͍ͯΔɻར༻͞Εͳ͔ͬͨഎܠͱ͠
ͯɺखଓ͖తূ໌ʹख़࿅ͨ͠طଘϢʔβʹ͸ओͳϝϦοτͰ͋ΔಡΈқ͞Λײ͡ʹ͘͘ɺهड़͕
৑௕Ͱ͋Δɾର࿩తূ໌͕ߦ͍೉͍ͱ͍ͬͨએݴతূ໌ͷܽ఺͕ڧௐ͞Εͯ͠·ͬͨ͜ͱ͕ҰҼ
Ͱ͸ͳ͍͔ͱߟ͑ΒΕΔɻಛʹʮ໋୊ΛՄೳͳݶΓ୯७Խ͢Δʯͱ͍ͬͨࣗಈূ໌λΫςΟοΫ
͸ CoqͰΑ͘༻͍ΒΕΔ͕ɺλΫςΟοΫͷ࣮ߦ݁ՌΛ໌ࣔ͢Δඞཁ͕͋Δએݴతূ໌ͱ͸૬
ੑ͕ѱ͍ɻ
ಛʹɺC-zarʹݶΒͣҰൠతʹɺએݴతূ໌͸खଓ͖తূ໌ʹൺ΂هड़ίετ͕ߴ͍͜ͱ͕େ
͖ͳܽ఺ͱͯ͠ڍ͛ΒΕΔɻͦͷͨΊɺςϯϓϨʔτԽʹΑΔهड़ͷলུ [15] [16] ΍ࣗಈূ໌
ʹΑΔએݴతূ໌ੜ੒ [17] ͱ͍ͬͨख๏͕։ൃ͞Ε͓ͯΓɺC-zarʹ΋͜ΕΒͷΑ͏ʹ؆୯ʹه
ड़΋͘͠͸ੜ੒Ͱ͖Δػೳ͕ඞཁͰ͋Δͱߟ͑ΒΕΔɻ
ຊݚڀͰ͸ɺCoqʹ͓͚Δखଓ͖తূ໌Λ C-zarʹΑΔએݴతূ໌ʹม׵͢Δ͜ͱͰɺهड़ί
ετΛ཈͑ͳ͕Βએݴతূ໌Λੜ੒͢Δख๏ΛఏҊ͢Δɻ۩ମతʹ͸ɺCoq ͷϓϥάΠϯͱ͠
ͯɺࢦఆͨ͠खଓ͖తূ໌Λએݴతূ໌ʹม׵͢ΔػߏΛ։ൃͨ͠ɻ͜ΕʹΑͬͯɺର࿩తূ໌
ʹΑͬͯએݴతূ໌Λੜ੒͢Δ͜ͱ͕ՄೳʹͳΔɻ
खଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵ͷطଘݚڀͱͯ͠ɺఆཧূ໌ࢧԉܥ Matita [18] Ͱ͸ɺ
ূ໌߲͔Βม׵Մೳͳએݴతূ໌ݴޠ͕ Coen [19] ʹΑ࣮ͬͯ૷͞Ε͍ͯΔɻূ໌߲͸ɺCoq΍
Matitaʹ͓͚Δূ໌ͷ಺෦දݱͰ͋Γɺূ໌Λߦ͏͜ͱͰੜ੒͞ΕΔɻखଓ͖తূ໌ʹΑΔূ
໌߲ʹରͯ͜͠ͷม׵Λߦ͏͜ͱͰɺએݴతূ໌͕ੜ੒Ͱ͖Δɻ
ҰํͰ͜ͷม׵͸ɺએݴతূ໌Λ༰қʹهड़͢Δ͜ͱΛओͳ໨తͱ͍ͯ͠ͳ͍ɻCoen͸ɺख
ଓ͖తূ໌΍ূ໌߲ɺ΋͘͠͸ূ໌໦ͱ͍༷ͬͨʑͳূ໌ͷදݱํ๏ʹ͍ͭͯɺͰ͖ΔݶΓ૬ޓ
ʹม׵ՄೳͰ͋Δ΂͖ͩͱओு͓ͯ͠Γɺએݴతূ໌΋දݱํ๏ͷҰͭʹա͗ͳ͍ɻՃ͑ͯɺએ
ݴతূ໌͔Βੜ੒ͨ͠ূ໌߲ʹରͯ͜͠ͷม׵Λ༻͍Δ͜ͱͰɺએݴతূ໌ͷৄࡉԽΛߦ͏͜ͱ
΋ɺͦͷ໨తͱ͍ͯ͠Δɻ͜ͷΑ͏ͳಈػͷͨΊɺ͜ͷม׵͸ূ໌ͷߏ଄Λอͭ͜ͱΛ໨ඪͱ͠
͓ͯΓɺએݴతূ໌ݴޠ΋ͦΕΛຬͨ͢Α͏ʹઃܭ͞Ε͍ͯΔɻ۩ମతʹ͸ɺূ໌߲͔Βએݴత
ূ໌΁ͷม׵ͱએݴతূ໌ͷ࣮ߦ͕ɺҰ෦ͷ৘ใͷ໌ࣔԽΛআ͍ͯٯม׵ͱͳΔΑ͏ʹ࡞ΒΕͯ
͍Δɻ
ࣗಈূ໌λΫςΟοΫ͸ɺඇৗʹڊେͳূ໌߲Λੜ੒͠ಘΔɻCoenͷม׵Ͱ͸ɺٯม׵͕Մ
ೳͳΑ͏ʹɺূ໌߲ͷ 1 ཁૉͱએݴతূ໌ͷ 1 ཁૉ͕֓ͶରԠ͢ΔΑ͏ʹͳ͍ͬͯΔɻ͜ͷͨ
Ίɺੜ੒͞ΕΔએݴతূ໌΋ৄࡉ͔ͭ๲େͳ΋ͷͱͳΓɺূ໌શମͷྲྀΕ͸೺Ѳ͠೉͍ɻྫ͑
͹ɺ৔߹෼͚͢Ε͹ͦΕͧΕͷ৔߹Ͱ͸ࣗ໌ͳ໋୊ʹ͍ͭͯɺखଓ͖తূ໌Ͱ͸ɺ1 ͭͷλΫ
ςΟοΫʹΑͬͯূ໌͢Δ͜ͱ΋ɺશͯͷ৔߹ʹ͍ͭͯҰͭͣͭূ໌͢Δ͜ͱ΋ՄೳͰ͋ΔɻҰ
ํɺCoenͷએݴతূ໌ݴޠͰ͸ɺৗʹશͯͷ৔߹ʹ͍ͭͯྻڍ͢Δɻखଓ͖తূ໌͔Βએݴత
ূ໌΁ͷม׵Λߟ͑ͨͱ͖ɺશ͕ͯৄࡉԽ͞Εͯ͠·͏ͱɺূ໌Ͱॏཁͳ෦෼ʹ஫໨Ͱ͖ͳ͘
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ͳͬͯ͠·͏ɻ
ຊݚڀͰ͸ɺূ໌߲͚ͩͰͳ͘ɺݩͷূ໌ͷλΫςΟοΫ΋ར༻͢Δ͜ͱͰɺม׵લޙͷূ໌
ͷཻ౓Λ͚ۙͮɺΑΓՄಡੑͷߴ͍ূ໌Λੜ੒͢Δɻ͜Ε͸ Coenͷม׵ʹࣅͨূ໌߲ͷΈ͔Β
ͷม׵΋ؚΜͰ͓ΓɺϢʔβ͸ม׵݁ՌΛݩͷखଓ͖తূ໌ʹཻ͍ۙ౓ͷূ໌ʹ͢Δ͔ৄࡉԽ͞
Εͨূ໌ʹ͢Δ͔ΛબͿ͜ͱ͕Ͱ͖Δɻ
ຊݚڀͰ͸ಛʹɺطଘͷূ໌ʹมߋΛՃ͍͑ͨ৔߹΍ূ໌ΛಡΈқ͘ॻ͖׵͍͑ͨ৔߹ʹɺͦ
ͷલஈ֊ͱͯ͠ม׵Λߦ͏͜ͱΛ૝ఆ͍ͯ͠Δɻએݴతূ໌΁ͷม׵Λߦ͏͜ͱͰɺมߋ͢΂͖
ՕॴΛ໌֬ʹ͠ɺ͔ͭΤσΟλͰͷҰׅஔ׵ͳͲʹΑΔػցతͳमਖ਼Λ༰қʹ͢Δɻ
ຊ࿦จͷߏ੒͸࣍ͷΑ͏ʹͳ͍ͬͯΔɻ2ষͰ͸ɺCoqʹ͓͍ͯ (खଓ͖తͳ)ূ໌ΛͲͷΑ
͏ʹߦ͏͔ɺ·ͨͦΕ͕ Coq಺෦ͰͲͷΑ͏ʹѻΘΕ͍ͯΔ͔Λ঺հ͢Δɻ3ষͰ͸ɺC-zarͷ
ߏจͱͦͷಛ௃ʹ͍ͭͯઆ໌͢Δɻ4ষͰ͸ɺ۩ମతͳม׵ख๏Λ 3ஈ֊ʹ෼͚ͯ঺հ͢Δɻ5
ষͰ͸࣮૷ͨ͠ม׵ʹ͍ͭͯɺͦͷػೳͱඪ४ϥΠϒϥϦʹద༻ͨ݁͠ՌΛ֬ೝ͢Δɻ6ষͰؔ
࿈ݚڀʹ͍ͭͯ঺հ͠ɺ7ষͰ͸ࠓޙͷ՝୊ʹ͍ͭͯड़΂Δɻ
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2 Coq ʹΑΔূ໌
Coq [5] ͸ INRIAʹΑͬͯ 1984೥ʹ։ൃ͞Εͨఆཧূ໌ࢧԉܥͰ͋Δɻͦͷಛ௃ͱͯ͠ɺΧ
ϦʔɾϋϫʔυಉܕରԠ [20] Λجૅͱͨ͠ূ໌ɺλΫςΟοΫهड़ݴޠ Ltac ʹΑΔূ໌ͷࣗಈ
ԽͳͲ͕ڍ͛ΒΕΔɻલষͰड़΂ͨΑ͏ʹɺ਺ֶ͓Αͼιϑτ΢ΣΞ։ൃͷ྆ํͰར༻͞Εͯ
͍Δɻ
ຊষͰ͸ɺCoqʹ͓͍ͯূ໌͕ͲͷΑ͏ͳදݱͰѻΘΕΔ͔Λઆ໌͠ɺͦͷޙ CoqͰͲͷΑ
͏ʹূ໌Λߦ͏͔ड़΂Δɻ
2.1 ূ໌߲ͱূ໌ঢ়ଶ
CoqͰ͸ɺΧϦʔɾϋϫʔυಉܕରԠ [20] ʹج͖ͮɺϓϩάϥϜʹΑ໋ͬͯ୊΍ূ໌Λهड़
͢Δɻྫ͑͹ɺCoqʹ͓͚Δهड़ʮforall P, P → Pʯ͸ʮ೚ҙͷ໋୊ Pʹ͍ͭͯɺPͳΒ͹
PʯΛҙຯ͢Δ͕ɺಉ࣌ʹܕҾ਺ Pͱܕ PΛ߲࣋ͭΛҾ਺ʹͱΓܕ Pͷ߲Λฦؔ͢਺ͷܕͱͯ͠
ͷҙຯ΋࣋ͭɻCoqʹஔ͍ͯ͜ͷ໋୊Λূ໌͢Δ͜ͱ͸ɺ͜ͷܕΛ߲࣋ͭΛ༩͑Δ͜ͱͰ͋Δɻ
CoqͰ͸ϓϩάϥϜΛهड़͢Δ͜ͱ΋͋ΔͨΊɺূ໌Λද߲͢Λಛʹূ໌߲ͱݺͿɻ
໋୊΍ূ໌ͷهड़ʹ͸ɺCoqಠࣗͷؔ਺ܕݴޠ GallinaΛ༻͍ΔɻGallinaͷಛ௃ͱͯ͠ɺܕ
΋߲ͱͯ͠ѻ͑Δ఺͕ڍ͛ΒΕΔɻྫ͑͹ɺ0͸ࣗવ਺Λද͢ܕ natͷ߲Ͱ͋Γɺnat͸ू߹Λ
ද͢ܕ Setͷ߲Ͱ͋ΔɻGallinaͷ߲ͷߏจΛਤ 2.1ʹࣔ͢ɻ͜͜Ͱ x ͸ܕ໊΍ίϯετϥΫλ
໊ΛؚΉม਺໊Λද͠ɺc ͸ίϯετϥΫλ໊Λද͢΋ͷͱ͢Δɻ
ͳ͓ɺҎ߱Ͱূ໌߲Λॻ͘ͱ͖ɺͦͷҰ෦·ͨ͸શମʹରͯ͠ɺܕ஫ऍΛೖΕΔ৔߹͕͋Δɻ
ྫ͑͹ɺfun (x:nat) ⇒ x + 1ͱ fun x ⇒ x + 1 : nat → nat͸ͲͪΒ΋߲ fun x ⇒
x + 1ͱಉ͡ҙຯΛ࣋ͭɻ͜ͷ஫ऍ͸ͦΕͧΕɺม਺ x͕ܕ natΛ࣋ͭ͜ͱɺ߲શମͷܕ͕ nat
→ natͰ͋Δ͜ͱΛද͢ɻ
·ͨɺfun x ⇒ (fun y ⇒ ...⇒ t) ͸Ҏ߱ fun x y ...⇒ t ͷΑ͏ʹུه͢Δɻಉ༷
ʹɺforall x, forall y, ..., t͸ forall x y ..., tͱུه͢Δɻ
ґଘؔ਺ܕ͸ؔ਺ܕͷҰൠԽͰɺྫ͑͹ forall A, A → Aͱ͍͏ܕΛ߲࣋ͭ͸ɺܕ Aͱܕ
AΛ߲࣋ͭΛҾ਺ͱͯ͠ड͚औΓɺܕ AΛ߲࣋ͭΛฦ͢ 2Ҿ਺ؔ਺Ͱ͋Δɻfun A (x:A) ⇒ x
͕͜ͷܕΛ࣋ͭɻ
Coq Ͱ͸ূ໌߲Λ༩͑Δ͜ͱͰূ໌Λߦ͏͕ɺҰ౓ʹূ໌߲શମΛ༩͑Δඞཁ͸ͳ͘ɺஈ
֊తʹূ໌߲Λߏங͢Δ͜ͱ͕Ͱ͖Δɻߏங్தͷূ໌߲͸ɺະߏஙͷ෦෼Λද࣮͢ࡏม਺
(existential variable)?x ΛؚΉܗͰද͞ΕΔɻҎ߱ɺ࣮ࡏม਺ΛؚΉՄೳੑ͕͋Δূ໌߲Λ෦෼
ূ໌߲ͱݺͿɻ
ߏங్தͷূ໌ͷঢ়ଶ͸෦෼ূ໌߲ʹΑͬͯද͢͜ͱ͕Ͱ͖Δ͕ɺ௨ৗ CoqϢʔβʹূ໌ͷ
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✓ ✏
t := x (ม਺)
| t0 t1 . . . tn (ؔ਺ద༻)
| fun x ⇒ t (ແ໊ؔ਺)
| t → t (ؔ਺ܕ)
| forall x , t (ґଘؔ਺ܕ)
| let x := t0 in t1 (ہॴม਺ఆٛ)
| match t with (ύλʔϯϚον)
| c1 t11 . . . t1j ⇒ t1
. . .
| ci ti1 . . . tik ⇒ ti end
| fix x0 := t0 with . . . with xi := ti for tj (ແ໊࠶ؼؔ਺)
| cofix x0 := t0 with . . . with xi := ti for tj (ແ໊༨࠶ؼؔ਺)✒ ✑
ਤ 2.1 Gallinaͷߏจఆٛ
ঢ়ଶͱͯ͠෦෼ূ໌߲͕ࣔ͞ΕΔ͜ͱ͸ͳ͍ɻCoqͷର࿩؀ڥͰ͋Δ coqtopʹΑΔূ໌ͷ༷ࢠ
Λਤ 2.2ʹɺඪ४ͷ։ൃ؀ڥͰ͋Δ CoqIDEʹΑΔূ໌ͷ༷ࢠΛਤ 2.3ʹࣔ͢ɻਤ 2.2Ͱ͸ೋ
ॏઢΛڬΜͩ 2ߦɺਤ 2.3Ͱ͸ը໘ӈଆ͕ͦͷ࣌఺Ͱͷূ໌ͷঢ়ଶΛද͍ͯ͠ΔɻͲͪΒ΋ɺʮy
: natʯͱ͍͏ར༻Ͱ͖ΔԾఆͷදࣔͱɺʮ1 + y = 0 + S yʯͱ͍͏ࣔ͢΂໋͖୊ͷදࣔͰߏ
੒͞Ε͍ͯΔɻ͜ͷԾఆͱ໋୊ͷ૊ΛΰʔϧͱݺͿɻ
ྫͰ͸ 1ͭͷΰʔϧʹରͯ͠Ծఆ͸ 1͚ͭͩଘࡏ͍ͯ͠Δ͕ɺҰൠʹԾఆ͸ଘࡏ͠ͳ͍΋͘͠
͸ෳ਺ଘࡏ͢Δ৔߹͕͋Δɻྫ͑͹ɺਤ 2.2ͷத΄Ͳʹ͋Δʮx, y : natʯͱ͍͏هड़͸ɺར
༻Ͱ͖ΔԾఆ͕ x:natͱ y:natͷ 2ͭͰ͋Δ͜ͱΛ͍ࣔͯ͠ΔɻҰํͰɺ໋୊͸ΰʔϧʹର͠
ͯৗʹ 1͚ͭͩଘࡏ͢Δɻ໋୊Λෳ਺ʹ෼ղͨ͠৔߹ʹ͸ɺ෼ղʹΑͬͯੜ·Ε໋ͨ୊ͦΕͧΕ
ʹରͯ͠ΰʔϧ͕࡞ΒΕΔɻ࣮ࡍɺਤ 2.2Ͱ͸ΰʔϧ͕ 2ͭଘࡏ͓ͯ͠Γɺsubgoal͔Β࢝·Δ
2ߦ͕ɺࠓ஫໨͍ͯ͠Δΰʔϧͷଞʹɺ΋͏ 1ͭΰʔϧ͕ଘࡏ͢Δ͜ͱΛ͍ࣔͯ͠Δ (ԾఆΛল
ུ͍ͯ͠ΔͨΊɺΰʔϧͦͷ΋ͷͰ͸ͳ͍)ɻҰൠʹɺূ໌ͷঢ়ଶ͸ 0ݸҎ্ͷΰʔϧʹΑͬͯ
ද͞ΕΔɻΰʔϧ͕ 0ݸͷ৔߹ͱ͸ɺࣔ͢΂໋͖୊͕ଘࡏ͠ͳ͍ͱ͍͏͜ͱͰ͋ΔͨΊɺূ໌͕
׬ྃͨ͜͠ͱΛද͢ɻ
ΰʔϧ͸෦෼ূ໌߲ʹ͓͚Δ࣮ࡏม਺ͷҰͭʹରԠ͓ͯ͠ΓɺΰʔϧͷԾఆ͕࣮ࡏม਺ͷҐஔ
ʹ͓͚Δ؀ڥΛɺΰʔϧͷ໋୊͕࣮ࡏม਺ͷܕΛ͍ࣔͯ͠Δɻ෦෼ূ໌߲ʹ͸࣮ࡏม਺͕ෳ਺ؚ
·ΕΔՄೳੑ͕͋Γɺΰʔϧ΋࣮ࡏม਺ͱಉ਺ଘࡏ͢ΔͨΊɺߏங్தͷূ໌͸ 1ͭҎ্ͷΰʔ
ϧͷ૊ʹରԠ͍ͯ͠ΔɻΰʔϧΛ೚ҙͷॱ൪ͰͳΒ΂ͨ΋ͷΛɺΰʔϧϦετͱݺͿɻCoq Ͱ
͸ΰʔϧϦετͷઌ಄Λʮݱࡏ஫໨͍ͯ͠Δΰʔϧʯͱͯ͠ѻ͍ɺଞͷΰʔϧΑΓଟ͘ͷ৘ใ͕
දࣔ͞ΕΔଞɺΰʔϧʹର͢Δૢ࡞ͷଟ͘͸஫໨͍ͯ͠Δΰʔϧʹରͯ͠ͷΈ࣮ߦ͞ΕΔɻCoq
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ਤ 2.2 coqtopʹΑΔূ໌࣮ߦྫ
ਤ 2.3 CoqIDEʹΑΔূ໌࣮ߦྫ
ʹ͓͚Δূ໌ঢ়ଶ͸ɺ෦෼ূ໌߲ͱΰʔϧϦετͷ૊Ͱ͋Δͱߟ͑Δͱѻ͍қ͍ɻҎԼͰ͸Ծఆ
͕ H Ͱ໋୊͕ P Ͱ͋ΔΑ͏ͳΰʔϧΛ H ⊢ P Ͱࣔ͢͜ͱʹ͢Δɻ
͜͜Ͱ͸ɺιʔείʔυ 1.1 Ͱ induction x Λ࣮ߦͨ࣌͠఺Ͱͷূ໌ঢ়ଶΛྫͱͯࣔ͢͠ɻ
෦෼ূ໌߲͸࣍ͷΑ͏ʹͳΔɻ
(fun (x:nat) (y:nat) ⇒
nat_ind (fun x’:nat ⇒ S x’ + y = x’ + S y) ?g1
(fun (x’:nat) (IHx:S x’ + y = x’ + S y) ⇒ ?g2) x)
͜͜Ͱɺnat_ind͸ܕ natΛ߲࣋ͭʹର͢Δؼೲ๏Λߦ͏Α͏ͳؔ਺Ͱ͋ΓɺҾ਺ͷ 1ͭ໨
໋͕͍ࣔͨ͠୊ɺ2ͭ໨͕ 0ͷ৔߹ͷূ໌ɺ3ͭ໨͕ S x’ͷ৔߹ͷূ໌ɺ4ͭ໨͕ؼೲ๏ͷର৅
ͱͳΔม਺Λද͢ɻ͜͜Ͱ͸ nat_ind ... x͸ S x + y = x + S yͱ͍͏ܕΛ࣋ͭɻແ໊ؔ
਺͸ґଘؔ਺ܕ (ฦΓ஋ͷܕͰҾ਺Λ࢖Θͳ͍৔߹ʹ͸ؔ਺ܕ)ʹରԠ͢ΔͨΊɺ͜ͷ෦෼ূ໌
߲શମ͸ forall x y, S x + y = x + S yͱ͍͏ܕʹͳΔɻ
·ͨɺ࣮ࡏม਺?g1ɺ?g2ʹରԠ͢Δΰʔϧ g1ɺg2͸ͦΕͧΕ࣍ͷΑ͏ʹͳΔɻ͜͜Ͱ Γ͸
ূ໌։࢝࣌ͷ؀ڥͰ͋Δͱ͢Δɻ?g2͸?g1ͱ͸ผͷແ໊ؔ਺ͷதʹ͋ΔͨΊɺ?g1ΑΓ΋ଟ͘
ͷԾఆΛ࣋ͭɻ
g1 = Γ, x:nat, y:nat ⊢ (S 0) + y = 0 + (S y)
g2 = Γ, x:nat, y:nat, x’:nat, IHx:(S x’ + y = x’ + S y)
⊢ (S (S x’)) + y = (S x’) + (S y)
λΫςΟοΫʹΑͬͯੜ·Εͨ৽ͨͳΰʔϧΛɺλΫςΟοΫ࣮ߦલͷΰʔϧ·ͨ͸λΫ
ςΟοΫʹର͢ΔαϒΰʔϧͱݺͿɻΰʔϧ Γ, x:nat, y:nat ⊢ (S x) + y = x + (S y)
ʹରͯ͠ induction x Λ࣮ߦͨ͠ͱ͖ʹ g1 ͓Αͼ g2 ΛಘΔͨΊɺ͜ͷ 2 ͭͷΰʔϧ͸ Γ,
x:nat, y:nat ⊢ (S x) + y = x + (S y) ͷαϒΰʔϧɺ·ͨ͸ induction x ͷαϒΰʔ
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ιʔείʔυ 2.1 CoqͰͷূ໌ͷྫ
1 Goal forall x y : nat, S x + y = x + S y.
2 Proof.
3 intros.
4 induction x.
5 reflexivity.
6 simpl.
7 f_equal.
8 apply IHx.
9 Qed.
ϧͳͲͱݺ͹ΕΔɻ
2.2 CoqʹΑΔखଓ͖తূ໌
Coq Ͱ͸ɺϢʔβ͸λΫςΟοΫͷ࣮ߦʹΑͬͯূ໌ΛਐΊΔɻλΫςΟοΫ͸ɺূ໌ঢ়ଶ
͔Βূ໌ঢ়ଶ΁ͷ (෦෼)ؔ਺Ͱ͋ΔɻλΫςΟοΫΛ܁Γฦ͠ద༻͠ɺΰʔϧ͕ແ͘ͳͬͨ࣌ɺ
ݴ͍׵͑Ε͹෦෼ূ໌߲͕࣮ࡏม਺Λؚ·ͳ͍ܗʹͳͬͨͱ͖ɺূ໌͕׬ྃ͢Δɻ
ͳ͓ɺCoqͷλΫςΟοΫ͸ΰʔϧϦετʹର͠೚ҙͷมܗΛՃ͑Δ͜ͱ͕Ͱ͖Δ͕ɺຊݚڀ
Ͱ͸ΰʔϧϦετͷઌ಄ʹ͋ΔΰʔϧʹͷΈ࣮ߦ͞Εɺαϒΰʔϧ͸೚ҙͷॱ൪ͰΰʔϧϦετ
ͷઌ಄ʹ௥Ճ͞ΕΔ΋ͷͱ͢Δɻ·ͨɺλΫςΟοΫʹΑͬͯ͸άϩʔόϧ؀ڥʹఆཧΛ௥Ճ͢
Δ΋ͷͳͲ΋ଘࡏ͢Δ͕ɺຊݚڀͰ͸ର৅֎ͱ͢Δɻ
Coq ʹΑΔ؆୯ͳূ໌ͷྫͱͯ͠ɺιʔείʔυ 1.1 Λιʔείʔυ 2.1 ʹ࠶ܝ͢Δɻূ໌
͸ɺCoq΁ͷ໋ྩΛද͢ίϚϯυͱূ໌εςοϓΛද͢λΫςΟοΫ͔Β੒Δɻ
GoalίϚϯυ͸ূ໌໋͍ͨ͠୊Λએݴ͢ΔίϚϯυͰ͋Δɻ·ͨɺূ໌ͨ͠ఆཧʹ໊લΛ෇
͚͍ͨ৔߹ɺGoalίϚϯυͷ୅ΘΓʹ LemmaίϚϯυΛ༻͍ΔɻLemmaίϚϯυͰ͸ɺఆཧ͕
Ҿ਺ΛͱΔ͜ͱ΋ՄೳͰ͋Δɻྫ͑͹ɺLemma lemma1 (x:nat) : x = x. Λ࣮ߦͨ͠ͱ͖ɺ
x:nat͕Ծఆʹ௥Ճ͞Εͨঢ়ଶͰ໋୊ x = xͷূ໌Λ։࢝͠ɺূ໌ऴྃޙʹ lemma1ͱ͍͏໊
લͰଞͷ໋୊ͷূ໌ʹ࢖༻Ͱ͖ΔΑ͏ʹ͢ΔɻProofίϚϯυ͸ূ໌ͷ࢝·ΓΛ͕ࣔ͢ɺ࣮ࡍʹ
͸Կ΋ػೳΛ࣋ͨͳ͍ɻলུͯ͠΋໰୊ແ͍͕ɺGoalίϚϯυͷ໋୊͕ෳ਺ߦʹ౉Δ৔߹ͳͲ
͸ূ໌ͷ։࢝Ґஔ͕෼͔Γқ͘ͳΔͨΊ༗༻Ͱ͋Δɻূ໌ͷ׬ྃ͸ QedίϚϯυͰࣔ͢ɻ
ূ໌Ͱ༻͍ΒΕΔओͳλΫςΟοΫΛҎԼʹࣔ͢ɻ
intros
ΰʔϧͷ໋୊͕ X → Y ΋͘͠͸ forall x:X, Y ͷܗͰ͋ΔͳΒ͹ɺ໋୊Λ Y ʹม
͑ɺԾఆʹ x:X Λ௥Ճ͢Δɻΰʔϧͷ໋୊͕ X → Y ͷͱ͖ɺ໊લ͸ࣗಈతʹੜ੒͞
ΕΔɻ
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apply H
Ծఆ H Λΰʔϧͷ໋୊ʹద༻͢ΔɻH ͕ X → Y ͔ͭΰʔϧͷ໋୊͕ Y ͷͱ͖ɺΰʔ
ϧͷ໋୊Λ X ʹม͑Δɻ·ͨɺH ͕ΰʔϧͱಉ໋͡୊Λද͢ͱ͖ɺͦͷΰʔϧͷূ໌Λ
׬ྃ͢Δɻ
simpl
ΰʔϧͷ໋୊Λ؆໿͢Δɻྫ͑͹ΰʔϧ͕ ⊢ 1 + 1 = 2ͷͱ͖ simplΛ࣮ߦ͢Δͱɺα
ϒΰʔϧ ⊢ 2 = 2͕ੜ੒͞ΕΔɻ2ͭͷ໋୊͸౳ՁͰ͋ΔͨΊɺ෦෼ূ໌߲͸มԽ͠ͳ
͍͕ɺ໋୊ͷܗΛม͑Δ͜ͱͰɺҎ߱ʹ࣮ߦ͢ΔλΫςΟοΫͷڍಈʹӨڹΛ༩͑Δɻ
rewrite H
Ծఆͷ౳ࣜ H Λ࢖ͬͯΰʔϧͷ໋୊Λॻ͖׵͑Δɻྫ͑͹ΰʔϧ͕ ⊢ x = yͰ͋ΓɺH
͕ y = zͱ͍͏໋୊Λࣔ͢ͱ͖ rewrite HΛ࣮ߦ͢Δͱɺαϒΰʔϧ ⊢ x = z͕ੜ੒
͞ΕΔɻ
f_equal
ΰʔϧͷ໋୊͕ f x = f y ͷͱ͖ɺ྆ล͔Β f ΛऔΓআ͖ɺx = y ʹ͢Δɻ
reflexivity
ΰʔϧͷ໋୊͕ x = x ͷͱ͖ɺ·ͨ͸྆ลΛ؆໿͢Ε͹ಉ͡ܗʹͳΔͱ͖ɺͦͷΰʔϧͷ
ূ໌Λ׬ྃ͢Δɻ
destruct x
߲ x ʹ͍ͭͯ৔߹෼͚Λߦ͏ɻx ͷܕͷίϯετϥΫλ͕ nݸͷͱ͖ɺx ΛͦΕͧΕͷ৔
߹Ͱஔ͖׵͑ͨ nݸͷαϒΰʔϧΛੜ੒͢Δɻ
induction x
߲ x ʹ͍ͭͯߏ଄తؼೲ๏Λߦ͏ɻجຊతʹ͸ destructλΫςΟοΫͱಉ༷͕ͩɺΰʔ
ϧͷԾఆʹؼೲ๏ͷԾఆΛ௥Ճ͢Δɻ
trivial
؆୯ͳΰʔϧʹ͍ͭͯࣗಈతʹূ໌Λ׬ྃ͢Δɻূ໌͕׬ྃͰ͖ͳ͔ͬͨ৔߹ʹ͸ΰʔϧ
͸มԽ͠ͳ͍ɻΑΓڧྗͳࣗಈূ໌λΫςΟοΫͱͯ͠ auto΍ firstorderͳͲ΋ଘࡏ
͢Δɻ
Coq Ͱ͸ɺλΫςΟοΫهड़ݴޠ Ltac [21] Λ༻͍Δ͜ͱͰɺطଘͷλΫςΟοΫ͔Β৽ͨ
ͳλΫςΟοΫΛ࡞੒Ͱ͖Δɻྫ͑͹ɺLtac ʹ͓͍ͯηϛίϩϯ͸ 2ͭͷλΫςΟοΫΛܨ͛
Δԋࢉࢠ (λΫςΟΧϧ)Ͱ͋Δɻdestruct x; auto͸ɺxʹ͍ͭͯ৔߹෼͚Λߦ͍ɺͦͷα
ϒΰʔϧͦΕͧΕʹ͍ͭͯ autoΛߦ͏ 1ͭͷλΫςΟοΫʹͳΔɻCoq͸ Ltac Ͱ࡞ͬͨλΫ
ςΟοΫʹ໊લΛ෇͚Δػೳ΋උ͍͑ͯΔͨΊɺϢʔβ͸ࣗ෼Ͱ৽͍͠λΫςΟοΫΛఆٛ͢Δ
͜ͱ͕Ͱ͖Δɻ৔߹ʹԠͯࣗ͡ಈূ໌λΫςΟοΫΛ࡞੒͢Δ͜ͱͰɺ؆୯ʹূ໌͕ߦ͑ΔΑ͏
ʹͳΔɻ
ෳ਺ͷΰʔϧ͕ଘࡏ͢Δ࣌ʹূ໌ͷߏ଄Λ໌ࣔ͢Δػೳͱͯ͠ɺόϨοτͱݺ͹ΕΔߏจ͕
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ଘࡏ͢Δɻ͜Ε͸λΫςΟοΫͰ͸ͳ͘ҰͭͷίϚϯυʹ૬౰͢Δɻιʔείʔυ 1.3ͷ 5ɾ6
ߦ໨ߦ಄ʹ͋Δ-ه߸͕όϨοτͰ͋ΔɻόϨοτΛ࣮ߦ͢Δͱɺূ໌ঢ়ଶ͸มԽ͠ͳ͍͕ɺό
ϨοτΛ࣮ߦͨ࣌͠఺ͰͷΰʔϧϦετͷ 2൪໨Ҏ߱ͷΰʔϧʹର͢Δૢ࡞͕ߦ͑ͳ͘ͳΔɻ2
൪໨Ҏ߱ͷαϒΰʔϧΛূ໌͢Δʹ͸΋͏Ұ౓όϨοτΛ࣮ߦ͢Δඞཁ͕͋Γɺ·ͨ 1 ൪໨ͷ
ΰʔϧͷূ໌͕ (ͦͷαϒΰʔϧ΋ؚΊͯ) ׬ྃ͢Δ·ͰόϨοτΛ࣮ߦ͢Δ͜ͱ͸Ͱ͖ͳ͍ɻ
ྫ͑͹ɺ৔߹෼͚Λߦ͏λΫςΟοΫΛ࣮ߦͨ͠௚ޙʹόϨοτΛ༻͍Δ͜ͱͰɺূ໌εΫϦϓ
τͷͲͷൣғ͕Ұͭͷ৔߹ʹରԠ͍ͯ͠Δ͔Λ໌ࣔ͢Δ͜ͱ͕Ͱ͖Δɻͨͩ͠ɺ৔߹෼͚Λߦ͏
࣌఺Ͱطʹෳ਺ͷΰʔϧ͕ଘࡏ͢Δ৔߹ʹ͸ɺͦΕΒͷΰʔϧ΋৔߹෼͚ͷαϒΰʔϧͱಉ౳ʹ
ѻΘΕͯ͠·͏ͳͲɺଟগ஫ҙ͠ͳ͍ͱ௚؍ʹ൓͢Δূ໌εΫϦϓτʹͳͬͯ͠·͏ɻ
खଓ͖తূ໌Ͱ͸ɺλΫςΟοΫ͕ʮͲͷΰʔϧʹରͯ͠ʯʮͲͷΑ͏ͳมܗΛߦ͔ͬͨʯΛ
஌Δʹ͸ɺ֤λΫςΟοΫͷಇ͖ʹ͍ͭͯ஌͍ͬͯΔඞཁ͕͋Δɻ͔͠͠ɺCoqͰ͸λΫςΟο
Ϋ͸ϢʔβఆٛՄೳͳ΋ͷͰ͋ΓɺCoqඪ४ͷ΋ͷ͚ͩʹݶͬͨͱͯ͠΋ͦͷશͯΛ໢ཏ͢Δ͜
ͱ͸ࠔ೉Ͱ͋Δɻূ໌هड़த͸ର࿩؀ڥ͕֤࣌఺ʹ͓͚ΔΰʔϧΛදࣔ͠ɺͦΕʹΑͬͯϢʔβ
͸λΫςΟοΫΛ࣮ߦͨ݁͠ՌΛ೺ѲͰ͖ΔͨΊେ͖ͳো֐ʹ͸ͳΒͳ͍͕ɺิॿͳ͠Ͱূ໌Λ
ಡΉͨΊʹ͸ଟগ Coqͷܦݧ͕͋ͬͯ΋೉͍͠ɻ
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3 એݴతূ໌ݴޠ C-zar
C-zar [12] ͸ Corbineau ʹΑͬͯϓϥάΠϯͱͯ͠։ൃ͞Εͨ Coq ͷએݴతূ໌ݴޠͰ͋
Γɺޙʹ Coq ຊମʹ࠾༻͞ΕͨɻCoq Ͱͷએݴతূ໌͸طʹ MMode [22] ͰࢼΈΒΕ͍ͯͨ
͕ɺC-zar͸ΑΓߴػೳ͔ͭࣗવͳએݴతূ໌Λ࣮ݱͨ͠ɻC-zar͸ҎԼͷ 4ͭΛओͳಛ௃ͱ͠
͍ͯΔɻ
• Մಡੑ: ֤εςοϓͷಇ͖͕ίϚϯυͰࣔ͞Ε͍ͯΔ͜ͱɻ
• ࣗવݴޠΒ͠͞: ࣗવݴޠͰͷূ໌ʹࣅͨߏ଄Λ࣋ͭ͜ͱɻ
• อकੑ: CoqͷόʔδϣϯͰৼΔ·͍͕มΘͬͨ࣌ɺͦͷӨڹൣғ͕ݶఆతͰ͋Δ͜ͱɻ
• ಠཱੑ: CoqͰ࣮ߦ͠ͳͯ͘΋े෼ཧղͰ͖Δ͚ͩͷ৘ใ͕໌ࣔ͞ΕΔ͜ͱɻ
ຊষͰ͸ɺ·ͣએݴతূ໌Ұൠʹ͍ͭͯड़΂ͨޙɺC-zarͷߏจΛ঺հ͠ɺͦͷಛ௃Λڍ͛Δɻ
3.1 એݴతূ໌
એݴతূ໌͸໋୊Λத৺ʹهड़͢Δূ໌ελΠϧΛࢦ͠ɺূ໌ݴޠMizar [23] ʹ͓͚Δূ໌
Λͦͷݯྲྀʹ࣋ͭɻҎ߱ͷએݴతূ໌ݴޠ͸ Mizar Λجૅͱ͓ͯ͠Γɺ·໋ͨ୊த৺ͱ͍͏ಛ
௃͔ΒɺͲͷએݴతূ໌ݴޠ΋جຊతͳߏจ͕ྨࣅ͍ͯ͠Δɻ
એݴతূ໌Ͱ͸ɺجຊతʹ֤εςοϓͰɺͦͷεςοϓʹ͓͚Δΰʔϧͷ໋୊Λ໌ࣔతʹهड़
͢Δɻ·ͨɺinduction ͷΑ͏ʹԾఆ͕૿͑ΔεςοϓͰ͸ɺͦͷ໋୊ͱ໊લΛهड़͢Δɻ͜
ͷಛ௃ͷͨΊɺએݴతূ໌Ͱ͸֤εςοϓʹ͓͚Δΰʔϧ͕໌֬Ͱ͋Δɻ
ͨͩ͠ɺূ໌໋͍ͨ͠୊Λ͚ࣔͩ͢Ͱ͸ɺͦΕ͕ຊ౰ʹূ໌ՄೳͰ͋Δ͔ఆཧূ໌ࢧԉܥ͕൑
ఆͰ͖Δͱ͸ݶΒͳ͍ɻͦͷͨΊɺଟ͘ͷએݴతূ໌ݴޠ͸໋୊ʹՃ͑ͯɺͦͷ໋୊͕੒Γཱͭ
ࠜڌ΋هड़͢Δඞཁ͕͋Δɻ͜ΕΛ justificationͱݺͿɻ
खଓ͖తূ໌͸ɺΰʔϧΛαϒΰʔϧʹ෼ղ͍ͯ͘͠ޙ޲͖ূ໌ (backward proof)͕Ұൠత
͕ͩɺC-zarΛؚΊͨଟ͘ͷએݴతূ໌ݴޠ͸ط஌ͷ໋୊͔ΒϘτϜΞοϓʹ࠷ऴతͳΰʔϧ΁
ۙ෇͍͍ͯ͘લ޲͖ূ໌ (forward proof)Λجຊͱ͍ͯ͠Δɻݴ͍׵͑Ε͹ɺC-zarͰ͸ຆͲͷ
৔߹ɺΰʔϧͷมܗͰ͸ͳ͘ɺ໋୊ΛԾఆͱͯ͠௥Ճ͍ͯ͘͜͠ͱͰূ໌Λߦ͏ɻΑͬͯɺखଓ
͖తূ໌ͱએݴతূ໌ͷ֤εςοϓΛରԠ෇͚Δͱ͖ɺͦͷॱ൪͸ຌͦٯ޲͖ʹͳΔɻ
ͨͩ͠ɺલ޲͖ূ໌Λओͱ͢Δએݴతূ໌ݴޠͰ͋ͬͯ΋ɺ෦෼తʹ͸ޙ޲͖ূ໌Λߦ͏৔߹
͕͋Δɻྫ͑͹৔߹෼͚Λߦ͏৔߹ɺ৔߹෼͚Λߦ͏͜ͱΛએݴ͠ɺͦΕͧΕͷ৔߹ʹ͍ͭͯূ
໌͢Δ͜ͱ͕ҰൠతͰ͋Δɻ͜Ε͸ޙ޲͖ূ໌Ͱ͋ΓɺλΫςΟοΫʹΑΔखଓ͖తূ໌ͱେࠩ
ͳ͍ɻಉ༷ʹɺखଓ͖తূ໌Ͱ΋෦෼తʹ͸લ޲͖ূ໌ΛऔΓೖΕ͍ͯΔɻ
୅දతͳએݴతূ໌ݴޠͱͯ͠ɺఆཧূ໌ࢧԉܥ Isabelle [24] ͷએݴతূ໌ݴޠ Isar [25] ͕
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ڍ͛ΒΕΔɻIsabelle͸ݩʑ͸खଓ͖తূ໌͔͠උ͍͑ͯͳ͔͕ͬͨɺݱࡏͰ͸ IsarΛར༻͢Δ
ূ໌͕ओྲྀͱͳ͍ͬͯΔɻ
3.2 C-zarͷߏจ
C-zarͷߏจͷ͏ͪɺຊݚڀͰ࢖༻͢Δ΋ͷʹ͍ͭͯઆ໌͢Δɻ͜͜Ͱ͸ϐϦΦυͰऴΘΔͻ
ͱͭͷ໋ྩΛจͱݺͼɺྫ͑͹ proof.ΛʮproofจʯͱݺͿ͜ͱʹ͢Δɻ
ຊݚڀͰ͸ɺ਺ֶͰ޿͘༻͍ΒΕΔલ޲͖ূ໌Λੵۃతʹར༻͠ɺ৔߹෼͚ͳͲޙ޲͖ূ໌ͷ
ํ͕෼͔Γқ͍ͱࢥΘΕΔ৔߹ͷΈ෦෼తʹޙ޲͖ূ໌Λ༻͍Δ͜ͱͰɺΑΓ෼͔Γқ͍ূ໌ͷ
ੜ੒Λ໨ࢦ͢ɻͦͷͨΊɺ঺հ͢Δߏจ͸લ޲͖ূ໌͕ओͰ͋Δɻ
ͳ͓ɺC-zarͰ͸ɺূ໌εςοϓ͕ਖ਼͘͠׬ྃ͠ͳ͔ͬͨ৔߹Ͱ΋ܯࠂΛग़͢ͷΈͰઌʹਐΊ
ΒΕΔ৔߹͕͋Δɻ͜Ε͸ɺෆ׬શͳূ໌εςοϓ͕͋ͬͨ৔߹ʹ΋ɺͦͷઌͷূ໌ʹ͍ͭͯݕ
ূΛՄೳʹ͢ΔͨΊͷાஔͰ͋Δɻ΋ͪΖΜɺͦͷ··ূ໌Λ׬ྃ͢Δ͜ͱ͸Ͱ͖ͣɺQedίϚ
ϯυΛ࣮ߦͨ࣌͠఺ͰΤϥʔʹͳΔɻ
proof. ʙ end proof.
C-zarΛ࢖ͬͯূ໌Λهड़͢ΔൣғΛࣔ͢ɻ͜ͷ಺෦ͰͷΈ C-zarΛهड़Ͱ͖Δɻ
ͨͩ͠ɺproofจΛ࣮ߦͨ࣌͠఺ͰΰʔϧϦετͷઌ಄ʹ͋ͨΔΰʔϧͷΈΛূ໌͠ɺ
end proofจΛ࣮ߦͨ࣌͠఺Ͱͦͷΰʔϧͷূ໌͕׬ྃ͢Δ΋ͷͱ͢Δɻ
thus P by ls using tac.
hence P by ls using tac.
ͲͪΒ΋ΰʔϧΛূ໌͢ΔɻP ͸͜ͷจ͕ূ໌͢Δ໋୊ɺͭ·Γΰʔϧͷ໋୊΋͘͠͸
ͦΕͱ౳Ձͳ໋୊Ͱ͋Δɻ
byҎ߱͸ justificationͰ͋ΓɺλΫςΟοΫ tac ʹΑͬͯɺఆཧ໊Ϧετ ls ʹؚ·Ε
ΔఆཧɾԾఆͷΈΛ༻͍ͯূ໌Ͱ͖Δ͜ͱΛࣔ͢ɻͳ͓ɺఆཧ໊Ϧετʹ͸ఆཧΛද໊͢
લΛॻ͘ͷ͕ҰൠతͰ͸͋Δ͕ɺ೚ҙͷ Gallinaͷ߲Λॻ͘͜ͱ͕ՄೳͰ͋Δɻhenceจ
ͷ৔߹ɺ௚લͷจͰ໋ࣔͨ͠୊΋ ls ʹؚ·ΕΔ΋ͷͱͯ͠ѻ͏ɻ
tac Λ࣮ߦͨ݁͠ՌɺP ͷূ໌͕׬ྃͤͣαϒΰʔϧ͕࢒ͬͯ͠·ͬͨ৔߹ɺ
firstorderλΫςΟοΫΛ֦ுͨࣗ͠ಈূ໌λΫςΟοΫʹΑΓ֤αϒΰʔϧͷূ໌Λ
ࢼΈɺͻͱͭͰ΋ূ໌͕׬ྃ͠ͳ͔ͬͨ৔߹ʹ͸ܯࠂΛग़͢ɻ
ls ͓Αͼ tac ͸ͦΕͧΕলུ͢Δ͜ͱ΋Ͱ͖Δɻls ͕লུ͞Εͨ৔߹͸ఆཧɾԾఆΛ࢖
Θͣʹ (henceจͷ৔߹͸௚લʹ໋ࣔͨ͠୊ͷΈΛ࢖ͬͯ)ূ໌Λߦ͍ɺtac͕লུ͞Εͨ
৔߹͸ࣗಈূ໌λΫςΟοΫͷΈͰূ໌Λߦ͏ɻιʔείʔυ 1.4ఔ౓ͷ؆୯ͳূ໌Ͱ͋
Ε͹ɺtac Λ໌ࣔ͢Δඞཁ͸ແ͍ɻ
ٯʹɺ࢖༻͢ΔఆཧΛ੍ݶ͠ͳ͍৔߹ʹ͸ ls ͱͯ͠*Λࢦఆ͢Δɻ·ͨɺP Ͱΰʔϧͷ
໋୊Λࣔ͢ಛผͳ໊લͱͯ͠ thesis͕༻ҙ͞Ε͍ͯΔɻ
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have H : P by ls using tac.
then H : P by ls using tac.
thusจ/henceจͱಉ༷ʹ tac Λ࢖ͬͯɺ໋୊ P Λূ໌͢Δɻͨͩ͠ɺP ʹ͸ΰʔϧ
Ͱ͸ͳ͘೚ҙͷ໋୊Λهड़͢ΔɻͦͷޙɺP ͷূ໌ʹ H ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ
͢Δɻthen จ͸ hence จಉ༷ɺ௚લʹ໋ࣔͨ͠୊΋ ls ʹؚ·ΕΔ΋ͷͱͯ͠ѻ͏ɻH
͕লུ͞Εͨ৔߹͸ূ໌໋ͨ͠୊͸࣍ͷεςοϓͰͷΈ (henceจͳͲʹΑͬͯ)࢖༻Ͱ
͖Δɻ
let H : P.
ΰʔϧͷ໋୊ʹ͋Δલఏʹ H ͱ͍͏໊લΛ෇͚ͯԾఆʹҠಈ͢ΔɻP ͸ H ͷܕ (໋୊)
Λද͢ɻखଓ͖తূ໌ʹ͓͚ΔλΫςΟοΫ intro H ͱಉ༷ͷҙຯΛ͕࣋ͭɺ໊લ΍ܕ
ͷলུ͸ڐ͞Ε͍ͯͳ͍ɻ
define x as t.
߲ t ʹ x ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ͢Δɻ
claim H : P. ʙ end claim.
಺෦Ͱ໋୊ P Λূ໌͠ɺH ͱ͍͏໊લΛ෇͚ͯԾఆʹ௥Ճ͢Δɻғ·Εͨ෦෼ͷূ໌
Λ෦෼ূ໌ͱݺͼɺclaimจ͔Β end claimจ·Ͱͷূ໌Λ claim۟ͱݺͿɻ
per cases on x. ʙ end cases.
per induction on x. ʙ end induction.
suppose it is (c t1 ...tn) and H1:P1 and ...and Hm:Pm.
߲ x ʹ͍ͭͯ৔߹෼͚Λߦ͏ɻcases จ͔Β end cases จͷؒͰ͚ͩ suppose จ͕
ར༻Ͱ͖Δɻsupposeจ͸ΰʔϧΛॻ͖׵͑ɺx ͷίϯετϥΫλ͕ c Ͱ͋Δ৔߹ʹ͍ͭ
ͯূ໌Λ࢝ΊΔɻcasesจͷ୅ΘΓʹ inductionจΛ࢖ͬͨ৔߹ʹ͸ɺsupposeจ͔Β
࢝·Δূ໌Ͱؼೲ๏ͷԾఆ Hi:Pi Λ࢖༻Ͱ͖Δɻ
3.3 खଓ͖తূ໌ͱͷൺֱ
Harrison [26] ͸એݴతূ໌ͱखଓ͖తূ໌ͷ 2ͭͷূ໌ελΠϧΛൺֱͯ͠ɺ࣍ͷΑ͏ʹड़
΂͍ͯΔɻ
• ॳ৺ऀʹ͸એݴతূ໌͕਌͠Έқ͍͕ɺखଓ͖తূ໌͸ΑΓॊೈͳهड़͕ՄೳͰ͋Δɻ
• Մಡੑ͸એݴతূ໌͕উΓɺ֎෦πʔϧͱͷ࿈ܞ΋ߦ͍қ͍ɻ
• ࣮ߦ (ূ໌ݕূ)ޮ཰͸खଓ͖తূ໌͕উΔɻ
• ର࿩తͳূ໌ʹ͸खଓ͖తূ໌͕޲͍͍ͯΔ͕ɺେن໛ͳূ໌Λ෦෼͝ͱʹ෼ׂͯ͠ߦ͏
৔߹ʹ͸એݴతূ໌͕޲͍͍ͯΔɻ
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ຊݚڀͰ͸ɺએݴతূ໌͕ଟϑΥʔϚοτͰͷදࣔ΍֎෦πʔϧͱͷ࿈ܞʹ༏Ε͍ͯΔ఺ʹ
஫໨͢Δɻલऀͷྫͱͯ͠ɺCoqʹඪ४Ͱؚ·ΕΔ coqdocίϚϯυʹΑΔจॻ͕ڍ͛ΒΕΔɻ
coqdoc͸ CoqεΫϦϓτ͔Β HTML΍ LATEXϑΝΠϧΛੜ੒͢ΔίϚϯυͰ͋Γɺจܳత
ϓϩάϥϛϯά [27] ΍࿦จࣥචΛͦͷ༻్ͷͻͱͭͱ͍ͯ͠Δɻ࣮ࡍʹ coqdoc Λ༻͍ͯॻ͔
Εͨจॻͱͯ͠͸ɺCoqͷϥΠϒϥϦυΩϡϝϯτͷଞɺॻ੶ʰCertified Programming with
Dependent Typesʱ [28] ΍ʰSoftware Foundationʱ [29] ͳͲ͕ڍ͛ΒΕΔɻCoqʹΑΔূ໌
ࣗମΛจॻͱͯ͠ಡ·͍ͤͨ৔߹ɺλΫςΟοΫͷಇ͖Λ஌Βͣͱ΋େ·͔ͳূ໌ͷྲྀΕ͕෼͔
Δ C-zar͸ద੾Ͱ͋Δͱߟ͑ΒΕΔɻ
ޙऀͷྫͱͯ͠͸ɺ1ষͰڍ͛ͨϦϑΝΫλϦϯάπʔϧͷଞɺIsabelle༻ IDEͰ͋Δ jEdit
͕ڍ͛ΒΕΔɻjEditͰ͸ɺ1ͭͷূ໌ͷෳ਺ՕॴͷݕূΛฒߦͯ͠ਐΊΔ͜ͱ͕Ͱ͖Δɻ͜Ε
͸ɺ֤εςοϓʹ͓͍ͯূ໌ͷ੒ޭࣦഊʹؔΘΒͣɺͦͷ݁Ռ͕ (໌ࣔ͞Ε͍ͯΔͨΊ)໌֬Ͱ
͋Δͱ͍͏એݴతূ໌ͷಛ௕ʹΑͬͯ੒Γཱ͍ͬͯΔɻखଓ͖తূ໌Ͱ͸֤λΫςΟοΫͷ࣮ߦ
݁Ռ͸࣮ߦ͠ͳ͍ͱ෼͔Βͣɺલͷεςοϓ͔Βॱ൪ʹ࣮ߦ͢Δ͜ͱͰ͔͠ݕূͰ͖ͳ͍ͨΊɺ
Ұ౓ʹ 1 ՕॴͷΤϥʔ͔͠ݕ஌Ͱ͖ͳ͍ɻର࿩తূ໌ʹ͓͍ͯ͸͜Ε͸େ͖ͳ໰୊ʹͳΒͳ͍
͕ɺҰ౓׬੒ͨ͠ূ໌Λमਖ਼͢Δ৔߹ʹ͸ख͕͔͔ؒΔɻC-zarͰ͸ɺΤϥʔͷ୅ΘΓʹܯࠂΛ
ग़͢ͱ͍͏ख๏Ͱɺෳ਺Τϥʔݕ஌ΛՄೳʹ͍ͯ͠Δɻ
ݱঢ়Ͱ͸ূ໌ͷ։ൃ؀ڥ͸ϓϩάϥϛϯάͷͦΕͱൺֱ͢Δͱେ͖͘ྼ͍ͬͯΔ͕ɺपล؀ڥ
͕ॆ࣮͢Ε͹ɺC-zar͸खଓ͖తূ໌ʹରͯ͠େ͖ͳ༏ҐੑΛ࣋ͪ͏Δɻ
ҰํɺC-zarͷܽ఺͸େ͖͘ 2ͭڍ͛ΒΕΔɻ·ͣɺએݴతূ໌ҰൠʹݟΒΕΔ໰୊ͱͯ͠ɺ
C-zar ͸खଓ͖తূ໌ʹൺ΂໌Β͔ʹهड़ྔ͕ଟ͍ɻྫ͑͹ɺιʔείʔυ 1.1 ͱιʔείʔ
υ 1.4Λߦ਺Ͱൺֱ͢ΔͱɺC-zar͸खଓ͖తূ໌ͷ໿ 1.5ഒͰ͋Δɻߋʹ C-zar͸ 1ߦ͕௕͍
ͨΊɺจࣈ਺Ͱൺֱ͢Δͱ໿ 3ഒʹͳΔɻͳ͓ɺ͜͜Ͱূ໌͍ͯ͠Δ໋୊͸ൺֱత୹͍ͷͰɺه
ड़ྔͷࠩ΋গͳ͍ͱߟ͑ΒΕΔɻಛʹɺؔ਺ͷ౳ՁੑͳͲϓϩάϥϜͷੑ࣭ʹؔ͢Δূ໌Ͱ͸ɺ
໋୊ʹؚ·ΕΔؔ਺ఆٛͷల։Λߦ͏৔໘͕͋Δɻ໋୊ʹؔ਺ఆ͕ٛ΄΅ͦͷ··ݱΕΔ͜ͱ΋
͋Γɺهड़ྔ͸֨ஈʹ૿͑Δ͜ͱ͕༧૝͞ΕΔɻ͜Ε͸୯७ʹهड़ͷख͕ؒ૿͑Δ͚ͩͰͳ͘ɺ
1εςοϓ͕਺ߦʹٴͼɺεςοϓؒͷࠩ෼΍ূ໌શମ͕ݟ௨͕͠෼͔Γ೉͘ͳΔͱ͍͏໰୊ʹ
΋ܨ͕ΔɻCoqIDEͳͲͰূ໌Λ࣮ߦ͢Ε͹ɺ໋୊͕ఆҐஔʹදࣔ͞Εɺૢ࡞ʹΑͬͯεςοϓ
͝ͱʹද͕ࣔ੾ΓସΘΔͨΊɺมߋՕॴ͕໌֬ʹͳΔ͕ɺಉ͜͡ͱ͸खଓ͖తূ໌Ͱ΋ՄೳͰ͋
Δɻূ໌͢Δ໋୊΍୧ΔಓےʹΑͬͯ͸ɺએݴతূ໌ʹ͔ͨ͠Βͱ͍ͬͯඞͣ͠΋ಡΈқ͘ͳΔ
Θ͚Ͱ͸ͳ͍ɻ
࣍ʹɺC-zarͰ͸֤εςοϓͷ݁ՌΛ૝ఆͯ͠ॻ͘ඞཁ͕͋Δɻ͜Ε͸୯७ͳ৔߹Ͱ͋Ε͹ͦ
Ε΄Ͳ໰୊ʹͳΒͳ͍͕ɺΑΓߴػೳͳλΫςΟοΫΛ༻͍Δ৔߹ʹো֐ʹͳΓ͏Δɻखଓ͖త
ূ໌Ͱ͋Ε͹ɺূ໌๯಄ͰΰʔϧΛ؆୯ʹ͢ΔΑ͏ͳࣗಈূ໌λΫςΟοΫΛ࣮ߦ͠ɺͦͷޙ
࢒ͬͨαϒΰʔϧΛূ໌͢Δͱ͍͏ख๏͕࢖͑Δ͕ɺC-zarͷ৔߹ʹ͸ࣗಈূ໌λΫςΟοΫ͕
ͲͷΑ͏ʹಇ͔͘Λਪଌ͠ͳ͚Ε͹ར༻͢Δ͜ͱ͕Ͱ͖ͳ͍ɻ
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͜ΕΒͷܽ఺ʹΑΓɺC-zar Ͱ͸ূ໌ͷಓے͕໌֬Ͱͳ͍৔߹ʹূ໌Λهड़͢Δ͜ͱ͕೉͠
͍ɻͦ͜ͰຊݚڀͰ͸ɺखଓ͖తূ໌ʹΑͬͯূ໌Λ୳ࡧͨ͠ޙɺม׵ʹΑͬͯ C-zarʹΑΔূ
໌εΫϦϓτΛੜ੒͢Δͱ͍͏ख๏ʹΑͬͯɺ྆ऀͷ௕ॴΛ׆͔͢ɻ
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4 ม׵खॱ
ຊݚڀͰ͸ɺ࣍ͷ 3ஈ֊Ͱखଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵Λ࣮ݱ͢Δɻͳ͓ɺม׵ͷର
৅͸λΫςΟοΫͷΈͱ͠ɺGoalίϚϯυ͓Αͼ QedίϚϯυ͸ؚ·ͳ͍ɻ
1. खଓ͖తূ໌ʹ͓͍֤ͯλΫςΟοΫ͕ੜ੒͢Δ෦෼ূ໌߲Λऔಘ͢Δɻ
2. ֤εςοϓͷΰʔϧؒͷґଘؔ܎Λ໌֬ʹͨ͠໦ߏ଄ (ΰʔϧ໦)Λߏங͢Δɻ
3. ΰʔϧ໦͔Βએݴతূ໌ʹม׵͢Δɻ
3ͷม׵Ͱ͸ɺݩͷূ໌Ͱ༻͍ΒΕͨλΫςΟοΫΛ justificationʹؚΊΔ͜ͱͰɺ1ͭͷλΫ
ςΟοΫΛ਺ݸͷจʹม׵͢Δɻͨͩ͠ɺC-zarͷ࢓༷͔ΒɺҰ෦ͷλΫςΟοΫ͸ justification
ʹ༻͍ͯ΋ظ଴͞ΕΔಇ͖Λ͠ͳ͍ɻͦͷΑ͏ͳλΫςΟοΫʹ͍ͭͯ͸એݴతূ໌Ͱ௚઀༻͍
ͣɺλΫςΟοΫʹΑͬͯੜ੒͞Εͨূ໌߲ͷΈ͔Βએݴతূ໌΁ͷม׵Λߦ͏ɻ͜ͷม׵͸
C-zar͕ରԠ͍ͯ͠Δ೚ҙͷূ໌ʹରͯ͠ߦ͑Δ͕ɺੜ੒͞ΕΔূ໌͕৑௕ʹͳͬͯ͠·͏ɻͦ
ͷͨΊɺՄೳͳݶΓλΫςΟοΫΛ༻͍Δม׵Λߦ͏΋ͷͱ͢Δɻ
ຊষͰ͸ɺ4.1અͰ 1͓Αͼ 2ͷม׵Λɺ4.2અͰ 3ͷม׵ͷ͏ͪλΫςΟοΫΛ༻͍Δ΋ͷɺ
4.3અͰ 3ͷม׵ͷ͏ͪλΫςΟοΫΛ༻͍ͳ͍΋ͷΛࣔ͢ɻͨͩ͠ɺ4.2અ͓Αͼ 4.3અͰ͸
ཧղ͠қ͍୯७ͳม׵ͷൣғʹࢭΊɺ4.4અͰઌಡΈͳͲΛߦ͏Α͏ʹ 3ͷม׵Λ֦ு͢Δ͜ͱ
ͰɺΑΓՄಡੑͷߴ͍ূ໌Λ໨ࢦ͢ɻ
4.1 ূ໌εΫϦϓτ͔Βΰʔϧ໦΁ͷม׵
1ͷม׵͸ɺखଓ͖తূ໌Λೖྗͱ͠ɺλΫςΟοΫͱ෦෼ূ໌߲ɺΰʔϧϦετͷ 3ͭ૊͔
ΒͳΔྻΛฦ͢ɻλΫςΟοΫ͸ݩͷखଓ͖తূ໌ͷ΋ͷɺ෦෼ূ໌߲͸ͦͷλΫςΟοΫ͕ੜ
੒ͨ͠΋ͷɺΰʔϧϦετ͸ͦͷλΫςΟοΫͷαϒΰʔϧͰ͋Δɻιʔείʔυ 1.1ʹରͯ͠
1Λద༻ͨ݁͠ՌΛਤ 4.1ʹɺਤ 4.1ͷߏ଄Λਤ 4.2ʹࣔ͢ɻͳ͓ɺ͜ΕΒͷਤͰ͸ simplͷઅ
఺ͷࢠଙ͸লུͨ͠ɻ
͜ͷม׵͸ɺखଓ͖తূ໌ͷ֤λΫςΟοΫʹͦΕ͕ੜ੒͢Δ෦෼ূ໌߲͓ΑͼαϒΰʔϧΛ
ඥ෇͚Δม׵Ͱ͋Γɺ֤εςοϓͰͷূ໌ঢ়ଶͷࠩ෼ΛऔΔ͚ͩͰΑ͍ɻྫ͑͹ɺtacͱ͍͏λ
ΫςΟοΫΛ࣮ߦͨ͠ͱ͖ɺূ໌ঢ়ଶͷ෦෼ূ໌߲͕ fun x ⇒ ?g1͔Β fun x ⇒ ?g2 xʹ
มԽͨ͠ͱ͢Δͱɺtac͸?g1Λ?g2 xͰஔ׵͢ΔλΫςΟοΫͰ͋Δͱݴ͑Δɻ·ͨɺΰʔϧ
Ϧετ͸ [g1]͔Β [g2]ʹมԽ͍ͯ͠ΔͨΊɺ͜ͷεςοϓͷαϒΰʔϧ͸ g2ͷΈͰ͋ΔɻΑͬ
ͯɺ͜ͷεςοϓʹରԠ͢Δཁૉ͸ (tac, ?g2 x, [g2])ͱ͍͏ 3ͭ૊ʹͳΔɻ
2ͷม׵Ͱ͸ɺ֤εςοϓ͕Ͳͷεςοϓͷαϒΰʔϧʹର͢Δ΋ͷͰ͋Δ͔ͱ͍͏ґଘؔ܎
Λ໌֬ʹ͢Δɻม׵ͷग़ྗͰ͋Δΰʔϧ໦͸ɺ࣍ͷߏจͰද͞ΕΔ໦ߏ଄Ͱ͋Δɻ
18
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[
(intros, fun x y ⇒ ?g1, [g1]),
(induction x,
nat_ind (fun x0 ⇒ S x0 + y = x0 + S y) ?g2 (fun x0 IHx ⇒ ?g3) x,
[g2, g3]),
(reflexivity, @eq_refl nat (O + S y), []),
(simpl, ?g4, [g4]),
. . .
]✒ ✑
ਤ 4.1 1ͷग़ྗྫ
ਤ 4.2 ਤ 4.1ͷΠϝʔδ
T := (hyp, tac, diﬀ , [x1:T1, . . . , xn:Tn])
ΰʔϧ໦ͷઅ఺ 1ͭ͸ݩͱͳΔূ໌ͷ 1εςοϓɺͭ·ΓλΫςΟοΫ 1ͭͱରԠ͢Δɻhyp
͸͜ͷεςοϓͰԾఆ͕૿͔͑ͨΛද͢ਅِ஋ɺtac ͸͜ͷεςοϓͰ࣮ߦͨ͠λΫςΟοΫɺ
diﬀ ͸͜ͷεςοϓͰੜ੒ͨ͠෦෼ূ໌߲ͱ͢Δɻ·ͨɺ࠷ޙͷϦετ͸͜ͷεςοϓʹ͓͚Δ
֤αϒΰʔϧΛͦΕͧΕ෦෼໦ʹରԠͤ͞Δɻ͜ͷϦετΛ subs ͱݺͿ͜ͱʹ͢Δɻ
ਤ 4.1 Λม׵ͨ͠ΰʔϧ໦Λਤ 4.3 ʹࣔ͢ɻਤ 4.4 ͸ਤ 4.3 ͷද͢ΰʔϧ໦Λਤࣔͨ͠΋ͷ
Ͱ͋Δɻ֯ͷؙ͍અ఺͕Ծఆͷ૿͑ͨεςοϓɺ௕ํܗͷઅ఺͕Ծఆͷ૿͍͑ͯͳ͍εςοϓΛ
ද͢ɻ
ຊݚڀͰ͸ɺλΫςΟοΫ͕ৗʹΰʔϧϦετͷઌ಄ʹରͯ͠ͷΈ࣮ߦ͞ΕΔͱԾఆ͍ͯ͠
ΔɻͦͷͨΊɺྫ͑͹͋Δεςοϓʹ 2ͭͷαϒΰʔϧ͕ଘࡏ͢ΔͳΒ͹ɺͦͷ࣍ͷεςοϓ͔
Β 1൪໨ͷαϒΰʔϧʹର͢Δূ໌͕࢝·Γɺ1൪໨ͷαϒΰʔϧʹର͢Δূ໌͕ऴΘͬͨ࣍ͷ
εςοϓ͔Β 2൪໨ͷαϒΰʔϧʹର͢Δূ໌͕࢝·Δͱߟ͑ͯΑ͍ɻ·ͨɺαϒΰʔϧ͕ଘࡏ
͠ͳ͍ͳΒ͹ɺର৅ͷΰʔϧͷূ໌͸ऴΘͬͨͱߟ͑ΒΕΔɻͦͷͨΊɺೖྗͷϦετΛઌ಄͔
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(true, intros, fun x y ⇒ ?g1, [
?g1:(true, induction x,
nat_ind (fun x0 ⇒ S x0 + y = x0 + S y) ?g2 (fun x0 IHx ⇒ ?g3) x)),
[
g2:(false, reflexivity, @eq_refl nat (O + S y), []),
g3:(false, simpl, ?g4, [g4: . . . ])
])
])✒ ✑
ਤ 4.3 ΰʔϧ໦ͷྫ
ਤ 4.4 ਤ 4.3ͷΠϝʔδ
ΒॱʹಡΈࠐΈͳ͕Βɺෳ਺ͷαϒΰʔϧΛ࣋ͭεςοϓΛ෼ذ఺ͱ͓͖֮ͯ͑ͯ͠ɺαϒΰʔ
ϧͷແ͍εςοϓ͕དྷͨ࣌ʹͦΕҎ߱ͷεςοϓΛ௚ۙͷ෼ذ఺ͷࢠͱͯ͠ܨ͗ସ͑Δૢ࡞Λ܁
Γฦ͢͜ͱͰɺม׵͕࣮ݱͰ͖Δɻ
1Ͱग़ྗ͞ΕͨϦετ͔Βΰʔϧ໦΁ͷม׵ؔ਺ B ͷఆٛΛਤ 4.5ʹࣔ͢ɻCheck(diﬀ )͸෦
෼ূ໌߲ diﬀ ʹΑͬͯԾఆ͕௥Ճ͞Ε͔ͨɺͭ·Γ diﬀ ʹہॴม਺ఆٛ΍ແ໊ؔ਺͕ଘࡏ͠ɺ
͔ͭͦͷ෦෼߲ʹ࣮ࡏม਺͕ଘࡏ͢Δ͔Λ true/falseͰද͢ɻ·ͨɺx::l ͸Ϧετ l ͷઌ಄ʹཁ
ૉ x Λ௥Ճͨ͠ϦετΛද͠ɺπi ͸૊ͷ i൪໨ͷཁૉΛฦࣹ͢Өؔ਺Λද͢ɻ
෼ذ͢Δࡍɺi൪໨ͷ෦෼໦͕ϦετͷͲ͜·ͰʹରԠ͢Δ͔͓͔֮͑ͯͳ͚Ε͹ɺi+ 1൪໨
ͷ෦෼໦΁ͷม׵ͷ։࢝Ґஔ͕෼͔Βͳ͍ɻͦͷͨΊɺ࣮ࡍͷม׵͸ΰʔϧ໦ͱϦετͷ࢒Γͷ
૊Λฦؔ͢਺ B′ Ͱߦ͍ɺB Ͱ͸ୈ 1ࣹӨ π1 ʹΑͬͯΰʔϧ໦ͷΈΛऔΓग़͍ͯ͠Δɻ͜͜Ͱ
͸ B′ ͷҾ਺ͱۭͯ͠Ϧετ͕౉͞ΕΔ͜ͱ͸૝ఆ͍ͯ͠ͳ͍ɻB′ ͷҾ਺ͱۭͯ͠Ϧετ͕౉
͞ΕΔͷ͸ɺূ໌͕ະ׬ྃͷ৔߹ͷΈͰ͋Γɺຊม׵ͷର৅֎Ͱ͋Δɻ
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B(l ) := π1(B′(l ))
B′((tac, diﬀ , [])::l ) := ((false, tac, diﬀ , []), l )
B′((tac, diﬀ , [g])::l ) := ((Check(diﬀ ), tac, diﬀ , [g:π1(B′(l ))]), π2(B′(l )))
B′((tac, diﬀ , [g1,. . . ,gn])::l ) :=
(Check(diﬀ ), tac, diﬀ ,
[g1:π1(B′(l )), g2:π1(B′(π2(B′(l )))), . . . , gn:π1(B′(π2(B′(. . .π2(B′︸ ︷︷ ︸
n−1
(l )). . . ))))],
π2(B′(. . .π2(B′︸ ︷︷ ︸
n
(l )). . . )))
✒ ✑
ਤ 4.5 2ͷม׵ؔ਺ఆٛ
ιʔείʔυ 4.1 ޙ޲͖ূ໌
1 Goal forall x y z:Prop,
2 (x→ y)→ (y→ z)→ (x→ z).
3 Proof.
4 intros.
5 apply H0.
6 apply H.
7 apply H1.
8 Qed.
ιʔείʔυ 4.2 લ޲͖ূ໌
1 Goal forall x y z : Prop,
2 (x→ y)→ (y→ z)→ x→ z.
3 proof.
4 let x:Prop, y:Prop, z:Prop,
5 H:(x→ y), H0:(y→ z), H1:x.
6 have x by H1 using (apply H1).
7 then y by H using (apply H).
8 hence z by H0 using (apply H0).
9 end proof.
10 Qed.
4.2 جຊతͳม׵
3ͷม׵͸جຊతʹΰʔϧ໦ͷઅ఺͝ͱʹߦ͏ɻ͜ͷΰʔϧ໦ͷࠜ͸ɺม׵લͷূ໌Ͱ͸ઌ಄
ͷλΫςΟοΫʹରԠ͠ɺม׵ޙͷূ໌Ͱ͸ଟ͘ͷ৔߹࠷ޙͷจʹରԠ͢Δɻม׵͸͔ࠜΒߦ͏
ͨΊɺূ໌͸຤ඌଆ͔Βੜ੒͞ΕΔɻ͜Ε͸ɺλΫςΟοΫʹΑΔखଓ͖తূ໌͕Ζ޲͖ূ໌Ͱ
͋ΓɺC-zarͷূ໌͕લ޲͖ূ໌Ͱ͋Δ͜ͱʹىҼ͍ͯ͠Δɻ
ྫ͑͹ɺιʔείʔυ 4.1Λม׵͢Δͱιʔείʔυ 4.2ʹͳΔɻ͜ͷͱ͖ɺιʔείʔυ 4.2
ͷੜ੒ॱ͸ɺ4ɾ5ߦ໨ɺ8ߦ໨ɺ7ߦ໨ɺ6ߦ໨ͷॱͰ͋Δɻ͜Ε͸ͦΕͧΕιʔείʔυ 4.1
ͷ 4ߦ໨ɺ5ߦ໨ɺ6ߦ໨ɺ7ߦ໨ʹରԠ͍ͯ͠Δɻ
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F (t ) := proof. F ′(t, true) end proof.
F ′((false, tac, diﬀ , []), true) := thus Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false) := have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), true) :=
F ′(x, false) hence Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false) :=
F ′(x, false) then Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . , gn:(tn, dn, sgn)]), true) := (n ≥ 2)
claim H1:Typeof(d1). F ′((t1, d1, sg1), true) end claim.
. . .
claim Hn:Typeof(dn). F ′((tn, dn, sgn), true) end claim.
thus Typeof(diﬀ ) by Vars(diﬀ ), H1, . . . , Hn using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . , gn:(tn, dn, sgn)]), false) := (n ≥ 2)
claim H1:Typeof(d1). F ′((t1, d1, sg1), true) end claim.
. . .
claim Hn:Typeof(dn). F ′((tn, dn, sgn), true) end claim.
have Typeof(diﬀ ) by Vars(diﬀ ), H1, . . . , Hn using tac.
F ′((true, tac, diﬀ , subs ), goal ) := F ′′(diﬀ , subs, goal )✒ ✑
ਤ 4.6 ม׵ؔ਺ͷఆٛ
ม׵͸ΰʔϧ໦ʹؔ਺ F Λద༻͢Δ͜ͱʹΑͬͯߦ͏ɻͨͩ͠ɺF ͸ proof จ͓Αͼ end
proof จΛੜ੒͢ΔͷΈͰɺ࣮࣭తͳม׵͸Լ੥͚ͷؔ਺ F ′ Ͱߦ͏ɻF ͓Αͼ F ′ ͷఆٛΛ
ਤ 4.6ʹࣔ͢ɻ͜͜ͰɺTypeof(t )͸߲ t ͷܕɺͭ ·Γͦͷূ໌߲͕ূ໌͢Δ໋୊Λද͠ɺVars(t
)͸߲ t தͷࣗ༝ม਺ͷू߹Λද͢ɻ·ͨɺ֤ Hi ͸؀ڥʹؚ·Εͳ͍ద౰ͳ໊લΛੜ੒͢Δ΋
ͷͱ͢ΔɻF ′′ ͸λΫςΟοΫΛ༻͍ͳ͍ม׵ؔ਺Ͱ͋Γɺ4.3અͰఆٛ͢Δɻ
F ′ ͷୈ 2 Ҿ਺͸ɺͦͷεςοϓͰ໋ࣔ͢୊͕ͦͷ࣌఺ʹ͓͚Δ (ͭ·Γূ໌શମ΋͘͠͸෦
෼ূ໌શମͷ)ΰʔϧͰ͋Δ͔Λࣔ͠ɺओʹ haveจ/thusจͷ࢖͍෼͚ʹ༻͍ΒΕΔɻม׵͸ɺ
22
hyp ͷ஋ʹΑͬͯେ͖͘ 2ύλʔϯʹ෼͚ΒΕΔɻhyp ِ͕ɺͭ·ΓԾఆ͕૿͍͑ͯͳ͍৔߹ɺ
F ′ ͸ subs ͷαΠζͱୈ 2Ҿ਺ͷਅِʹΑͬͯ 6௨Γʹ෼͔ΕΔɻhyp͕ਅɺͭ·ΓԾఆ͕૿͑
͍ͯΔ৔߹͸ F ′′ ʹΑͬͯɺtac Λ࢖Θͣʹม׵͢Δɻ
جຊతͳߟ͑ํͱͯ͠ɺ೚ҙͷ෦෼໦ (hyp, tac, diﬀ , subs ) ʹ͍ͭͯɺsubs ͷ֤ཁૉʹର
Ԡ͢Δ໋୊͕ H1, . . . , Hn ͱ͍͏໊લͰԾఆʹଘࡏ͢Δͱ͖ɺ෦෼໦શମʹରԠ͢Δ໋୊ P ͸
thus P by H1, . . . ,Hn using tac ͰදͤΔɻͳͥͳΒ͹ɺP ʹରͯ͠ tac Λ࣮ߦͨ͠ͱ͖ͷ
αϒΰʔϧ͸ H1, . . . , Hn ͦͷ΋ͷͰ͋Γɺࣗಈূ໌λΫςΟοΫʹΑͬͯରԠ͢ΔԾఆ͕ࣗಈ
తʹ࢖ΘΕΔͨΊͰ͋Δɻͭ·Γɺΰʔϧ໦ͷࠜΛͦͷΑ͏ʹม׵ͨ͠ޙ͸ɺthusจͷ୅ΘΓ
ʹ haveจΛ༻͍֤ͯαϒΰʔϧʹద౰ͳ໊લΛ෇͚ΔΑ͏ʹ͢Ε͹Α͍ɻ
͔͠͠ɺͦΕ͚ͩͰ͸εςοϓ਺ͱಉ਺ͷԾఆ໊͕ੜ੒͞Εͯ͠·͏্ɺূ໌ͷߏ଄͕શ͘ݱ
Εͳ͍ɻͦͷͨΊɺthenจ΍ henceจΛ༻͍ͯෆཁͳԾఆ໊Λল͍ͨΓɺclaimจ/end claim
จΛ࢖͏͜ͱͰ෼ذઌΛͦΕͧΕҰͭͷઅͱͯ͠ѻ͏Α͏ʹ͍ͯ͠Δɻ·ͨɺ͜ͷํ๏Ͱ͸ɺର
৅εςοϓͰ૿͑ͨԾఆΛͦͷࢠଙͰ࢖͏͜ͱ͕Ͱ͖ͣɺৗʹ H1, . . . , Hn ͕ূ໌Ͱ͖Δͱ͸ݶ
Βͳ͍ͨΊɺԾఆ͕૿͍͑ͯΔ৔߹ʹ͸࣍અͰઆ໌͢Δผͷํ๏Λ࢖͏ඞཁ͕͋Δɻ
ม׵نଇΛݟΕ͹෼͔ΔΑ͏ʹɺ͜ͷม׵Ͱ͸ 1ͭͷઅ఺ (λΫςΟοΫ)Λɺsubs ͷαΠζ
(αϒΰʔϧͷ਺)͕ 1ҎԼͷ࣌͸ 1ݸͷจʹɺ2Ҏ্ͷ࣌͸ 2 ∗ (αϒΰʔϧ਺) + 1ݸͷจʹม
׵͢Δɻ
4.3 λΫςΟοΫΛ༻͍ͳ͍ม׵
C-zarͰ͸ɺԾఆͷ௥Ճͱ໋୊ͷมܗΛಉ࣌ʹߦ͏͜ͱ͸ɺ͘͝ݶΒΕͨ৔߹ʹ͔͠ڐ͞Εͯ
͍ͳ͍ɻͭ·ΓɺԾఆ͕૿͍͑ͯΔ৔߹ɺ1εςοϓͷखଓ͖తূ໌ʹରԠ͢Δ 1εςοϓͷએ
ݴతূ໌͕͋Δͱ͸ݶΒͳ͍ɻͦͷͨΊɺF ′′ Ͱ͸λΫςΟοΫ͸࢖Θͣɺূ໌߲ diﬀ ͷ֤ཁૉ
ʹରԠ͢Δ C-zarͷߏจʹม׵͢Δɻ
F ′′ ͷఆٛΛਤ 4.7ʹࣔ͢ɻ͜͜Ͱ Select(subs,?x )͸ɺsubs ʹ͓͍࣮ͯࡏม਺?x ʹରԠ͢෦
෼໦Λද͢ɻF ′′ Ͱੜ੒͞Εͨ haveจͳͲ͸ justificationͰλΫςΟοΫΛࢦఆ͠ͳ͍͕ɺby
෦Ͱূ໌߲͕ͦͷ··༩͑ΒΕ͍ͯΔͨΊɺࣗಈূ໌͕ՄೳͰ͋Δɻ
C-zar͸ಉ໊ͷԾఆ͕ෳ਺ఆٛ͞ΕΔ͜ͱΛڐ͞ͳ͍ͨΊɺ͜͜ͰݱΕΔ໊લ x ͸ɺग़ݱՕॴ
Ͱͷ؀ڥʹؚ·Ε͍ͯͳ͍΋ͷͰ͋Δͱ͢Δɻ࣮ࡍʹ͸ɺॏෳ͢Δ໊લ͕ݱΕͨ৔߹ɺద౰ͳ໊
લΛ෇͚௚͢͜ͱ͸༰қͰ͋Δɻ
ଞͷଟ͘ͷจͱҟͳΓɺletจ͸ޙ޲͖ূ໌εςοϓͰ͋ΓɺletจΛͦͷ··ग़ྗͯ͠͠·
͏ͱɺͦͷӨڹൣғ͕ม׵લͱҟͳͬͯ͠·͏৔߹͕͋Δɻgoal ͕ falseͷ৔߹ʹͦͷΑ͏ͳࣄ
ଶ͕ൃੜ͢ΔͨΊɺclaim۟ʹ͢Δ͜ͱͰͦͷӨڹൣғΛݶఆ͍ͯ͠Δɻ
ؔ਺ܕ͓Αͼґଘؔ਺ܕ͸߲ͷܕ΋͘͠͸໋୊Λද߲͢Ͱ͋Γɺূ໌߲Ͱ͸ͳ͍͜ͱ͕໌Β͔
Ͱ͋ΔͨΊɺdefineจΛ༻͍Δ͜ͱͰҎ߱ͷม׵Λলུ͢Δɻͳ͓ɺ͜͜Ͱ t ʹ࣮ࡏม਺ؚ͕
·Ε͍ͯΔ৔߹ʹ͸ෆਖ਼ͳূ໌͕ੜ੒͞Εͯ͠·͏͕ɺͦͷΑ͏ʹͳΔՄೳੑ͸௿͘ɺͨͱؚ͑
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·ΕΔ৔߹Ͱ͋ͬͯ΋ɺͦͷ߲Λ಺෦Ͱల։͢Δͱ͍͏ରࡦ͕ՄೳͰ͋Δɻ
ͳ͓ɺແ໊࠶ؼؔ਺͓Αͼແ໊༨࠶ؼؔ਺ʹؔͯ͠͸ɺରԠ͢Δ C-zarͷߏจ͕ଘࡏ͠ͳ͍ͨ
ΊɺຊݚڀͰ͸ର৅ͱ͠ͳ͍ɻ
4.4 Մಡੑͷ޲্
͜͜·ͰͰม׵͸ߦ͑ΔΑ͏ʹͳ͕ͬͨɺ͜ͷ·· F Λ༻͍Δͱɺෆඞཁʹ௕େͳূ໌͕ੜ
੒͞Εͯ͠·͏ɻΑΓਓ͕ؒॻ͍ͨ΋ͷʹ͍ۙূ໌Λग़ྗ͠ՄಡੑΛߴΊΔͨΊʹɺม׵ؔ਺ʹ
ରͯ͠ҎԼͷ 5ͭͷ֦ுΛࢪ͢ɻ
4.4.1 claim͔۟Β haveจ΁ͷมߋ
ྫͱͯ͠ɺ࣍ͷূ໌Λߟ͑Δɻ
1 Goal forall A B:Prop, A→ B→ A∧B.
2 intros. split. apply H. apply H0.
3 Qed.
͜ΕΛ F ʹΑͬͯม׵͢Δͱɺ࣍ͷূ໌ʹͳΔɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 claim H1:A. thus A by H using apply A. end claim.
4 claim H2:B. thus B by H0 using apply B. end claim.
5 thus A∧B by H1, H2 using split.
6 end proof. Qed.
3ߦ໨͓Αͼ 4ߦ໨ʹ͓͍ͯ claim۟͸໊લΛ෇͚Δػೳ͔͍࣋ͬͯ͠ͳ͍ͨΊɺͦΕͧΕҰ
ͭͷ haveจʹஔ͖׵͑Δ͜ͱ͕Ͱ͖Δɻ͜ͷΑ͏ʹɺclaim۟ͷதͰ 1εςοϓ͔͠ߦΘͳ͍
৔߹ɺhaveจʹஔ͖׵͑ͯ؆ܿʹͨ͠ํ͕෼͔Γқ͍ɻΰʔϧ਺͕૿Ճ͢Δεςοϓ (split)
Ͱ͸ͳ͘ɺͦͷ࣍ͷεςοϓ (apply)Ͱ claimจ͕ඞཁ͔Λ൑அ͢ΔΑ͏ʹ F ′ ͓Αͼ F ′′ Λ֦
ு͢Ε͹ɺແବͳ claimจͷ࡟ݮΛ࣮ݱͰ͖ΔɻαϒΰʔϧΛ͔࣋ͭɺͭ·Γ subs ͕ۭͰͳ͍
͔ΛݟΕ͹ɺclaim۟ʹ͢΂͖͔ haveจʹ͢΂͖͔͸͙͢ʹ൑ఆͰ͖Δɻ
্ͷূ໌ʹରͯ͠ claim͔۟Β haveจ΁ͷมߋΛద༻͢Δͱɺ࣍ͷΑ͏ʹͳΔɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 have H1:A by H using apply A.
4 have H2:B by H0 using apply B.
5 thus A∧B by H1, H2 using split.
6 end proof. Qed.
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✓ ✏
F ′′(?x, subs, goal ) := F ′(Select(subs, ?x ), goal )
F ′′(x, subs, true) := thus Typeof(x ) by x.
F ′′(x, subs, false) := have Typeof(x ) by x.
F ′′(t0 . . . tn, subs, true) :=
claim H0:Typeof(t0). F ′′((t0, true) end claim.
. . .
claim Hn:Typeof(tn). F ′′((tn, true) end claim.
thus Typeof(diﬀ ) by H0 . . . Hn.
F ′′(t0 . . . tn, subs, false) :=
claim H0:Typeof(t0). F ′′((t0, true) end claim.
. . .
claim Hn:Typeof(tn). F ′′((tn, true) end claim.
have Typeof(diﬀ ) by H0 . . . Hn.
F ′′(let x := t0 in t1, subs, goal ) :=
claim x:Typeof(t0). F ′′(t0, subs, true) end claim. F ′′(t1, subs, goal )
F ′′(fun x ⇒ t, subs, true) := let x:Typeof(x ). F ′′(t, subs, true)
F ′′(fun x ⇒ t, subs, false) :=
claim Typeof(fun x ⇒ t ). F ′′(fun x ⇒ t, subs, true) end claim.
F ′′(t1 → t2, subs, true) := thus thesis by (t1 → t2).
F ′′(t1 → t2, subs, false) := define H as (t1 → t2).
F ′′((forall x, t ), subs, true) := thus thesis by (forall x, t ).
F ′′((forall x, t ), subs, false) := define H as (forall x, t ).✒ ✑
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✓ ✏
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true) :=
per cases on t.
suppose it is t11 . . . t1j. F ′′(t1, subs, true)
. . .
suppose it is ti1 . . . tik. F ′′(ti, subs, true)
end cases.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false) :=
claim Typeof(t1).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true)
end claim.✒ ✑
ਤ 4.7 ূ໌߲ͷΈʹΑΔม׵ؔ਺ͷఆٛ
4.4.2 Ծఆͷॏෳճආ
claim͔۟Β haveจ΁ͷมߋΛࢪ্ͨ͠هͷྫʹ͍ͭͯɺH1΍ H2໋͕ࣔ͢୊͸ H΍ H0ͱ
ಉҰͰ͋Γɺ৽ͨʹূ໌͢Δඞཁ͸ͳ͍ɻH1ͷূ໌߲͸ Hͦͷ΋ͷͰ͋Γɺ୯ʹผ໊Λ͚ͭͨ
ʹա͗ͳ͍ͨΊɺෆཁͳεςοϓͰ͋Δɻͭ·Γɺ࣍ͷΑ͏ʹ୯७ԽͰ͖Δɻ
1 Goal forall A B:Prop, A→ B→ A∧B. proof.
2 let A:Prop. let B:Prop. let H:A. let H0:B.
3 thus A∧B by H, H0 using split.
4 end proof. Qed.
͜ͷΑ͏ͳ୯७ԽΛߦ͏ʹ͸ɺΰʔϧ਺͕૿Ճ͢Δεςοϓɺͭ·Γࢠͷ਺͕ 2Ҏ্Ͱ͋Δઅ
఺ͷม׵Ͱࢠͷ diﬀ ͕ม਺Ͱ͋Δ͔Ͳ͏͔Λ֬ೝ͢Δํ๏͕࠷΋؆୯Ͱ͋Δɻ
4.4.3 ূ໌߲Ͱ͸ͳ͍߲ͷѻ͍ͷվળ
ূ໌߲ͷ಺෦ʹ͸ɺ஋Λ߲͕ࣔ͢͠͹͠͹ؚ·ΕΔ͕ɺ͜ΕΛূ໌߲ͱͯ͠ม׵ͯ͠͠·͏ͱ
ෆࣗવͳূ໌͕ੜ੒͞Εͯ͠·͏ɻྫ͑͹ɺF ′′(x+2,[],false)͸࣍ͷΑ͏ʹͳΔɻ͜͜ͰɺF ′′ ͸
͜Ε·Ͱʹઆ໌֦ͨ͠ுΛࢪ͍ͯ͠Δ΋ͷͱ͢Δɻ
1 claim H:nat.
2 have H0:nat by S 0. thus nat by S H0.
3 end claim.
4 have nat by (x + H).
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ଟ͘ͷ৔߹ɺ߲͕ূ໌߲Ͱ͋Δ͔Ͳ͏͔͸ܕΛݟΕ͹෼͔ΔͨΊɺূ໌߲Ͱͳ͔ͬͨ৔߹ʹ͸
define จΛ༻͍ͯ௚઀ఆٛ͢Δ͜ͱͰɺ͜ͷΑ͏ͳূ໌ͷੜ੒Λճආ͢Δɻ্ͷྫͰ͋Ε͹ɺ
define H as x + 2ͱ͍͏จʹม׵͞ΕΔɻ
4.4.4 justificationͷলུ
Vars(diﬀ )ͷ݁Ռͱͯ͠ଟ͘ͷԾఆ͕ग़͖ͯͨ৔߹ɺ໌ࣔ͢Δͱ٫ͬͯҙਤ͕෼͔Γʹ͘͘ͳ
Δɻ·ͨɺ࣮ࡍͷ Coq Ͱ͸҉໧ͷҾ਺ʹͳ͍ͬͯΔ߲ͳͲ΋໌ࣔ͢ΔΑ͏ʹͳ͍ͬͯΔͨΊɺ
by ෦Ͱࢦఆ͢Δඞཁͷແ͍৔߹΋͋Δɻྫ͑͹ɺιʔείʔυ 1.1 ͷ 8 ߦ໨ͷ f_equal λΫ
ςΟοΫΛม׵͢Δͱ͖ɺVars(diﬀ )͸ 6ݸͷԾఆͷϦετʹͳΔ͕ɺ͜ΕΒ͸ࢦఆ͠ͳ͘ͱ΋
Α͍ɻ
਺͕ଟ͍৔߹ʹ͸͜ͷΑ͏ʹෆཁͳ߲͕ෳ਺ؚ·Ε͍ͯΔՄೳੑ͕ߴ͍ͨΊɻ*Ͱஔ͖׵͑Δ
Α͏ʹ͢Δɻ
4.4.5 inductionจͷར༻
Coq Ͱ͸ɺinduction λΫςΟοΫ͸Α͘࢖ΘΕΔλΫςΟοΫͰ͋Δɻinduction λΫ
ςΟοΫ͸ؼೲ๏ͷԾఆΛ௥Ճ͢ΔͨΊɺূ໌߲Λܦ༝͢Δม׵ʹͳΔ͕ɺinduction λΫ
ςΟοΫͷ࡞Δূ໌߲͸ؔ਺ద༻Ͱ͋Γɺؼೲ๏Λ༻͍͍ͯΔ͜ͱ͕෼͔Γ೉͍ɻྫ͑͹ɺ࣍ͷ
Α͏ͳূ໌Λߟ͑Δɻ
1 Lemma example_ind x:nat, x = x.
2 induction x. auto. auto.
3 Qed.
͜͜Ͱ͸ࣗવ਺ x ʹ͍ͭͯؼೲ๏Λ࢖͍ɺx ͕ 0 ͷ৔߹ͱ S x0 ͷ৔߹ͦΕͧΕΛ auto ʹ
Αͬͯূ໌͍ͯ͠ΔɻྫΛ؆ܿʹ͢ΔͨΊɺ࣮ࡍʹ͸ඞཁͷແ͍ؼೲ๏Λ࢖ͬͨɻ͜ΕΛม׵͢
Δͱɺ࣍ͷΑ͏ʹͳΔɻ
1 have H1: 0 = 0 using auto.
2 have H2: forall x0, x0 = x0→ (S x0) = (S x0) using auto.
3 thus x = x by (@nat_ind (fun x0⇒ x0 = x0 ) H1 H2 x).
͜ͷূ໌͸ূ໌߲Λͦͷ··༻͍͍ͯΔͨΊɺؼೲ๏Λ༻͍͍ͯΔ͜ͱ͕෼͔Γ೉͍ɻC-zar
Ͱ͸ؼೲ๏ʹରԠ͢Δ inductionจ͕༻ҙ͞Ε͍ͯΔͨΊɺ͜ΕΛར༻͢Δͱɺ࣍ͷΑ͏ʹม
׵Ͱ͖Δɻ
1 per induction on x.
2 suppose it is O.
3 thus 0 = 0 using auto.
4 suppose it is (S x0) and IHx:(x0 = x0).
5 thus (S x0) = (S x0) using auto.
6 end induction.
27
inductionλΫςΟοΫ͸ nat_indͷΑ͏ͳɺؼೲ๏༻ͷಛघͳؔ਺Λར༻͢Δɻ͜ΕΛݕ
ग़ͯ͠ inductionจʹม׵͢Δ͜ͱͰɺՄಡੑΛ޲্͢Δɻ
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5 ࣮૷ͱ࣮ݧ
ຊݚڀͰ͸ɺલষͰࣔͨ͠ม׵ʹ͍ͭͯɺ࣮ࡍʹ CoqͷϓϥάΠϯͱ࣮ͯ͠૷ͨ͠ɻ͞Βʹɺ
Coqඪ४ϥΠϒϥϦͷҰ෦ʹରͯ͠ຊม׵Λద༻͠ɺม׵ର৅ͱͳΔূ໌ͷׂ߹ͷଌఆ͓Αͼɺ
طଘख๏ʹൺ΂ͯݩͷূ໌ʹ͍ۙূ໌͕ੜ੒͞Ε͍ͯΔ͜ͱͷ֬ೝΛߦͬͨɻ
5.1 ࣮૷
ϓϥάΠϯʹΑΓɺCoqʹ DProofίϚϯυ͓Αͼ DEndίϚϯυͷ 2ͭΛ௥Ճͨ͠ɻίϚϯ
υΛՃ͑ͨূ໌ͷྫΛιʔείʔυ 5.1ʹࣔ͢ɻͳ͓ɺRequireίϚϯυ͸ɺϓϥάΠϯΛ༗ޮ
Խ͢ΔͨΊͷ΋ͷͰ͋ΔɻDEndίϚϯυ͕࣮ߦ͞Εͨ࣌ɺDProofίϚϯυ͔Β DEndίϚϯυ
·Ͱͷূ໌Λ C-zarʹม׵͠ɺදࣔ͢Δɻιʔείʔυ 5.1Λ࣮ߦͨ͠৔߹Ͱ͋Ε͹ɺਤ 5.1ͷ
Α͏ʹදࣔ͞ΕΔɻ
͜ͷ 2ͭͷίϚϯυ͸ূ໌ͷ։࢝࣌΍ऴ͚ྃ࣌ͩͰͳ͘ɺূ໌ͷ೚ҙͷՕॴʹૠೖ͢Δ͜ͱ͕
Ͱ͖Δɻূ໌ͷҰ෦ͷΈΛ DProofίϚϯυ͓Αͼ DEndίϚϯυͰғΜͩ৔߹ɺͦͷ෦෼ͷΈ
Λม׵ͯ͠දࣔ͢Δɻͨͩ͠ɺDEndίϚϯυΑΓ΋લͷ࣌఺Ͱ DProofίϚϯυ࣌఺ͷΰʔϧ
ͷূ໌͕׬ྃͨ͠৔߹ʹ͸ͦ͜·Ͱͷূ໌͔͠ม׵ͤͣɺDEndίϚϯυͷ࣌఺Ͱূ໌͕׬ྃ͠
͍ͯͳ͍৔߹ʹ͸ূ໌͢΂͖෦෼ʹίϝϯτΛૠೖ͢Δɻ
ྫ͑͹ɺιʔείʔυ 5.2Λ࣮ߦ͢Δͱɺ7ߦ໨͔Β 9ߦ໨ͷΈ͕ม׵͞Εɺιʔείʔυ 5.3
͕ม׵݁Ռͱͯ͠ग़ྗ͞ΕΔɻ
ιʔείʔυ 5.1 ϓϥάΠϯ࢖༻ྫ
1 Require Import dp.DProof.
2 Goal forall x y : nat,
3 S x + y = x + S y.
4 DProof.
5 intros.
6 induction x.
7 reflexivity.
8 simpl.
9 f_equal.
10 apply IHx.
11 DEnd.
12 Qed.
ਤ 5.1 DEndίϚϯυ࣮ߦͷ༷ࢠ
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ιʔείʔυ 5.2 ෦෼తͳద༻ͷྫ
1 Require Import dp.DProof.
2 Goal forall x y : nat,
3 S x + y = x + S y.
4 Proof.
5 intros.
6 DProof.
7 induction x.
8 reflexivity.
9 simpl.
10 DEnd.
11 f_equal.
12 apply IHx.
13 Qed.
ιʔείʔυ 5.3 ιʔείʔυ 5.2ͷग़ྗ
1 Goal forall x y:nat, S x + y = x + S y.
2 proof.
3 let x:nat.
4 let y:nat.
5 per induction on x.
6 suppose it is O.
7 thus (0 + S y = 0 + S y) by Nat.add, y
8 using reflexivity.
9 suppose it is (S x0)
10 and IHx:(S x0 + y = x0 + S y).
11 (* write your proof *)
12 thus (S (S x0) + y = S x0 + S y) using simpl.
13 end induction.
14 end proof.
15 Qed.
෦෼తͳม׵Λߦ͍ɺͦͷม׵݁ՌʹΑͬͯݩͷূ໌Λஔ͖׵͑Δ৔߹͸ɺ୯ͳΔஔ׵Ͱ͸ 2
ͭͷূ໌ελΠϧ͕ࠞࡏ͢Δ͜ͱʹͳΔɻએݴతূ໌ͷ෦෼ͷΈΛิ୊ͱͯ͠੾Γग़͢͜ͱͰɺ
ࠞࡏΛආ͚Δ͜ͱ͕๬·͍͠ɻͦͷͨΊɺC-zarʹΑΔূ໌͚ͩͰͳ͘ɺGoalίϚϯυ͓Αͼ
QedίϚϯυ΋ಉ࣌ʹग़ྗ͢Δ͜ͱͰɺಠཱͨ͠ূ໌ͱͯ͠ѻ͑ΔΑ͏ʹͨ͠ɻ
͜ͷ࣌ɺDProof ίϚϯυ࣮ߦ࣌఺ͰͷԾఆ (ϩʔΧϧ؀ڥ) Λ൓өͯ͠ΰʔϧ͓Αͼ؀ڥΛ
ॻ͖׵͑Δඞཁ͕͋Δɻ͜͜Ͱ͸֤Ծఆ x:T ʹରͯ͠ΰʔϧʹ forall x:T Λɺূ໌ʹ let
x:T Λॻ͖Ճ͑Δ͜ͱͱͨ͠ɻ
DProofίϚϯυ͕࣮ߦ͞ΕΔͱɺͦͷ࣌఺Ͱͷূ໌ঢ়ଶΛอଘ͠ɺඪ४ೖྗͷه࿥Λ։࢝͢
ΔɻCoqͰ͸ɺೖྗ͞ΕͨλΫςΟοΫͷ৘ใΛϓϥάΠϯ͕औಘ͢Δ͜ͱ͸Ͱ͖ͳ͍ͨΊɺඪ
४ೖྗΛऔಘ͠ɺߏจղੳΛߦ͏ඞཁ͕͋Δɻ͜ͷͨΊɺຊϓϥάΠϯ͸ඪ४ೖྗΛ༻͍ͳ͍
CoqIDEͳͲͰ͸ར༻͢Δ͜ͱ͕Ͱ͖ͳ͍ɻ
DEndίϚϯυ͕࣮ߦ͞ΕΔͱɺDProofίϚϯυͰอଘͨ͠ূ໌ঢ়ଶΛ෮ݩͨ͠ޙɺه࿥ͨ͠
λΫςΟοΫΛॱʹ࣮ߦ͠ɺ֤࣌఺Ͱͷূ໌ঢ়ଶΛɺ෦෼ূ໌߲ͷࠩ෼ΛͱΓͳ͕Βه࿥͢Δɻ
͜Ε͸ 4ষͰઆ໌ͨ͠ม׵ͷୈ 1ஈ֊ʹ͋ͨΔɻͦͷޙɺଓ͚ͯୈ 2ஈ֊͓Αͼୈ 3ஈ֊ͷม
׵Λߦ͏͜ͱͰɺC-zarʹΑΔূ໌Λੜ੒͢Δɻ
5.2 ࣮ݧ
λΫςΟοΫΛ༻͍ͨม׵ʹΑͬͯͲͷఔ౓ಡΈ΍͘͢ͳ͔ͬͨΛ֬ೝ͢ΔͨΊʹɺλΫ
ςΟοΫΛ༻͍ͳ͍ม׵ͱຊݚڀͷख๏Ͱͷهड़ྔΛൺֱͨ͠ɻ
ൺֱର৅ͱͯ͠ɺCoenʹΑΔखଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵͕ߟ͑ΒΕΔ͕ɺม׵ର
৅͸Matitaͷূ໌ݴޠͰ͋ΓɺCoqͷ΋ͷͱ͸ҟͳΔͨΊɺͦͷ·· CoqͰ༻͍Δ͜ͱ͸Ͱ
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ද 5.1 ม׵݁Ռ
૯ߦ਺ ૯จࣈ਺ ૯εςοϓ਺
ม׵લ 530 13,899 676
AͰੜ੒ͨ͠ূ໌ 2,235 56,357 1,600
BͰੜ੒ͨ͠ূ໌ 14,641 512,789 7,431
͖ͳ͍ɻCoenͷม׵͸ɺূ໌߲ͷΈΛݩʹએݴతূ໌Λੜ੒͢Δɻͦ͜Ͱɺূ໌߲ͷΈ͔Βม
׵ͨ͠ূ໌ͷେ͖͞͸શͯݩͷূ໌߲ͷେ͖͞ʹै͏ͱ͍͏ԾఆͷԼͰɺಉ͘͡ূ໌߲ͷΈ͔Β
ͷม׵Ͱ͋Δ F ′′ ʹͦͷఆཧͷূ໌߲શମΛ༩͑୅༻ͱ͢Δɻ
ҎԼɺຊݚڀͷม׵ख๏ (F ʹΑΔεςοϓຖͷม׵)Λ Aɺൺֱର৅Ͱ͋Δূ໌߲ͷ৘ใͷ
ΈΛ༻͍ͨม׵ख๏Λ BͱݺͿɻ
ܗࣜূ໌ͷಡΈқ͞ʹ͍ͭͯఆྔతͳܭଌ͸ࠔ೉Ͱ͋ΔͨΊɺ͜͜Ͱ͸ূ໌ͷେ͖͞ʹண໨͢
Δɻূ໌߲ͷΈ͔Βͷม׵Ͱ͸ੜ੒͞ΕΔূ໌͕ڊେͳ΋ͷͱͳͬͯ͠·͏໰୊͕ࢦఠ͞Ε͍ͯ
Δ [16] ͨΊɺΑΓ؆ܿͳূ໌͕ੜ੒͞Ε͍ͯΔ͜ͱΛ֬ೝ͢Δ͜ͱͰɺಡΈқ͍ূ໌ͱͳͬͯ
͍Δ͜ͱΛࣔ͢ɻ
Coq ͷඪ४ϥΠϒϥϦʹؚ·ΕΔɺArith Ϟδϡʔϧͷఆཧ 264 ݸʹରͯ͠ม׵Λߦ͍ɺม
׵લޙʹ͓͚Δߦ਺ɾจࣈ਺ɾεςοϓ਺Λௐ΂ͨɻεςοϓ਺ͱ͸ɺखଓ͖తূ໌ʹ͓͍ͯ͸
λΫςΟοΫ਺ɺએݴతূ໌ʹ͓͍ͯ͸ proofจ͓Αͼ end proofจҎ֎ͷจͷ਺Ͱ͋Δɻ·
ͨɺߦ਺͸ۭߦΛɺจࣈ਺͸ۭനจࣈ͓ΑͼίϝϯτΛؚ·ͳ͍΋ͷͱͯ͠਺͑ͨɻ֤ม׵ʹ
Αͬͯੜ੒͞Εͨ 265ݸͷূ໌ʹ͍ͭͯɺߦ਺ɾจࣈ਺ɾεςοϓ਺ΛͦΕͧΕ߹ܭͨ͠΋ͷΛ
ද 5.1ʹࣔ͢ɻ
AͰ͸ߦ਺ɾจࣈ਺ɾεςοϓ਺ͷ͍ͣΕʹ͓͍ͯ΋ Bʹൺ΂ͯେ෯ʹগͳ͘ɺλΫςΟο
Ϋͷར༻ʹΑΔ৑௕ͳ෦෼ͷ࡟ݮ͸ޮՌ͕͋Δͱߟ͑ΒΕΔɻҎԼͰ͸ɺεςοϓ਺ʹ͍ͭͯৄ
ࡉʹݟΔɻ
264ݸͷఆཧͦΕͧΕʹ͍ͭͯɺAʹΑΔεςοϓ਺ͷ૿Ճ཰Λਤ 5.2ʹɺBʹΑΔεςοϓ
਺ͷ૿Ճ཰Λਤ 5.3 ʹࣔ͢ɻͳ͓ɺF ͷఆٛͰ͸ 1 εςοϓͷΈ͔ΒͳΔखଓ͖ূ໌͸ඞͣ 1
εςοϓͷΈ͔ΒͳΔએݴతূ໌ʹม׵͞ΕΔ͸ͣͰ͋Δ͕ɺਤ 5.2Ͱ͸ 2εςοϓͷূ໌͕͋
Δɻ͜Ε͸ɺLemmaίϚϯυͷҾ਺ʹରԠ͢ΔεςοϓͰ͋Δɻ
AͰ͸ม׵ޙͷεςοϓ਺͕֓Ͷม׵લͷ 1ഒ͔Β 10ഒఔ౓ʹऩ·͍ͬͯΔͷʹର͠ɺBͰ
͸Ұ෦ͷূ໌͕ඇৗʹେ͖ͳ΋ͷʹͳͬͯ͠·͍ͬͯΔɻ͜Ε͸ɺͨͱ͑ม׵લ͕ 1εςοϓͷ
Έͷূ໌Ͱ͋ͬͨͱͯ͠΋ɺͦΕ͕ࣗಈূ໌λΫςΟοΫͳͲͰ͋Ε͹ূ໌߲͸େ͖ͳ΋ͷʹͳ
Δ৔߹͕͋ΔͨΊͰ͋Δɻਤ 5.3 ʹ͓͍ͯ࠷େͷ΋ͷͰ͸ 1 εςοϓͷखଓ͖తূ໌͔Β 631
εςοϓͷએݴతূ໌Λੜ੒͍ͯ͠Δɻ
ҰํɺBʹ͸ม׵ޙͷํ͕ม׵લʹൺ΂εςοϓ਺͕গͳ͍΋ͷ΋͋Δɻ͜Ε͸ɺෳ਺εςο
ϓ͔͚ͯੜ੒͞Εͨূ໌߲ΛɺC-zarͷূ໌தʹ௚઀هड़͢Δ͜ͱͰ 1εςοϓͱ͍ͯ͠Δɻε
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ਤ 5.2 ఏҊख๏ʹΑΔม׵ (A)ͷεςοϓ਺ ਤ 5.3 ূ໌߲ͷΈʹΑΔม׵ (B)ͷεςοϓ਺
ιʔείʔυ 5.4 ม׵લͷূ໌
1 Lemma add_assoc n m p : n + (m + p) = n + m + p.
2 destruct n.
3 - trivial.
4 - apply add_assoc_pos.
5 - apply opp_inj. rewrite !opp_add_distr. simpl. apply add_assoc_pos.
6 Qed.
ςοϓ਺ͦ͜ݮ͍ͬͯΔ΋ͷͷɺূ໌߲͔Βূ໌ͷྲྀΕΛಡΈऔΔͷ͸ࠔ೉Ͱ͋Δɻ
࣮ࡍͷม׵ྫΛιʔείʔυ 5.4ͱιʔείʔυ 5.5ɺιʔείʔυ 5.6ʹࣔ͢ɻιʔείʔ
υ 5.4͸੔਺ͷՃࢉͷ݁߹ଇΛࣔ͢खଓ͖తূ໌Ͱ͋Γɺม׵ͷೖྗͱ͢Δɻιʔείʔυ 5.5
͸ AʹΑΔม׵݁Ռɺιʔείʔυ 5.6͸ BʹΑΔม׵݁ՌͰ͋Δɻ
͜ͷূ໌͸໋୊ ∀n, (2 ∗ n)/2 = n Λূ໌͍ͯ͠Δɻιʔείʔυ 5.4 Ͱ͸ɺinduction ʹ
Αͬͯ nʹ͍ͭͯؼೲ๏Λߦ͍ɺn͕ 0ͷ৔߹͸ trivialλΫςΟοΫʹΑΔࣗಈূ໌Ͱɺn͕
S n0ͷ৔߹ʹ͸౳ࣜมܗΛߦ͍ؼೲ๏ͷԾఆͱಉ͡ܗʹ͢Δ͜ͱͰূ໌Λߦ͍ͬͯΔɻιʔε
ίʔυ 5.5Ͱ͸Ͳ͜Ͱ n͕ 0ͷ৔߹ͷূ໌Λߦ͔ͬͨɺ·ͨ౳͕ࣜͲͷΑ͏ʹมܗ͞Ε͍ͯΔ͔
͕໌ࣔ͞Ε͓ͯΓɺม׵ʹΑͬͯՄಡੑ্͕͕͍ͬͯΔͱݴ͑Δɻ
ιʔείʔυ 5.6Ͱ΋ಉ༷ͷ৘ใ͸ࣔ͞Ε͍ͯΔ͕ɺߦ਺͕͓Αͦഒʹͳ͓ͬͯΓɺূ໌શମ
ͷྲྀΕΛ௫Ή͜ͱ͸গ͠೉͍͠ɻ10ߦ໨͔Β 21ߦ໨ʹ͔͚ͯ͸ಛʹ৑௕Ͱɺ࣮ࡍʹ͸͜ͷ 12
ߦͷ͏ͪඞཁͳͷ͸ (Ծఆ໊ͳͲʹखΛՃ͑Δඞཁ͸͋Δ΋ͷͷ)18ߦ໨ͷΈͰ͋Δɻ͜ͷ 12ߦ
͸ f_equalλΫςΟοΫʹΑͬͯੜ੒͞Εͨূ໌߲Λม׵ͨ͠΋ͷͰ͋Δ͕ɺf_equal͸ຊདྷɺ
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ιʔείʔυ 5.5 AͰม׵͞Εͨূ໌
1 Goal forall (n:nat), div2 (2 * n) = n.
2 proof.
3 let n:nat.
4 per induction on n.
5 suppose it is O.
6 thus (0 = 0) by (@Logic.eq_refl nat 0).
7 suppose it is (S n0) and IHn:(div2 (2 * n0) = n0).
8 have (S (div2 (n0 + (n0 + 0))) = S n0) by IHn, n0 using now f_equal.
9 then (div2 (S (S (n0 + (n0 + 0)))) = S n0) using (simpl).
10 then (div2 (S (n0 + S (n0 + 0))) = S n0) by n0 using (rewrite add_succ_r).
11 hence (div2 (2 * S n0) = S n0) using (simpl mul).
12 end induction.
13 end proof.
14 Qed.
ιʔείʔυ 5.6 BͰม׵͞Εͨূ໌
1 Goal forall (n:nat), div2 (2 * n) = n.
2 proof.
3 let n:nat.
4 per induction on n.
5 suppose it is O.
6 thus (0 = 0) by (@Logic.eq_refl nat 0).
7 suppose it is (S n0) and IHn:(div2 (2 * n0) = n0).
8 claim HLo:(S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0).
9 have H: (div2 (n0 + (n0 + 0)) = n0) by IHn.
10 claim (S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0).
11 claim HLo1:(S (Init.Nat.div2 (n0 + (n0 + 0))) =
12 S (Init.Nat.div2 (n0 + (n0 + 0)))).
13 have HLo3:(S = S) by (@Logic.eq_refl (nat→ nat) S).
14 hence (S (Init.Nat.div2 (n0 + (n0 + 0))) =
15 S (Init.Nat.div2 (n0 + (n0 + 0)))) by (f_equal
16 (fun f : nat→ nat⇒ f (Init.Nat.div2 (n0 + (n0 + 0)))) HLo3).
17 end claim.
18 have HLo2:(S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0) by (f_equal S H).
19 hence (S (Init.Nat.div2 (n0 + (n0 + 0))) = S n0) by (Logic.eq_trans HLo1 HLo2).
20 end claim.
21 hence thesis.
22 end claim.
23 have HLo0:(n0 + S (n0 + 0) = S (n0 + (n0 + 0))) by (add_succ_r n0
24 (n0 + 0)).
25 thus (div2 (S (n0 + S (n0 + 0))) = S n0) by (eq_ind_r
26 (fun n : nat⇒ div2 (S n) = S n0) HLo HLo0).
27 end induction.
28 end proof.
29 Qed.
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ιʔείʔυ 5.7 1εςοϓͷূ໌ͷྫ
1 Lemma even_plus_aux n m :
2 (odd (n + m)↔ odd n ∧ even m ∨ even n ∧ odd m) ∧
3 (even (n + m)↔ even n ∧ even m ∨ odd n ∧ odd m).
4 Proof.
5 rewrite ?even_equiv, ?odd_equiv, <- ?Nat.even_spec, <- ?Nat.odd_spec;
6 rewrite ?Nat.even_add, ?Nat.odd_add, ?Nat.even_mul, ?Nat.odd_mul;
7 unfold Nat.odd; do 2 destruct Nat.even; simpl; tauto.
8 Qed.
f x = g yͷܗͷ໋୊Λূ໌͢ΔͨΊʹ f x = g x͓Αͼ g x = g yʹ໋୊Λ෼ׂ͠ɺͦΕ
ͧΕʹࣗಈূ໌ΛࢼΈΔλΫςΟοΫͰ͋Δɻ͜ͷূ໌Ͱ͸ fͱ gʹ͋ͨΔ΋ͷ͕ಉ͡ SͰ͋
ΔͨΊɺͦͷେ෦෼͕ҙຯͷແ͍΋ͷʹͳͬͯ͠·͍ͬͯΔɻखଓ͖తূ໌Ͱ͸ܕ͑͞߹ͬͯ
͍Ε͹ੜ੒͞ΕΔূ໌߲ʹ஫ҙ͕޲͚ΒΕΔ͜ͱ͸গͳ͍ͨΊɺ৑௕ͳূ໌߲Λੜ੒͢ΔλΫ
ςΟοΫ͸ଟ͘ɺBʹΑΔূ໌͕ංେԽ͢Δେ͖ͳݪҼͱͳ͍ͬͯΔɻ
ਤ 5.3Ͱ͸ɺม׵ʹΑΔεςοϓ਺ͷ૿Ճ͕ 10ഒΛ௒͑Δ৔߹ͷ΄ͱΜͲʹ͓͍ͯɺݩͷূ
໌ͷεςοϓ਺͕ 1Ͱ͋Δ͜ͱ͕֬ೝͰ͖Δɻͦͷཧ༝ͱͯ͠͸ɺArithϞδϡʔϧͷେ෦෼ɺ
۩ମతʹ͸ 264ݸͷূ໌ͷ͏ͪ 156ݸ͕ 1εςοϓͷূ໌Ͱ͋Δ͜ͱɺڊେͳূ໌߲Λੜ੒͢
Δͷ͸ଟ͘ͷ৔߹ࣗಈূ໌λΫςΟοΫͷΑ͏ͳڧྗͳλΫςΟοΫͰ͋ΔͨΊ 1εςοϓͰऴ
ΘΒͤқ͍͜ͱͳͲ͕ߟ͑ΒΕΔɻArithϞδϡʔϧதͷ 1εςοϓͷखଓ͖తূ໌ͷྫΛιʔ
είʔυ 5.7ʹࣔ͢ɻ࣮ࡍʹ͸ 1ͭͷϢʔβఆٛλΫςΟοΫʹΑͬͯॻ͔Ε͍ͯΔ͕ɺ͜͜Ͱ
͸ͦͷఆٛΛల։ͨ͠ɻ
ιʔείʔυ 5.7͸ଟ͘ͷλΫςΟοΫͰߏ੒͞Εͨূ໌ͷΑ͏ʹݟ͑Δ͕ɺηϛίϩϯ͸ෳ
਺ͷλΫςΟοΫΛ݁߹ͯ͠ 1ͭͷλΫςΟοΫʹ͢ΔͨΊɺશମͰ 1εςοϓͱ਺͑ΒΕΔɻ
ιʔείʔυ 5.7ʹ BΛ࢖ͬͯม׵Λߦ͏ͱɺ429εςοϓͷ C-zarͷূ໌͕ੜ੒͞ΕΔɻҰ
ํɺAͰ͸ 1 εςοϓͷखଓ͖తূ໌͸ඞͣ 2εςοϓҎ಺ͷূ໌ʹม׵ՄೳͰ͋Δɻͦͷͨ
Ίɺ1εςοϓͷূ໌ͷม׵ΛؚΊͯൺֱ͢Δͷ͸͋·Γެฏͱ͸͍͑ͳ͍ɻ·ͨɺ1εςοϓ
ͷূ໌͸αϒΰʔϧ͕ଘࡏ͠ͳ͍ͨΊɺC-zar΁ͷม׵͕͋·ΓҙຯΛ࣋ͨͳ͍ɻ
ArithϞδϡʔϧͷ͏ͪɺม׵͕࣮༻తʹద༻Ͱ͖Δ 92ݸͷূ໌ʹ͍ͭͯͷม׵݁ՌΛද 5.2
ʹࣔ͢ɻ͜͜Ͱ͸ɺ2εςοϓҎ্͔ͭ QedίϚϯυΛ༻͍͍ͯΔূ໌Λର৅ͱͨ͠ɻArithϞ
δϡʔϧʹ͸ QedίϚϯυͷ୅ΘΓʹ Definedͱ͍͏ίϚϯυΛ༻͍͍ͯΔূ໌͕͋Δ͕ɺ͜
Ε͸ূ໌ʹΑͬͯؔ਺Λߏ੒͓ͯ͠Γɺੜ੒͞ΕΔূ໌߲͕ॏཁͰ͋Δɻม׵ޙͷূ໌ʹΑΔূ
໌߲͸ม׵લͷূ໌ʹΑΔূ໌߲ͱҟͳͬͨ΋ͷͱͳΔͨΊɺ͋·Γݱ࣮తͰ͸ͳ͍ɻߦ਺ɾจ
ࣈ਺ɾεςοϓ਺ͷ͍ͣΕʹ͓͍ͯ΋ɺද 5.1΄Ͳۃ୺Ͱ͸ͳ͍΋ͷͷɺ΍͸Γ Aͷํ͕؆ܿͳ
ূ໌͕ੜ੒Ͱ͖͍ͯΔ͜ͱ͕֬ೝͰ͖Δɻ
·ͨɺ֤ఆཧʹ͍ͭͯ AͰม׵ͨ͠৔߹ͱ BͰม׵ͨ͠৔߹ͷεςοϓ਺ͷൺΛਤ 5.4ʹࣔ
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ද 5.2 Ұ෦ͷূ໌ʹؔ͢Δม׵݁Ռ
૯ߦ਺ ૯จࣈ਺ ૯εςοϓ਺
ม׵લ 295 8,381 427
AͰੜ੒ͨ͠ূ໌ 1,425 37,396 1,060
BͰੜ੒ͨ͠ূ໌ 2,841 72,641 2,107
ਤ 5.4 ྆ม׵ͷεςοϓ਺ͷൺ
͢ɻBͷํ͕গͳ͍εςοϓ਺ʹͳ͍ͬͯΔྫ΋एׯݟΒΕΔ΋ͷͷɺجຊతʹ͸ Aͷํ͕ε
ςοϓ਺͕গͳ͍ɻ
શମͱͯ͠ɺA ͷํ͕ B ΑΓ΋ݩͷखଓ͖తূ໌ʹ͍ۙએݴతূ໌Λੜ੒Ͱ͖͍ͯΔͱݴ
͑Δɻ
5.3 ม׵ର৅֎ͷূ໌
ArithϞδϡʔϧʹ͸ɺ265ݸͷূ໌ͷଞʹຊγεςϜͷର৅֎ͱͳΔΑ͏ͳূ໌΋ؚ·Εͯ
͓Γɺ͜ΕΒ͸ม׵ʹΑͬͯਖ਼͘͠ͳ͍ C-zarͷূ໌Λੜ੒ͨ͠ɻຊઅͰ͸ର৅֎ͷূ໌ͷ಺༁
ͱରॲ๏ʹ͍ͭͯड़΂Δɻ
ਖ਼͘͠ม׵Ͱ͖ͳ͍ূ໌͸ 25 ݸ͋Γɺͦͷ͏ͪ 13 ݸ͸ґଘύλʔϯϚονʹΑΔ΋ͷͩͬ
ͨɻґଘύλʔϯϚονͱ͸ɺ෼ذઌʹΑͬͯ஋ͷܕ͕ҟͳΔύλʔϯϚονͰ͋Δɻྫ͑͹ɺ
࣍ʹ߲ࣔ͢͸ɺx͕ 0ͷ৔߹ʹ͸ natܕͷ஋ 1Ͱ͋ΓɺͦΕҎ֎ͷ৔߹͸ boolܕͷ஋ trueͰ
͋ΔɻҰݟໃ६͍ͯ͠ΔΑ͏͕ͩɺ͜ ͷ߲શମͰ match x with O => nat | _ => bool end
ܕͷ஋Ͱ͋Δͱߟ͑Δ͜ͱͰਖ਼͘͠ܕ෇͚͞ΕΔɻ
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1 match x as x0
2 return match x0 with O⇒ nat | _⇒ bool end
3 with
4 | O⇒ 1
5 | _⇒ true
6 end
ґଘύλʔϯϚονΛূ໌߲ʹؚΉূ໌ͷҰ෦͸ɺਖ਼͘͠ม׵͢Δ͜ͱ͕Ͱ͖ͳ͍ɻclaim۟
ʹ͢ΔͳͲద੾ͳॲஔʹΑͬͯਖ਼͘͠ม׵͢Δ͜ͱ΋Մೳͱߟ͑ΒΕΔ͕ɺࠓճ͸ରԠ͍ͯ͠
ͳ͍ɻ
2൪໨ʹଟ͔ͬͨͷ͸ূ໌߲ʹແ໊࠶ؼؔ਺ΛؚΉ΋ͷͰɺ9ݸ͋ͬͨɻແ໊࠶ؼؔ਺Λੜ੒
͢Δεςοϓ͸ඞͣԾఆΛ௥Ճ͢ΔͨΊɺূ໌߲Λܦ༝͢Δม׵ͱͳΓɺ·ͨ C-zarʹରԠ͢Δ
ߏจ͕ແ͍ͨΊɺม׵ʹࣦഊ͢ΔɻҎ߱ͷεςοϓΛ 1ͭʹ·ͱΊɺূ໌߲Λ௚઀දࣔ͢Δ͜ͱ
Ͱਖ਼͍͠ূ໌͸ಘΒΕΔ΋ͷͷɺূ໌ͱͯ͠ಡΈқ͍΋ͷͰ͸ͳ͍ͨΊߦΘͳ͔ͬͨɻ
ͦͷଞͷࣦഊ͢Δূ໌ͱͯ͠͸ɺC-zarͷόά͕ݪҼͱߟ͑ΒΕΔ΋ͷͳͲ΋͋ͬͨɻࠓճ͸
λΫςΟοΫ͕ର৅֎ͷڍಈΛ͢Δূ໌͸ແ͔͕ͬͨɺঢ়گʹΑͬͯ͸ର৅֎ͷڍಈΛى͜͠͏
ΔλΫςΟοΫ͸ଘࡏͨ͠ɻྫ͑͹ autoλΫςΟοΫ͸ɺੜ੒͢Δূ໌߲͕େ͖͍৔߹ɺͦΕ
Λิ୊ͱͯ͠άϩʔόϧ؀ڥʹ௥Ճ͢Δͱ͍͏ػೳΛ࣋ͭɻ͜Ε͸ূ໌߲ͷେ͖͞Λ཈͑ΔͨΊ
ͷॲஔͩͱߟ͑ΒΕΔ͕ɺಉ༷ͷূ໌Λ C-zarͰߦ͏͜ͱ͸ࠔ೉Ͱ͋ΔɻC-zar͸෦෼తʹखଓ
͖తূ໌ʹ੾Γସ͑Δػೳ΋࣋ͭͨΊɺ͜ΕΛར༻͢Δ͜ͱ΋ߟ͑ΒΕΔ͕ɺͦͷͨΊʹ͸ର৅
֎ͷڍಈΛݕ஌͢Δඞཁ͕͋Δɻݕ஌ʹ͸άϩʔόϧ؀ڥͷ؂ࢹͳͲ΋ඞཁͱͳΓࠔ೉Ͱ͋Δͨ
ΊɺຊݚڀͰ͸ෆਖ਼ͳূ໌͕ੜ੒͞ΕΔΑ͏ʹͳ͍ͬͯΔɻ
ਖ਼͘͠ม׵Ͱ͖ͳ͔ͬͨূ໌͸શମͷ͓Αͦ 1ׂͱແࢹͰ͖ͳׂ͍߹Ͱ͋Γɺର৅֎ͷূ໌Ͱ
͋ͬͯ΋ͦΕΛϢʔβ͕൑அ͢Δ͜ͱ͸༰қͰ͸ͳ͍ɻม׵ର৅ͷ֦େ͓Αͼର৅֎ͷূ໌ͷݕ
஌͸ࠓޙͷ՝୊Ͱ͋Δɻ
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6 ؔ࿈ݚڀ
ྨࣅͨ͠໨తΛ࣋ͭݚڀͱͯ͠ɺखଓ͖తূ໌Λએݴతূ໌ʹม׵͢ΔݚڀʹՃ͑ɺCoqͷख
ଓ͖తূ໌Λཧղ͠қ͍ܗͰදࣔ͢Δݚڀɺએݴతূ໌ͷهड़Λิॿ͢ΔݚڀΛڍ͛Δɻ
طʹड़΂ͨΑ͏ʹɺఆཧূ໌ࢧԉܥMatitaͰ͸ɺূ໌߲͔Βม׵Մೳͳએݴతূ໌ݴޠ͕࣮
૷͞Ε͍ͯΔɻखଓ͖తূ໌Λ࣮ߦͯ͠ಘͨূ໌߲ʹରͯ͜͠ͷม׵Λߦ͏͜ͱͰɺએݴతূ໌
͕ੜ੒Ͱ͖Δɻ͔͜͠͠ͷม׵͸ɺखଓ͖తূ໌͔Βએݴతূ໌΁ͷม׵ͷΈͳΒͣɺҰ෦Λল
ུͯ͠ॻ͔Εͨએݴతূ໌ͷิ׬΋ओͳ༻్ͱ͍ͯ͠ΔɻͦͷͨΊɺ͜ͷख๏Ͱੜ੒͞ΕΔએݴ
తূ໌͸ɺ࣮ݧʹ͓͚Δม׵ BͷΑ͏ʹৄࡉ͔ͭ௕େͳ΋ͷͱͳΓɺূ໌શମͷྲྀΕ͸೺Ѳ͠೉
͍ɻຊݚڀͰ͸ɺূ໌߲͚ͩͰͳ͘ݩͷূ໌ͷλΫςΟοΫ΋ར༻͢Δ͜ͱͰɺม׵લޙͷূ໌
ͷཻ౓Λ͚ۙͮɺΑΓՄಡੑͷߴ͍ূ໌Λੜ੒͢Δɻ
खଓ͖తূ໌Λཧղ͠қ͍ܗͰදࣔ͢Δݚڀͱͯ͠͸ɺCoq ͷ΢ΣϒΠϯλϑΣʔε
ProofWeb [30] ʹΑΔূ໌໦ܗࣜ΍ Fitch ه๏Ͱͷදࣔػೳ [31] ɺcoqdoc ʹΑΔ HTML
จॻʹ֤εςοϓͰͷূ໌ঢ়ଶΛදࣔ͢ΔػೳΛ෇Ճ͢Δ Proviola [32] ͳͲ͕ڍ͛ΒΕΔɻ͜
ΕΒ͸ɺಛఆͷঢ়گʹ͓͍ͯཧղ͠қ͍දࣔΛߦ͏ࢼΈͰ͋Γɺূ໌εΫϦϓτࣗମͷՄಡੑ
͓Αͼ֎෦πʔϧͱͷ਌࿨ੑͷ޲্ΛਤΔຊݚڀͱ͸ɺ໨త͕एׯҟͳΔɻՄಡੑͷΈͰ͋Ε
͹ɺखଓ͖తূ໌ʹ͓͚ΔλΫςΟοΫͷಇ͖Λઆ໌͢ΔίϝϯτΛূ໌εΫϦϓτʹ௥Ճ͢Δ
Coqatoo [33] ͕͋ΔɻλΫςΟοΫͷಇ͖͸ʮͲͷΑ͏ͳ໋୊ΛͲͷΑ͏ͳૢ࡞Λߦ͏͔ʯͱ
͍͏ܗͰࣔ͞Εɺએݴతূ໌ݴޠʹ͍ۙίϝϯτ͕ੜ੒͞ΕΔɻ͔͠͠ɺCoqatoo ͸ॳֶऀͷ
ֶश༻πʔϧͰ͋ΔͨΊɺҰ෦ͷλΫςΟοΫʹͷΈରԠ͓ͯ͠Γɺෳࡶͳূ໌͸ର৅ͱ͍ͯ͠
ͳ͍ɻ
એݴతূ໌ͷهड़Λิॿ͢Δݚڀ͸ Coqʹ͸ଘࡏ͠ͳ͍΋ͷͷɺଞͷఆཧূ໌ࢧԉܥʹ͓͍
ͯ͸طଘݚڀ͕ଘࡏ͢Δɻmiz3 [16] ͸ɺHOL Lightʹ͓͚Δએݴతূ໌ͷೖྗิॿγεςϜͰ
͋ΔɻλΫςΟοΫʹࣅͨίϚϯυʹΑͬͯɺએݴతূ໌ͷͻͳܕΛੜ੒͢Δɻͦͷࡍɺೖྗ͠
͍ͯΔՕॴʹԠ໋ͯ͡୊ͳͲΛࣗಈิ׬͢ΔͨΊɺεςοϓຖʹखଓ͖తূ໌͔Βએݴతূ໌
΁ͷม׵Λߦ͍ͬͯΔঢ়ଶʹ͍ۙɻͨͩ͠ɺλΫςΟοΫͦͷ΋ͷΛ࢖͑ΔΘ͚Ͱ͸ͳ͍ͨΊɺ
Coqʹಋೖ͢Δ͜ͱ͸೉͍͠ͱߟ͑ΒΕΔɻ·ͨɺએݴతλΫςΟοΫ [15] ͸ɺએݴతূ໌ͷ
ςϯϓϨʔτΛఆٛͰ͖ΔγεςϜͰ͋ΓɺڧྗͳೖྗิॿγεςϜͱͳΔɻIsabelle/IsarͰ͸
Sledgehammerͱݺ͹ΕΔػߏ͕ূ໌Λ୳ࡧ͢Δ͜ͱʹΑͬͯɺϢʔβ͕ূ໌Λߟ͑هड़͢Δ৔
໘Λগͳ͘͢Δ͜ͱͰɺએݴతূ໌ͷهड़ͷ൥Θ͠͞Λେ͖ܰ͘ݮ͢Δɻ
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7 ͓ΘΓʹ
ຊݚڀͰ͸ɺCoqͷखଓ͖తূ໌͔Β C-zarʹΑΔએݴతূ໌΁ͷม׵Λఆٛͨ͠ɻ·ͨɺ࣮
ࡍʹม׵Λߦ͍ɺλΫςΟοΫΛม׵ʹ༻͍Δ͜ͱ͕ɺ৑௕ͳূ໌ͷੜ੒Λճආ͢ΔͨΊʹ༗ޮ
Ͱ͋Δ͜ͱΛ֬ೝͨ͠ɻຊγεςϜΛ༻͍Δ͜ͱͰɺैདྷͷॻ͖қ͞Λଛͳ͏͜ͱͳ͘ɺՄಡੑ
͓Αͼอकੑͷߴ͍ূ໌Λੜ੒͢Δ͜ͱ͕Ͱ͖Δɻ
ҰํͰɺඞͣ͠΋શͯͷূ໌͕ಡΈқ͘ม׵Ͱ͖Δͱ͸ݴ͑ͳ͍ɻΑΓՄಡੑͷߴ͍ূ໌Λੜ
੒͢ΔͨΊʹ͸ɺҎԼͷΑ͏ͳվྑ͕ߟ͑ΒΕΔɻ
• C-zarͷଟ༷ͳߏจͷར༻
C-zar ͸౳ࣜมܗͳͲҰ෦ͷূ໌ʹؔͯ͠ಛผͳߏจΛ࣋ͭɻinduction จ΋͜ͷҰछ
Ͱ͋ΔɻಛԽͨ͠ߏจͰ͋Δ͜ͱ͔Βҙਤ͕఻ΘΓқ͘ͳΔͨΊɺ͜ΕΒͷߏจΛར༻͢
Δ͜ͱͰΑΓ໌շͳূ໌Λੜ੒͢Δɻ
• C-zarͷ෦෼໋୊ূ໌ͷར༻
thusจͰ͸ɺΰʔϧ P ∧ Qʹ͓͚Δ P ͷΑ͏ͳɺΰʔϧͷҰ෦ʹ૬౰͢Δ໋୊΋ূ໌
͢Δ͜ͱ͕Ͱ͖Δɻ͜ΕΛ༻͍Δ͜ͱͰɺclaimจΛݮΒ͠ɺଟஈωετΛ཈੍͢Δɻ
• ݁߹͞ΕͨλΫςΟοΫͷ෼ղ
ྫ͑͹ introsλΫςΟοΫͱ autoλΫςΟοΫ͸ͦΕͧΕ 1จʹม׵ՄೳͰ͋Δ͕ɺ
intros; auto͸ূ໌߲ͷΈ͔Βม׵͢Δඞཁ͕͋ΔͨΊɺੜ੒͞ΕΔએݴతূ໌͸๲େ
ͳ΋ͷʹͳΓಘΔɻલޙͷλΫςΟοΫΛผεςοϓͱͯ͠ѻ͏͜ͱͰɺੜ੒͞ΕΔূ໌
ͷ௕͞Λ཈͑Δɻ
• by෦ͷ୯७Խ
thusจͳͲͷ by෦Ͱ͸ diﬀ Ͱग़ݱ͢Δશม਺Λࢦఆ͍ͯ͠Δ͕ɺඞͣ͠΋ͦͷશ͕ͯ
ඞཁͳΘ͚Ͱ͸ͳ͍ɻຊ౰ʹඞཁͳ΋ͷͷΈΛநग़͢Δ͜ͱͰɺͦͷεςοϓͷҙਤΛ໌
֬ʹ͢Δɻ
• লུՄೳͳ෦෼ͷ໌ࣔ
haveจͳͲʹඋΘΔࣗಈূ໌ػೳ͸ڧྗͰ͋ΔͨΊɺม׵ޙͷূ໌ʹ͓͍ͯλΫςΟο
Ϋͷলུ΍ෳ਺εςοϓͷ౷߹ɺεςοϓࣗମͷলུ͕Մೳͳ৔߹͕ଟ͍ɻ͜ΕΒͷՕॴ
ΛϢʔβʹࣔ͢͜ͱͰɺΑΓຊ࣭తͳ෦෼ʹ஫໨͠қ͘͢Δɻ
ຊγεςϜͷ࠷େͷ՝୊͸ɺݱ࣌఺Ͱͷ࠷৽όʔδϣϯͰ͋Δ Coq8.7 ΁ͷରԠͩΖ͏ɻ8.7
Ͱ͸ C-zar ͕ඪ४ϓϥάΠϯ͔Β࡟আ͞Εɺ͞ΒʹϓϥάΠϯ͸༻ҙ͞Εͨ API ͷΈͰ͔͠
Coq಺෦ʹΞΫηεͰ͖ͳ͍Α͏ʹมߋ͞ΕͨɻͦͷͨΊɺຊγεςϜΛ Coq8.7ʹରԠͤ͞Δ
ʹ͸ɺ·ͣ C-zarͷमਖ਼͕ඞཁʹͳΔɻ୯ͳΔमਖ਼ʹͱͲ·ΒͣɺC-zarΛվྑ͢Δ͜ͱ΋ߟ͑
ΒΕΔɻྫ͑͹ɺC-zar͸༨ؼೲ๏Λ࢖ͬͨূ໌Λهड़͢Δ͜ͱ͕Ͱ͖ͳ͍ɻCoqͷ೚ҙͷखଓ
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͖తূ໌Λ C-zar΁ม׵Մೳʹ͢Δʹ͸ɺݴޠ࢓༷ࣗମΛ֦ு͢Δඞཁ͕͋Δɻ
ຊγεςϜΛ༗ޮʹ׆༻͢Δʹ͸ɺC-zarʹର͢ΔϦϑΝΫλϦϯάγεςϜ͕๬·ΕΔɻຊ
γεςϜ͕ੜ੒͢Δূ໌εΫϦϓτʹ͸ɺ·ͩվળͷ༨஍͕ଟ͍ɻͦ΋ͦ΋खଓ͖తূ໌ͱએݴ
తূ໌ͱ͍͏ελΠϧͷҧ͍͔Βɺෆࣗવͳূ໌εΫϦϓτ͕ੜ੒͞ΕΔ͜ͱ͸ආ͚೉͍ɻఆཧ
ূ໌ࢧԉܥͷ಺෦ঢ়ଶΛऔಘͰ͖ͳ͘ͱ΋ূ໌ͷ৘ใ͕ಘΒΕΔͱ͍͏એݴతূ໌ͷར఺Λ׆͔
͠ɺϓϩάϥϛϯάʹ͓͚Δ IDEʹඋΘ͍ͬͯΔΑ͏ͳ൒ࣗಈϦϑΝΫλϦϯά͕ՄೳʹͳΕ
͹ɺෆࣗવͳূ໌ͷमਖ਼͸༰қʹͳΔɻ͜͏͍ͬͨπʔϧʹؔͯ͠͸Whiteside Βͷݚڀ [14]
͕ଘࡏ͢Δ͕ɺCoqͰͷར༻ʹ͸ࢸ͍ͬͯͳ͍ɻ
ϦϑΝΫλϦϯάγεςϜ͕ଘࡏ͠ͳ͍ݱঢ়Ͱ͸ɺ໋୊ʹେ͖ͳมߋ͕ՃΘͬͨͳͲͰେ෯ͳ
मਖ਼͕ඞཁʹͳͬͨ৔߹ɺC-zarΛमਖ਼͢ΔͷͰ͸ͳ͘ɺखଓ͖తূ໌Λ༻͍ͨํ͕༗ޮͳ৔߹
͕ଟ͍ɻC-zar͸खଓ͖తূ໌ΛຒΊࠐΊΔ escapeจΛ༻ҙ͍ͯ͠Δ͕ɺखଓ͖తূ໌ͱએݴ
తূ໌ͷࠞࡏ͸อकੑͷ໘͔Β๬·͘͠ͳ͍ɻ͜ͷΑ͏ͳͱ͖ɺC-zar͔Βखଓ͖తূ໌ʹม׵
Ͱ͖ΔγεςϜʹΑͬͯɺ2ͭͷελΠϧΛߦ͖དྷ͢Δ͜ͱ͕Ͱ͖Ε͹༗༻Ͱ͋Δɻ
͜͏ͨ͠पลπʔϧ͕੔͏͜ͱͰɺએݴతূ໌ݴޠ͸ͦͷਅՁΛൃش͢Δͱظ଴͞ΕΔɻ
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ँࣙ
ຊݚڀʹࡍͯ͠ɺ༷ʑͳ͝ࢦಋΛ௖͖·ͨ͠த໺ܓհ।ڭतɺؠ࡚ӳ࠸ڭतʹਂँ͍ͨ͠·
͢ɻ·ͨɺݚڀͷॿݴͳͲ༷ʑͳ໘Ͱॿ͚͍͍ͯͨͩͨɺத໺ݚڀࣨɺؠ࡚ݚڀࣨͷօ༷ʹ৺͔
Βޚྱਃ্͛͠·͢ɻ
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෇࿥: ֦ுม׵ؔ਺ఆٛ
શͯͷ֦ுΛࢪͨ͠ม׵ؔ਺ΛҎԼʹࣔ͢ɻ
F ′ ͓Αͼ F ′′ ʹɺ໋ࣔͨ͠୊ͷ໊લΛද͢Ҿ਺ name Λ௥Ճͨ͠ɻ_͸໊લ͕ແ͍͜ͱΛࣔ
͢ɻ·ͨɺIsProof(x )͸߲ x ͕ূ໌߲΋͘͠͸࣮ࡏม਺ΛؚΉ߲ͷͱ͖ trueɺͦΕҎ֎ͷͱ͖
falseΛද͢ɻ
Pattern(var , thesis, n)͸ɺม਺ x ͷܕͷ n ൪໨ͷ supposeจͷҰ෦Λද͢ɻجຊͱͯ͠͸ɺ
x ͷܕͷ n ൪໨ͷίϯετϥΫλ͓ΑͼͦͷҾ਺Λฒ΂ͨܗͷύλʔϯͰ͋ΔɻҾ਺ͷܕ͕ x ͷ
ܕࣗ਎Ͱ͋Δ࣌ɺ໋୊ thesis ಺ͷ x ΛύλʔϯͰஔ׵ͨ͠΋ͷΛɺ৽ͨͳ໊લͱ andͱڞʹՃ
͑Δɻྫ͑͹ɺPattern(x, x = x, 2)͸ S x’ and H:S x’ = S x’Ͱ͋Δɻ
None͸ۭͷূ໌εΫϦϓτɺͭ·ΓԿ΋ग़ྗ͠ͳ͍͜ͱΛࣔ͢ɻ
ຊจͰڍ͛ͨఆٛΛҎԼʹ࠶ܝ͢Δɻ
• Typeof(t) : ߲ t ͷܕ
• Vars(t) : ߲ t தͷࣗ༝ม਺ͷू߹ (ͨͩ͠ཁૉ͕ଟ͍৔߹ʹ͸*)
• Select(subs, ?x) : ରԠؔ܎ subs ʹ͓͍࣮ͯࡏม਺?x ʹରԠ͢Δઅ఺
F ′((false, tac, diﬀ , []), false, _)ͱ F ′((false, tac, diﬀ , []), false, name )ͷΑ͏ʹॏෳͷ͋
Δఆٛʹ͍ͭͯ͸ɺҾ਺͕۩ମԽ͞Ε͍ͯΔํ (ྫͷ৔߹Ͱ͸લऀ)Λ༏ઌ͢Δ΋ͷͱ͢Δɻ
F (t ) := proof. F ′(t, true, _) end proof.
F ′((false, tac, diﬀ , []), true, name ) := thus Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false, _) := have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , []), false, name ) := have name:Typeof(diﬀ ) by Vars(diﬀ ) using tac.
(IsProof(d) = true)
F ′((false, tac, diﬀ , [g:x]), true, name ) :=
F ′(x, false, _) hence Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false, _) :=
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F ′(x, false, _) have Typeof(diﬀ ) by Vars(diﬀ ) using tac.
F ′((false, tac, diﬀ , [g:x]), false, name ) :=
F ′(x, false, _) then name:Typeof(diﬀ ) by Vars(diﬀ ) using tac.
(IsProof(d) = false)
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), true, name ) :=
thus Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), false, _) :=
have Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
F ′((false, tac, diﬀ , [g:(h,(t,d,s ),r ,n )]), false, name ) :=
have name:Typeof(diﬀ ) by Vars(diﬀ ), d using tac.
PV (t, p ) := p (IsProof(t ) = true)
PV (t, p ) := None (IsProof(t ) = false)
JV (t, n ) := n (IsProof(t ) = true)
JV (t, n ) := t (IsProof(t ) = false)
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name ) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
thus Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), false, _) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
have Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
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F ′((false, tac, diﬀ , [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name ) :=
PV (d1, F ′((t1, d1, sg1), true, H1))
. . .
PV (dn, F ′((tn, dn, sgn), true, Hn))
have name:Typeof(diﬀ ) by Vars(diﬀ ), JV (d1, H1), . . . , JV (dn, Hn) using tac.
F ′((true, tac, diﬀ , subs ), goal, name ) := F ′′(diﬀ , subs, goal, name )
F ′′(diﬀ , subs, goal, name ) := define H as diﬀ . (IsProof(diﬀ ) = false)
(IsProof(diﬀ ) = true)
F ′′(?x, subs, goal, name ) := F ′(Select(subs, x ), goal, name )
F ′′(x, subs, true, name ) := thus Typeof(x ) by x.
F ′′(x, subs, false, _) := have Typeof(x ) by x,
F ′′(x, subs, false, name ) := have name:Typeof(x ) by x,
(IsInd(t0) = true)
F ′′((true, tac, t0 . . . x, [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), true, name) :=
per induction on x.
suppose it is Pattern(x, Typeof(diﬀ ), 1).
F ′((t1, d1, sg1), true)
. . .
suppose it is Pattern(x, Typeof(diﬀ ), (n)).
F ′((tn, dn, sgn), true)
end induction.
F ′′((true, tac, t0 . . . x, [g1:(t1, d1, sg1), . . . gn:(tn, dn, sgn)]), false, name) :=
claim Typeof(diﬀ ).
per induction on x.
suppose it is Pattern(x, Typeof(diﬀ ), 1).
F ′((t1, d1, sg1), true)
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. . .
suppose it is Pattern(x, Typeof(diﬀ ), (n)).
F ′((tn, dn, sgn), true)
end induction.
end claim.
(IsInd(t0) = false)
F ′′(t0 . . . tn, subs, true, name ) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
thus Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(t0 . . . tn, subs, false, _) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
have Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(t0 . . . tn, subs, false, name ) :=
PV (t1, F ′′(t0, subs, true, H0))
. . .
PV (tn, F ′′(tn, subs, true, Hn))
have name:Typeof(diﬀ ) by JV (t1, H1), . . . , JV (tn, Hn).
F ′′(let x := t0 in t1, subs, true, name ) := F ′′(t0, subs, true, x ) F ′′(t1, subs, goal, name )
F ′′(let x := t0 in t1, subs, false, _) := claim Typeoft0. F ′′(let x := t0 in t1, subs, true,
_) end claim.
F ′′(let x := t0 in t1, subs, false, name ) := claim name:Typeoft0. F ′′(let x := t0 in t1,
subs, true, _) end claim.
F ′′(fun x ⇒ t, subs, true, name ) := let x:Typeof(x ). F ′′(t, subs, true, name )
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F ′′(fun x ⇒ t, subs, false, name ) :=
claim name:Typeof(fun x ⇒ t ). F ′′(fun x ⇒ t, subs, true, _) end claim.
F ′′(t1 → t2, subs, true, name ) := thus thesis by (t1 → t2).
F ′′(t1 → t2, subs, false, _) := None
F ′′(t1 → t2, subs, false, name ) := define name as (t1 → t2).
F ′′((forall x, t ), subs, true, name ) := thus thesis by (forall x, t ).
F ′′((forall x, t ), subs, false, _) := define H as (forall x, t ).
F ′′((forall x, t ), subs, false, name ) := define name as (forall x, t ).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true, name ) :=
per cases on t.
suppose it is c1 t11 . . . t1j. F ′′(t1, subs, true)
. . .
suppose it is ci ti1 . . . tik. F ′′(ti, subs, true)
end cases.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false, _) :=
claim Typeof(t1).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true)
end claim.
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, false, name ) :=
claim name, Typeof(t1).
F ′′(match t with c1 t11 . . . t1j ⇒ t1 | . . . | ci ti1 . . . tik ⇒ ti end, subs, true)
end claim.
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