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Abstrakt
V první části se práce zabývá projekcí bodů z Euklidova prostoru do roviny a zobrazením
takto vzniklých rovinných bodů na počítači. Druhá část se zaměřuje na diskretizaci analy-
ticky zadané plochy. To je její aproximace sítí bodů, které díky předchozí části dokážeme
zobrazit na počítači. Třetí část se věnuje obarvení plochy různými typy výplně. Nakonec
je přidáno softwarové řešení.
Summary
The first part of the thesis deals with projections of points from an Euclidean space
into a plane and displaying of the resulted planar points on a computer. The second part
focuses on a discretization of analytically specified surfaces. This is an approximation with
network points. Due to the previous part, we are able to display them on a computer. The
third part is dedicated to various types of coating fillings. Finally, the software solution
is added.
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1. ÚVOD
1. Úvod
Tato bakalářská práce využívá především poznatků z lineární algebry a konstruktivní
geometrie, které jsou následně softwarově implementovány. Softwarová implementace je
založena na vědomostech nabytých v kurzech Počítačová grafika, Základy programování a
Programování v Delphi. Pro několik problémů jsou také využívány znalosti numerických
metod.
Práce čerpá především z [3]. K této monografii je přiloženo i CD se zdrojovými kódy a
obrázky. Proto byla pro tuto práci vynikajícím zdrojem.
V jednotlivých kapitolách práce jsou popsány matematické principy, na kterých jsou
založeny algoritmy. Konečným výsledkem je pak program vytvořený v prostředí Borland
Delphi, který tyto algoritmy prakticky aplikuje.
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2. Počítačové zobrazení grafických dat
2.1. Rastrová a vektorová data
V softwarech zabývajících se počítačovou grafikou se obvykle setkáváme se dvěma typy
grafických dat. Jsou to data vektorová a bitmapová (rastrová).
Rastrová data: Obraz je tvořen maticí. Každý prvek matice nazveme pixel. Každý
pixel obsahuje číselnou informaci o barvě. Můj program využívá RGB model. V tomto
barevném modelu každé barevné složce světla (červené, zelené a modré) přiřazujeme hod-
noty od 0 do 255. Souhrnně pak pixelu přiřadíme trojciferné číslo o základu 256. Pro
představu obrázek (plátno) o velikosti 5 × 2 pixelů (velmi malý) si můžeme představit
takto.
Obrázek 2.1: Představa popisu barev jednotlivých pixelů.
V levém horním rohu máme prvek o souřadnicích [0; 0] v pravém dolním [4; 1]. V
Delphi se používají u obrázku property Width a Height (v našem případě 5 a 2). Co to
jsou property pro stručnost vynechám, o tom se můžete dozvědět v mnohých publikacích
o Delphi a objektovém programovaní. Tedy v pravém dolním rohu je prvek o souřadnicích
[Width − 1;Height − 1]. Tyto diskrétní souřadnice, popisující pozici prvku, nazveme
světovými souřadnicemi. Příklady softwarů využívajících rastrová data jsou Malování ve
Windows,GIMP nebo Adobe Photoshop.
Vektorová data: Grafická data jsou popsána matematicky. Vezmeme jako příklad úsečku.
V souboru jsou uloženy souřadnice jejích krajních bodů a parametry, jako například
tloušťka, barva a typ čáry. Příklady softwarů využívajících vektorová data jsou Corel-
Draw, Autodesk Inventor nebo můj program.
Velkou výhodou vektorových dat oproti rastrovým je to, že můžeme parametry snadno
měnit, vymazávat některé objekty a převádět data na rastrová. Nevýhodou je, že zobrazení
dat je složité a obvykle je k němu zapotřebí software, ve kterém byla vytvořena. Oproti
tomu rastrová data jsou multiplatformní, tj. jsou vhodná pro nejrůznější typy počítačů
a operačních systémů. Stejně tak monitory, tiskárny a jiná zařízení vyžadují k vykreslení
rastrová data. Také digitální kamery a fotoaparáty využívají pro zápis obrazu rastrová
data. Nevýhodou rastrových dat je také problém zkreslení při změně velikosti.
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2. POČÍTAČOVÉ ZOBRAZENÍ GRAFICKÝCH DAT
Můj program je určen k vykreslení ploch určených analyticky, tedy vektorových dat.
Naším cílem je data zobrazit na monitoru, tedy převést je na rastrová.
2.2. Světové a uživatelské souřadnice
Představme si obraz na monitoru jako rovinu. Máme vektorová data, která popisují to,
co zobrazujeme v této rovině. Vektorová máme v tzv. uživatelských souřadnicích. Data
budeme zobrazovat na obdélník. Proto nám stačí znát hodnoty x1, x2, y1, y2, které určují
definiční obor obdélníku 〈x1, x2〉 × 〈y1, y2〉.
Obrázek 2.2: Přepočet 2-D sou-
řadnic.
V obrázku je Unit_X resp. Unit_Y délka uživatelské
jednotky na ose x resp. y ve světových souřadnicích.
Zřejmě je
Unit_X =
Width
x2 − x1 , Unit_Y =
Height
y2 − y1 . (2.1)
Souřadnice uživatelského počátkuO ve světových sou-
řadnicích jsou pak
O1 = −x1 · Unit_X, O1 = y2 · Unit_Y. (2.2)
Je-li pak P libovolný bod na kreslící ploše, [p1, p2] jeho
souřadnice v uživatelské soustavě a [p′1; p′2] jeho souřadnice ve světové soustavě, pak zřejmě
platí
p′1 = O1 + p1 · Unit_X, p′2 = O2 − p2 · Unit_Y. (2.3)
Dejme tomu, že pro vykreslení úseček resp. trojúhelníků do rastrového obrazu nám stačí
znát jejich krajní body resp. vrcholy ve světových souřadnicích. K tomu využijeme další
funkce knihovny Graph3D, jejichž vnitřní strukturou se nebudeme dále zabývat. (Kon-
krétně mám na mysli Line2D a FillTriangle2D). Rovnice 2.3 pak použijeme pro kon-
strukci funkcí XCoor, a YCoor, které převádějí body p1 a p2 na p′1 a p′2. Před tím tedy
musíme zavolat proceduru Scale(x1, x2, y1, y2), která je popsána rovnicemi 2.1 a 2.2.
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3. Promítání třídimenzionálního
prostoru na rovinu
Program tedy umí vektorová data z roviny převést na rastrový obraz. Proto potře-
bujeme data z prostoru promítnout do roviny. V této kapitole si uvedeme základní typy
promítání prostoru do roviny. Analytické rovnice, kterými se dají popsat, a dále použití
těchto rovnic ve zdrojovém kódu.
3.1. Rovnoběžné promítání
Rovnoběžné promítání neboli axonometrie je zobrazení, které zachovává rovnoběžnost.
Rozlišujeme axonometrii obecnou (kosoúhlou) a pravoúhlou. V obecném případě není směr
pohledu kolmý na průmětnu. Takové zobrazení by mohlo modelovat například stín vržený
při plošném zdroji polarizovaného světla, s čímž se v praxi nejspíš nesetkáme. Promítání
v obecné axonometrii můžeme docílit například tak, že v následující rovnici 3.1 přímo
zadáme parametry i′, j′,k′. Nicméně se kosoúhlou axonometrií v programu nezabývám.
Následující text popisuje pravoúhlou axonometrii (tj. pravoúhlé promítání).
Obrázek 3.1: Rovnoběžné promítání.
Osy x, y, z prostoru, ve kterém máme data, zobrazíme na přímky x′, y′, z′ v prů-
mětně. Průmětna je zde naznačena zeleně. Jednotkové vektory i, j,k ∈ R3 zobrazíme
na i′ = (i′1, i′2), j′ = (j′1, j′2), k′ = (k′1, k′2). Průmětnu opatříme soustavou O′′ = 〈S, i′′, j′′〉.
Libovolný bod A = [a1, a2, a3] zobrazíme na A′′ = [a′′1, a′′2] pomocí
a′′1 = i
′
1a1 + j
′
1a2 + k
′
1a3 (3.1)
a′′2 = i
′
2a1 + j
′
2a2 + k
′
2a3
Tyto rovnice popisují funkci Projection.
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3. PROMÍTÁNÍ TŘÍDIMENZIONÁLNÍHO PROSTORU NA ROVINU
Výpočet i,j,k: Z obrázků jsou patrné vztahy:
s = (s1, s2, s3), kde s1 = cosα cos β, s2 = sinα cos β, s3 = sinβ (3.2)
Jelikož s je jednotkový vektor, máme
X = [s−11 , 0, 0], Y = [0, s
−1
2 , 0], Z = [0, 0, s
−1
3 ], (3.3)
−→
SX = (s−11 − s1,−s2,−s3),
−→
SY = (−s1, s−12 − s2,−s3),
−→
SZ = (−s1,−s2, s−13 − s3), (3.4)
γ = arccos
−→
SX · −→SZ
|−→SX| · |−→SZ|
, δ = arccos
−→
SY · −→SZ
|−→SY | · |−→SZ|
. (3.5)
Vektory i, j,k jsou také jednotkové. Proto
|i′| = |i| cosωx = cosωx =
−−→
XO · −→XS
|−−→XO| · |−→XS|
,
|j′| = |j| cosωy = cosωy =
−−→
Y O · −→Y S
|−−→Y O| · |−→Y S|
, (3.6)
|k′| = |k| cosωz = cosωz = cos β.
Odtud máme hledaný výsledek
i′1 = −|i′| cos(γ −
pi
2
) = −|i′| sin(γ), i′2 = −|i′| sin(γ −
pi
2
) = −|i′| cos(γ),
j′1 = −|j′| cos(δ −
pi
2
) = −|j′| sin(δ), j′2 = −|j′| sin(δ −
pi
2
) = −|j′| cos(δ), (3.7)
k′1 = 0, k
′
2 = |k′| = cos β.
Rovnice 3.7 popisují proceduru SetOrthoAxonProjection, kterou je nutno zavolat dříve,
něž Projection. Náš dosavadní program by tedy postupoval v krocích
Algoritmus 3.1 (pravoúhlé promítání)
→ Scale(x1, x2, y1, y2), SetOrthoAxonProjection(α, β)
→ A′′ = Projection(A)
→ a′1 = XCoor(a′′1), a′2 = YCoor(a′′2)
Tím máme bod A ∈ E3 převeden na bod A′ ve světových souřadnicích. E3 zde značí
Euklidův prostor dimenze tři. Definovat ho zde nebudu kvůli rozsahu a tomu, že jde o věc
velmi známou a přirozenou. Tímto můžeme body jakéhokoli matematicky zadaného útvaru
v E3 převádět na body ve světových souřadnicích, takže i na rastrový obraz.
3.2. Středové promítání
Středové promítání neboli perspektiva je zobrazení, které modeluje pohled na objekt z jed-
noho bodu, jako je tomu např. na fotografii. Na následujícím obrázku je tento bod označen
C. Pro člověka je pohled na obraz v perspektivě přirozenější než v axonometrii, protože
by ho tak viděl ve skutečnosti při pohledu jedním okem.
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3.2. STŘEDOVÉ PROMÍTÁNÍ
Obrázek 3.2: Středové promítání.
Jelikož vektor s (stejný jako v případě 3.2) je jednotkový a je normálou průmětny, má
průmětna rovnici
s1x+ s2y + s3z − 1 = 0. (3.8)
Souřadnice bodu C určíme jako
C = d · s. (3.9)
Do procedury SetCenterProjection, která určuje středové promítání, musíme přidat
vzdálenost pozorovatele d. Promítací paprsek p má zřejmě z obrázku rovnice
x = c1 + (a1 − c1)t
y = c2 + (a2 − c2)t (3.10)
z = c3 + (a3 − c3)t
Bod A′ leží na p a na průmětně. Hodnotu parametru t spočteme dosazením do 3.8.
s1[c1 + (a1 − c1)t] + s2[c2 + (a2 − c2)t] + s3[c3 + (a3 − c3)t] = 1 (3.11)
t =
1− s1c1 − s2c2 − s3c3
s1(a1 − c1) + s2(a2 − c2) + s3(a3 − c3) (3.12)
Procedura SetCenterProjection(α, β, d) je dána posloupností rovnic 3.2 → 3.9. Funkce
A′′′ = PlaneIntersect(A) je určena posloupností rovnic 3.12 → 3.10. Máme tedy bod
A′′′, který leží v průmětně. Jeho polohu známe v soustavě O = 〈O, i, j,k〉. Pomocí funkce
Projection (viz 3.1) ho převedeme na A′′ ∈ O′′ = 〈S, i′′, j′′〉. Program, který převádí bod
A pomocí středového promítání do světových souřadnic, by postupoval následovně:
Algoritmus 3.2 (středové promítání)
→ Scale(x1, x2, y1, y2), SetCenterProjection(α, β, d)
→ A′′′ = PlaneIntersect(A)
→ A′′ = Projection(A′′′)
→ a′1 = XCoor(a′′1), a′2 = YCoor(a′′2)
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3. PROMÍTÁNÍ TŘÍDIMENZIONÁLNÍHO PROSTORU NA ROVINU
3.3. Promítání na kulovou plochu
Promítání na kulovou plochu (neboli sférické) se používá v případech, kdy je pozorovatel
(nebo objektiv) velmi blízko k pozorovanému objektu. Zorný úhel je příliš velký, takže
by rozměry průmětny musely být hodně velké. Některé objektivy mají zorný úhel větší než
180◦.
Obrázek 3.3: Promítaní na kulo-
vou plochu.
Kulovou plochu (tj. sféru) volíme tak, že má střed
v bodě C (tj. bod pozorovatele) a dotýká se plochy,
do které jsme zobrazovali v předchozím případě. Bod
A′ najdeme jako průsečík rovnice paprsku
−→
CA a sféry.
Bod A′ potom promítneme rovnoběžným pravoúhlým
promítáním do bodu A′′. Rovnice paprsku zůstává
stejná jako 3.10. Stejně tak zachováme i rovnice vek-
toru s a bodu C. Z obrázku je patrný poloměr sféry
d−1. Ze středu C a poloměru d−1 dostáváme rovnici
sféry
(x− c1)2 + (y − c2)2 + (z − c3)2 = (d− 1)2. (3.13)
Dosazením 3.10 máme
(a1 − c1)2t2 + (a2 − c2)2t2 + (a3 − c3)2t2 = (d− 1)2. (3.14)
Vyjádříme t. Jedno řešení nepoužijeme, jelikož obraz promítáme jen do poloviny sféry.
t =
d− 1√
(a1 − c1)2 + (a2 − c2)2 + (a3 − c3)2
(3.15)
Funkce A′ =SphereIntersect(A), která bodu A přiřazuje průmět do sféry A′ je popsána
rovnicemi 3.15 → 3.10. Od procedury PlaneIntersect se liší parametrem t. Dále je v
programu procedura SetSphereProjection, která se od SetCenterProjection liší pouze
tím, že nám sdělí to, že se jedná o sférické promítání. To je třeba vědět pro vykreslování
úseček. Jedná se o nelineární transformaci, tj. přímka se nezobrazí na přímku, ale na
křivku. Pokud bychom zobrazovali plochy po malých segmentech, mohli bychom to za-
nedbat. Nebo úsečku vykreslíme tak, že určíme její rovnici, a vypočteme po malém kroku
jednotlivé body, které potom již spojíme velmi krátkými spojnicemi. Až se v dalších ka-
pitolách budeme zabývat výplněmi plochy barvou, tak nám vznikne problém, že segment
tuto skutečnost nebere v potaz a vybarví se pouze jako čtyřúhelník. Při větším detailu
pak vidíme, že není ohraničen křivkami, ale úsečkami, viz následující obrázek.
Obrázek 3.4: Sférické zobrazení roviny, nenavazuje výplň.
Program by se tedy příliš nelišil od algoritmu 3.2
19
3.3. PROMÍTÁNÍ NA KULOVOU PLOCHU
Algoritmus 3.3 (sférické promítání)
→ Scale(x1, x2, y1, y2), SetSphereProjection(α, β, d)
→ A′′′ = SphereIntersect(A)
→ A′′ = Projection(A′′′)
→ a′1 = XCoor(a′′1), a′2 = YCoor(a′′2)
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4. Analytické plochy a jejich vykreslení
4.1. Explicitně zadané plochy
Mějme plochu danou rovnicí z = f(x, y). Použijeme tzv. hranovou konstrukci ploch.
Zvolíme definiční obor té části plochy, kterou chceme vykreslit. Tj. x ∈ 〈x1, x2〉, a y ∈
〈y1, y2〉, kde x1, x2, y1, y2 zadáme. Interval 〈x1, x2〉 si rozdělíme po malých krocích hx =
(x2−x1)/kx, kde kx je počet těchto kroků. Obdobně hy = (y2−y1)/ky. Poté můžeme určit
body Ai,j = [xi, yj, f(xi, yj)], kde xi = x1 + ihx a yj = y1 + jhy. Mohlo by se postupovat
tak, že v každém i − tém kroku provedeme ky kroků, body Ai,j v tomto i − tém kroku
pak tvoří rovinnou křivku. Tu zobrazíme tak, že v j − tém kroku úsečkou spojíme bod
Ai,j s předchozím bodem Ai,j−1, pokud existuje (tj. pokud se nejedná o první krok). Tím
dostaneme hrany tělesa, které diskretizuje plochu. Ovšem dostáváme hrany jen v jednom
směru, abychom dostali hrany i v druhém směru, musíme opačně analogicky v každém
j − tém kroku provést kx kroků.
V mém programu ale postupuji tak, abych mohl plochu hned vybarvovat. Je to děláno
tak, že se na čtyřúhelníkový segment ABCD volá procedura Set_Filling(A,B,C,D),
která ho vybarví a současně i zobrazí hrany. Tyto možnosti tak mohou být snadno volitelné
a můžeme je tak stejně nastavovat při různých způsobech výpočtu segmentu. O proceduře
Set_Filling pojednává kapitola 5. Vrcholy tohoto segmentu ABCD jsou A = Ai,j, B =
Ai+1,j, C = Ai+1,j+1, D = Ai,j+1.
Obrázek 4.1: Výpočet bodů Ai,j a segment ABCD.
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Obrázek 4.2: Obrázky 4.1 souhrnně v jednom.
V případě takto zadané plochy se vzdálenější segment zobrazí dříve než bližší, pokud
postupujeme ve správném směru (viz obrázek 4.1). Proto nemusíme mít obavy, že bychom
viděli segment, který by měl být překryt bližším.
4.2. Parametricky zadané plochy
Plocha je zadána parametricky
x = x(r, s)
y = y(r, s) (4.1)
z = z(r, s)
Postupujeme obdobně jako v explicitním případě. Místo hranic x1, x2, y1, y2 a kroků kx, ky
zvolíme analogicky r1, r2, s1, s2 a kr, ks. Analogicky spočteme i velikost kroků hr, hs. Po
krocích se pohybujeme také obdobně, že bod Ai,j = [x(ri, sj), y(ri, sj), z(ri, sj)]. Stejně
jako v předchozím případě určíme i segment ABCD.
Oproti explicitnímu případu však musíme počítat s tím, že bližší segment může být
zobrazen dříve než vzdálenější, a tedy jím být překryt. Proto segmenty nejdříve všechny
vypočteme, poté je seřadíme podle vzdálenosti a až následně je vykreslíme. Ke každému
segmentu kromě bodů A,B,C,D musíme přidat hodnotu vzdálenosti od pozorovatele.
Vzdálenost segmentu vezmeme pouze jako vzdálenost bodu A. To může někdy způsobit
drobné nedokonalosti. Dokonce se nám i může stát, že se některé segmenty budou navzá-
jem protínat. To bychom museli složitě řešit a algoritmus by to mohlo značně zpomalit.
Při dostatečně malých krocích je tato nedokonalost téměř neznatelná, proto ji zanedbám.
Vzdálenost di,j bodu Ai,j = [a1, a2, a3] od pozorovatele C = [c1, c2, c3] v případě středo-
vého a sférického promítání spočteme jako |−→CA|. di,j je nezáporné, proto vzdálenost stačí
porovnávat podle d2i,j (nemusíme ho odmocňovat).
d2i,j = (a1 − c1)2 + (a2 − c2)2 + (a3 − c3)2 (4.2)
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V rovnoběžném promítání nemáme bod pozorovatele. Pomůžeme si tím, že průmětnu
zapíšeme ve tvaru s1x+ s2y + s3z + d = 0. Čím je d větší, tím je tato rovina dále od nás.
di,j určíme dosazením bodu Ai,j.
di,j = −s1a1 − s2a2 − s3a3 (4.3)
K seřazení n segmentů nám v programu slouží procedura Sort, kterou zde pro stručnost
neuvádím.
4.3. Implicitně zadané plochy
Plocha f(x, y, z) = 0 je podmnožinou kvádru 〈x1, x2〉 × 〈y1, y2〉 × 〈z1, z2〉. Hranice si
zvolíme. Tento kvádr si rozdělíme prostorovou mřížkou na malé kvádry – fyzické voxely
(3-D obdoba fyzických pixelů). Poté zjišťujeme, zda plocha těmito kvádry prochází. To
se zřejmě stane právě tehdy, když alespoň ve dvou rozích má funkce u = f(x, y, z) různá
znaménka. Abychom určili způsob, jakým plocha kvádr protíná, ohodnotíme jeho každý
vrchol hodnotami 20, 21, ..., 27, právě když v něm je f(x, y, z) > 0, jinak přiřadíme nulu.
Celý kvádr ohodnotíme součtem hodnot jeho vrcholů, máme tedy číslo od 0 do 255. Takže
je 256 způsobů, jak plocha může protínat kvádr. Hledáme průsečíky funkce s hranami
kvádru. Na kterých hranách je máme hledat, víme podle hodnoty kvádru. V programu je
využita hrubá síla. Všechny způsoby jsou zvlášť rozepsány. Díky tomu, že plocha prochází
kvádrem stejně, když jsou její hodnoty ve všech vrcholech opačné, se omezíme „pouze“ na
128 případů. Průsečíky bychom mohli hledat metodou bisekce (půlení intervalu), to by ale
trvalo dlouho, jelikož bychom museli mnohokrát vyčíslit hodnotu funkce u = f(x, y, z).
Proto se pro dostatečně krátký interval (tj. úsečka – hrana) spokojíme s interpolací podle
hodnot u v krajních bodech.
Obrázek 4.3: Fyzické voxely. Vlevo s hodnotou 59, vpravo 196
Když najdeme průsečíky funkce s hranami, určíme tím řez, který můžeme rozdělit na
trojúhelníky (většinou tři). Tyto trojúhelníkové segmenty potom vybarvíme. Jelikož al-
goritmus byl dlouhý kvůli 128 větvím dělení, dal jsem ho v programu do samostatné
unity implicitni.pas. Také jako jediný ze zde použitých algoritmů tvoří trojúhelníkové
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segmenty plochy. Proto na její vybarvování nevolám proceduru Set_Filling, která po-
žaduje čtyři body, i když bych mohl jeden zadat dvakrát, ale algoritmus vybarvení jsem
zkopíroval hned za výpočet a zjednodušil ho pro trojúhelníkové segmenty.
4.4. Plochy zadané řídicími body
V praxi často potřebujeme modelovat plochy, které se nedají snadno zadat rovnicí. Tyto
plochy bychom mohli určovat jednotlivými body. Ovšem to by bylo zdlouhavé a navíc
často potřebujeme hladké plochy. Proto plochy modelujeme tak, že zadáme řídicí body,
které určují tečné vektory, krajní body apod. Plochy zadané řídicími body také nazý-
váme technickými plochami. Tyto plochy jsou prostorovým zobecněním plošných křivek.
O těchto křivkách se můžeme více dočíst v [3].
Body plochy spočteme jako Ai,j = Q(ri, sj), kde Q(r, s) popíšeme pro jednotlivé plochy
v následujících podkapitolách. V nich nebudeme používat zápis Ai,j, protože indexy i, j už
zde mají jiný význam. Rovnice pro Q(r, s) musíme v počítači rozepsat pro tři souřadnice
bodu (dále používané body Pij mají také tři složky).
4.4.1. Bézierovy plochy
Bézierova bikubická plocha je dána parametrizací, kterou v maticové podobě mů-
žeme zapsat jako
Q(r, s) =
(
B0(r) B1(r) B2(r) B3(r)
)
P00 P01 P02 P03
P10 P11 P12 P13
P20 P21 P22 P23
P30 P31 P32 P33


B0(s)
B1(s)
B2(s)
B3(s)
 (4.4)
Pij jsou námi zadané řídicí body a Bi jsou tzv. Bernsteinovy polynomy, které mají rovnice
B0(t) = (1− t)3, B1(t) = 3t(1− t)2, B2(t) = 3t2(1− t), B3(t) = t3. (4.5)
V tomto případě r, s ∈ 〈0, 1〉. Takže nezadáváme hranice parametrů, ale pouze počet
kroků kr, ks, velikost kroku je pak hr = 1/kr, hs = 1/ks. Pro lepší implementaci v počítači
napíšeme rovnici 4.4 ve tvaru
Q(r, s) =
3∑
i=0
3∑
j=0
PijBi(r)Bj(s). (4.6)
Obecná Bézierova plocha je zobecněním předchozí varianty. Matici Pij typu 4 × 4
nahradíme maticí typu (m+ 1)× (n+ 1), m,n ≥ 3. Polynomy Bi také musíme zobecnit.
Potom
Bki (t) =
(
k
i
)
ti(1− t)k−1, (4.7)
Q(r, s) =
m∑
i=0
n∑
j=0
PijB
m
i (r)B
n
j (s). (4.8)
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Obrázek 4.4: Příklad Bézierovy bikubické plochy.
Bézierovy plochy můžeme snadno navazovat s hladkým přechodem tak, že položíme
body nové plochy P ′0j = P3j a vektor
−−−−→
P2jP3j posuneme tak, aby začínal v P3j a tím máme
body P ′1j. Tedy P ′1j = 2P3j − P2j.
4.4.2. Fergusonovy plochy
Fergusonova plocha má parametrizaci
Q(r, s) =
3∑
i=0
3∑
j=0
PijFi(r)Fj(s), kde r, s ∈ 〈0, 1〉. (4.9)
F0(t) = t
3−2t2 + t, F1(t) = 2t3−3t2 +1, F2(t) = −2t3 +3t2, F3(t) = t3− t2. (4.10)
P01, P02, P10, P20, P31, P32, P13, P23 jsou krajní body tečných vektorů v rozích plochy. Vnitřní
prvky P11, P12, P21, P22 jsou rohy plochy. Rohové prvky matice P00, P03, P30, P33, jsou
třísložkové zkruty v rozích. Pokud jsou zkruty nulové vektory, mluvíme o ploše dvanácti-
vektorové, jinak se jedná o plochu šestnáctivektorovou.
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Obrázek 4.5: Porovnání dvanáctivektorové (vlevo) a šestnáctivektorové (vpravo) Ferguso-
novy plochy.
4.4.3. Coonsovy plochy
Coonsova plocha řízená polygony je daná předpisem
Q(r, s) =
1
36
3∑
i=0
3∑
j=0
PijCi(r)Cj(s), kde r, s ∈ 〈0, 1〉. (4.11)
C0(t) = (1− t)3, C1(t) = 3t3−6t2 + 4, C2(t) = 3t3 + 3t2 + 3t+ 1, C3(t) = t3. (4.12)
Vzdálenost řídicích bodů od plochy je větší než v předchozích případech, takže při jejich
zadávání je obtížnější si plochu představit. Velkou výhodu mají v navazování. Stačí totiž
přidat jen jednu řadu bodů. Vzniklá plocha navíc má hladkost řádu dva (tj. má spojité
první i druhé derivace).
Obrázek 4.6: Coonsova plocha s řídicími polygony.
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Coonsova plocha definovaná okrajem je jednoznačně určena čtyřmi křivkami, které
tvoří její uzavřenou hranici. Pokud v mém programu zadáme rovnice okraje tak, že ne-
navazuje, program odhalí, že se jejich krajní hodnoty nerovnají. Proto navrhne uživateli
přičíst rovnici přímky tak, aby jedna krajní hodnota navazovala a ta druhá se nezměnila.
Předpisy okrajových křivek označme Pr0, P1s, Pr1, P0s, kde r, s ∈ 〈0, 1〉. Z nich dosazením
0 nebo 1 snadno dostaneme rohy plochy P00, P10, P11, P01. Pak má tato plocha rovnici
(
1− r −1 r )
 P00 P0s P01Pr0 Prs Pr1
P10 P1s P11
 1− s−1
s
 = 0. (4.13)
Prs je libovolný bod plochy, který chceme zjistit, takže ho z předchozí rovnice vyjádříme.
Prs = −P00(1−r)(1−s)+Pr0(1−s)−P10r(1−s)+P0s(1−r)+P1sr−P01(1−r)s+Pr1s−P11rs
(4.14)
Obrázek 4.7: Coonsova plocha zadaná okrajem.
4.4.4. NURBS
NURBS je zkratkou pro non uniform rational B-spline (česky neuniformní racionální
B-splajn). B-splajn plocha je plocha tvořená skládáním Coonsových ploch. Racionalita
znamená, že každému řídicímu bodu přidáme váhu, s jakou bude „přitahovat“ výslednou
plochu. Podrobnosti o těchto plochách zde nebudu rozebírat, můžete se je dočíst v [5].
Uvedu zde jen způsob výpočtu. NURBS plocha je dána sítí (a+ 1)× (b+ 1) řídicích bodů
Pij, kde 0 ≤ i ≤ a, 0 ≤ j ≤ b. Ke každému bodu Pij musíme mít ještě zadanou váhu wij.
Parametrizace je následující.
Q(r, s) =
a∑
i=0
b∑
j=0
PijR
j
i (r, s), (4.15)
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kde Rji (r, s) =
wijN
m
i (r)N
n
j (s)∑a
k=0
∑b
l=0wklN
m
k (r)N
n
l (s)
. (4.16)
Kde Nki (t) jsou B-splajn funkce s uzlovým vektorem t = (t0, t1, ..., tn), m je stupeň plochy
pro řádky a n je stupeň plochy pro sloupce.
N0i (t) =
{
1 pro t ∈ 〈ti, ti+1)
0 jinde (4.17)
Nki (t) =
t− ti
ti+k − tiN
k−1
i (t) +
ti+k+1 − t
ti+k+1 − ti+1N
k−1
i+1 (t), (4.18)
pro 1 ≤ k ≤ n− 1, 0 ≤ i ≤ n− k − 1
Vystačíme si s případem, kdy Pij jsou prvky matice 3× 3. Takže a = 2, b = 2. Také nám
bude stačit plocha stupně m = 2, n = 2. Pak pro r, s ∈ 〈0, 1) ⇒ t ∈ 〈0, 1) máme z 4.18
po úpravách rovnice
N20 (t) = (1− t)2
N21 (t) = 2t(1− t) (4.19)
N22 (t) = t
2
Pro tento případ z 4.15 a 4.16 máme následující rovnice, které už můžeme snadno imple-
mentovat v programu.
Q(r, s) =
2∑
i=0
2∑
j=0
PijR
j
i (r, s) (4.20)
Rji (r, s) =
wijN
2
i (r)N
2
j (s)∑2
k=0
∑2
l=0wklN
2
k (r)N
2
l (s)
(4.21)
Obrázek 4.8: NURBS plocha stupně m = 2, n = 2.
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5. Výplně vypočtené sítě
V předchozí kapitole jsme se dozvěděli různé způsoby, jak vypočítat segment plochy
ABCD. Teď je před námi úkol, jak segment vybarvit. Uvedeme zde několik typů výplně.
Segment je čtyřúhelník, takže ho můžeme rozdělit na dva trojúhelníky ∆ACD,∆CDA,
oba vybarvíme zvlášť.
5.1. Rozlišení rubu a líce
Pro jednobarevnou výplň ∆ABC barvou, která je v RGB modelu dána složkami Red,
Green,Blue použijeme použijeme proceduru FillTriangle(A,B,C,Red,Green,Blue).
Ta nejprve převede body A,B,C do světových souřadnic, podle toho, jaké promítaní
jsme zvolili (tj. podle některého z algoritmů uvedených v kapitole 3). Poté volá proceduru
FillTriangle2D, kterou nebudu dále popisovat (viz [3]).
Pro rozlišení rubu a líce plochy jednotlivé segment vybarvíme barvou, kterou zvolíme
podle toho, jestli normála segmentu směřuje k pozorovateli nebo od něj. Normálu w v
bodě B určíme tímto postupem.
w =
−−→
BC ×−→BA (5.1)
Směr u, přesně opačný tomu, kterým se dívá pozorovatel je v případě rovnoběžného
promítání jednoduše roven s, viz obrázek 3.1. V případě středového promítání je to směr
opačný směru promítacího paprsku. Tedy u =
−−−→
BCpoz. Bod Cpoz je bod pozorovatele, který
jsem předtím značil pouze C, teď ho musím odlišit od bodu C trojúhelníka. Zbývá nám
tedy porovnat směr vektorů w, u. Pokud svírají ostrý úhel, vidíme rub plochy, pokud
tupý, vidíme líc. V případě pravého úhlu se na segment plochy díváme ze strany, takže
bychom neměli vidět nic, ale v tomto případě ho také necháme vykreslit, abychom ho viděli
aspoň jako úsečku a jednu z barev prostě zvolíme. Případ pravého úhlu tedy nemusíme
vyčleňovat, prostě stačí v jedné z dále uvedených nerovností připustit i rovnost. Vyjdeme
ze vzorce, pro kosinus úhlu ϕ svíraného vektory.
cosϕ =
w · u
|w| |u| (5.2)
Pro ostrý úhel ϕ ∈ 〈0, pi
2
) je hodnota cosϕ > 0. Pro tupý úhel ϕ ∈ (pi
2
, pi〉 je hod-
nota cosϕ < 0. Podle těchto nerovností určíme barvu výplně (v programu proměnné
FillRed, F illGreen, F illBlue). V případě porovnávání s nulou nám vlastně stačí porov-
návat jen hodnotu w · u (jmenovatel je kladný v případě nenulových vektorů).
5.2. Konstantní a interpolované stínování
Abychom mohli plochu stínovat, musíme znát směr osvětlení. Ten v programu zadáme
dvěma úhly a z nich určíme jednotkový vektor, stejně jako vektor s v 3.2. Tento vektor
označme d, je to směr opačný směru světla pohybujícího se od zdroje k osvětlované
ploše. Když vektor osvětlení „dopadá“ na segment kolmo (tj. d = w, kde w je normála
segmentu), tak bude mít zadanou barvu. Pokud úhel ϕ, který v tomto případě svírají
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vektory d, w zvětšujeme (plocha se natáčí vzhledem ke směru světla), tak je světlost barev
menší. Pokud dosáhne kolmosti, už bude úplně neosvětlena. Pokud přesáhne kolmost,
pak bude ke zdroji světla „zády“ , tedy také zcela neosvětlena. Složky barvy máme jako
hodnoty od 0 do 255, 0 je nejtmavší, 255 nejsvětlejší. Proto můžeme složky barvy násobit
intenzitou z intervalu 〈0, 1〉, která je rovna cosϕ. Spočítáme ho tak, že místo u dosadíme
do 5.2 d. Pokud takto zvolenou barvou vybarvíme celý segment, nazveme tento postup
konstantním stínováním.
Předchozím postupem ale máme na obraze znatelné neplynulé přechody barvy mezi
jednotlivými segmenty. Proto použijeme interpolované stínování, tj. ke každému rohu
segmentu přiřadíme barvu, a vytvoříme mezi nimi barevný přechod. K vytvoření barev-
ného přechodu nám poslouží procedura FillInterpolTriangle(A,B,C,RedA,GreenA,
BlueA,RedB,GreenB,BlueB,RedC,GreenC,BlueC), která volá proceduru FillInter-
polTriangle2D stejným způsobem, jako FillTriangle volá FillTriangle2D. To zde ne-
budeme více rozebírat, zaměříme se pouze na výpočet rohových barev celého segmentu.
Ty určíme tak, že jednu spočítáme stejně jako v případě konstantního stínování, a další tři
prostě vezmeme z navazujících segmentů. To nám způsobí drobnou potíž, že nejdříve mu-
síme vypočítat navazující segmenty a až potom tento segment můžeme vybarvit. Hodnoty
na okraji potom určíme tak, že spočítáme podle předpisu ještě jeden segment navíc, za
zadanou krajní hodnotou parametru, který už nezobrazíme, ale použijeme barvu určenou
podle jeho normály.
5.3. Intenzita světla, lesk, disperzní osvětlení a Phongův
model
Předchozí model můžeme vylepšit. Pouhé násobení hodnotou cosϕ nahradíme závislostí
na této hodnotě. Můžeme uvažovat intenzitu světla L, kterou použijeme jako koeficient
pro vynásobení závislosti (větší intenzita ⇒ světlejší barvy). Závislosti můžeme přidat
koeficient (exponent) G, který nazveme leskem. Pak ještě můžeme přičíst intenzitu rov-
noměrně rozptýleného světla, které je přítomno i bez tohoto zdroje osvětlení. Nazveme ho
disperzní osvětlení a označíme D. Za jeho přítomnosti strany plochy odvrácené od zdroje
nebudou zcela černé. Potom pro jednu barevnou složku světla B a úhel ϕ ∈ 〈0, pi
2
〉 máme
Bvýsledná = L · cosGϕ ·Bzobrazovaná +D. (5.3)
Tento model je použit v mém programu. Pro softwarovou implementaci je umocnění kosinu
zapsáno logaritmicky jako cosGϕ = exp(G · ln(cosϕ)), když vypustíme bod ϕ = pi
2
, aby
v logaritmu nebyla 0. Častěji se používá dále uvedený Phongův model, který není v mém
programu obsažen.
Phongův model vychází z toho, že paprsek světla dopadající na bod plochy rozložíme
na dvě složky. Pokud by plocha byla dokonale opticky hladká, pak by se světlo úplně
odrazilo (příkladem zrcadlo), tuto složku nazveme zrcadlovou a označíme IS. Pokud by
na povrchu byly rovnoměrně rozdělené nerovnosti, pak by se všechno světlo rovnoměrně
rozptýlilo (příkladem bílý papír), tuto složku nazveme difuzní a označíme ID. Odraz od
reálné plochy můžeme přiblížit součtem obou těchto složek, model je ale pouze empirický a
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ne zcela přesný, nám ale postačí. Jako v předchozím případě můžeme přičíst ještě disperzní
osvětlení. Celkovou svítivost pak dostaneme součtem
I = IS + ID +D (5.4)
Ve Phongově modelu je zrcadlová složka IS definována takto
IS =
{
IL · rs · (u · r)h pro u · r ≥ 0
0 jinak (5.5)
Kde IL je svítivost dopadajícího paprsku světla, rs je koeficient zrcadlového odrazu, který
určuje míru zastoupení zrcadlové složky. Koeficient h ≥ 1 udává „ostrost zrcadlového
odrazu“ . Vektor u je normovaný vektor definující směr pohledu pozorovatele, r je směr
zrcadlově odraženého paprsku, tj. vektor symetrický s dopadajícím světelným paprskem l
podle normály w. Platí tedy r = 2(w · l) ·w−1. Druhá větev rovnice 5.5 značí situaci, kdy
je pozorovatel odvrácen od paprsku odraženého světla. Difuzní složka je dána podobným
vztahem
ID =
{
IL · rd · (w · l) pro w · l ≥ 0
0 jinak (5.6)
kde rd je koeficient difuzního odrazu. Druhá větev rovnice 5.6 značí situaci, kdy je plocha
otočena ke zdroji světla zadní stranou. Tímto dostaneme jenom svítivost, pro barevný
obraz bychom v modelu museli počítat každou složku zvlášť.
5.4. Průhlednost
Ke všem výplním za různých osvětlení můžeme přidat průhlednost. Tu určíme číslem
p ∈ 〈0, 1〉. Určuje množství barvy pozadí, které se sečte s přidávanou (tj. zobrazovanou)
barvou. Pro jednu barevnou složku B pak máme
Bvýsledná = (1− p) ·Bzobrazovaná + p ·Bpozadí. (5.7)
5.5. Hrubý povrch
Barva reálného objektu není konstantní ani nepřechází úplně plynule. Na povrchu jsou
totiž nedokonalosti. Proto barvu každého pixelu pozměníme s nějakou náhodou.
Bvýsledná = Bzobrazovaná + (q −
1
2
) ·R. (5.8)
R značí hrubost (někdy říkáme drsnost) povrchu a q je náhodné číslo z intervalu 〈0, 1〉,
q bychom přirozeně měli generovat pomocí normovaného normálního rozdělení. Po tomto
výpočtu musíme hodnotu barvy zarovnat na hranici intervalu 〈0, 255〉, pokud v něm neleží,
a také ji samozřejmě zaokrouhlit. Takže bychom měli volit 0 ≤ R ≤ 510, hodnotu můžeme
zadávat v procentech a násobit číslem 5,1. Druhý člen výrazu na pravé straně rovnice 5.8
se určí jednou, nepočítáme ho pro každou složku zvlášť. Takto jsme měnili pouze intenzitu
světla odraženého od povrchu v bodě. Pokud bychom měli pro každou složku barvy jinou
hodnotu q, pak by se měnil i odstín. To umožňuje v programu nastavení Rozptyl barev.
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Obrázek 5.1: Různé druhy výplní.
5.6. Barevné přechody a rastrová textura
Pokud nezvolíme přímo jednu barvu, ale pro každý segment načteme barvu z bitmapy
(textury), tento proces se nazývá rastrové texturování. Nejjednodušší způsob je stanovit
počet segmentů plochy stejný jako počet pixelů textury. Tedy použít stejný počet kroků
kx, ky, jako jsou šířka a výška textury. Každý segment potom odpovídá jednomu pixelu
z textury. Barvu jednotlivých segmentů navíc můžeme interpolovat pro plynulý přechod.
Jiný způsob může být, že počet kroků zadáme a texturu nevyužijeme celou nebo ji budeme
opakovat, pokud bude moc krátká. Opakování se dá pro jeden směr napsat jednoduše jako
adresa_v_textuře_i = adresa_segmentu_i mod šířka_textury.
Obrázek 5.2: Rastrové texturování bez interpolace barvy.
Podobně jako rastrové textury bychom mohli udělat barevné přechody. Místo barev bra-
ných z bitmapy bychom je mohli počítat jako interpolaci zadaných barev. Barvy bychom
zadávali například v rozích nebo na hranách obdélníku, který by byl obdobou rastru u
rastrového texturování. Jenom bychom tato data měli daná matematicky, takže bychom
mohli plochu vybarvovat plynule. Dalo by se říct, že by to byla vektorová data, ale to
se hůře představuje, když na tomto obdélníkovém obrazu nejsou žádné křivky. Z důvodu
rozsahu už jsem barevné přechody do svého programu nezařadil.
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Rastrovým texturováním můžeme dosáhnout realisticky obarveného objektu, ale pro
větší textury je pomalé. Také ho tímto způsobem nemůžeme použít pro implicitně zadané
plochy, protože algoritmus pro jejich vykreslení postupuje úplně jinak.
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6. Můj program jako celek
Ve předcházejících kapitolách jsme si popsali vše, co potřebujeme k vytvoření vykres-
lovacího programu. Teď už nám zbývá jen vše spojit.
Algoritmus 6.1 (celý program)
→ Set_Projection nastavuje způsob projekce
→ Set_Bounds nastavuje hranice funkcí a počet kroků
→ Set_Colors nastavuje barvy
→ Set_Shape vypočítá segmenty, volá Set_Filling
Set_Filling vybarvuje segmenty. První tři procedury pouze nastavují uživatelem zadané
parametry, popřípadě je přepočtou na parametry potřebné k výpočtu, např. pomocí úhlů
získáme vektory apod. Stěžejní je procedura Set_Shape, která body plochy vypočte a
pošle je proceduře Set_Filling, která je vybarví.
Ve zbytku práce jsem všechny myšlenky snad vystihl, vypisovat zde zdrojový kód by
bylo zdlouhavé a těžko pochopitelné, proto je lepší do něj případně nahlédnout přímo v
elektronické podobě.
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7. Další součásti programu
7.1. Monitorování pozice myši ve 3-D
Abychom mohli kliknutím do obrazu zadávat body, musíme vypočítat, na jakých souřad-
nicích se nachází kurzor myši. Jelikož zobrazení je 2-D a hledáme souřadnice ve 3-D, tak
tyto souřadnice nejsou určeny jednoznačně, proto si souřadnici z zvolíme. V programu je
to uděláno tak, že se tato souřadnice mění při pohybu myši se stisknutým Ctrl. Zároveň
se nám zvýrazňuje rovina, ve které se nachází zadávaný bod. V tento okamžik známe
pozici kurzoru ve světových souřadnicích. Tu převedeme na 3-D souřadnici stejně, jako
bychom ji převáděli na uživatelskou, stačí nám totiž stejný rozsah. Tak učiníme pomocí
následujícího vzorce, kde a′2 je vertikální pozice kurzoru.
a3 =
−a′2 +O2
UnitY
(7.1)
Takže máme jednu známou 3-D souřadnici a musíme určit zbylé dvě pomocí dvou svě-
tových souřadnic kurzoru. Musíme proto postupovat v opačném směru než v případě
promítání prostoru do roviny.
7.1.1. Pozice myši v rovnoběžném promítání
Do rovnice 2.3 dosadíme a′1, a′2 polohu kurzoru ve světových souřadnicích a přepíšeme do
tvaru
a′′1 =
a1 −O1
Unit_X
, (7.2)
a′′2 =
−a2 +O2
Unit_Y
.
Tím máme bod A′′ = [a′′1, a′′2] v uživatelských souřadnicích. V rovnicích 3.1 jsme si a3
zvolili (viz 7.1) a a1, a2 hledáme. Pro jednoduchost označme
m1 = a
′′
1 − k′1a3 (7.3)
m2 = a
′′
2 − k′2a3
Úpravou 3.1 dostaneme tvar
a1 =
j′2m1 − j′1m2
i′1j
′
2 − j′1i′2
(7.4)
a2 =
i′2m1 − j′2m2
j′1i
′
2 − i′1j′2
Tak máme bod A = [a1, a2, a3].
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7.1.2. Pozice myši ve středovém zobrazení
Bod A′′ určíme stejně jako v případě 7.2. K rovnici projekce 3.1 přidáme rovnici průmětny
3.8.
i′1a
′
1 + j
′
1a
′
2 + k
′
1a
′
3 = a
′′
1
i′2a
′
1 + j
′
2a
′
2 + k
′
2a
′
3 = a
′′
2 (7.5)
s1a
′
1 + s2a
′
2 + s3a
′
3 = 1
Řešením této soustavy rovnic dostaneme bod A′ v průmětně. K řešení nám postačí Gaus-
sova eliminační metoda (zkráceně GEM). Algoritmus GEM jsem vzal z [1], popisovat ho
nebudu, v programu je to procedura Solve33GEM. Hledaný bod A leží na paprsku
−−→
CA′,
který má rovnici
x = c1 + (a
′
1 − c1)t
y = c2 + (a
′
2 − c2)t (7.6)
z = c3 + (a
′
3 − c3)t
Dosazením a3 (viz 7.1) za z dostaneme hodnotu parametru t.
t =
a3 − c3
a′3 − c3
(7.7)
Takže dosazením t do 7.6 máme bod A. V programu je rovnicemi 7.7 a 7.6 popsána proce-
dura InvPlaneIntersect. Procedura Solve33GEM je volána z procedury InvProjection.
7.1.3. Pozice myši v promítání na kulovou plochu
Bod A′′ určíme stejně jako v předchozích případech 7.2. K rovnici projekce 3.1 tentokrát
přidáme rovnici sféry 3.13. Takto bychom měli v soustavě rovnic jednu nelineární. Z 3.7
však víme, že v našem případě k′1 = 0, tím si můžeme situaci zjednodušit.
a′′1 = a
′
1i
′
1 + a
′
2j
′
1 (7.8)
a′′2 = a
′
1i
′
2 + a
′
2j
′
2 + a
′
3k
′
2 (7.9)
(a′1 − c1)2 + (a′2 − c2)2 + (a′3 − c3)2 = (d− 1)2 (7.10)
Rovnici 7.8 upravíme zapíšeme jako
a′2 = a
′
1m− n, kde m = −
a′′1
j′1
a n = − i
′
1
j′1
. (7.11)
Podobně se zachováme i s rovnicí 7.9.
a′3 = a
′
1g − q, kde g =
−i′2 −mj′2
k′2
a q =
−a′′2 − nj′2
k′2
(7.12)
Dosazením a′2 a a′3 do 7.10 po úpravě dostaneme kvadratickou rovnici
a′1
2(1+m2+g2)+a′1(−2c1−2m(n+c2)−2g(q+c3))+(c21+(n+c2)2+(q+c3)2−(d−1)2) = 0
(7.13)
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Tu vyřešíme pomocí diskriminantu. Stačí nám pouze to řešení, kdy je bod A′ blíže k
počátku soustavy souřadnic (promítali jsme na tuto polovinu sféry). To je to řešení, kdy
|a′1| je menší, tj. kdy odmocninu z diskriminantu odečítáme. Zpětným dosazením a′1 do
7.11 a 7.12 máme bod A′. Tento postup obsahuje procedura InvSphereProjection. Bod
A leží na paprsku
−−→
CA′, určíme ho úplně stejně jako v předchozím případě procedurou
InvPlaneIntersect.
7.2. Převod do jiných formátů. Například pro 3-D tisk.
K tomu, abychom mohli zjistit souřadnice zobrazených bodů, nám poslouží tabulka bodů.
Ta má dvanáct sloupců s hodnotami, první tři hodnoty v řádku jsou souřadnice bodu A,
další tři bodu B, pak C a pak D, segmentu ABCD. Kliknutím na jednu ze souřadnic
bodu se nám zvýrazní jak onen bod, tak i celý segment. Této tabulky by se kromě toho
dalo využít, pokud bychom chtěli mít možnost body vybírat myší v obraze a následně
měnit jejich polohu. To ale není předmětem práce a z rozsahových důvodů jsem to do
programu nezařadil.
V okně s touto tabulkou máme ještě možnost převodu do stereolitografického formátu
*.STL. Stereolitografie je jedna z metod Rapid prototypingu (tj. 3-D tisku). Soubor
v tomto formátu pak můžeme zobrazit například v programech jako je MeshLab nebo
SolidWorks. Použil jsem ASCII STL, to je textový formát. Přesně rozepisovat kódování
zde nebudu, viz např. [6]. Je ale velmi jednoduché. Stačí trojúhelníkovému segmentu za-
dat normálu s normovanou velikostí, která směřuje ven z objektu, a jeho tři vrcholy. Jak
známo normála je závislá na vrcholech, a v programech používajících tento formát se
obvykle určuje pravidlem pravé ruky podle pořadí vrcholů. Takže její zadávání je teore-
ticky zbytečné. Ale pro jistotu kompatibility s různými softwary ji můj program počítá.
(Výpočet jako v rovnici 5.1, výsledek podělíme svojí normou). Potom pozice vrcholů na-
vazujících segmentů jsou stejné, takže by taky stačil menší počet informace. Tento formát
jsem ale zvolil, protože se do něj v mém programu plocha snadno převede. Pokud bychom
chtěli jiný formát, tak program MeshLab, který je mimochodem freeware, ho umí převést
na celou řadu jiných formátů.
7.3. Ukládání souborů
Pro ukládání jsem použil převzatou knihovnu, viz 3 v seznamu příloh. Ta původně ukládala
formuláře jen stále do stejného souboru, proto jsem ji změnil tak, aby se mi při ukládání
otevřel dialog. Tímto se mi uloží všechny rovnice, hodnoty a také pozice oken a nastavení
barev. Ale knihovna neukládá hodnoty v tabulce (StringGrid - pro znalejší Delphi). V mém
programu se mi ale hodí mít tyto hodnoty uloženy zvlášť, pro snazší manipulaci s daty
a jejich případný import a export. Proto tabulku ukládám do textového souboru, kde
hodnoty na prvních dvou řádcích udávají počet řádků a sloupců tabulky. Na dalších
řádcích jsou jednotlivě obsahy buněk tabulky. Nevýhodou ale je, že po načtení projektu
musíme načíst i tabulky.
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7.4. Přizpůsobení barvy textu
Když volíme barvy, máme přes barevné pole text. Chceme docílit toho, aby byl vždy
dobře čitelný vzhledem k barvě podkladu. Snazší by bylo dát popisek stranou, ale chceme
vzbudit lepší estetický dojem. Nejlépe čitelný je na světlém pozadí černý text a na tmavém
bílý. Chceme proto spočítat světlost barvy. Barvu z modelu RGB (red, green, blue, tj.
červená, zelená, modrá) převedeme do modelu HSL (hue, saturation, lightness, tj. odstín,
sytost, světlost). Nám postačí pouze světlost. Podle [4] určíme světlost takto
M = max{R,G,B}
m = min{R,G,B}
L =
1
2 · 255(M +m)
L je hodnota světlosti v intervalu 〈0, 1〉. Stačí ji tedy porovnat s 1
2
. Z praktického hlediska
je výhodnější místo světlosti použít lumu (viz [2]). Luma je vážený průměr hodnot R,
G, B, který bere ohled na to, že lidské oko je vnímavější na zelenou barvu a také na
zářivost monitorů. Výpočet lumy je velmi snadný. Optimální koeficienty se mohou podle
zobrazovacího zařízení mírně lišit, já jsem zvolil tuto variantu.
L = 0.3R + 0.59G+ 0.11B (7.14)
Tato hodnota je mezi 0 a 255, proto pro L < 128 je text bílý, jinak černý.
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8. Závěr
V práci jsem se snažil co nejlépe vystihnout zadanou problematiku. Popsal jsem způ-
sob, jakým se rovina zobrazí na počítači. Dále jsem popsal různé způsoby projekce bodů
z prostoru do roviny a následně jejich algoritmizaci. Součástí zadání bylo i popsat různé
druhy analyticky zadávaných ploch a algoritmizaci jejich zobrazování. To jsem detailně
popsal v kapitole 4. Pro vhodné vykreslení na počítači jsem přidal kapitolu o barevných
výplních (kapitola 5). Také se mi podařilo vytvořit software, který dokáže vyobrazit tyto
druhy ploch.
Vypracování této práce je pro mě velkým přínosem. Využitelnost tohoto tématu je ob-
rovská. Největší využití v průmyslové praxi je při tvorbě CAD systémů pro modelování
nejrůznějších technických návrhů, výkresů a prototypů. Z hlediska matematiky můžeme
vizualizovat různé problémy. Další využití je pro tvorbu grafických systémů pro 3-D ani-
mované filmy a videohry. Díky zkušenostem získaným při tvorbě této práce si nyní troufám
říct, že jsem schopen vytvořit si vlastní program pro animování ve 3-D. Programováním
jednoduchých počítačových her se zabývám již delší dobu, ale zde vidím jasný zlom, od
kdy budu schopen těmto hrám doslova dát nový rozměr. Takže tímto tématem se rozhodně
budu v budoucnu nadále zabývat, možná se na něj i plně zaměřím.
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9. SEZNAM POUŽITÝCH ZKRATEK A SYMBOLŮ
9. Seznam použitých zkratek a symbolů
s,
−−→
XY vektor
|s|, |−−→XY | norma vektoru
s× r vektorový součin
R3 kartézská mocnina množiny reálných čísel
O′′ = 〈S, i′′, j′′〉 kartézská souřadná soustava
E3 Euklidův prostor dimenze tři
A = [a1, a2, a3] bod v prostoru E3
A′ = [a′1; a
′
2] bod ve světových souřadnicích (pozice pixelu)
A′′ = [a′′1, a
′′
2] bod s dvojrozměrnými souřadnicemi v rovině průmětny
Ai,j bod diskretizované plochy
Q(r, s) bod plochy jako funkce parametrů
∆ABC trojúhelník ABC
pi konstanta (Ludolfovo číslo)
ϕ, α, β, γ, δ, ω úhly
mod vrací zbytek po celočíselném dělení
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10. Seznam příloh
Program Plochy.exe, včetně zdrojového kódu v jazyce Delphi a uložených souborů s
příklady. Uloženo v souboru program.zip. Obsahuje následující převzaté knihovny, které
byli upraveny a v mnohém doplněny
1. Graph3d.pas pro vykreslování. Převzato z [3].
2. Calcul.pas a Calcul.dfm pro výčíslení zadaného výrazu. Ponecháno v nezměněné
verzi. Převzato z [3].
3. FormPersist.pas pro ukládání. Autor: Alex MITEV. [online]. [cit. 2013-03-10]. Do-
stupné z: http://www.torry.net/vcl/forms/savers/FormPersist.zip
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