The growth of Internet-connected IoT devices brings many security issues, such as DDoS, weak password and embedded malware. The vulnerability analysis is a critical strategy to prevent security issues. Due to technical exclusivity of diverse manufacturers, their firmware is hard to patch timely and respectively. Therefore, the vulnerability of the device is closely related to the device firmware version. The identification of the firmware version is an essential prerequisite for protecting these devices from attack. With the increasing of IoT devices, device firmware identification is still a critical challenge. In this paper, we propose a new firmware identification method by analyzing webpages content directly based on a weak password. We extract the characteristics of the login page to identify the device type and brand, and then use classification and page segmentation to identify the model and firmware version of the device. We evaluated 74,307 devices to verify the effectiveness of our proposed method. Experimental results show that our method achieves an accuracy of 95.97%, superior to the other methods.
I. INTRODUCTION
With the deployment of 5G, the number of Internet of Things devices will increase significantly. According to the report from Business Insider [1] . Various devices connected to the Internet are assigned unique IP addresses, and remotely accessed by users, which are further boosting the growth of various IoT devices, including web cameras, network printers, routers, and industrial control equipment.
Meanwhile, IoT devices also bring us new risk of information security. For example: the large-scale Mirai infection in 2016 caused a large-scale network disconnection on the East Coast of the United States [2] ; In 2017, iot_reaper no longer used the weak password of the device and directly exploited the vulnerability to attack [3] ; VPNFilter malware in 2018, Infected at least 500,000 devices [4] . Through research, we found that the vulnerabilities exploited by attackers are closely related to the device firmware version. Such as: On D-Link DIR-823G devices with firmware version 1.02B03, attackers can implement denial of service The associate editor coordinating the review of this manuscript and approving it for publication was Jun Wu . attacks without authentication, where the incorrect access controls allow attackers to reset the router without authenticated by the SetFactoryDefault HNAP API [5] . Therefore, an essential prerequisite for maintaining device security is to identify devices firmware version.
There have been many technologies and tools for identifying IoT devices, such as Shodan [6] and Censys [7] are popular IoT device search engine. However, the granularity of device information obtained from these search engines is rough. The information only relates to the device brand and device model. Li et al. [8] first proposed a method of finegrained firmware identification. By analyzing the file system of the firmware, the web file of firmware was extracted through reverse analysis and compared with the online IoT device web file to identify the fine-grained devices firmware version. However, most of the firmware is packed so that the reverse analysis is difficult and complicated. Therefore, we propose a new firmware identification method by directly analyzing the online web page of the IoT device instead of analyzing the firmware itself, which depends on the following facts:
1) The device's web login page has distinct information to determine the type and brand of the device. The web VOLUME 8, 2020 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ login pages of different types and brands have obvious visual differences.
2) The web login page of the device is time-invariant and can be utilized to construct the fingerprint feature of the device.
3) Weak password problem is widespread on IoT devices. Cui and Stolfo [9] found more than 540,000 access embedded devices configured by the factory default root password, which accounted for more than 13% of the embedded devices they found.
For routers, web cameras, and network printers and so on, we got the web pages used for management usually contain accurate firmware version. Although the login pages of different brands are completely diverse, the login pages of the same brand are similar, which increases the difficulty to identify fine-grained firmware version for the same brands. Base on above fact 3), we further use weak passwords to assist in obtaining firmware version through analyzing the content of the web page.
Although our idea is quite straightforward, there are still two challenges during the implementation. First, there are numerous types of login pages. Especially for different manufacturers, the templates of the login pages are different, and identify individually is also unrealistic. Second, there is interference information on the page where the device firmware details are located. It stems from the fact that many devices are pre-installed with some plug-ins, which also include version information. Therefore, we design three steps to analyze the firmware content of the webpage. First, we extract the webpage features of the devices, and utilize clustering methods to identify the device type and brand. Second, we extract the navigation bar on web pages with a weak password to avoid analyzing the contents of all the pages. Finally, we utilize the webpage segmentation method to filter out redundant webpage blocks, accurately locate the main content block containing the firmware information and utilize regular expressions to extract the device type and firmware version. The main contributions of our work are summarized as following:
• We first propose a device fine-grained identification method based on the content analysis of the IoT device management page.
• We adopt the widespread weak password technology available for a large number of online IoT devices to grab web content, which do not interfere with the normal operation of the IoT device.
• We implemented the prototype method and verified it in experiments with 74,307 IoT devices. Experimental results show that our method achieves 95.97% accuracy in device firmware identification, superior to other methods. The rest of the paper is organized as follows: Section II describes the preliminaries for firmware identification; Section III describes the overall framework and detailed algorithm of the method; Section IV describes the experimental evaluation of the method; Section V outlines the related work;
Finally, Section VI describes the conclusions and future work.
II. PRELIMINARIES
In this section, we will introduce the principle of identifying a device and the device firmware version based on the web management page of the IoT device.
A. DEVICE WEB MANAGEMENT PAGE
There are many types of IoT devices, such as common routers, network cameras, network printers, network switches, PLCs, and so on. These devices have a common feature that can be found on the network. Different IoT devices have different functions and different protocols. For example, the network camera uses the RTSP protocol to control camera streaming media information, the network printer uses the LPR protocol to remotely print file jobs, and industrial control equipment communicates and transmits data through protocols such as Modbus and Profinet. The common Internet of Things devices in daily life requires good interactivity, and often require a management interface to facilitate user use, configuration, and management of the device. A common management interface is web page management, which uses the HTTP protocol.
The web management page of the IoT device is embedded in the firmware. If the firmware is not updated, its management page will not change. For firmware updates, many users do not have the consciousness to update the firmware frequently. The device's firmware stability is good, and it will not cause damage to minor attacks. After being damaged, the reset button can reset the firmware to the initial state, which will not affect the normal use of the user, so it is difficult to cause the user's concern. We analyze the collected data, such as Hikvision cameras, TP-Link routers, and so on. It is concluded that the web management pages of these devices have the characteristics of stability and invariance. As for the characteristics of web management pages, the differences between different brands and different types of device management pages are large. However, the device management interface of the same brand and type is close. Depending on these characteristics of the device web management page, we use the web page as a feature of our fingerprint identification to generate a device fingerprint. Li et al. [10] proposed the use of the login page features for different monitoring devices to identify these devices. After our actual experiments, the effect of using only one feature to identify the device on the login page is not good, so we propose to use a multi-feature method to generate a device fingerprint to identify the IoT device and further identify the version of the device.
B. DEVICE SCANNING
The purpose of device scanning is to obtain active hosts and provide data support for more fine-grdained identification. The currently popular search engine for Internet of Things devices, Shodan, scans based on its own search rules such as protocols, port numbers, and so on. Shodan's search server is available on all continents. It scans and detects various protocols (http, ftp, telnet, ssh, etc.) and ports (80, 8080, 21, 22, etc.) that are more commonly used all day long. And the information will be updated periodically. But Shodan can only recognize the model of the device, and cannot do more fine-grained identification. The method we proposed can achieve fine-grained identification, and can identify the firmware version used by the device. We use Zmap to scan the entire network's IP addresses and send only one packet to the IP address at a time. This data packet is a probe packet for stateless connection. During the connection process, there is no need to wait for the synchronization of the connection time, and the measurement speed can be significantly accelerated. Moreover, the order of our detection ranges is random. We locate uniformly and randomly from the entire network range and mix the detector with multiple subnets. This avoids packet loss and does not place a transient burden on the network. If it is detected that the host is an active host using the http protocol, the active host IP address is put into the experimental database.
C. ETHICAL CONSIDERATIONS
It is unethical to scan the global Internet of Things devices and continuously occupy network resources. Therefore, we have taken many measures to ensure that our experimental environment is secure and does not pose a threat to the devices on the network. We only use the default weak password for scanning, and it only scans one, which will not affect the normal operation and security of the device, and will not occupy network resources. We only scan the public devices on the network, we don't consider the devices behind the firewall. Finally, we will strictly manage the permission of the research team members, and only allow them to view the data after the experimental protocol is approved and understood. Figure 1 shows the method framework of the entire IoT device firmware version identification, including data preprocessing, extracting navigation index bar, and firmware identification. In the data preprocessing module, we first get the html web page content and the response header through a get request, then use BeautifulSoup [11] to extract the DOM(Document Object Model) tree and the text content of the html web page. Finally, the three characteristics of the response header, DOM tree and webpage content are used to compare the similarity of each login webpage, and the type and brand of unknown devices are clustered by DBSCAN algorithm [12] . And we log in to the clustered devices using weak passwords. Many IoT devices have a default password when they leave the factory. We count the weak passwords commonly used by some brands. For example, for the default username and password, Tenda router is admin/admin [13] , the Axis camera is root/pass [14] , and so on. Please note that we are not brute-force cracking. We constantly test the passwords of the devices. We only use the default passwords of each brand when they leave the factory. The navigation module's extraction module. Generally speaking, firmware version of many devices will not be displayed on the homepage. It often takes multiple navigation to locate the firmware version. We found that there are multiple navigation bars in the page, and the navigation bars are all stored in the <li></ li> tag. Therefore, we use One Class SVM algorithm [15] to train the data to accurately locate the navigation index of the associated firmware information. In the firmware identification module, we utilize the BoM algorithm [16] to segment the webpage to find out where the main text is. Crawl down the webpage text content at that location, and extract the device model and firmware version using natural language processing.
III. FIRMWARE IDENTIFICATION A. METHOD FRAMEWORK
There are four advantages in our method. First, we don't need to analyze the firmware, let alone simulate the firmware. Second, our method has good scalability. Our method can be used on any IoT device with a web management platform and weak password issues. Third, our method uses only weak passwords and does not use brute force cracking and other means, which will have no impact on the normal operation of the device, and will not cause damage to the device. Finally, we made full use of the information on the webpage content to mine out firmware version.
B. DATA PREPROCESSING
The goal of data preprocessing is to identify the device brand, which is a prerequisite for obtaining the device firmware version. Web page information is mainly composed of tags and text content, and various page display styles. The web pages seen in the browser have various forms, and the display of web pages of different brands of devices is also different. So we use the device's login page as a fingerprint feature to identify the device. This section will identify the brand of the device through three characteristics of the login page: the DOM tree of the login page, the web page content, and the response header.
We will extract the above three characteristics of the login page based on the information obtained by the HTTP GET request. The first is used by BeautifulSoup to generate the DOM tree of the page. The DOM tree treats HTML web pages as a tree structure, and tags such as elements, attributes, and comments in the document are considered as nodes of the tree. The DOM tree of the login page of the same brand is similar. The second is the text information in the web page. The text content in the login page is embedded in the frame of the web page DOM tree. For example, <title> . . . </title>. Text information on the login webpage is convenient for users to use more intuitively, so there is an important language problem. The device is spread all over the world. People in different regions use different languages. The text displayed in your country or region may also vary. However, after our analysis of the obtained data, we found that there is not much text information in the login page, mainly including the brand name (mostly in English), user name, password, login and other information, but information are differentiating between the devices Still big. Therefore, we utilize translation language packs to convert to standard English, to unify the language of text content; still use text information as a feature of identification equipment. The third is the response header, which contains information such as server, time, body type, and body length. The specific algorithm is shown in Algorithm 1.
1) FEATURE MODEL OF LOGIN PAGE
DOM Tree Feature: The DOM tree is a form of representing a document as a structure tree. One of the most important elements in the structure tree is a node.
As showed in Figure 2 , the web page is converted into a DOM tree. During the conversion process, we traverse all nodes into vectors. HTML is a free-form semi-structured markup language. And there is a strong fault tolerance mechanism. Therefore, some problems may be encountered in the process of web page parsing and conversion into a DOM tree. For example: node element tags in the HTML markup language are asymmetric, most tags appear in pairs, but some pair tags do not strictly require that they appear in pairs. We have preprocessed the html webpage according to these problems, and standardized the html webpage according to the following requirements:
i. Filter out unnecessary comments and scripts. For example: tag <! doctype html>, tag <script>, and tag <style>.
To improve the efficiency of constructing HTML trees.
ii. Delete unnecessary mark nodes, such as <BR>, <strong>, to simplify the calculation complexity and improve the accuracy of the measurement method.
iii. Check the nesting order of all tags and make corrections. For example, <a><b> . . . </a></b> is incorrect nesting, and the correct nesting form should be <a> <b> . . . </b></a>.
We use the core idea of dynamic programming to solve the longest common subsequence of DOM trees between web pages. Suppose we use C[i, j] to represent the longest common subsequence of X i and Y j , where X = {x 1 , . . . , x n } and Y = {y 1 , . . . , y n }. The available recursive formula is as follows:
Text Feature: The biggest advantage of simhash is to convert a document into a 64-bit feature word, and then just use the Hamming distance to determine the distance of their feature words to determine whether the two documents are similar. As showed in Figure 3 on the left is our acquired web page, and on the right is the plain text content we extracted. We utilize simhash algorithm to calculate the text similarity of the login page. The simhash algorithm is essentially a locally sensitive hash algorithm (LSH). The main idea of LSH is that if two points in high-dimensional space are close, then a hash function is designed to calculate the hash value of these two points. There is a high probability that the two points have the same hash value; at the same time, if the distance between the two points is relatively long, the probability that the two points have the same hash value will be small.
Hamming distance is the XOR operation of the 01 string generated by the simhash algorithm. The sum of the different digits is the distance value. For example, suppose that there are two sets of 8-bit 01 string, which is L1: 11010011 and L2: 01011000, and 4 inconsistencies are found through comparison.
Response Header Feature: Figure 4 shows the HTTP response header of two brands of the router.
The response header can be obtained by sending an HTTP get request to the IP address. By analyzing the content of a large number of HTTP response headers, we found many characteristics. Response reports returned by different IoT devices are many different, and the response headers returned by devices of the same brand are similar. In particular, the content of the Server field in the response header of the same brand is the same. Therefore, based on these differences, we designed an algorithm to calculate the similarity between IoT devices. The calculation of similarity is based on the idea of cosine similarity. The more similar the two response headers, the more similar the login pages of the two devices they represent. The calculation formula for similar distance is as follows:
where len(H_i) and len(H_j) represent the number of response header fields of devices i and j; H_count indicates the number of similar fields in the response headers of devices i and j. Finally, we use the idea of Euclidean distance to synthesize the distance values of these three features and perform normalization processing to provide data for the next clustering. The formula for calculating the similarity distance of comprehensive web pages is as follows:
where dist_D(i, j), dist_T(i, j) and dist_H(i, j) represent similar distances of the DOM tree features, text content features and response header features of devices i and j.
2) FEATURE CLUSTERING OF LOGIN PAGE
The DBSCAN algorithm has the following advantages. First, the algorithm does not need to specify the number of clusters. Second, it can cluster dense data sets of any shape, and it is not sensitive to abnormal points in the data set. Therefore, in this section, we use the DBSCAN algorithm to perform type brand clustering on the login page. For the acquisition of device type brands, based on the cluster to which a known sample is clustered, the type brand of the cluster is the type brand of the known sample. If multiple known samples are clustered into the same cluster, the type brand of the cluster is the type brand of the cluster with the largest number of known similarly labeled samples. The basic idea of the DBSCAN algorithm is that for each object in a class, the number of objects in the neighborhood (Eps) of a given radius cannot be less than a given minimum number (MinPts). In the process of clustering, if MinPts is unchanged, the value of Eps obtained is too large, which will cause most points to be clustered in the same cluster. If Eps is too small, it will cause a cluster to split. If Eps is not changed, the value of MinPts is the same. If it is too large, the midpoint of the same cluster will be marked as an outlier. If MinPts is too small, a large number of core points will be found. The way to determine these two parameters is as follows:
Determine the Eps value, sort the values of each row in the matrix from small to large, select the n distance values closest to the data point p, calculate the average value of the distance, and then calculate the average n value of all points as Eps.
The determination of the MinPts value. In the case of Eps determination, we calculate the number of points less than Eps from each point, and find the average value of all points as MinPts.
C. EXTRACTING NAVIGATION BAR 1) ALL NAVIGATION BARS
We have analyzed a large number of management pages, although we find that the navigation bar is mostly in the text of the list label, such as <ul><li> navigation1 </li></ul>, <ol><li> navigation2 </li></ol> etc. You can get the label of the navigation bar by keyword comparison, but most management pages have multiple navigation bars, and because these devices are located in different countries or regions, the language used is different, and you cannot use text information to go to Navigation bar for pointing device details. Therefore, there is still a problem that the navigation bar cannot be accurately identified. We analyzed the html webpage and found that there is a common feature in the device management system developed by the developer. In the html webpage, the attribute information in the tag has a specific meaning, and there is a manager in the attribute of the tag where the device detailed navigation bar is located, Manager, Set, etc. So we first select this as the initial feature data, and then expand the amount of feature data by analyzing more web pages. And even for different brands, the difference in these attribute information is not great. Therefore, we can easily get enough forward data.
2) CLASSIFICATION
There are multiple navigation bars on the content page, but only one is the device details navigation bar. Therefore, we are required to classify the navigation bar to find the navigation bar where the device details are located. However, the difference between forward and reverse data is different, and it is not suitable to use general classification methods, such as support vector machines, K nearest neighbors, and so on. Therefore, we consider using One Class SVM to locate the navigation bar where the firmware version is located. There are numerous differences between One Class SVM and SVM. One Class SVM only needs one type of data, and does not find a hyperplane in the SVM to divide the two types, but calculates the distance between the data point and the zero point. One Class SVM needs to maximize the distance from the hyperplane to the zero point, so we need to find the most suitable w and ρ. min w,ξ i ,ρ
Among them, w is the standard vector, ρ is the interval, ζ i is the relaxation variable and v ∈ (0, 1] is a balance parameter, which provides an upper bound on the number of abnormal points and a lower bound on the number of support vectors. We use the Lagrange multiplier method to convert, and the decision functions we get is as follows:
where α i is a polynomial multiplier, and k(x,x i ) is a kernel function. It can be seen that the kernel function can solve the problem. We use the radial basis kernel function:
The page where the device details are located contains a lot of redundant information, such as some embedded software versions, IP addresses, time and other digital information. Directly using regular expressions cannot obtain accurate firmware version. Therefore, we consider first using the webpage blocking algorithm to block the webpage. We use the BoM algorithm to block the webpage. The BoM algorithm was proposed by Andres et al. Based on the relationship between the DOM tree, content, and logic of the webpage. Another new webpage segmentation method is the BCS algorithm [17] . BCS is a purely vision-based algorithm that is independent of any HTML-related heuristics and implementation details of processing documents. We will compare the three algorithms BoM, BCS [17] and VIPS [18] in experiments. The process of segmenting a webpage by the BoM algorithm is divided into three stages: webpage analysis, webpage understanding, webpage reconstruction. The detailed process is shown in Figure 5 . Page analysis: The purpose of page analysis is to construct the content structure from the DOM tree. So it takes DOM elements as input and builds the content structure. The process starts with the <body> element. Each element is then evaluated to determine whether it fits into the classified category. If so, a new content object is created. The result of this process is a tree representing the structure of the content.
Page understanding: When the webpage analysis extracts the content structure of the webpage by classifying the DOM elements, the understanding process will map the content structure to the logical structure. It considers logical object categories, positions and distances relative to other objects, and attempts to merge objects smaller than the granularity parameter pG. Finally, we group the objects according to their distance and label, and determine the number of each group.
Web page reconstruction: In accordance with the priority order, each logical object will be placed as the parent object of the related content object, and the same object should be placed for the associated DOM element. This process is performed recursively for all objects, and a new document tree is generated to implement web page segmentation.
As showed in Figure 6 , there are two common IoT device webpage frame diagrams. We parse the content in the main content block based on the main content block obtained after segmentation, and use natural language processing to extract the device model and firmware version number. And standardized processing to get {device model: x.x.x; firmware version: x.x.x}, truly fine-grained identification.
IV. EXPERIMENTS
In this section, we first introduce the implementation of our method; then, perform experiments to evaluate the performance of each module, and finally evaluate the performance of the entire method and compare it with the method it has developed. To verify that our proposed method has advantages in many aspects.
A. DATA COLLECTION
There are 4 billion IPV4 addresses in cyberspace, so it is impossible to send requests directly, and because the http response of a web page is usually only on ports 80 and 8080, we only focus on these two ports. We first use the scanning tool ZMap [19] to send Each IP address sends a TCP-SYN packet. If the host gives a response, we add it to the active list; otherwise, we delete it. In order to avoid sending contiguous IP addresses that will cause network congestion and no response, we use the method of dividing IP segments and random IP addresses, and for each IP address, we use stateless connections to send probe packets, which can speed up the detection speed. To improve detection accuracy. After scanning, the number of active hosts is still nearly ten million. Then use HTTP GET request to get the page content. In order to filter out unqualified web pages and make the obtained data more accurate, all IP addresses with a response status code other than 200 are filtered out. In the whole scanning process, we did not consider the IP addresses behind the firewall, and only scanned publicly available IP address as experimental data. We used the network segment scanning method to scan three network segments: 
B. EXPERIMENTAL CHALLENGE
Two challenges were encountered in the experiment:
1) The problem of large amount of data and slow processing time. When using the DBSCAN algorithm for clustering, we use a parallel data processing method. Consider splitting the data so that the data distribution in each block is relatively uniform. Parallel processing can not only improve the clustering efficiency, but also reduce the higher memory requirements of the DBSCAN algorithm.
2) When comparing multiple algorithms, the parameter selection problem. The number of blocks is related to the defined distance between the blocks. The optimal spacing selection is different for different block algorithms. We select the best-performing parameters through experiments, and then compare the block algorithms.
C. CLUSTERING PERFORMANCE
We choose two sample sets to evaluate the clustering effect. The first data set is the unlabeled sample of the login pages of 74307 devices we collected. The second data set is that we randomly select the login pages of 950 devices from the rest of the data set as mark samples, and manually identify the brand type of these devices. Among 950 marker samples selected, there are 19 common IoT device brands (7 camera brands, 6 printer brands, 6 router brands), such as: TP-Link router, D-Link router, Hikvision camera, HP Printer, etc. Figure 7 shows the similarity distance matrix of the selected 950 marked sample device type brand features. The darker the color, the shorter the similarity distance, and the higher the similarity. When the devices are different brands, the similar distance is almost one, and the similarity is almost zero; when the devices are different device types of the same brand, the similar distance is also almost one, and the similarity is almost zero; When the devices are different models of the same brand, the similar distance is almost zero, and the similarity is almost one. Figure 8 shows the clusters of unlabeled samples. According to the definition rules in Section 3, labeled samples of the same brand and the same type are clustered in one cluster. Brand-type of the labeled sample is the brand-type of the cluster; the brand type of each unknown sample is the brandtype of the cluster. Null_1, Null_2, Null_3, Null_4 are unrecognized sample data, and these devices are not marked in the sample. Compared with the open source data set of Censys, the accuracy of our clustering reached 99.74%.
D. CLASSIFICATION PERFORMANCE
We analyzed in detail 72,072 webpage contents after successful login, and extracted the navigation bar in these webpage contents as sample data. We manually collected the characteristics of the navigation bar where the firmware version number is located, and used accuracy and recall to show the classification performance. where TP is a real number; FP is a false positive number; and FN is a false negative number. Figure 9 shows the classification performance under different parameters. The X-axis represents the set training error threshold, and the Y-axis represents the rate. We observe that when the value of the training error nu is set to 0.07. The F1 score reaches its peak and the classification performance is the best. Therefore, we choose to set the nu value to 0.07 as the choice of experimental parameters. We can observe that the recall rate is always 100%, which show that our idea is completely correct, and the navigation bar containing firmware information is completely different from other navigation bars. However, the precision is sometimes low. We checked the firmware information navigation bar of the navigation bar identified as non-firmware information, and found that most of these navigation bars have the characteristics of the firmware information navigation bar, and these features have not been added Training data set. Therefore, after adding these features to the training set, the precision has been further improved. In the end, our precision reached 98.79%.
We select 10,000 of these sample data and perform manual calibration to determine the appropriate number of training sets, starting from 500 training sizes and increasing by 500 each time until 10,000. Figure 10 shows the classification performance as a function of the number of training sizes. When the amount of data is 500 pages, the F1 score is only 82%, and the score is small. This is because of insufficient performance due to insufficient training samples. However, with the increase of the training data size, the F1 score has improved significantly. When training size is at 5,500 web pages, the F1 score reaches a maximum value of 98.65%.
E. FIRMWARE MINING PERFORMANCE
To the classified data, we grab the page content where the firmware version is located, and manually calibrate the data. The experiments are compared with BCS algorithm [17] and VIPS algorithm [18] to evaluate the performance of our method. The results show that BOM algorithm performs better. Its performance is shown in Table 1 : Table 1 shows the performance of these three blocking algorithms. The results show that our algorithm BoM is the best, and VIPS algorithm is the worst. BoM algorithm combines the structure, visual and logical functions of a web page to analyze and understand its content. This helps to better describe the page and understand the relevance of the blocks, improving identification precision. BCS algorithm does not consider the structural information of the page when creating the cluster, and only uses pure visual attributes. The structure information of the management page of the device is relatively complicated and does not fully meet the usual scenario of the BCS algorithm, which makes the identification result not good. VIPS algorithm checks every node in the DOM tree when the webpage block is extracted, and the rules used are not fully applicable to the webpage format.
F. COMPARING
In order to visualize the overall performance of our method, we compared our method with published systematic methods. Li et al. [8] proposed the Fine-grained (F-G) method. They recommend generating fine-grained fingerprints based on nuances between the file systems of various firmware images. Zhang et al. [20] proposed a binary version extraction framework for firmware PANDORA. The main idea of this method is to use version strings in binary files to obtain version information. Lee et al. [21] proposed machine learningoriented compressed firmware analysis (MACF), introduced the experience of analyzing firmware hardware information without decompressing the firmware, and used RF, SVM, and NN machine learning algorithms to analyze the use of The feasibility of machine learning algorithms to extract firmware information. However, through analysis, we found that the implementation process of the entire method is complicated. Firmware analysis is required, but the identification accuracy is not high.
We conducted an experimental analysis of the 74307 IoT devices we found. As showed in Figure 11 , our method has a high identification accuracy rate, which is maintained at about 95.97%, and the average time it takes to identify the device is only 73ms. Compared with the other three methods, the performance of our method is greatly improved. These advantages are helpful for identifying the firmware version of the entire network of IoT devices.
In addition, we randomly selected 1,000 TP-Link routers with the model number TL-WR840N to verify the performance of the four methods between similar firmware versions. Table 2 shows that our method can identify all the devices, while the other three methods identify the number of devices is small. This is because we rely on analyzing the device webpage content to accurately extract the firmware version. The other three methods rely on analyzing the device firmware. Since iterative changes in the firmware version are trifling, it is difficult to identify.
V. RELATED WORK A. IOT DEVICE SCANNING
IoT device scanning is divided into active scanning and passive scanning according to its scanning method. The detection method we focus on being active scanning. Active scanning sends a probe packet to a network host or device, and then identifies network services by looking at its response. During the IoT device scanning process, we also adopted the idea of blockchain to reduce the consumption of resources and improve the accuracy of identification [22] , [23] . Through the efforts of researchers, the speed of network scanning has also been increasing. Heidemann et al. [24] have performed the first network-wide scan since 1982. By sending ICAMP packets, the IPv4 address space has been scanned. The scanning process took three months. Heninger et al. [25] used the Nmap tool to send a TCP-SYN packet to each candidate host and detect whether the host responded with a SYN-ACK packet, and found out port 443 according to the response result. Or 22 open hosts, the entire scanning process take 25 hours. ZMap [19] is a modular open source network scanner that can theoretically send 1.37 million packets per second and can probe the entire IPv4 address space in 45 minutes, but it takes more time in the actual network. In order to achieve higher transmission speed and lower packet loss rate, Wu et al. [26] proposed a method of cognitive network function virtualization based on fog computing. Niedermaier et al. [27] proposed using network scanning and mapping as a building block to scan directly from IIoT edge node devices. The module periodically scans the network in a pseudo-random manner to discover devices and detect changes in the network structure. Limjitti et al. [28] and others proposed a network scanning framework for IoT device vulnerability locking, allowing network administrators to remotely lock these vulnerable devices, thereby reducing the risks of invading malware through Telnet or SSH. Shodan is the earliest IoT device search engine, constantly searching all networked servers, cameras, printers, routers and other devices, and displaying its results on its platform.
Censys is an open source project with functions similar to Shodan, which can identify specific vulnerable devices and networks and generate statistical reports on widespread usage patterns and trends.
B. FINGERPRINT IDENTIFICATION TECHNOLOGY
There are many fingerprint identification technologies, and their applications are also extensive. With the development of the Internet, the identification accuracy and time efficiency of fingerprint identification technology applied in operating system fingerprint identification, browser fingerprint identification, and IoT device fingerprint identification technology has all improved a lot. Anderson and McGrew [29] proposed a method based on TLS, HTTP and TCP/IP's multi-session model. This model can finely identify the version of the operating system. When data features are confused, fingerprint identification is also robust. Cao et al. [30] proposed a browser fingerprint identification technology, which uses an operating system and hardware-level features, not only to track users through a single browser, but also through multiple browsers on the same machine user. To efficiently analyze data and avoid security issues. Wu et al. [31] proposed a secure cluster management architecture based on big data analysis for the optimized control plane. Yang et al. [32] proposed a fingerprint generation method for detecting IoT devices in cyberspace, which uses the characteristics of the network layer, transport layer, and application layer protocols to generate device fingerprints based on neural network algorithms. Li et al. [33] proposed an edge learning as a service (EdgeLaaS) framework, which provides a new idea for device fingerprint identification. Li et al. [8] proposed the use of natural language processing technology to process document content and document object models, and to compare finegrained fingerprints by comparing subtle differences between various firmware imaged file systems.
C. WEB INFORMATION EXTRACTION
Since the 1980s, web information extraction technology has been an important area of in-depth research by experts and scholars at home and abroad. After decades of development, great results have been achieved. Especially the technology based on visual feature segmentation, the visual feature based segmentation technique (VIPS) was first proposed by Cai et al. [18] . This paper introduces an automatic topdown, label tree method to Web pages is segmented. With the development of Internet technology, web pages are becoming more and more complicated. Many scholars have proposed new methods based on Cai et al. Sanoja et al. [16] proposed a novel framework Block-o-Matic, which uses the DOM tree, content structure, and logical structure to correlate the web pages. Wu et al. [34] proposed a content-aware filtering scheme FCSS based on fog computing in an informationcentric social network to accurately extract important content. Zeleny et al. [17] proposed a different method for web page segmentation. This method uses a rendering engine to obtain the minimum rendering elements of the image, performs clustering using a custom algorithm, strictly uses visual information for clustering metrics, and can adapt to the web. Changes in new technologies are used. Zheng et al. [35] proposed a method for formulating webpage segmentation utilizing visual semantics. This method does not analyze the visual cues of web pages, but utilizes the layout tree, seam and content similarity methods to formulate visual semantics.
VI. CONCLUSION AND FUTURE WORK
The number of IoT devices is increasing, and these devices have brought a great convenience to our lives. However, due to the insecurity of the device itself, it also brings us some security risks. Therefore, in order to help users effectively avoid being harmed, we identify the potential vulnerabilities of these devices by accurately identifying the firmware versions of IoT devices, and upload them to device manufacturers to remind users to update their devices in a timely manner. In this paper, we begin with a new approach. Our method consists of three steps. The first step is to perform coarsegrained identification to identify the brand of the device. The second step is to identify the location of the navigation bar of the firmware version in order to accurately obtain the firmware version. The third step is to divide the webpage into blocks, filter out redundant pages, obtain the main page where the firmware version is located, and extract the device model and firmware version through regular expressions. We implemented a prototype of our method and evaluated the effectiveness of our method through practical experiments. The results show that our method can achieve 95.97% accuracy.
In future work, we will consider that by not using weak passwords, this will find out more firmware versions of the device, and have more accurate protection of devices on the Internet. At present, we mainly target routers, cameras, and printers. In the future, we will consider bringing in more industrial control equipment to increase the degree of automation of our method and make our method more versatile. Vulnerability on the device is usually related to the firmware version of the device of this brand, and we will use our method to establish the relationship between the vulnerability and the IoT device to assess the security of the online device.
