"Discovering the unexpected is more important than confirming the known [7] . In software development, the "unexpected" one relates to defects. These defects when unattended would cause failure to the product and risk to the users. The increasing dependency of society on software and the crucial consequences that a failure can cause requires the need to find out the defects at the origin itself.
INTRODUCTION
Profound confusion prevails at the final stages of software development as to which defect discovered belongs to which phase of software development life cycle. Techniques like rootcause analysis and orthogonal defect classification are some of the commonly used practices. These Techniques are applied jointly with the software process to determine each defect attribute in terms of its type, trigger, source etc [3] . However, the need is to find a mechanism to determine the origin of those defects and ways to eliminate them at origin itself and the same has been realised in this study by way of proposing defect prevention mechanism for each defect type under 5Ds.
Everybody likes Defect prevention as nobody likes defects, especially those defects that are found by our customers. We need to stop defects from reaching our customers by catching them before we deliver them to our customer [2] . Nevertheless, having one vague value in terms of percentage of defects found for each phase have proved to be an inaccurate way due to the variations of defect severities and impact to the software schedule, effort and quality [3] .
Due to this, a severity factor for various defects with respect to their impact to the software schedule, effort and quality has been taken into consideration for calculation of defect injection metric. This paper proposes defect injection metric that finds out the defect count under each phase of software development and for the project as a whole. This work also suggests ways to reduce the defect count on subsequent projects. The defect injection metric value, once calculated, will serve as a common denominator for comparison between projects as well as one of the best parameters as a Quality Metric. Figure 1 shows the work flow involved in this study for defect prevention.
SOFTWARE DEFECT FRAMEWORK
The software defect framework highlighting the 5 Ds of defect origin is proposed in this work. Each one of the D's concentrates on defects in one particular stage of software development lifecycle like Requirements, Design, Coding, Testing and defects due to timeline problem. After doing a thorough analysis of various defect types under each stage of software development, the most prominent defects are identified. The defects are then prioritized based on their importance and the top six defects from each category are taken for study. Certain type of these defects are marked with Explicit (E) to signify the in-process influence and certain other defect types are marked with Implicit (I) to signify those defects that are reported by customer. Utmost care should be given to such defect types in order to satisfy customers. For each one of the identified defect type, the reason for such defect is found out and the DP actions are suggested. These DP actions, when introduced at all stages of a software lifecycle, can reduce the time and resource necessary to develop high quality systems. Figure 2 depicts the software defect framework. 
Deficiency in Requirements ( D1)
We accept that testing the software is an integral part of building a system. However, if the software is based on inaccurate requirements then, despite well-written code, the software will be unsatisfactory. Instead of limiting our testing to code, we should start testing as soon as we start work on the requirements for a product [5] . The aim of this work is to find requirements-related defects as early as they can be identified and hence prevent them from being incorporated in the design and implementation. The list of top six defects identified at the requirement stage with its root causes and defect prevention action to be taken [8] for such type of defects is shown in the Table 1 . The BA along with the PM should freeze the scope of the project before starting the development.
Design Flaws (D2)
The design should be perfect for software development. It is observed that many projects fail due to poor design. It may be architectural design, conceptual design, database design etc. Much software has been developed, installed and passed to maintenance with a faulty design. The faulty design should be detected and corrected in order to have high customer satisfaction [5] . List of defects that would emerge out of design phase with their root causes and steps to be taken to avoid such defects are given in the form of preventive actions and the same is listed in Table 2 [8]. 
Defective Coding Process (D3)
It is observed that many applications reach the final stages without unit testing; review of unit test cases, etc. Due to the lack of these processes, the application is released with uncovered defects, which could have been rectified at an early stage if proper coding processes were in place. If such an application is given to the customer, it will be returned for proper recertification and revalidation [5] . This proves to be costly for the customer as well as the organization. Top six defects identified at coding stage are shown in Table 3 [8]. 
Delinquency in Testing (D4)
The end of phase reviews or inspection is the key to removal of defects for the development phases; however, for testing phases the testing by itself is the key [9] . When the defects identified by testing are not dealt correctly, it may cause new defect injections. Table 4 lists top six defects that would emerge out of testing phase [8] . 
Duration Slippage (D5)
Software is developed to automate a set of business processes, but the requirements change so frequently that the project gets far behind schedule and the output of the system becomes unreliable. Periodically, the developer is pulled off the project in order to incorporate all the requirements, which makes them fall even further behind the schedule. Due to this busy schedule, there may be many defects in the application [5]. It may not be possible to capture all the defects, but the most prominent one are listed in Table 5 . 
DEFECT INJECTION METRIC
Software measurement is concerned with deriving a numeric value for some attribute of a software product or a software process. Comparing these values to each other and to relevant standards allows drawing conclusions about the quality of software product or the effectiveness of software processes [4] . Working on this line, in order to know the effectiveness of software processes, Defect Injection Metric based on defect severity is proposed in this study.
Defect Severity
The severity is the extent to which a defect causes a failure that degrades the expected operational capabilities of the system of which the software is a component. The severity is classified from the point of view of effect on business efficiency. Following classification of defect severity assumes that the software remains operational [6] . These are also severe defects, which have not halted the system, but have seriously degraded the performance of some business operation Low(l)
Weightage factor -5
These types of defects are the ones which are primarily related to the presentation or the layout of the data. However, there is no danger of corruption of data and incorrect values
Process of Obtaining Defect Count
In order to obtain the defect count at every phase of software development, the defect type under each phase is considered. Later, these defect types are categorised into Low, Medium and High according to the severity of the defect type. Weights are assigned to this scale of value as shown in the table 6.
Calculation of Defect Injection Metric
The severity of the defects based on the impact of the defect in terms of timeline, risks, debugging etc., makes some defects either truly negligible or to have a major impact. To adjust the effects of such defects, a severity factor has been introduced to adjust the defect count to be more realistic for our metrics purposes. Defect count for each defect type under each stage is calculated using the formula 1
Where DC = and = Number of defects Defect Injection Metric would then be arrived for entire project as follows: 
PROJECT CASE STUDY:
This study has been performed for telecom applications developed in Java in the year 2010. The size of each application was around 100 KLOC. Defect detection activities like Inspection, Review, testing etc were carried out to find out defects. Later these defects were analyzed for defect counts, their severity, and the same has been listed. Based on the Defect prevention action suggested in this study, enhancement was done and the defect count was checked for a similar size project in the year 2011 and the findings are tabulated in the Table 7& Table 8 . Table 7 is the calculation for DC for requirements stage (D1) alone and the results of similar calculations for D2-D5 are shown in Table 8 . 
Overall Results
Based on defect type, the appropriate defect prevention action as suggested in this study was implemented in the set of projects done during the year 2011. Upon application of defect injection metric on 5Ds, the defect counts were found out and compared with the earlier set of projects. The considerable reduction in the defect count values for 2011 project is evident from the table 9 and the same is depicted in the figure 6 
CONCLUSION
This research work provides a general framework of defect with its defect prevention measures suggested in order to enhance quality culture establishment in an organization. Implementation of defect prevention measures in subsequent projects would result in better performance, rapid and sustained improvement in the product quality as is evident from the example. To get such results, organization should fully consider the product Characteristics, make defect prevention activities responsibilities for each stage of software development and demonstrate a firm senior management commitment by employing a special independent team like Q-GoD (Quality-Guard of Defects) to enforce strict quality traits under each phase of software development [8] .
The Defect preventive actions that are proposed in this paper are limited to only few types of defects under each category. There may be many other defects that would evolve at each stage; but these defects are found to be more prominent as per the practitioner's experience and hence they are concentrated in this study. This study could be extended by adopting ODC way of classifying defects [1] , so that minute details about the defect can be captured and better defect prevention action can be arrived out. When these DP actions are implemented in the project, the quality of the project can be further enhanced.
