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In recent years, the real world and the virtual reality being connected closely for
building the ubiquitous computing environment. At this environment, the service
which emphasizes on individual is increasing. In such a case, the service provider
must acquire many identities from the user, because it reﬂects the preference of the
user.
The solidarity managing among the service provider is eﬀective, because some
oﬀered identities of each service provider have the common identity. However, to
use freely among the providers without the permission of the user, it concerns an
identity leak and a problem of the trust in the providers. And, the use limitation of
personal information must be changed, according to the situation （Does the client
use the service alone, or with other persons?）.
Therefore, we must create a model of human relations, and limit the use of personal
information by the reliability of each user. This approach reﬂects the intention and
the social situation of us, and only the appropriate information can be used by
services.
Finally, I investigate actual human relations by the questionnaire. And, I evaluate
whether or not it is possible for this architecture to be adaptable to the actuality















































































































































































2.2.1 Liberty Alliance 仕様のアーキテクチャ概要
Liberty Allianceアーキテクチャは，アイデンティティ連携フレームワーク (IDFF)，
アイデンティティWeb サービスフレームワーク (ID-WSF)，アイデンティティサービ




• SAML, WS-Security, HTTP, WSDL, XML, SOAP, XML-ENC, XML-SIG,
SSL/TLS, WAP
図 2.2: libertyアーキテクチャシステム図
















モジュール 3: Liberty Identity Services Interfaces Specifications (ID-SIS:
アイデンティティサービスインタフェース仕様)


















































































































質問をおこなう場合，口語は「How much do you trust him?」となる．つまり，信頼
度は大きさで表現される．実際に大きさを決定するのは数字での表現と，文法での表
現がある．
• 数字での表現：彼への信頼度は 10段階で 6 である











• Blank Node ： 空ノード
– URIを持たないリソース
– 空ノードは一階論理での与えられた変数のように作用
• Dublin Core ： ダブリンコア
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– Webリソースに関するメタデータのための標準
• Literal ： リテラル
– プロパティの値である文字列
• Object ： 目的語
– ステートメントの値
• Predicate ： 述語
– トリプルのプロパティ部
• Property ： プロパティ
– リソースの属性





• Statement ： ステートメント
– RDFモデルの中の円弧，事実として解釈される
• Subject ： 主語
– RDFモデル中の円弧の元になるリソース




RDFはセマンティックウェブ実現のフレームワークとなる基礎の表現であり [9, 8, 7]，



























また，RDF およびRDFS は，主語 (Subject) と述語 (Predicate)，その目的語 (Ob-
ject) の 3つ組（Triple）を用いてリソースを記述する．Triple を用いることで，全て





















ケイト (P)，オブジェクト (O) の三つ組みで知識表現するところにある．この (S,P,O)
















ある RDF に対して，「新しく PDA を購入した」という情報を追加する．この場合，
RDFを書き換えるのではなく，Triple（ユーザ,use, PDA）を追加することでRDFを




















いう評価するオブジェクトの種類に着目した評価記述方法を Subject Specific Rating
(以下 SSR)と呼ぶ．SSRを用いることで，「彼への，秘密を話すことについての，信




















モデルとは， What，Whom，How much の３要素を持ったまとまりとなるため，ト










• TopicalTrust：trustSubject, trustedPerson, trustValueをオブジェクトに持つ
ブランクノード
• trustSubject：何を信用しているか What を示すためのプレディケイト．目的語
となる信頼する事柄を示すリソースをオブジェクトに持つ
• trustedPerson：誰を信用しているか Whom を示すためのプレディケイト．目的
語となる人を示すリソースをオブジェクトに持つ
• trustValue：どれだけ信頼しているか How much を示すためのプレディケイト．
数字をオブジェクトに持つ






































　 プライベート 会社 公共の場
氏名 ファーストネーム ファミリーネーム ニックネーム
年齢 24 24 21～25









































































1. トラストモデル中で，trustPersonの値が Who と一致するモデルを取得
2. 取得したモデルの中で，trustSubjectの値が What と一致するモデルを取得
































































1. (Who=Alice, Whom=Bob, What=personal.rdf)を用いてBobへの信頼度
を，(Who=Alice, Whom=Chris, What=personal.rdf)を用いて Chrisへ
の信頼度を検索する．





























Model model = ModelFactory.createDefaultModel();
// リソースの作成
































StmtIterator iter = model.listStatements();
// 各ステートメントの述語，主語，目的語を出力．
while (iter.hasNext()) {
Statement stmt = iter.nextStatement();
// 主語を取得．
Resource subject = stmt.getSubject();
// 述語を取得．
Property predicate = stmt.getPredicate();
// 目的語を取得．









// モデルから AliceSmith vcardリソースを読み出す．















Resource name = vcard.getProperty(VCARD.N).getResource();
// given name プロパティの読み込み
String fullName = vcard.getProperty(VCARD.FN).getString();
また，RDFはプロパティを繰り返すことを許可している．例えば，Aliceが複数の
ニックネームを持っている場合以下のコードを作成する．
























































ResIterator iter = model.listSubjectsWithProperty(VCARD.FN);
while (iter.hasNext()) {




























StmtIterator iter = model.listStatements(
new SimpleSelector(null, VCARD.FN, (RDFNode) null) {









4.2.1 Trust Model Strainer
信頼度を基に，公開レベルを制限するためにJava言語を用いてTrust Model Strainer
を実装した．簡単なクラス図は，図 4.3のようになる．









する getValue(String trustWhom, String trustWhat)メソッドを実装した．実際の信
頼度取得部分に関して，重要部分をプログラムより抜粋して解説する．
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public class GetTrustValue extends Object {
public int getValue(String trustWhom, String trustWhat) {
StmtIterator iter2 = res.listProperties(TRUST.trustsRegarding);
if (iter2.hasNext()) {
while (iter2.hasNext()) {
Statement stmt = iter2.nextStatement();
TrustModelParser Pas = new TrustModelParser(stmt);








• StmtIterator iter2 = res.listProperties(TRUST.trustsRegarding);
– trustsRegarding(トラストモデルがあることを示すプロパティ)があるかを
調べ，存在していた場合，そのモデルを保持する




• Statement stmt = iter2.nextStatement();
– trustsRegardingを持つトラストモデル記述を取得
• TrustModelParser Pas = new TrustModelParser(stmt);
– ステートメントを引数として，下記 TrustModelParserでのモデル解析を
おこなう．
• if (Pas.matchObject(trustWhom, trustWhat))
– Whom，Whatが一致するモデルかどうかを判別する．
• trustvalue = Integer.parseInt(Pas.trustValueObj);
– 一致したモデルより，How muchを取得する
次に，構文解析したデータを保持する TrustModelParserについての解説をおこな
う．解析したモデルについて，What, Whom, How much の 3つ組み要素を保持して
いる必要がある．そこで，TrustModelParserは入力されたモデルを解析し，文字列の
集合へと変換する．Jenaの実装から，モデル解析において，全てを解析しなくとも，
StmtIterator iter2 = res.listProperties(TRUST.trustsRegarding);
を用いることで，What, Whom を基に信頼度の取得をおこなうことができる．しか
し，TrustModelParserを実装した理由として挙げられることは，今後のユビキタス
社会を考えた場合，モデル解析のトリガは What, Whom の 1つのパターンではなく，






public class TrustModelParser {
public TrustModelParser(Statement stmt) {
Resource trustsRegardingSub = stmt.getSubject();
Resource trustsRegardingPre = stmt.getPredicate();
Resource trustsRegarding = stmt.getResource();
Statement person = trustsRegarding.getRequiredProperty(TRUST.trustedPerson);
Resource trustedPersonPre = person.getPredicate();
Resource trustedPersonObj = person.getResource();
Statement subject = trustsRegarding.getRequiredProperty(TRUST.trustSubject);
Resource trustSubjectPre = subject.getPredicate();
Resource trustSubjectObj = subject.getResource();
Statement value = trustsRegarding.getRequiredProperty(TRUST.trustValue);
Resource trustValuePre = value.getPredicate();
String trustValueObj = value.getString();
}
public boolean matchObject(String personStg, String subjectStg){
boolean trust;
boolean who = trustedPersonObj.getURI().endsWith(personStg);









• public TrustModelParser(Statement stmt)
– トラストモデルを解析しデータの選出をおこなう．各データは内部に実装
されているメソッドにおいて，さまざまな形で活用される










public class GetPersonal extends Object {
public Model TrustLoader(int value) {
ResIterator iter = model.listSubjectsWithProperty(TRUST.trustsEstablishing);
if (iter.hasNext()) {
while (iter.hasNext()) {
Resource subject = iter.nextResource();
StmtIterator iter2 = subject.listProperties(TRUST.trustsEstablishing);
if (iter2.hasNext()) {
while (iter2.hasNext()) {
Statement stmt = iter2.nextStatement();













• public class GetPersonal extends Object
– アイデンティティ抽出のためのメソッドを内部に持つクラスである
• public Model TrustLoader(int value)
– 実際にRDF記述を戻り値としたアイデンティティ解析メソッドである
– 引数として，信頼度を用いる
• Statement stmt = iter2.nextStatement();
– trustsEstablishingを持つアイデンティティ記述を取得
• PersonalTrustParser ptp = new PersonalTrustParser(stmt);
– ステートメントを引数として，下記PersonalTrustParserでのアイデンティ
ティ解析をおこなう．















public class PersonalTrustParser {
public PersonalTrustParser(Statement stmt) {
public int secretnumber;
public Resource secretsubject;
Resource trustsRegardingSub = stmt.getSubject();
Resource trustsRegardingPre = stmt.getPredicate();
Resource trustsRegarding = stmt.getResource();
StmtIterator trustStmt = trustsRegarding.listProperties(RDF.type);
if (trustStmt.hasNext()) {
while (trustStmt.hasNext()) {
Statement trust = trustStmt.nextStatement();
if (typeCheck(trust)) {






StmtIterator st = trustsRegarding.listProperties();
if (st.hasNext()) {
while (st.hasNext()) {
Statement trustType = st.nextStatement();


















public void putModel(Resource res) {
StmtIterator iter3 = res.listProperties();
if (iter3.hasNext()) {
while (iter3.hasNext()) {
Statement stmt = iter3.nextStatement();
newowner.add(stmt);






public boolean typeCheck(Statement trustType) {





• public PersonalTrustParser(Statement stmt)
– アイデンティティを解析しデータの選出をおこなう．各データは内部に実
装されているメソッドにおいて，さまざまな形で活用される
• StmtIterator trustStmt = trustsRegarding.listProperties(RDF.type);
– 入力されたステートメントを基に，公開レベルの取得
• public void putModel(Resource res)
– RDFを再帰的に解析していくことで，公開可能なアイデンティティ記述の
最深部（根に関して）まで解析し取得するメソッド







public GetReal(Resource subject, Model inmodel) {
while (iter.hasNext()) {
Statement s = iter.nextStatement();








































































My name is Alice
My name is < trust > name < /trust >. My name is Ally




































































































　 • メールアドレス　　　　　　　　　 　 • 座右の銘
　 • 名前 　 • 関心のあること
　 • ニックネーム 　 • 勤務先
　 • 性別 　 • 仕事内容
　 • MSNチャットの ID 　 • ホームページ
　 • Yahoo!ID 　 • ウェブログ
　 • 写真 　 • 電話番号
　 • 性格 　 • 位置情報
foafを補足するためのアイデンティティ
　 • 年齢 　 • スケジュール情報
　 • 生年月日 　 • デバイス情報
　 • 運転免許番号 　 • 趣味
　 • クレジットカード番号 　 • 住所
複数保持する可能性のあるアイデンティティ
　 • メールアドレス 　 • 昨年のスケジュール情報
　 • ニックネーム 　 • 関心のあること













比較内訳は図 5.1, 5.2, 5.3のようになっている．また，職業のその他とは，アルバイ
ト，不定職者と回答した人である．
図 5.1: アンケート結果 (性別)
図 5.2: アンケート結果 (年齢)
図 5.3: アンケート結果 (職種)
性別 男性 女性
回答人数 217 207
年齢 10代 20代 30代 40代
回答人数 98 219 78 29
職業 学生 会社員 主婦 自営業 その他









図 5.4: アンケート結果 (待ち時間)
表示待ち時間 0～5秒 ～10秒 ～15秒 ～20秒 表示まで待つ
























知人の数 1～ 11～ 21～ 31～ 41～ 51～ 61～ 71～ 81～ 91～ 100
(人) 10 20 30 40 50 60 70 80 90 100 以上















知人の数 1～ 11～ 21～ 31～ 41～ 51～ 61～ 71～ 81～ 91～ 100
(人) 10 20 30 40 50 60 70 80 90 100 以上
回答人数 11 11 16 31 73 101 90 51 22 8 2
グループ数 0.7 1.4 1.8 4.7 5.1 11.4 14.5 14.3 14.9 13.4 13.9
個人毎に設定 7.3 11.2 11.4 13.1 12.1 11.7 12.7 12.1 9.8 8.2 9.1











































世代 10代 20代 30代 40代
































メールアドレス 6 昨年のスケジュール情報 730
ニックネーム 4 関心のあること 14
クレジットカード保持数 7 ログインアカウント 23
趣味 5
表 5.8: アイデンティティ保持数
メールアドレス 18 昨年のスケジュール情報 1460
名前 8 関心のあること 14
住所 7 生年月日 5
年齢 4 電話番号 4
仕事内容 3 勤務先 11
位置情報 9 運転免許番号 2
クレジットカード番号 14 ログインアカウント 23































































































図 5.9: トラストモデル及びアイデンティティ解析シミュレーションの 3次元図












5sec ≥ TM(α + 21.45β) + ID(1610)
5sec ≥ TM(α + 21.45β) + 0.23sec
4.77sec ≥ TM(α + 21.45β)
4.77sec .=. TM(12100) ≥ TM(α + 21.45β)
12100 ≥ α + 21.45β
ここで，α,βに現状のプロバイダ数と 1人のエンドユーザが受けているサービス数
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表 B.2: FOAFの ID/名前付けプロパティ一覧
表 B.3: FOAFの人物描写プロパティ一覧
表 B.4: FOAFの関連リソース描写プロパティ一覧
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