Abstract. We present the meta-theory behind the code generation facilities of Isabelle/HOL. To bridge the gap between the source (higherorder logic with type classes) and the many possible targets (functional programming languages), we introduce an intermediate language, MiniHaskell. To relate the source and the intermediate language, both are given a semantics in terms of higher-order rewrite systems (HRSs). In a second step, type classes are removed from Mini-Haskell programs by means of a dictionary translation; we prove the correctness of this step. Building on equational logic also directly supports a simple but powerful algorithm and data refinement concept.
Introduction and Related Work
Like many theorem provers, Isabelle/HOL can generate functional programs from recursive functions specified in the logic. Many applications have taken advantage of this feature, e.g. the certified termination analysis tool CeTA [19] or the Quickcheck counterexample search [3] . The initial code generator [2] has since been replaced by a new design [6] that supports a) type classes and b) multiple target languages (currently: SML, OCaml and Haskell). This paper describes the meta-theory underlying this new design. The theoretical contributions can be summarized as follows:
-The formalization of the various stages of the translation between HOL and a functional programming language by means of an intermediate language, Mini-Haskell, with an equational semantics intermediate language, Mini-Haskell, with an equational semantics in terms of higher-order rewrite systems. The equational semantics has two advantages:
• Correctness of the translation is established in a purely proof theoretic way by relating rewrite systems.
• Instead of a fixed programming language we cover all functional languages where reduction of pure terms (no side effects, no exceptions, etc) can be viewed as equational deduction. This requirement is met by languages like SML, OCaml and Haskell, and we only generate pure programs. We are also largely independent of the precise nature of the source logic because we focus on its equational sublanguage.
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-A non-trivial correctness proof for the replacement of type classes by dictionaries. In contrast to Haskell, where the meaning of type classes is defined by such a translation, our starting point is a language with type classes which already has a semantics. Thus we need to show that this translation preserves the semantics.
On a practical level we show how the code generator supports stepwise refinement of both algorithms and data by means of code lemmas that replace less efficient functions and data by more efficient ones in a uniform and logically sound way.
Related work. Many theorem provers support code generation by translating an internal functional language to an external one:
-Coq can generate OCaml, Haskell and Scheme both from constructive proofs and explicitly defined recursive functions [11] . -The language of the theorem prover ACL2 is (almost) a subset of Common Lisp, i.e. the translation is (almost) the identity function [5] . -PVS allows evaluation of ground terms by translation to Common Lisp [4] .
The gap between the functional language of the theorem prover and the target programming language varies from system to system and needs to be bridged with care if it is less trivial than in the case of ACL2. We follow common practice (e.g. [10] ) and show the correctness of the key part of our translation by a standard mathematical proof.
The outline of the paper is as follows: First we introduce the types and terms of Isabelle/HOL and describe its internal functional language (2). Then we describe how code generation works in principle and introduce the intermediate language to abstract from the details of specific target languages (3). The technical core of the paper is 4, where we prove correctness of a key component of our code generator, the dictionary translation that eliminates Isabelle's type classes from the intermediate language. Finally we describe how the code generator naturally supports algorithm and data refinement (5).
Isabelle/HOL
Isabelle/HOL [14] is an interactive proof assistant for higher-order logic (HOL). Isabelle's HOL is a typed λ-calculus with polymorphism and type classes. It is based on the following syntactic entities, where e n denotes the tuple or sequence e 1 , . . . , e n , where the index can be omitted for brevity. 
