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Napjainkban az informatika - és ennek részeként a szoftverfejlesztés - az egyik leg-
gyorsabban növekvő iparág. A hazai és nemzetközi piacokon egyaránt magas a keres-
let a minőségi szoftverekre. Az elvárt szoftverminőség eléréséhez azonban nem ele-
gendő a hatékony implementáció. A programunk terveinek elkésźıtése ugyanannyira
fontos szerepet játszik, hiszen rossz malterből egy mester éṕıtész sem tud házat
késźıteni.
A legelterjedtebb módszertan komplexebb rendszerek fejlesztésére az objektum-
orientált paradigma, [1] melynek lényege, hogy az adatokat és algoritmusokat is ”ob-
jektumokba” csoportośıtjuk. A modularitás és kód újrafelhasználás egyik legerősebb
eszköze. Az UML [2] modellezési nyelv a legnépszerűbb eszköze az objektumelvű
rendszerek tervezésének.
A dolgozat alapötlete, hogy motiválja a programozókat arra, hogy először ter-
vezzék meg a programjaikat könnyen áttekinthető diagramok elkésźıtésével, majd
csak utána kezdjék el az implementációt. A programom egy UMLet [3] nevű eszköz
seǵıtségével létrehozott UML specifikációnak megfelelő osztálydiagramok alapján ge-
nerál C++ programozási nyelvű [4] projektvázat. A legenerált könyvtár tartalmazza
a diagramon szereplő osztályokhoz készült fejállományokat, forrásfájlokat, egy build
szkriptet - GNU Make-hez [5] - és egy html nyelvű dokumentációs szkeletont.
A szoftver megkönnýıti és felgyorśıtja a projektek létrehozását és imple-
mentálását, számos feladatot levéve a programozó válláról: fájlok és könyvtárak
manuális létrehozása, include direkt́ıvák és osztály defińıciók meǵırása, build szkript
létrehozása, stb.
1.2. UML és UMLet
Az UML (Unified Modeling Language vagy egységes modellezési nyelv) egy általános
célú tervezési eszköz, mely jelenleg a 2.5.1 számú verziójánál tart. Számos diagram
t́ıpust definiál: használati eset, csomag-, osztály-, objektumdiagram, stb.
A dolgozat az osztálydiagramokkal, azok elemzésével, értelmezésével és va-
lidációjával foglalkozik.
Az osztálydiagramok olyan statikus szerkezeti ábrák, melyek egy rendszer
struktúráját ı́rják le. A megjeleńıtett osztályokat, azok attribútumait, műveleteit
és köztük értelmezett kapcsolatokat definiál a diagram. Megfelelő eszközként szolgál
az objektumelvű szoftverfejlesztéshez.
Az UMLet egy ingyenes, nýılt forráskódú [6] eszköz UML diagramok késźıtésére.
Egyszerű, intuit́ıv felhasználói felületével gyorsan késźıthetünk különböző diag-
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ramokat, melyeket menthetünk, betölthetünk, valamint exportálhatunk számos
formátumba: eps, pdf, jpg, png, svg. A Java nyelven ı́rt program elérhető Linux,
Windows és OS X platformokra is, továbbá a mögötte álló csapat egy online,
böngészőben futó változatot is késźıtett UMLetino [7] néven. A dolgozat az ezutóbbi
online változatot fogja bemutatni.
A programmal nem csak osztálydiagramot, hanem tetszőleges UML modellt
késźıthetünk, az általam elkésźıtett szoftver azonban az osztálydiagramokkal kap-
csolatos jelölésekkel foglalkozik, ı́gy itt is csak azok kerülnek bemutatásra.
1. ábra. UMLetino használat közben
Az interakt́ıv webes felület a következő öt elemből áll:
1. Eszköztár: Ennek a felületnek a tetején látható legördülő listán választhatjuk
ki, hogy mely eszközcsoportot listázza ki az oldal. A képen látható ”UML Com-
mon Elements” csoport a leggyakrabban használt elemeket tartalmazza. Az
osztálydiagram késźıtéshez azonban érdemes kiválasztani az ”UML Class”
csoportot, hiszen az tartalmazni fogja az összes számunkra szükséges elemet.
A ḱıvánt elem elhelyezéséhez az egérrel rá kell húznunk azt a munkafelületre.
Egy másik megoldás, ha duplán kattintunk az elemre, akkor be fog másolódni
a munkafelül bal felső sarkába.
2. Munkafelület: Ezen a területen késźıthetjük el a diagramunkat. Pontos képet
ad arról, hogy hogyan fog kinézni az ábránk exportálás után. A már felhelyezett
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elemeket szabadon kijelölhetjük és mozgathatjuk az egérrel. A CTRL gomb
nyomvatartása több elem együttes kijelölését teszi lehetővé.
3. Helyi menü: A munkafelületre vagy annak egy elemére rákattintva h́ıvhatjuk
elő. Elem törlését, másolását, kivágását, beillesztését, elemek csoportośıtását,
csoport bontását és az összes elem kijelölését teszi lehetővé.
4. Tulajdonságok: Szövegdoboz, melynek seǵıtségével be tudjuk álĺıtani egyes
elemeink tartalmát. Osztályok esetén ide ı́rhatjuk be a nevét, adattagokat,
tagfüggvényeket. Relációk esetén itt tudjuk szabályozni a nýıl t́ıpusát és a
hozzá tartozó szövegeket. Vannak speciális jelentéssel b́ıró sorok. Például egy
osztály dobozban a ”--” sor egy v́ızszintes elválasztó vonal kirajzolását, mı́g
a ”bg=gray” a háttér szürkévé sźınezését fogja eredményezni. Bővebben az
összes speciális beálĺıtásról az UMLet vagy az UMLetino dokumentációjában
lehet olvasni.
5. Menüpanel: Az oldalmenü a következő hat gombbal rendelkezik:
• KeyInfo: Egy információs panelt jeleńıt meg a billentyűparancsokról.
• File Import: Egy fájlrendszerre lementett diagramfájlt nyit meg.
• File Export: Diagram mentése fájlrendszerre (uxf vagy png kiterjesztés).
• Dropbox Import: Dropbox-ban tárolt diagram betöltése.
• Dropbox Export: Diagram mentése Dropbox-ba.
• Save: Diagram mentése böngésző cache-be.
A program a perzisztáláshoz a diagramokat uxf kiterjesztésbe képes lementeni
és megnyitni a szerkesztés folytatására. Ezek a fájlok a standard XML [8] jelölőnyelv
formai szabályait követik.
Az UMletino teljesen kompatibilis az asztali UMLet alkalmazással. Az egyik-
ben létrehozott diagram megnyitható és folytatható a másikkal, azonos diagramfájl




A feladat egy, a C++ programozók munkáját seǵıtő, parancssori alkalmazás
meǵırása, amely képes az UMLet programmal elkésźıtett osztálydiagramokból pro-
jektvázat generálni.
A program bemenetéül a diagramfájl(ok), illetve opcionálisan egy konfigurációs
állomány szolgál. Ezeket parancssori argumentumként várja a program.
A konfiguráció beálĺıtását követően a diagramok értelmezése a feladat. Az
egyértelműen súlyos hibákat (például helytelen osztályazonośıtó vagy öröklődési kör)
jelezni kell a felhasználó felé. Amennyiben nem észlel súlyos hibát, az osztályokról
és kapcsolataikról olvasott információkat el kell tárolnia a programnak.















A generálandó könyvtárnevek konfigurálhatóak, valamint további üres mappák
és fájlok létrehozását is el tudjuk érni a konfigurációval.
A fejállományok és forrásfájlok által adott osztálydefińıcióknak, valamint a do-
kumentációs fájlnak megfelelően tükröznie kell a diagramokon szereplő osztályokat.
A hibák és figyelmeztetések mellett a programnak folyamatosan jeleznie kell ak-
tuális tevékenységét. Ez az üzenetküldés irányulhat (konfigurációtól függően) a stan-




A program elind́ıtásához a lemezen található Program/bin/ könyvtárban elhelyezett
bináris parancssorból történő futtatása szükséges.
• Linux alapú rendszeren a Program/bin/a.out fájlt.
• Windows alapú rendszeren a Program/bin/a.exe fájlt.
A programnak parancssori argumentumként kell megadni az UMLet-tel
előálĺıtott diagram fájlokat (uxf kiterjesztésű fájlok). Ha szeretnénk egyedi kon-
figurációt alkalmazni, akkor azt a --config= kapcsolóval tudjuk megtenni a
következő formában: --config=path/to/configuration/file.ini
Példa futtatás Linux rendszeren (ha a Program mappában állunk):
$ bin/a.out --config=config/default.ini diagram1.uxf diagram2.uxf
Az alapértelmezett beálĺıtások mellett a program a konzolablakba fogja naplózni
tevékenységét és egy MyProject gyökérkönyvtár alatti projektvázat fog létrehozni.
Figyelem: A program a konfigurációban meghatározott útvonalra könyvtárakat
és fájlokat fog létrehozni. Amennyiben ezen útvonal ı́rásához adminisztrátori jo-
gosultság szükséges, aszerint kell futtatni! Ez Linux alapú rendszer esetén a sudo
parancs használatát jelenti. Windows-os rendszeren pedig a parancssor rendszergaz-
dakénti futtatására lehet szükség.
2.2.2. Ford́ıtás
A programot akár saját magunk is leford́ıthatjuk. Ehhez bármilyen C++11
standard-kompatibilis ford́ıtót használhatunk, a programnak nincsenek ford́ıtási
idejű dependenciái. A fejállományokat a Program/inc, a forrásfájlokat pedig a
Program/src könyvtárban találhatjuk meg. A legegyszerűbb módja a ford́ıtásnak
a lemezen található Program/Makefile használata, melyhez az ingyenes és cross-
platform GNU Make eszköz előzetes teleṕıtése szükséges. A Makefile ford́ıtónak
a g++-t definiálja és még megadja mellé a következő ford́ıtási kapcsolókat:
-std=c++11, -pedantic, -W, -Wall, -Wextra, -Wconversion, -Wfloat-equal,
-Wshadow, -Werror. A Makefile használata:
• make build : ford́ıtás
• make clean : tárgykódok és bináris törlése




Az UMLet vagy UMLetino eszközzel létrehozott és elmentett diagramok az XML
szabványt követő, uxf kiterjesztésű deszkriptor fájlokba kerülnek.
Minden egyes UML entitást egy <element> tag ı́r le. Ezek kötelezően rendelkez-
nek egy <id> altaggal, amely meghatározza az entitás t́ıpusát, például: UMLClass,
Relation, UMLNote, stb. A <coordinates> határozza meg az entitás poźıcióját a di-
agramon, mı́g a <panel attributes> és az <additional attributes> tagok egyéb
információkat hordozhatnak az entitás t́ıpusától függően.
2. ábra. Diagramfájl feléṕıtése
Láthatjuk, hogy a példához hasonló XML fájlokat az UMLet programok
használata nélkül, szabadkézzel is ı́rhatnánk. Ez azonban nem ajánlott, hiszen
könnyen hibát véthetünk az XML szerkezetében. Az UML relációk (nyilak) koor-
dinátáit helyesen meǵırni, hogy a vég- és kezdőpontjaik a megfelelő osztályokra
mutassanak szintén bonyolult feladat lenne.




Ebben a fejezetben bemutatom, hogy az UMLet vagy UMLetino eszközzel hogyan
késźıthetünk helyes, a programom által értelmezhető diagramfájlokat.
Osztályok
Osztály rajzolásához az UMLClass azonośıtójú elemet kell felhasználnunk.
Az elem szövegdobozának első sorába opcionálisan két sztereot́ıpiát ı́rhatunk.
A <<struct>> azt fogja eredményezni, hogy a láthatósági módośıtó nélküli tago-
kat publikusnak fogja megjelölni a parszer, valamint a generált kódban a class
kulcsszó helyett a struct lesz használva. Az <<interface>> hatására pedig a pro-
jekt generáláskor interfészként lesz kezelve az osztály. Ez annyit jelent, hogy ha de-
tektálva lesz egy nem virtuális metódusa, akkor az figyelmeztetést fog eredményezni.
E mellett a dokumentációban is meg lesz emĺıtve az osztály fejezetében, hogy ő egy
interfész.
A doboz második sorába (vagy elsőbe, ha nem ı́rtunk sztereot́ıpiát) az osztály
nevének kell kerülnie. A nevet prefixálhatjuk tetszőleges számú névtérrel, melyeket a
C++ nyelvből megszokott módon a ”::” jelzéssel kell elválasztanunk. A névtereknek
és az osztálynévnek valid C++ azonośıtóknak kell lenniük és nem ütközhetnek le-
foglalt kulcsszavakkal. Amennyiben az osztály absztraktságát ki szeretnénk emelni,
ı́rjunk egy ”/” karaktert ennek a sornak az elejére és végére. Ezeket az UMLet
nem fogja megjeleńıteni, de hatásukra a sor dőlt betűvel lesz kíırva. A nem in-
terfész, de absztraktnak megjelölt osztályok ”Abstract”-nak lesznek megnevezve a
dokumentációban. Az osztálynév sorát nem kötelező, de érdemes lehet a ”--” sorral
követni, hogy egy v́ızszintes válaszvonalat rajzoljunk.
Most meǵırhatjuk az adattagok és tagfüggvények sorait. A tagok elé nem köte-
lező, de erősen ajánlott kíırni a láthatósági módośıtó jelét (+ : publikus, # : védett, - :
privát). Ha nem ı́rjuk ki, akkor alapértelmezetten privát lesz a láthatóság. Az UML
szabvány egy másik t́ıpusú (C++-hoz közelebb álló) jelölést is megenged: az ún.
”csoportos láthatóságot”. Ezt a diagramra ı́rt következő sorokkal szabályozhatjuk:
”public:”, ”protected:”, ”private:”. Ezek a sorok beálĺıtják az aktuális csopor-
tos láthatóságot a nekik megfelelő értékre. Ha egy tagnál nincs kíırva láthatóság,
akkor ezt a csoportos beálĺıtást fogja használni. Ha a sort aláhúzás karakterrel ” ”
kezdjük és zárjuk, akkor az UMLet speciálisan alá fogja húzni az egész sort. Így
jelölhetjük a statikus adattagokat, illetve statikus tagfüggvényeket. A tagok neveinek
valid C++ azonośıtóknak kell lenniük és nem ütközhetnek lefoglalt kulcsszavakkal.
Adattagok esetén egy azonośıtót, azt követően pedig egy kettőspontot és
t́ıpusnevet kell léırnunk.
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Tagfüggvényeknél egy azonośıtót, paraméterlistát, azt követően pedig egy
kettőspontot és visszatérési t́ıpust kell ı́rnunk. A paraméter lista (ami lehet üres
is) nyitó és csukó zárójelek közötti, vesszővel elválasztott paraméterek listája. Pa-
raméter lehet egy t́ıpusnév vagy egy azonośıtót követő kettőspont és t́ıpusnév. Az itt
szereplő azonośıtóknak is valid C++ azonośıtóknak kell lenniük és nem ütközhetnek
lefoglalt kulcsszavakkal. A sor elejére és végére kíırhatjuk a ”/” jelet, hogy dőltté
tegyük azt, ezzel jelezve, hogy tisztán virtuális metódus lesz. Ha a tagfüggvény
sorának végére a {query} jelzést ı́rjuk, akkor az konstans metódusként lesz kezelve.
Ha a smartRecognitionOpProperty beálĺıtás be van kapcsolva, akkor a <<get>> és
<<set>> sztereot́ıpiákkal jelezhetjük az elemzőnek, hogy az adott tagfüggvény egy
getter vagy setter.
3. ábra. Osztály példa
A 3. ábrán a jobboldalon a Tulajdonságok szövegdoboz, baloldalon pedig a Mun-
kafelületen megjeleńıtett diagram látható.
Figyelem: Minden kontextusban, ahol t́ıpusnevet kell ı́rni, az elemző nem fog
semmi nemű validációt végezni rajta, ı́gy az a diagram késźıtőjének felelőssége, hogy
helyes t́ıpusokat ı́rjon!
Megjegyzés: Tagfüggvényeknél a visszatérési érték elhagyható, de a diagram
elemző észre fogja venni, ha a függvény se nem konstruktor, se nem destruktor
és ekkor hibát fog jelezni.
Megjegyzés: Ha csoportos láthatósági jelöléseket használunk, akkor célszerű le-
het a módośıtó alatti tagokat beljebb indentálni. Ezt gond nélkül megtehetjük
tetszőleges számú szóköz sorelejére történő beszúrásával, a diagram elemző ignorálni
fogja őket.
Megjegyzés: Az osztály szövegdobozán belül nyugodtan használhatjuk többször
is a ”--” jelzést - ahogyan üres sorok beszúrását is - a tartalmak szeparációjára.
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Enumerációk
Enumeráció t́ıpus rajzolásához az UMLet-nek nincsen külön eleme, azonban le-
hetőségünk van az osztályokat léıró dobozt felhasználni enum-ok ı́rásához. A diagram
elemző egy osztálydobozt abban az esetben fog enumerációnak tekinteni, ha rögtön
az első sorában az <<enumeration>> vagy az <<enum>> sztereot́ıpia szerepel.
A második sorba kell ı́rni az enum nevét, aminek valid C++ azonośıtónak kell len-
nie és nem ütközhet lefoglalt kulcsszóval. Ezt követően célszerű lehet egy v́ızszintes
vonalat rajzolni a ”--” sorral.
Most léırhatjuk a felsorolási elemeinket. Az elemeknek valid C++ azonośıtóknak
kell lenniük és nem ütközhetnek lefoglalt kulcsszavakkal. Opcionálisan minden elem
után ı́rhatunk egy egyenlőségjelet és azt követően egy konkrét értéket. Az értéknek
egész számnak kell lennie.
4. ábra. Enumeráció példa
Megjegyzések
Az UML standard támogat ún. megjegyzés dobozok használatát, melyek
seǵıtségével plusz információval láthatjuk el diagramunkat. Ezeket a speciális
dobozokat szaggatott vonallal köthetjük össze a ḱıvánt entitásunkkal, ezzel jelezve,
hogy mihez tartozik a megjegyzés. Az UMLet-ben az UMLNote azonośıtójú elemet
használhatjuk megjegyzések késźıtésére.
5. ábra. Megjegyzés példa
Az 5. ábrán láthatjuk, hogy a szövegdoboz teljes tartalma be lesz másolva a
megjeleńıtett dobozba, kivéve a speciális jelentéssel b́ıró bg=yellow sor, amely a
sárga háttérsźın beálĺıtására szolgál.
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Relációk
Az UML relációk rajzolásához az UMLet Relation azonośıtójú elemét
használhatjuk. Ezek egyszerű vonalak lesznek az ábrán, melyek kezdődhetnek














1. táblázat: Támogatott UML reláció t́ıpusok
Megjegyzés: A nýıllal végződő relációk esetén a vonalt meghatározó karaktertől
jobbra ı́rt ”>” karakterek helyett ı́rhatunk ”<” karaktereket a baloldalára. Ezzel
érhetjük el, hogy az adott nýıl ne balról jobbra, hanem jobbról balra mutasson.
Különböző vonal- és nýılt́ıpusokat felhasználva az UMLet megenged egészen más
nyilakat is késźıteni (például szaggatott vonalat rombusszal mindkét végén), azonban
csak az imént felsoroltak számı́tanak standard UML reláció jelöléseknek, melyekkel
a programom is foglalkozni fog.
Az UMLet támogat kiegésźıtő információk felvitelét is a nyilakra. Tetszőleges
szöveget ı́rhatunk a nýıl elejéhez, közepéhez és végéhez. Ezzel tudjuk kiegésźıteni
a reláció jelentését, például multiplicitást adhatunk neki. A programom diag-
ram elemzője azonban nem fog foglalkozni az efféle kiegésźıtő jelölésekkel, mert
kódgenerálási szempontból nem hasznośıthatók.
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Kapcsolatok
Egy kapcsolatot az ő kezdő és végpontja (tetszőleges UML entitások), valamint
a t́ıpusát meghatározó UML reláció definiál.
Kezdőpont Végpont Reláció Hatás
osztály1 osztály2 Iránýıtatlan
asszociáció
osztály1 fejállományába be lesz
include-olva osztály2 és hasonlóan
osztály2 fejállományába is az osztály1
osztály1 osztály2 Egyirányú
asszociáció




osztály1 fejállományába be lesz
include-olva osztály2 és hasonlóan
osztály2 fejállományába is az osztály1
osztály1 osztály2 Dependencia osztály1 fejállományába be lesz
include-olva osztály2
osztály1 osztály2 Aggregáció osztály2 fejállományába be lesz
include-olva osztály1
osztály1 osztály2 Kompoźıció osztály2 fejállományába be lesz
include-olva osztály1
osztály1 osztály2 Öröklődés osztály1 fejállományába be lesz
include-olva osztály2 és osztály1
a generált kódban öröklődni fog
osztály2 -ből
osztály1 osztály2 Realizáció osztály1 fejállományába be lesz
include-olva osztály2 és osztály1
a generált kódban öröklődni fog
osztály2 -ből
osztály1 enum1 Dependencia osztály1 fejállományában található
osztálydefińıció törzsében definiálva
lesz az enum1
osztály1 megjegyzés1 Megjegyzés vonal osztály1 fejállományába,
forrásfájljába, illetve a dokumentációs
fejezetébe (konfigurációtól függően)
be lesz másolva a megjegyzés szövege
2. táblázat: Támogatott UML kapcsolatok
Megjegyzés: Ha egy olyan kapcsolat található a diagramunkon, mely nem szerepel
a fenti táblázatban, akkor a programom figyelmeztetést fog kíırni és ignorálja a nem
támogatott kapcsolatot. Például, ha egy enumeráció és egy osztály lenne öröklődéssel
összekötve, akkor ez történne.
Figyelem: Az UMLet asztali változatában van zoom funkció (a nagýıtás
mértékét a <zoom level> elemben jegyzi meg). Fontos, hogy ha az aszta-
li változattal késźıtünk diagramot, akkor mentés előtt álĺıtsuk 100%-ra a
nagýıtás mértékét, mert különben a - koordináták számolásával történő - kap-
csolatok kiszámı́tása nem fog helyesen működni!
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2.3.3. Konfiguráció
A program működése, számos funkciója testreszabható. A beálĺıtásainkat egy INI
[9] kiterjesztésű konfigurációs állományba helyezhetjük.
A lemezen találhatunk egy alapértelmezett beálĺıtásokat tartalmazó fájlt:
Program/config/default.ini. Érdemes lehet ebből kiindulni, hiszen tartalmaz-
za az összes beálĺıtást, valamint a fájl elején egy rövid léırás található (komment
formájában) mindről.
6. ábra. Részlet a default.ini konfigurációs fájlból
A program futtatásához nem kötelező konfigurációs fájlt megadni. Amennyiben
nem tesszük, a program alapértelmezetten azokkal a beálĺıtásokkal dolgozik, melyek
a default.ini fájlban is meg vannak adva. Ha egy olyan ini fájlt adunk meg,
melyben a beálĺıtásoknak csak egy része van léırva, akkor a megadottakat figyelembe
veszi, a maradék pedig az alapértelmezett értéken fog maradni.
Ha helytelen sort tartalmazó konfigurációs fájlt használunk, akkor a rossz sort
figyelmen ḱıvül fogja hagyni a program és egy megfelelő figyelmeztetés lesz kíırva. A
futtatás viszont soha nem fog terminálni konfigurációs hiba miatt, hiszen a program
minden esetben képes az alapértelmezett értékekkel lefutni.
A következő táblázatok ini szekciókra bontva részletezik mind a 67 beálĺıtást.
Az Érték oszlopban a lehetséges beálĺıtások olvashatók. Ahova egy listát kell ı́rni,
ott vesszőkkel elválasztva (szóközök nélkül) kell felsorolni az elemeket. Ahol a ”/”
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karakter választja el az elemeket, ott a felsorolt tokenek közül az egyiket kell béırni.
A logikai értékű beálĺıtások esetén a 0 jelenti a kikapcsolt, az 1 pedig a bekapcsolt
állapotot.
Beálĺıtás Érték Léırás
rootDirName könyvtárnév Projekt gyökérkönyvtárának neve.
Default: MyProject
headerDirName könyvtárnév Fejállomány könyvtár neve.
Default: inc
sourceDirName könyvtárnév Forrásfájl könyvtár neve.
Default: src
objectfileDirName könyvtárnév Tárgykód könyvtár neve.
Default: obj
binaryDirName könyvtárnév Bináris könyvtár neve.
Default: bin




Generálandó üres könyvtárak nevei.
Default: üres lista
customFiles fájlnevek listája Generálandó üres fájlok nevei.
Default: üres lista
createMainCpp 0/1 Generáljon-e main.cpp forrásfájlt.
Default: 1
lowercaseFilenames 0/1 Kisbetűśıtve legyenek-e a












(A g++ ford́ıtó ezeket a kiter-
jesztéseket kezeli forrásfájlként)
Default: cpp
createNamespaceDirTree 0/1 Ha be van kapcsolva, akkor a di-
agramon szereplő névterekhez egy
alkönyvtár hierarchia lesz generálva
és minden fejállomány és forrásfájl a
megfelelő almappába fog kerülni.
Default: 0
onlyValidate 0/1 Ha be van kapcsolva, akkor a diagra-
mok értelmezése és validálása után -
tényleges projekt generálása nélkül -
terminálni fog a program.
Default: 0
3. táblázat: Projekt beálĺıtások - [PROJECT] ini csoport
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Beálĺıtás Érték Léırás
enabled 0/1 Ha ki van kapcsolva, akkor a program
figyelmen ḱıvül hagyja a kapott diag-
ramfájlokat. Akkor lehet használni, ha






Beálĺıtja, hogy a diagramon észlelt hi-
ba esetén mi történjen. A supress
esetén nem jelzi, notify esetén jelzi a
hibát, a terminate érték esetén pedig






Beálĺıtja, hogy a diagramon észlelt
figyelmeztetés esetén mi történjen.
A supress esetén nem jelzi, notify
esetén jelzi a figyelmeztetést, a
terminate érték esetén pedig hi-




smartRecognitionSTL 0/1 Felismerje-e a diagram elemző a leg-
gyakoribb STL t́ıpusokat az adatta-
gok és a tagfügvények t́ıpusainál. Ha
be van álĺıtva, akkor a felismert t́ıpust
megfelelőre is formatálja (például
String -> std::string) és az adott
osztály fejállományába include-olja a
megfelelő STL-es header-t.
Default: 1
Figyelem: ez a beálĺıtás jelentősen
megnövelheti a futási időt!
smartRecognitionOpProperty 0/1 Felismerje-e a diagram elemző a get-
ter és setter metódusokat a speciális
<<get>> és <<set>> sztereot́ıpiák
alapján.
Default: 1
4. táblázat: Diagram értelmezési beálĺıtások - [PARSING] ini csoport
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Beálĺıtás Érték Léırás








Meghatározza az osztályok fejállományába
ı́rt tagok sorrendjét. Ha az alapértelmezett
sorrenden nem változtatunk, akkor először
a publikus tagfüggvények kerülnek az
osztálydefińıcióba, azt követően a publikus
adattagok, majd rendre a védett és a privát
tagfüggvények és adattagok.






Meghatározza a tagfüggvény defińıcióknál
a nyitó kapcsoszárójel helyzetét. nogap
esetén közvetlenül a függvényszignatúra
után, afterspace esetén a szignatúrát
követő szóköz karakter után, mı́g newline





Meghatározza a névtereknél a nyitó kap-
csoszárójel helyzetét. nogap esetén közvet-
lenül a névtér neve után, afterspace esetén
a névtér nevét követő szóköz karakter után,





Meghatározza az osztály és enumeráció
t́ıpusdefińıciók nyitó kapcsoszárójeleinek
helyzetét. nogap esetén közvetlenül a
t́ıpusnév után, afterspace esetén a
t́ıpusnevet követő szóköz karakter után, mı́g
newline esetén új sorba fog kerülni.
Default: afterspace
explicitAccess 0/1 Ha ki van kapcsolva, akkor az
osztálydefińıciókban a láthatósági módośıtók
el lesznek hagyva, ahol elhagyhatók. Ha
egy osztály a class kulcsszót használja és
az első tagja privát, akkor nem lesz kíırva
a private: módośıtó, a struct defińıciók
esetén hasonló a működés publikus tagokkal.
Default: 1
indentCharacter space/tab A kód indentáláshoz használt karaktert
határozza meg.
Default: space
indentWidth 1 és 10 közötti
szám
Azt határozza meg, hogy hány szóköz
karakterből álljon egy indentálási szint.
Csak akkor van szerepe, ha az




indentAfterNamespace 0/1 Névtér tartalmat új indentációs szintre
helyezze-e a kódgenerátor.
Default: 0
indentAfterClass 0/1 Osztály defińıció tartalmát új in-
dentációs szintre helyezze-e a
kódgenerátor.
Default: 0
indentAfterAccess 0/1 A láthatósági módośıtók alatti adat-
tag és tagfüggvény deklarációkat





Sablonosztályok esetén a template
kulcsszót követő sablonparaméter
listában használt kulcsszavat határozza
meg.
Default: typename
useOverrideSpecifier 0/1 Ha be van kapcsolva, akkor az
osztályok tagfüggvényei le lesznek
ellenőrizve, hogy szerepelnek-e már
szülőosztályban virtuális metódusként.
Ha igen, akkor az override
módośıtót kíırja a kódgenerátor
ezen függvénydeklarációkhoz.
Default: 1
enableHeaderNotes 0/1 Ha be van kapcsolva, akkor a diagra-
mon az adott osztályunkkal összekötött
megjegyzés dobozok tartalmait be




enableSourceNotes 0/1 Ha be van kapcsolva, akkor a diagra-
mon az adott osztályunkkal összekötött
megjegyzés dobozok tartalmait be
fogja másolni a kódgenerátor az






Kommentezés st́ılusát álĺıtja be. A
singleline egysoros kommenteket,
a multiline blokk kommenteket, a








Az öröklődések láthatóságát álĺıtja be.
Default: public
inlineGettersSetters 0/1 Ha be van kapcsolva, akkor a getter
és setter-nek felismert tagfüggvények
defińıcióit a forrásfájlok helyett
az inline kulcsszóval ellátva a




















ı́rt inicializáló listák tartalmát. Az
omitted érték esetén a kódgenerátor
nem fog inicializáló listát létrehozni.
Az empty esetén egy teljesen üres
listát fog generálni. A partial
beálĺıtással pedig legenerál egy inicia-
lizáló listát, melyet feltölt az osztály
összes nem statikus adattagjával és
üres zárójeleket ı́r mögéjük.
Default: omitted
5. táblázat: Kódgenerálási beálĺıtások - [CODE] ini csoport
Beálĺıtás Érték Léırás
enabled 0/1 Meghatározza, hogy legyen-e Makefile
generálva.
Default: 1
binaryName fájlnév A leendő futtatható bináris neve.
Default: a.out




A ford́ıtáshoz használandó ford́ıtási
kapcsolók.
Default: üres lista
6. táblázat: Makefile beálĺıtások - [MAKEFILE] ini csoport
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Beálĺıtás Érték Léırás
enabled 0/1 Meghatározza, hogy legyen-e dokumentáció
generálva.
Default: 1
filename fájlnév A html fájl nevét adja meg.
Default: doc
sampleFile fájlnév A html tartalmi sémáját léıró sablonfájl.
Default: config/example.samp
language nyelv rövid́ıtés A html-ben a nyelv attribútumot álĺıtja be.
Default: en
author szerző neve A html-ben a ”szerző” metaadatot álĺıtja be.
Default: My Name
description léırás A html-ben a ”léırás” metaadatot álĺıtja be.
Default: This is a new project
title ćım A html-nek a ćımét álĺıtja be.
Default: My Title
writeContents 0/1 A html elejére legyen-e generálva tartalom-
jegyzék.
Default: 1






Meghatározza, hogy az osztályokhoz generált
fejezetekben hova kerüljenek a diagramról
kiolvasott megjegyzések. none esetén seho-
va, summary esetén az össześıtő fejezetbe,
description esetén pedig a léırás fejezetbe
lesz bemásolva.
Default: summary
indentCharacter space/tab A html kód indentáláshoz használt karaktert
határozza meg.
Default: space
indentWidth 1 és 10 közötti
szám
Azt határozza meg, hogy hány szóköz karak-
terből álljon egy indentálási szint a html-ben.
Csak akkor van szerepe, ha az




Ezek a fájlok dokumentációs html st́ılusát
fogják meghatározni.
Default: üres lista
stylesheetUsage copy/link Meghatározza, hogy a st́ıluslapokat, ho-
gyan használja a dokumentációs html. A
copy beálĺıtással a megadott st́ıluslapok át
lesznek másolva a projekt dokumentációs
könyvtárába és azokat fogja importálni a
html. A link beálĺıtással pedig a st́ıluslapok
eredeti helyére fog hivatkozni a html (abszolút
útvonallal).
Default: copy
7. táblázat: Dokumentációs beálĺıtások - [DOCUMENTATION] ini csoport
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Beálĺıtás Érték Léırás
consoleEnabled 0/1 Meghatározza, hogy legyen-e







A megadott listában szereplő üze-




consoleDisplayCategory 0/1 Ha be van kapcsolva, akkor az összes
konzolban megjeleńıtett üzenethez
ki lesz ı́rva annak t́ıpusa is.
Default: 0
consoleDisplayTimestamp 0/1 Ha be van kapcsolva, akkor az összes
konzolban megjeleńıtett üzenethez
ki lesz ı́rva annak időbélyege is.
Default: 0
consoleColoredOutput 0/1 Ha be van kapcsolva, akkor az
összes konzolban megjeleńıtett üze-
net t́ıpusának megfelelő sźınnel
lesz megjeleńıtve ANSI sźınkódok
használatával (message - fehér,
debug - kék, warning - sárga, error
- piros).
Default: 1
Figyelem: A sźınek megjeleńıtése
csak az azt támogató terminálokban
fog működni, például Windows pa-
rancssorban nem!
fileEnabled 0/1 Meghatározza, hogy legyen-e
naplózás naplófájlba.
Default: 0








A megadott listában szereplő üze-




fileDisplayCategory 0/1 Ha be van kapcsolva, akkor az összes
naplófájlba iránýıtott üzenethez ki
lesz ı́rva annak t́ıpusa is.
Default: 1
fileDisplayTimestamp 0/1 Ha be van kapcsolva, akkor az összes
naplófájlba iránýıtott üzenethez ki
lesz ı́rva annak időbélyege is.
Default: 1
8. táblázat: Naplózási beálĺıtások - [LOGGING] ini csoport
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A dokumentációs html generáláshoz használt sablonfájl (melyet a sampleFile
beálĺıtással lehet megadni) egy egyszerű feléṕıtésű deszkriptor állomány, mely a
fejezetek tartalmi sémáját ı́rja le.
7. ábra. Példa egy egyszerű sablonfájlra: example.samp
A sablonfájlnak egyszerű formai követelményei vannak:
• Tetszőleges mennyiségű üres sort tartalmazhat, azok nem lesznek értelmezve.
• Az összes nemüres sornak tetszőleges számú (akár nulla) tabulátor karak-
terrel kell kezdődnie, amit követve kisbetűkből, nagybetűkből, számokból,
kötőjelekből és aláhúzásjelekből álló nemüres szónak (vagy szavaknak) kell
állnia. Ezek lesznek a ćımsorok.
• Az előző szabály alól kettő speciális kivétel mentesül: a %Class-list% és
%Package-list% tokenek. Ezen fejezetek helyére rendre a diagramokról ki-
olvasott osztály-, illetve névtérlistákból előálĺıtott fejezetćımek lesznek behe-
lyetteśıtve.
• Az összes fejezet nevének lokálisan egyedinek kell lennie. Két fejezet lokálisan
ugyanazon a szinten áll, ha a közvetlen szülőfejezetük ugyanaz. (0. szintű feje-
zetek egymással lokális szinten vannak.) Például a 7. ábrán azért lehet kettő
About token, mert - bár globálisan tekintve ugyanazon a szinten állnak - más
a közvetlen szülőjük.
A tokenek előtt álló tabulátor karakterek száma határozza meg, hogy hanyas
szintű ćımsor lesz generálva belőle. Nulla esetén 1-es, egy esetén 2-es,..., n esetén
n+1-es szintű ćımsor lesz létrehozva. Ha a numberedTopics funkció be van kap-
csolva, akkor a ćımsorokhoz létrehozott számozás jól tükrözi a séma hierarchiáját.
Például a 7. ábrán látható Integration tests ćımsor a legenerált html-ben
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2.4.2. Integration tests névvel fog szerepelni.
Megjegyzés: Nem kötelező, de a konzisztencia kedvéért érdemes a sablonfájlokat
samp kiterjesztésűre ı́rni.
2.3.4. Hibák, figyelmeztetések
A program alapértelmezett konfiguráció mellett minden hibát (error) és figyelmez-
tetést (warning) kíır a standard kimenetre. Ezen funkciók kikapcsolása nem ajánlott!
Az alapértelmezés szerint a hibák a program terminálását is előidézik. Ennek oka,
hogy hibának a valóban súlyos problémák számı́tanak, amik alapvetően két esethez
vezethetnek:
• A legenerált C++ kódban olyan lexikális, szintaktikus vagy akár szemantikus
hiba kerülne, ami egyértelműen hibás a standard szerint, ı́gy le nem forduló
projektet eredményezne. Az ilyen - már a diagram parszolásakor kiszűrhető
- hibák a kódban a felhasználó utólagos jav́ıtásait igényelnék. E helyett azt
az ötletet követi a szoftver, hogy a kiszűrt hiba miatt nem generál projektet,
jelez a felhasználónak, hogy mi hibás a diagramon, majd a felhasználó a di-
agram kijav́ıtása után újra megpróbálhatja a projektgenerálást. Egyik előnye
ennek, hogy rákényszeŕıti a programozót arra, hogy az ábrán is kijav́ıtsa az
egyértelműen rossz részeket. Másik pedig, hogy szinkronban maradjon a diag-
ram és a generált kód tartalma.
• A másik fő probléma a fájlok/könyvtárak eléréséből, létrehozásából eredhet.
Ennek oka lehet nemlétező állományok meghivatkozása, ı́rási/olvasási jogo-
sultságok hiánya, fájlnév ütközések, stb. Az ilyen esetek szintén súlyosak, hi-
szen ha csak egyetlen fájl létrehozása is sikertelen, félkész projekthez jutunk,
ami mindenképpen kerülendő.
A figyelmeztetések kevésbé súlyos problémákat jelentenek. Ide tartoznak például
a konfiguráció betöltésével kapcsolatos problémák, vagy a nem súlyos - de
megkérdőjelezhető vagy stilisztikailag rossz - tartalmak a diagramokon.
A 8. ábrán láthatunk egy hibás diagram fájllal történő futtatás standard kime-
netre ı́rt eredményét. A getter és setter-nek felismert metódusok láthatósága privát a
diagramon, ami - a C++ nyelv szemantikájának bár nem mond ellent - mindenképp
rossz tervezés vagy eĺırás következménye, ezért figyelmeztetést eredményez.
A getter metódusok tipikusan csak visszatérnek egy belső adattag értékével,
ezért paraméter nélküli függvények. A Matrix osztály get elem metódusa azonban
várja a lekérdezendő sor- és oszlopindexet paraméterül. Ez egy példa arra, amikor a
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8. ábra. Figyelmeztetések és hibák jelzése
figyelmeztetést ignorálhatjuk, hiszen itt mindenképpen szükségesek a paraméterek
a getter-nek. A set elem tagfüggvény figyelmeztetése hasonló.
A példában szereplő Polygon osztály getNumberOfSides metódusához nincs
ı́rva visszatérési t́ıpus a diagramon. Mivel a tagfüggvény neve nem egyezik meg
az osztálynévvel, sem annak a ∼ szimbólummal prefixált változatával, egyértelmű,
hogy nem konstruktorról vagy destruktorról van szó. Ez súlyos hibának számı́t, nem
csak a később generálandó kód kapcsán (t́ıpus nélküli függvény), hanem már a ter-
vezési szinten is, ı́gy projektgenerálás nélkül, hibakóddal terminál a program.
A következő táblázatok tartalmazzák a programban használt összes hibát és
figyelmeztetést.
Megjegyzés: FileCreationFailed és a DirectoryCreationFailed hibák esetén,
hogy mely fájl vagy könyvtár létrehozása volt sikertelen, könnyen kideŕıthető a
naplózási üzenetekből.
Kategória Kód Név Kontextus
Projektépı́tés 1 NoDiagramFile A PARSING/enabled beálĺıtás be
van kapcsolva és diagramfájl nélkül
futtatjuk a programot.
Fájl I/O 2 FileCreationFailed Fájl létrehozása sikertelen. Ez
történhet fejállomány, forrásfájl,
Makefile vagy dokumentációs html
generáláskor is. Oka lehet az ı́rási
jogosultság hiánya.
Fájl I/O 3 DirectoryCreationFailed Könyvtár létrehozása sikertelen. A
projekt tetszőleges könyvtárának
generálásakor történhet. Oka lehet
az ı́rás jogosultság hiánya.
22
Kategória Kód Név Kontextus
Diagramfájl
elemzés
10 FailedLoadingXml A diagramfájlt az XML parszoló
motor nem tudta értelmezni és
memóriába betölteni. Okozója a nem
szabványos XML fájl használata. Ek-
kor a naplózott hibaüzenetben meg fog
jelenni a tinyxml2 motor által dobott
hibakód, amit a dokumentációjával
összevetve részletesebb képet kapha-
tunk a hibáról. Megjegyzés: Ha az
UMLet-tel késźıtjük a diagramfájlt,




11 NamespaceInvalidName Névtér neve nem valid C++ azonośıtó
vagy ütközik lefoglalt kulcsszóval.
Diagramfájl
elemzés
12 ClassDuplicateName Két osztálynak ugyanaz a neve. Ha
a createNamespaceDirTree beálĺıtás
be van kapcsolva, akkor csak az
ugyanazon névterek alatti osztályok
fognak ütközni. (Tehát különböző
névterek rendelkezhetnek ugyanolyan
osztálynévvel, ami a C++ szabvány
szerint is valid). Abban az esetben,
ha ki van kapcsolva a névterekhez ge-
nerált könyvtárfa létrehozása, ütközni
fog minden egyező osztálynév, mert
a fejállományok, illetve forrásfájlok
létrehozásakor úgyis ütközés történne
az egyező állománynevek miatt.
Diagramfájl
elemzés
13 ClassInvalidName Osztály neve nem valid C++ azonośıtó
vagy ütközik lefoglalt kulcsszóval.
Diagramfájl
elemzés
14 ClassInvalidLine Az osztálydefińıciót léıró szövegben
helytelen sor van. Ennek oka lehet,
hogy a sor nem illeszkedik sem az
adattagokat, sem a tagfüggvényeket
léıró sémára. (Például nincs t́ıpus ı́rva
az adattaghoz, vagy az azonośıtót és
t́ıpust elválasztó kettőspont hiányzik).
Diagramfájl
elemzés
15 InheritanceCycle A diagramon vizsgált osztályok
öröklődési hierarchiájában kört talált
az elemző (Ezt a C++ standard tiltja).
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Kategória Kód Név Kontextus
Diagramfájl
elemzés
16 ClassDuplicateMember Az osztálydefińıcióban
névütközés van tagok között.
Ez három esetben történhet
meg. Két adattag azonośıtója
megegyezik. Egy adattag és
tagfüggvény neve egyezik meg.






17 FunctionWithNoReturn Egy tagfüggvénynek - ami nem








19 StaticConstMemberFunction Egy tagfüggvény statikusnak is és
konstansnak is meg lett jelölve.






Egy azonośıtó (lehet adattag,
tagfüggvény neve, enum elem
vagy paraméternév) ütközik egy
lefoglalt kulcsszóval. (Például




21 DuplicateEnumNameFound Ugyanazon osztályhoz tartozó két
enumerációnak ugyanaz a neve.
Diagramfájl
elemzés
22 DuplicateEnumKey Egy enumeráción belül két elem-
nek ugyanaz a neve.
Diagramfájl
elemzés
23 InvalidEnumeratorKey Az enumeráció egyik elemének
neve nem valid C++ azonośıtó
vagy ütközik lefoglalt kulcsszóval.
Diagramfájl
elemzés
24 InvalidEnumeratorValue Az enumeráció egyik elemének
adott érték nem egy szám.
Dokumentáció
ı́rás
31 CannotOpenSampleFile Nem sikerült megnyitni a doku-
mentációs html-hez használandó
sablonfájlt. Akkor történhet, ha a
megadott fájlútvonal nem helyes,








33 DuplicateTopicFound Két fejezetnek ugyanaz a ne-
ve. Akkor történhet, ha a sab-
lonfájlban lokálisan egyezik két
fejezet.
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Kategória Kód Név Kontextus
Dokumentáció
ı́rás
34 CannotAccessStylesheet A konfigurációban meghatározott
st́ıluslapok valamelyikét nem éri
el a program. Akkor történhet, ha
a megadott fájlútvonal nem he-




34 FailedCopyingStylesheet Akkor történhet meg, ha nincs
ı́rási jogosultság a célmappába.
9. táblázat: Hibajelzések
Kategória Kód Név Kontextus
Konfiguráció
betöltése
100 IniFileOpenFailed A konfigurációs fájl megnyitása
nem sikerült. Akkor történhet, ha
a megadott fájlútvonal nem he-




101 InvalidIniFormat A használt konfigurációs fájlban
olyan sor van, ami ellentmond az
ini fájlok formai szabályainak.
Konfiguráció
betöltése




103 InvalidIniSetting A konfigurációs fájlban az egyik
beálĺıtás sora helytelen. Ennek
két oka lehet: rossz az aktuális
szekció alatti beálĺıtásnév vagy




110 ErrorBehaviorNotTerminate A PARSING/errorBehavior
beálĺıtás nem az alapértelmezett
terminate értékre van álĺıtva.
Diagramfájl
elemzés
111 NotSupportedUMLetElement A diagramon egy nem támogatott
UMLet elemet talált az elemző.




112 RelationWithOneEnd Az elemző egy olyan relációt
talált, melynek csak az egyik vége
mutat valamire.
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Kategória Kód Név Kontextus
Diagramfájl
elemzés
113 DanglingRelation Az elemző egy olyan relációt




114 InvalidConnection Az elemző egy olyan kapcsolatot
talált, mely nincs támogatva.
(Például egy enumeráció van
összekötve egy megjegyzés do-




115 AccessibilityNotExplicit Az adattag vagy tagfüggvény
















119 SetterWithNotOneParameter A diagramon felismert setter















Egy matematikai osztályokat tartalmazó hosszabb példával fogom demonstrálni
a szoftver működését. A bemenetként szolgáló diagramot, a kimenetként ka-
pott könyvtárszerkezetet és a generált fájlokat fogom bemutatni. A példához az
alapértelmezett beálĺıtásaival futtattam a szoftvert.
9. ábra. Matematikai osztályok diagramja
10. ábra. Matematikai projekthez generált könyvtárszerkezet
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11. ábra. Shape.h fejállomány tartalma
12. ábra. Shape.cpp forrásfájl tartalma
Az elemző észrevette a diagramon használt ”String” t́ıpust, ezért include-
olta a standard <string> könyvtárat, és formatálta is a t́ıpusnév előfordulásait
std::string alakra.
A getter-ek és setter-ek fel lettek ismerve, (a getter tagfüggvény megkapta a
const kulcsszót), inline-olva lettek és a nevükkel végzett mintaillesztés hatására a
megfelelő adattag azonośıtójával ki is lett töltve törzsük.
Az area tagfüggvény absztraktságát az elemző sikeresen felismerte, ezért
tisztán virtuális metódusnak ı́rta, valamint a {query} jelzés hatására konstans
tagfüggvénynek jelölte meg.
Megjegyzés: A Shape osztálynak csak tisztán virtuális és inline-olt metódusai
vannak, ezért egy függvénydefińıció sem került a forrásfájljába.
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13. ábra. Circle.h fejállomány tartalma
Az elemzett diagramon a Circle osztály össze van kötve egy megjegyzés do-
bozzal. Ennek a doboznak a tartalma a fejállomány elejére lett ı́rva komment
formájában.
A Shape.h azért lett include-olva, mert abból öröklődik a Circle osztály. A
Point.h pedig azért, mert a diagramon kompoźıcióval kapcsolódik a Circle osztály
dobozához.
Az elemző észrevette, hogy az area metódus felüldefiniálja a szülőosztály egy
virtuális tagfüggvényét, ezért kíırta az override módośıtót a deklarációjához.
A PI adattag aláhúzottsága miatt statikus tagnak ı́rta azt a kódgenerátor.
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14. ábra. Circle.cpp forrásfájl tartalma
15. ábra. Point.h fejállomány tartalma
16. ábra. Point.cpp forrásfájl tartalma
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17. ábra. Polygon.h fejállomány tartalma
18. ábra. Polygon.cpp forrásfájl tartalma
19. ábra. Rectangle.h fejállomány tartalma
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20. ábra. Rectangle.cpp forrásfájl tartalma
21. ábra. Triangle.h fejállomány tartalma
22. ábra. Triangle.cpp forrásfájl tartalma
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23. ábra. Matrix.h fejállomány tartalma
Az ábrán észrevehetjük, hogy a get element és a set element metódusokban
meghivatkozott adattag az element. Ebben a konkrét példában nem az element-
et szeretnénk lekérdezni/beálĺıtani, hanem az element[i][j]-t. A diagramelemző
azonban nem tudja sehonnan kitalálni, hogy az i és j paraméterek efféle célt
szolgálnak (hiába tűnik most kézenfekvőnek, nem élhetünk ilyen feltételezésekkel).
Ez a példa tökéletesen demonstrálja, hogy van, amikor nem tudjuk elkerülni a ge-
nerált kód utólag történő manuális át́ırását.
Egy másik fontos észrevétel, hogy a set element setter metódusban az értékadás
jobboldalán a függvény első paramétere szerepel. A kódgenerátor ı́gy lett meǵırva,
hogy mindig az első paraméter nevét helyetteśıti be ide.
Megjegyzés: A Matrix osztályhoz nem generál a program forrásfájlt, mert ő egy
sablonosztály, az összes tagfüggvény defińıciója a fejállományába van ı́rva.
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24. ábra. Makefile tartalma
A kódgenerátor a Makefile-ba beléırta a szükséges makrókat és szabályokat. A
build szabállyal ford́ıthatjuk le a projektet (a make parancs argumentum nélküli
futtatása esetén is ez fut le); a clean szabállyal törölhetjük a futtatható binárist és
a tárgykód könyvtár tartalmát; a rebuild szabály a clean és a build szabályokat
h́ıvja meg egymást követően; a run szabállyal pedig futtathatjuk a binárist.
Megjegyzés: Az ARGS makrót használva beálĺıthatjuk, hogy futtatáskor majd mi-
lyen parancssori argumentumokkal fusson a program.
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25. ábra. Tartalomjegyzék - részlet a doc.html tartalmából
26. ábra. Packages fejezet - részlet a doc.html tartalmából
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27. ábra. Classes fejezet - részlet a doc.html tartalmából
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3. Fejlesztői dokumentáció
3.1. A megoldandó feladat
A feladat egy olyan parancssorban futtatható program elkésźıtése, mely megoldja
az alábbiakat:
• Beolvassa és értelmezi a parancssori argumentumként kapott diagramfájlokat
(uxf kiterjesztésű fájlok, melyeket az UMLet vagy UMLetino eszközzel ge-
nerálhat a felhasználó).
• Szemantikai elemzések végzésével kiszűri az egyértelműen súlyos hibákat a
diagramokon, és figyelmeztetések, illetve hibajelzések formájában jelez a fel-
használó felé.
• A beolvasott osztályokhoz létrehozza a fejállományokat és forrásfájlokat a meg-
felelő könyvtárakban (sablonosztályok esetén csak fejállományt kell generálni).
• Legenerálja a build szkriptet (Makefile), melynek seǵıtségével a projektet a
felhasználó le tudja majd ford́ıtani.
• Létrehozza a html formátumú dokumentációs szkeletont a megfelelő feje-
zetsémával.
• Futása alatt naplózza tevékenységét (standard kimenetre és/vagy naplófájlba)
a megfelelő naplózási beálĺıtásokat követve.
• Futása során felmerülő problémákról jól olvasható figyelmeztetéseket és hiba-
jelzéseket ı́r naplóüzenetek formájában.
• Működése, funkciói testreszabhatóak legyenek egy ini kiterjesztésű konfi-
gurációs állomány használatával.
A követelmény specifikációt a következő nemfunkcionális követelmények
egésźıtik ki:
• A kód legyen megfelelően modularizálva (névterek és osztályok használata).
• A meǵırt kód legyen könnyen áttekinthető és kövesse a legalapvetőbb kódolási




• A szoftvert C++ programozási nyelven ı́rtam meg az ISO C++11 standardot
követve.
• A program ford́ıtásához (Linux rendszeren) a g++ ford́ıtó 8.3.0-ás verziója lett
felhasználva a következő ford́ıtási kapcsolókkal:
-std=c++11 : Beálĺıtja, hogy a 11-es standard szerint történjen a ford́ıtás.
-pedantic : Hibának kezeljen minden nem ISO C++ standardnak meg-
felelő kódot (például GNU bőv́ıtmények használatát).
-W : Bekapcsolja a legáltalánosabb figyelmeztetéseket.
-Wall : Bekapcsolja az összes általános figyelmeztetést.
-Wextra : Mégtöbb kiegésźıtő figyelmeztetést bekapcsol.
-Wconversion : Figyelmeztet értékváltoztató implicit konverziókra.
-Wfloat-equal : Figyelmeztet lebegőpontos értékek egyenlőségének
összehasonĺıtásakor.
-Wshadow : Figyelmeztet változók láthatóságának leárnyékolására.
-Werror : A figyelmeztetéseket kezelje hibaként a ford́ıtó.
• A ford́ıtás megkönnýıtéséhez a GNU Make programot használtam fel, melyhez
a lemezen található Program/Makefile build szkriptet késźıtettem el.
• A kódolás megkönnýıtéséhez a vim szövegszerkesztőhöz készült
YouCompleteMe [10] pluginnak egy statikus kódanalizáló eszköze lett
felhasználva. Ez a clang ford́ıtót használja motorjául, a szemantikus
kódkiegésźıtés mellett, időnként megpróbálja a háttérben leford́ıtani a
szerkesztett fájlt és megfelelő hibaüzenetekkel látja el a programozót.
• A ford́ıtó és a clang engine figyelmeztetéseinek kiegésźıtéséül a cppcheck
[11] eszközt is használtam. Ez szintén egy statikus kódanalizáló program,
mely a standardot figyelembe véve számos konvencióellenes és stilisztikai
problémát képes felfedni. A következő kapcsolókkal futtattam: --enable=all,
--language=c++, --std=c++11
• A programban az XML fájlok parszolásához a nýılt forráskódú tinyxml2 [12]
motort használom. Ez a kódnak az egyetlen standardon ḱıvül eső, harmadik
féltől származó függősége (ford́ıtási idejű dependencia).
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• A program memóriahasználatának monitorozására a nýılt forráskódú
valgrind [13] eszközt használtam (főleg a memóriaszivárgás mentesség el-
lenőrzésére).
• A dokumentáció meǵırásához Kozár Gábor ELTE-LaTeX-Thesis-Base [14]
projektjét használtam seǵıtségül.
3.2.2. Tervezés
A megoldandó feladatot 3 fő komponensből áll:
1. Konfiguráció betöltése (a parancssori argumentumként kapott ini fájlból)
2. Diagramfájlok parszolása (és az elemzett adatok memóriába mentése)
3. Kódgenerálás (fejállományok, forrásfájlok, Makefile és dokumentációs html
létrehozása)
28. ábra. Használati esetek
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A 28. ábra jól mutatja, hogy felhasználói interakció a program futása közben már
nem történik. A felhasználó ind́ıtáskor megadja a használandó diagramfájlokat és a
konfigurációs állományt (opcionális) parancssori argumentumként, amit követően a
program lefut magától.
A szoftvert az objektum-orientált elveket követve késźıtettem el. Az elvégzendő
feladatokat osztályokba szerveztem, melyeket különálló modulokba csopor-
tośıtottam. A modulok - melyeket a kódban C++-os névterekként valóśıtottam meg
- a következők:
• ProjectGen : A projekt szkeleton létrehozásához ı́rt osztályokat tartal-
mazza. Ezek a következők: ProjectBuilder, ConfigLoader, HeaderWriter,
SourceWriter, MakefileWriter és DocumentationWriter.
• UMLetParse : A Parser osztálya a diagramfájlok elemzését és a parszolt adatok
memóriába mentését végzi.
• UMLData : Az UML entitásokat és azokról beolvasott adatokat tároló
gyűjtemény osztályokat tartalmazza. Ezek a következők: Entity , Class,
Member , MemberVariable, MemberFunction, Enum, Relation és Note.
• SharedUtils : Több modul osztályai által közösen használt segédfüggvények
és t́ıpusok gyűjteménye.
• tinyxml2 : Egy harmadik féltől származó XML parszoló motor, mely a diag-
ramelemző UMLetParse::Parser osztály dependenciája.
Megjegyzés: A felsorolásban és a diagramokon dőlt betűvel ı́rt osztálynevek abszt-
rakt osztályokat jelölnek.
Megjegyzés: A tinyxml2 projekt egy egyszerű, kicsi és hatékony (gyors és
alacsony memóriahasználatú) XML parszert valóśıt meg. Mindössze kettő fájlból
áll: tinyxml2.h és tinyxml2.cpp, melyek rendre a következő könyvtárakban





A 30. ábrán láthatjuk az osztályok közötti kapcsolatokat. A ProjectBuilder
osztály lesz a projektgenerálás belépési pontja. Ő fogja példányośıtani a kon-
figurációt betöltő ConfigLoader osztályt, a diagramok elemzését végző Parser
osztályt, és az állományokat létrehozó osztályokat, melyek a következők:
HeaderWriter, SourceWriter, MakefileWriter és DocumentationWriter.
A ConfigLoader-rel a konfigurációs fájlból kiolvasott beálĺıtásokat az ini szek-
ciók szerint csoportośıtott gyűjtemény objektumokba ı́rom bele. Ezek t́ıpusait a
következő struktúrák ı́rják le: SettingsProject, SettingsParsing, SettingsCode,
SettingsMakefile és SettingsDocumentation.
A Parser osztályban a diagramfájlokat sorban véve, elemzem azokat. Ehhez a
tinyxml2::XMLDocument és a tinyxml2::XMLElement osztályokat használom fel,
melyek az XML struktúrán történő végigiterálást teszik lehetővé. A parszolás során
a kinyert adatokat az UMLData::Entity osztályból származtatott gyűjtemény ob-
jektumokba mentem, melyekkel vissza tudok térni a ProjectBuilder osztálynak,
ahonnan megh́ıvtam.
Az UMLData::Entity-ből négy osztályt származtatok: a Class-t az osztályok, az
Enum-ot a felsorolási t́ıpusok, a Relation-t a relációk és a Note-ot a megjegyzések
reprezentálására. Egy Class objektumhoz tartozhat tetszőleges számú Enum példány.
Szintén a Class osztályhoz tartozik a Member absztrakt t́ıpus, mely gyerekei - a
MemberVariable és a MemberFunction - rendre a tárolt osztályhoz tartozó adatta-
gokat és tagfüggvényeket fogják reprezentálni.




A konfigurációs ini fájlban található beálĺıtások betöltését végző osztály a
ProjectGen::ConfigLoader. Konstruktorában kapja meg az olvasandó ini
fájl útvonalát. A konstruktorban feltöltöm a beálĺıtásokat tároló konténereket
alapértelmezett értékekkel. Így ezeket az adatokat a példányośıtást követően akár
már le is kérdezhetjük a megfelelő getter metódusokkal.
A run tagfüggvényével futtathatom a megadott konfigurációs fájl elemzését. Az
ini fájlban az üres és a kikommentezett sorokat figyelmen ḱıvül hagyom. A többi sort
pedig reguláris kifejezések felhasználásával validálom. Ha egy olvasott sor nem felel
meg az ini formátumnak, akkor az InvalidIniFormat figyelmeztetést fogja jelezni.
A helyes szekció neveket a valid groups adattagjában tárolom. Ha egy olvasott
szekció nincs benne ebben a vektorban, akkor az InvalidIniGroupName figyelmez-
tetést fogja jelezni. Ha egy beálĺıtás neve rossz, vagy helytelen értéket akarunk neki
adni, akkor az az InvalidIniSetting figyelmeztetést vonja maga után. Figyelmez-
tetés jelzése során a problémát okozó beálĺıtás sorának száma is kíırásra kerül. A
helyes sorok a megfelelő szekcióhoz tartozó gyűjtemény megfelelő adattagját fogják
beálĺıtani.
A futása során számon tartja, hogy összesen mennyi beálĺıtást olvasott ki a kon-
figurációs állományból. Ezt a számot a get parsed settings count() metódussal
lehet lekérdezni.
A következő reguláris kifejezéseket definiáltam a szoftver által használt ini
formátum szabályainak léırásához:
REGEX INI GROUP = \[[a-zA-Z]+\]
REGEX INI SETTING = [a-zA-Z]+=.*
REGEX INI COMMENT = #.*
Magyarázat: Szekció szögletes zárójelek közötti kis- és nagybetűkből álló leg-
alább 1 hosszú szó lehet. Egy beálĺıtásban az értékadás baloldalán kis- és nagy-
betűkből álló legalább 1 hosszú szó, a jobboldalán pedig tetszőleges (akár üres)
karakterlánc állhat. A # karakterrel kezdődő sorok kommentnek számı́tanak.
Megjegyzés: Az egyenlőségjel jobboldalán üres karakterlánc csak azon
beálĺıtásoknál állhat, melyek üres listát is elfogadnak értékül.
A beálĺıtások által várt konkrét értékek validációjára egyedi reguláris kife-
jezéseket ı́rtam. Például az indentációs vastagságot meghatározó indentWidth
beálĺıtáshoz a következő kifejezés tartozik:
REGEX VALUE NUMBER INDENT WIDTH = ([1-9]|10)
Ez a kifejezés csak az 1 és 10 közötti természetes számokra fog illeszkedni.
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31. ábra. ConfigLoader osztálydiagramja
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3.2.4. UML entitások
Az UML entitások tárolására az UMLData névtérben definiált gyűjtemény osztályok
szolgálnak:
• Entity : absztrakt szülőosztály UML entitás t́ıpusok származtatására
• Class : osztály tárolására
• Enum : felsorolási t́ıpus tárolására
• Note : megjegyzés tárolására
• Relation : reláció tárolására
• Member : absztrakt szülőosztály osztálytagok tárolására
• MemberVariable : adattag tárolására
• MemberFunction : tagfüggvény tárolására
Ezek az osztályok kevés üzleti logikát tartalmaznak, többnyire csak getter és
setter metódusokkal rendelkeznek.
Az UMLetParse::Parser osztály példányośıt és tölt fel adatokkal ilyen
t́ıpusú objektumokat, majd ezeket feljebb adja a projekt generálási rétegnek (a
ProjectGen::ProjectBuilder osztálynak).
32. ábra. Entity osztálydiagramja
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33. ábra. Class osztálydiagramja
34. ábra. Member , MemberVariable és MemberFunction osztálydiagramja
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35. ábra. Enum osztálydiagramja
36. ábra. Note osztálydiagramja
37. ábra. Relation osztálydiagramja
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3.2.5. Diagram parszolás
A diagramfájlok elemzését végző osztály a UMLetParse::Parser. Konstruk-
torában kapja meg a projekt szintű és az elemzéssel kapcsolatos beálĺıtásokat
(SettingsProject és SettingsParsing t́ıpusú objektumok).
A run metódusával futtathatom az átadott diagramfájlokon (fájlútvonalak) az
elemzést. Ez végigiterál a diagramfájlokon, mindegyikhez létrehoz a memóriában
egy tinyxml2::XMLDocument objektumot, melyen a LoadFile metódush́ıvással
érem el, hogy az engine létrehozza a memóriában az XML fát. Ha ez sikeres
volt (a motor nem adott hibajelzést), akkor a parszolt XML dokumentumon
megh́ıvva a FirstChildElement metódust, hozzáférek az XML gyökéreleméhez. A
FirstChildElement és a NextSiblingElement függvények seǵıtségével végig tudok
iterálni az egész fán. A parse element metódussal elemzem a beolvasott tagokat.
Először leellenőrzöm, hogy valid azonośıtóval rendelkezik-e (UMLClass, Relation,
UMLNote). Ha nem, figyelmeztetéssel jelzem és átugrom az elemet. Amennyiben
megfelelő volt az azonośıtó, megh́ıvom az annak megfelelő függvényt: parse class,
parse enum, parse relation vagy parse note.
Az UML entitások parszolásához reguláris kifejezéseket is használok. A követ-
kező példa a diagramon szereplő azonośıtókat (névtér neve, felsorolási t́ıpus neve,
osztálynév, tagok nevei és paraméternevek) ellenőrzi, hogy helyes C++ azonośıtók-e:
REGEX IDENTIFIER = [a-zA-Z ][a-zA-Z 0-9]*
A check reserved keyword collision metódussal minden azonośıtóra leel-
lenőrzöm, hogy nem ütközik-e lefoglalt C++-os kulcsszóval (a C++17 szabványba
tartozó - illetve a C++20-ba tervezett - kulcsszavakkal történik az összehasonĺıtás).
A check stl dependencies egy kapott string-ről ellenőrzi, hogy a leggyakrab-
ban használt STL t́ıpusok (C++11 szabvány szerint) nevei szerepelnek-e benne (kis-
és nagybetűktől függetlenül). Ezt a parszolt adattagok t́ıpusával, tagfüggvények
visszatérési t́ıpusával és paraméterlistájával h́ıvom meg. Ha egy STL-ben definiált
t́ıpust detektálok, akkor annak a fejállományát felveszem STL-es dependenciaként
az adott osztályba, valamint helyesre is formatálom a t́ıpusnevet (például Vector
-> std::vector).
Minden UML entitáshoz - a modellben szereplő tartalmuk mellett - koordináta
adatokat is lementek az elemzővel (a <coordinates> tag alapján). Az osztályok,
enumerációk és megjegyzések esetén az őket ábrázoló doboz balfelső és jobbalsó
sarkának koordinátáit (x és y tengely szerint) jegyzem fel. A relációk esetén pe-
dig a nýıl kezdő- és végpontjainak koordinátáit mentem le. Ezekre azért van
szükség, hogy kiszámolhassam, egyes nyilak miről és mire mutatnak. Ezt a feladatot
a compute connections metódussal végzem. Segédfüggvénye az is pointing to,
mellyel megvizsgálom, a mentett koordinátákat felhasználva, hogy egy nýıl mutat-e
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egy ”dobozra” (azaz érinti-e valamely végpontja a doboz valamely oldalát). Négy
lehetséges értékkel térhet vissza:
• NONE : nincs érintkezés
• AT START : a nýıl kezdőpontja mutat rá
• AT END : a nýıl végpontja mutat rá
• AT BOTH : a nýıl kezdő és végpontja is mutat rá (reflex́ıv UML reláció)
A detektált kapcsolatokat (Connection t́ıpusú objektumok) az
evaluate connections tagfüggvénnyel értékelem ki. Ha helyesek a végpontként és
kezdőpontként szolgáló entitások t́ıpusai, illetve az őket összekötő reláció fajtája,
akkor a megfelelő szemantikai beálĺıtásokat elvégzem a szükséges entitásokon.
Például, ha egy osztály öröklődéssel kapcsolódik egy másikhoz, akkor a gyerek-
osztály dependenciáit és szülőit tároló listái hivatkozni fognak a szülőosztályra.
Több diagram együttes parszolása esetén a kapcsolatok kiszámı́tása izoláltan
történik. Ez fontos, mert nem szeretnénk olyan eseteket eltárolni, mint a következő
példa: az A diagramon szereplő reláció végpontja éppen olyan koordinátára esik, ahol
a B diagramon is egy doboz oldala van.
A merge parsed classes függvényben végzem a diagramokról kiolvasott
osztályok összefésülését. A következő adatokat fésülöm össze: template pa-
raméterlista, szülőosztály lista, dependencia lista, STL dependencia lista, adattag/-
tagfüggvény lista, enumeráció lista.
Az öröklődési körök kiszűrését a check inheritance cycles rekurźıv
függvényben végzem. Egy start csúcsból (UMLData::Class* t́ıpusú) indul ki. Pa-
raméterül megkapja az előzőleg vizsgált osztály szülőinek listáját (ha az öröklődési
gráf helyes módon egy fa, akkor ez a fa aktuálisan vizsgált szintjét jelenti). A
cycle prefix string t́ıpusú paraméter pedig tárolja az eddig feltárt utat, mely-
ben az osztályneveket a ” -> ” szöveg választja el egymástól (ennek egyetlen oka,
hogy a könnyen olvasható hibaüzenetekhez ne kelljen utólag formatálni ezt a szöve-
get). Ha valamely rekurźıv h́ıvás során az eredeti start csúcsba újra eljutok, vagy
a cycle prefix már két azonos osztálynevet tartalmaz, akkor visszatérek a kört
reprezentáló string-gel. A rekurzió másik alapesete, hogy egyik szülőbe vezető ágon
sem találtunk kört, ekkor az üres string-gel történő visszatérés jelzi, hogy nem talált
az algoritmus kört.
Megjegyzés: Ha egy adott szinten a vizsgált osztálynak már nincs egyetlen
szülőosztálya sem, akkor egyből ez az ág fog lefutni.
A compute function overrides rekurźıv tagfüggvény működési elve hasonló.
A start osztály vizsgálandó függvényéből kiindulva végigmegyek az öröklődési hi-
erarchián (közvetlen szülők, majd nagyszülők, stb.), és megnézem, hogy valamely
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ősben lett-e már deklarálva virtuális metódus ugyanazzal a szignatúrával, mint az
adott függvény.
38. ábra. Parser osztálydiagramja
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3.2.6. Fejállomány generálás
Az osztályok fejállományait létrehozó osztály a ProjectGen::HeaderWriter.
A kód́ırással (SettingsCode) és a projekttel kapcsolatos (SettingsProject)
beálĺıtásokat konstruktorában kapja meg.
A runmetódusa egy UMLData::Class objektumot vár paraméterül és az ő felada-
ta lesz a fejállományt létrehozni. Kiszámı́tja a fájl útvonalát, létrehozza az állományt
a fájlrendszeren, majd kitölti azt az elvárt C++ kóddal. Az osztály által generált
fejállományok feléṕıtése a következő:
include guard nyitása
megjegyzésekből összeálĺıtott komment
include direkt́ıvák a standard könyvtár fejállományaihoz









Az include guard-ban használt szimbólum az osztály nevének nagybetűśıtett
változata a ” H” karakterlánccal kiegésźıtve. Például egy MyClass nevű osztály
esetén MYCLASS H lesz.
A megjegyzésekből összeálĺıtott komment az osztálydiagramról kiolvasott meg-
jegyzésdobozok tartalmainak üres sorokkal szeparált konkatenációja. Itt csak akkor
jeleńıtem meg, ha az enableHeaderNotes beálĺıtás be van kapcsolva.
39. ábra. Komment st́ılusok, balról jobbra: singleline, multiline, filled
A standard könyvtárhoz tartozó include direkt́ıvák a smartRecognitionSTL=1
beálĺıtás esetén felismert t́ıpusnevekből következnek.
A projekt többi fejállományához vezető include direkt́ıvák az osztálydiagramon
talált kapcsolatokból következnek.
Sablonparaméter listát csak azon osztályok esetében generálok, amikor a diag-
ramon sablonosztályként jelölte meg az osztályt a diagram késźıtője.
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Az adattag és tagfüggvény deklarációk sorrendje a memberPlacement beálĺıtástól
függ. Amennyiben a soron következő deklaráció megköveteli azt, a kódgenerátorral
új láthatósági módośıtót ı́rok ki a fájlba. Az explicitAccess=0 beálĺıtás esetén
a kódgenerátorral egészen addig nem ı́rok ki láthatósági módośıtót, amı́g nem
szükséges (class-nak az első valamennyi tagja privát, vagy struct-nak az első va-
lamennyi tagja publikus).
Sablonosztályok esetén a tagfüggvény deklarációkat üres törzsű defińıciókkal is
kiegésźıtem (ilyen osztályokhoz nem hozok létre forrásfájlt a SourceWriter-rel). Ha
a smartRecognitionOpProperty és az inlineGettersSetters beálĺıtások be van-
nak kapcsolva, akkor a getter-nek és setter-nek felismert tagfüggvények defińıciói -
akkor is, ha nem sablonosztály - a fejállományba fognak kerülni, az inline kulcs-
szóval kiegészülve.
Az include guard bezárása után a kódgenerátorral egy egysoros kommentbe ı́rom
a hozzá tartozó preprocesszor szimbólumot. Ez a ford́ıtáshoz nem szükséges, de a
kódot átláthatóbbá teszi.
40. ábra. HeaderWriter osztálydiagramja
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3.2.7. Forrásfájl generálás
Az osztályokhoz tartozó forrásfájlokat létrehozó osztály a
ProjectGen::SourceWriter. A kód́ırással (SettingsCode) és a projekttel
kapcsolatos (SettingsProject) beálĺıtásokat konstruktorában kapja meg.
A runmetódusa egy UMLData::Class objektumot vár paraméterül és az ő felada-
ta lesz a forrásfájlt létrehozni. Kiszámı́tja a fájl útvonalát, létrehozza az állományt
a fájlrendszeren, majd kitölti azt az elvárt C++ kóddal. Az osztály által generált
forrásfájlok feléṕıtése a következő:
megjegyzésekből összeálĺıtott komment
include direkt́ıva az osztályhoz tartozó fejállományhoz
névtér blokkok megnyitása*
osztálymetódusok üres törzsű defińıciói
névtér blokkok bezárása*
* Ha a namespaceUsageSource using-ra vagy explicit-re van álĺıtva, akkor
nem lesznek blokkok létrehozva.
41. ábra. Névtér st́ılusok: block-nested, inline-nested, using, explicit
Megjegyzés: Az inline-nested szintaxis egy C++17 óta bevezetett feature.
Osztály sablonokhoz nem generálok forrásfájlt, hiszen a C++-os template-ek
szemantikája miatt ilyen osztályokból nem generálható tárgykód.
A megjegyzésekből összeálĺıtott komment az osztálydiagramról kiolvasott meg-
jegyzésdobozok tartalmainak üres sorokkal szeparált konkatenációja. Itt csak akkor
jeleńıtem meg, ha az enableSourceNotes beálĺıtás be van kapcsolva.
42. ábra. SourceWriter osztálydiagramja
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3.2.8. Makefile generálás
A build szkriptet létrehozó osztály a ProjectGen::MakefileWriter. A Makefile
meǵırásával (SettingsMakefile) és a projekttel kapcsolatos (SettingsProject)
beálĺıtásokat konstruktorában kapja meg. Emellett megkapja az osztályok listáját,
melyet egy adattagban tárolok el.
A run metódusát megh́ıvva hozom létre a Makefile-t, mely a projektünk
gyökérkönyvtárába fog kerülni.





















43. ábra. MakefileWriter osztálydiagramja
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3.2.9. Dokumentáció generálás
A projekt dokumentációs állományát létrehozó osztály a
ProjectGen::DocumentationWriter.
A dokumentáció meǵırásával (SettingsDocumentation) és a projekttel kapcso-
latos (SettingsProject) beálĺıtásokat konstruktorában kapja meg. Emellett meg-
kapja az osztályok listáját, melyet egy adattagban tárolok el.
A run metódusát megh́ıvva hozom létre a dokumentációs html-t, mely a generált
projekt dokumentációs könyvtárába fog kerülni.










fejezetek a sablonfájl alapján
Speciális tokenek:
• A sablonfájlba ı́rt %Package-list% token helyére a projekt névtereihez ge-
nerált fejezetlistát fogja behelyetteśıteni a program.
• A sablonfájlba ı́rt %Class-list% token helyére a projekt osztályaihoz generált
fejezetlistát fogja behelyetteśıteni a program.
A névterekhez tartozó fejezetek három alfejezetből állnak: Summary, Classes és
Detailed Description. A Summary és a Detailed Description tartalmát üresen
hagyom. Classes fejezet alá egy felsorolást generálok a szoftverrel, melyben az összes
adott névtérhez tartozó osztály neve szerepelni fog (ezek egyben linkek is az osztály
fejezetére).
Az osztályokhoz a következő alfejezeteket hozza létre a program: Summary,
Dependencies, Template arguments, Member Functions, Member Variables,
Detailed Description. A Summary és a Detailed Description fejezetek tar-
talmát üresen hagyom. A Dependencies-be felsorolom az osztály összes függőségét
(és linkeket adok a projekt megfelelő osztályaira). A Template arguments feje-
zetet csak sablonosztályokhoz ı́rok. Ebben felsorolom az összes sablonparamétert
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egy-egy rövid magyarázatnak kihagyott hellyel. A Member Functions és a Member
Variables fejezetek alatt pedig egy-egy táblázat lesz az osztálytagokról.
Az összes fejezetet egy-egy <div> tag reprezentál. Ezek mind rendelkeznek
egy egyedi azonośıtóval (html-es id attribútum), melyekre a belső linkek mi-
att van szükség. Az azonośıtók egyediségét az garantálja, hogy a fejezetneve-
ket tartalmazzák, és a fejezetek számozásával vannak prefixálva (akkor is, ha a
numberedTopics beálĺıtás ki van kapcsolva).
Az csomagokhoz és osztályokhoz generált fejezetek <div> tagjának a class
attribútumát rendre a ”package” és ”class” értékekkel töltöm ki. Ezek az att-
ribútumok, és az imént emĺıtett fejezetazonośıtók, hasznosnak bizonyulhatnak
st́ıluslapok ı́rásához.
44. ábra. DocumentationWriter osztálydiagramja
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3.2.10. Megosztott eszközök
A SharedUtils névtér alá olyan segédfüggvények és segédt́ıpusok tartoznak,
melyeket számos másik modul elérhet és használhat.
Függvények
A következő függvények általános algoritmusokat valóśıtanak meg:
• check dir exists : Egy std::string-ként kapott útvonalról megállaṕıtja,
hogy található-e ott létező könyvtár.
• str tolower : A paraméterül kapott std::string-et kisbetűśıti.
• str toupper : A paraméterül kapott std::string-et nagybetűśıti.
• create dir : Létrehoz egy adott nevű könyvtárat egy megkapott útvonalon.
Ha az már létezik, akkor egy ErrorDirectoryCreationFailed kivételt dob.
• create file : Létrehoz egy adott nevű fájlt a megkapott útvonalon.
Figyelem: Ha a fájl már létezett, akkor felül lesz ı́rva!
• create nested dirs : Egy ”/” karaktereket tartalmazó útvonalat kap pa-
raméterül, ami alapján létrehozza a teljes könyvtárhierarchiát (a már létező
könyvtárakat nem próbálja meg legenerálni).
• print separator line : Egy v́ızszintes elválasztóvonalat rajzol ki a standard
kimenetre.
• replace pattern : Egy std::string-ben a forrásmintára illeszkedő összes
előfordulást lecseréli a célmintára (a minták reguláris kifejezések).
• tokenize string : A kapott std::string-et szétbontja a megadott delimi-
ter string szerint és az ı́gy kapott tokeneket egy std::vector<std::string>
objektumba helyezi el.
• trim spaces : A kapott std::string elejéről és végéről eltávoĺıtja az összes
szóköz karaktert.
T́ıpusok
• Indication : Absztrakt szülőosztálya a Warning és az Error osztályoknak.
Egy üzenetet és egy azonośıtót tárol.
• Warning : A figyelmeztetéseket reprezentáló osztály.
• Error : A hibákat reprezentáló osztály.
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45. ábra. Indication , Error és Warning osztálydiagramja
• Logger : A naplózás feladatát ez az osztály látja el. A print to console
metódus a konzolra, a print to file pedig naplófájlba ı́rja az átadott üze-
netet. A print to console - ha a consoleColoredOutput beálĺıtás be van
kapcsolva - sźınezetten ı́rja ki üzeneteit (ASCII color escape karaktereket
használva). Azt is figyelem, hogy a standard kimenet - illetve a standard hi-
ba stream - valóban egy terminálablak-e (például nem egy másik fájlba lett-e
átiránýıtva a kimenet). Ezt a <unistd.h> fejállomány isatty függvényét fel-
használva a következő feltétellel ellenőrzöm:
if (isatty(fileno(stdout)) || isatty(fileno(stderr)))
Ha a feltétel nem teljesül, akkor nem ı́ratok ki color escape karaktereket, hiszen
egy fájlba (akár másik program standard bemenete is lehet) átiránýıtás esetén nincs
haszna a sźınezésnek (kifejezetten zavarók is lehetnek az escape karakterek).
A print message, print debug, print warning és print error metódusokkal
rendre az alkalmazás üzeneteit, debug érteśıtéseit, figyelmeztetéseit és hibaüzenete-
it tudom kíırni. A kíıratás helye (konzol és/vagy naplófájl) és annak formátuma
(sźınezés, kategória ćımkék, időbélyegek használata) a felhasznált konfiguráció
LOGGING szekciójának beálĺıtásaitól függ.
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A kódminőséget (C++11 szabvány és általános konvenciók betartása), a
memóriahasználatot és a futási időt a következő eszközökkel teszteltem:
• Ford́ıtási kapcsolók: A -std=c++11, -pedantic, -W, -Wall, -Wextra,
-Wconversion, -Wfloat-equal és -Wshadow beálĺıtásokkal egyetlen figyelmez-
tetést sem jelez a 8.3.0-ás verziója a g++-nak.
• A clang alapú statikus kódelemző nem jelez egyetlen hibát vagy figyelmez-
tetést sem.
• A cppcheck - eltekintve néhány stilisztikai figyelmeztetéstől (például STL-es
algoritmus használatának javaslata ”nyers ciklus” helyett) - nem jelez egyetlen
hibát vagy figyelmeztetést sem.
• A valgrind elemző a vele futtatott memóriatesztek közül mindet
szivárgásmentesnek jelzett.
• A futási idő mérésére a programba beéṕıtett -
std::chrono::high resolution clock-ot felhasználó - órát használtam,
mely az összes tesztdiagramhoz 1 másodperc alatti eredményt ı́rt ki.
Helyesség
A program helyességét manuális teszteléssel vizsgáltam. Teszt konfigurációs
állományokat és tesztdiagramokat hoztam létre a szoftver különböző funkcióinak
tesztelésére. Ezeket a tesztfájlokat a lemezen a Program/tests könyvtárban lehet
elérni. A teszteseteket négy kategóriába csoportośıtottam:
• Parancssori argumentum tesztek: Ezek a tesztek a parancssori argumen-
tumoknak hiányával, meglétével, formázásával kapcsolatos teszteket tartal-
maznak.
• Konfigurációs tesztek: Ezek a tesztek a konfigurációs állományokkal és azok
helyes betöltésével kapcsolatos pozit́ıv és negat́ıv teszteket tartalmaznak.
• Pozit́ıv diagram tesztek: Helyes diagramokkal tesztelnek, melyeknél az
elvárás a futtatás után kapott megfelelően legenerált projekt megléte.
• Negat́ıv diagram tesztek: Különböző helytelen diagramokkal tesztelnek,
melyeknél azt vizsgálom, hogy a program megfelelően kezeli-e le őket, jelezve
a figyelmeztetéseket és/vagy hibákat.
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A tesztelést Linux (4.19.36-1-MANJARO x86 64) és Windows (Windows 10
Home 64-bit, verzió: 1803, build: 17134.706) platformokon is elvégeztem. A
következő táblázatok Eredmény oszlopában az átment szó a teszt sikerességét
(mindkét platformon az elvárt eredményt adta), a megbukott pedig a sikerte-
lenségét jelenti.
3.3.1. Parancssori argumentum tesztek
Sorszám Léırás Eredmény
1. Argumentum nélküli futtatás
Parancs: bin/a.out
Elvárás: Konfigurációs fájl hiányának jelzése, default konfig
értékek használata, majd diagramfájl nélküli futtatás miatti
hiba kíırása megfelelő üzenettel és hibakóddal (1).
átment
2. Egy diagramfájl használata
Parancs: bin/a.out tests/arg tests/single.uxf
Elvárás: Konfigurációs fájl hiányának jelzése, default konfig
értékek használata, majd a paraméterül kapott diagrammal
tett sikeres futtatás.
átment
3. Egy konfig fájl használata
Parancs: bin/a.out --config=tests/arg tests/conf.ini
Elvárás: Konfigurációs fájl beolvasása, megadott beálĺıtások
mentése, majd a diagramfájl nélküli futtatás miatti hiba kíırása
megfelelő üzenettel és hibakóddal (1).
átment
4. Konfig fájl és diagramfájl együttes használata
Parancs: bin/a.out --config=tests/arg tests/conf.ini
tests/arg tests/single.uxf
Elvárás: Konfigurációs fájl beolvasása, megadott beálĺıtások
mentése, majd a paraméterül kapott diagrammal tett sikeres
futtatás.
átment
5. Több konfig fájl és több diagramfájl használata
Parancs: bin/a.out --config=tests/arg tests/conf.ini
tests/arg tests/single.uxf tests/arg tests/double.uxf
--config=tests/arg tests/conf2.ini
Elvárás: A konfigurációs fájlok közül az argumentumlistában
később szereplőnek használata, a másik ignorálása, majd a
paraméterül kapott kettő diagrammal tett sikeres futtatás.
átment




Elvárás: Konfigurációs fájl beolvasása, a parszolást kikapcsoló





7. A PARSING/enabled beálĺıtást kikapcsoló konfig fájl
használata diagramfájllal
Parancs: bin/a.out tests/arg tests/single.uxf
--config=tests/arg tests/disable.ini
Elvárás: Konfigurációs fájl beolvasása, a parszolást kikap-
csoló beálĺıtás mentése, majd hibajelzés nélküli futás, mely
során a megadott diagramfájl ignorálva van, és az üres projekt
szkeleton legenerálása.
átment
8. Futtatás a ”--config=” argumentummal
Parancs: bin/a.out --config=
Elvárás:Mivel az egyenlőségjelet egyetlen karakter sem követ,
az argumentum diagramfájl névként van kezelve, és hibát jelez
a program a nemlétező diagramfájl miatt.
átment
11. táblázat: Parancssori argumentum tesztek
Megjegyzés: A fenti táblázatban a parancsokhoz a Linux rendszeren vett fut-
tatásokat ı́rtam.
3.3.2. Konfigurációs tesztek
A következő táblázat tartalmazza az összes konfigurációs tesztet. A Tesztfájl osz-
lopban feltüntetett fájlok a Program/tests/config tests könyvtárban találhatók.
Sorszám Tesztfájl Léırás Eredmény
1. correct.ini Hibamentes konfigurációs fájl
Elvárás: A program beolvassa az összes
beálĺıtást, menti őket memóriába és helye-
sen használja is őket.
átment
2. empty.ini Üres konfigurációs fájl (csak kommen-
tet tartalmaz)
Elvárás: A program nem olvas ki egyet-
len beálĺıtást sem a fájlból, minden érték az
alapértelmezetten marad és hiba vagy figyel-
meztetés nélkül lefut.
átment
3. - Nemlétező konfigurációs fájl
Elvárás: A program jelzi, hogy nem si-
került megnyitni a konfig fájlt, és minden
beálĺıtás az alapértelmezett értéken marad.
átment
4. wrongformat.ini Hibás INI formátumú sor
Elvárás: A hibás formátumú sorról figyel-
meztetést ı́r ki a program, a többi beálĺıtást
betölti és lefut hiba nélkül.
átment
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Sorszám Tesztfájl Léırás Eredmény
5. wronggroup.ini Ismeretlen INI szekció használata
Elvárás: Az ismeretlen szekciót tartalmazó
sorról figyelmeztetés kíırása, majd a sor ig-
norálása, az alatta található beálĺıtásokkal
kapcsolatos figyelmeztetések kiváltása.
átment
6. wrongsetting.ini Hibás INI beálĺıtások használata
Elvárás: A nemlétező beálĺıtás, a rossz
szekcióhoz ı́rt beálĺıtás és a helytelen
értéket kapó beálĺıtások mind figyelmez-
tetést váltanak ki, és soraik ignorálva lesz-
nek, a többi beálĺıtást sikeresen kiolvassa és
hiba nélkül lefut a program.
átment
12. táblázat: Konfigurációs tesztek
Megjegyzés: A konfigurációs tesztek futtatásához létező és helyes diagramfájlokat
használtam fel.
Megjegyzés: Ezen tesztek ellenőrzését erősen seǵıti az alkalmazás naplózása.
47. ábra. wrongsetting.ini tesztfájl tartalma
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3.3.3. Pozit́ıv diagram tesztek
A következő táblázat tartalmazza az összes pozit́ıv diagram tesztet. A Tesztfájl
oszlopban feltüntetett fájlok a Program/tests/positive tests könyvtárban
találhatók.
A teszteket konfigurációs fájl nélkül, az alapértelmezett beálĺıtásokkal futtatam.
Sorszám Tesztfájl(ok) Léırás Eredmény
1. math.uxf Matematikai osztályok
Elvárás: A diagram elemzése sikeresen le-
fut, a projekt generátor előálĺıtja a megfe-
lelő könyvtárszerkezetet, a legenerált fájlok
helyesen tükrözik a diagramon szereplő UML
entitásokat.
átment
2. student.uxf Tanuló osztály
Elvárás: A diagram elemzése sikeresen le-
fut, a projekt generátor előálĺıtja a megfe-
lelő könyvtárszerkezetet, a legenerált fájlok
helyesen tükrözik a diagramon szereplő UML








Elvárás: A diagram elemzése sikeresen le-
fut, a projekt generátor előálĺıtja a megfe-
lelő könyvtárszerkezetet, a legenerált fájlok
helyesen tükrözik a diagramon szereplő UML
entitásokat. Sikeresen megtörténik a négy di-
agram összefésülése.
átment
13. táblázat: Pozit́ıv diagram tesztek
Megjegyzés: A 3. teszt egyben példaként is szolgál arra, hogy a követ-
kezőképpen is elkésźıthetjük osztályterveinket: létrehozunk egy diagramot, melyen
az osztálydobozokban csak az osztálynevek szerepelnek és ezen az ábrán kötjük össze
őket a megfelelő UML relációkkal, majd az egyes osztályokat külön-külön diagramo-
kon részletezzük. Ezzel a technikával egy igencsak komplex terv is áttekinthetővé
tehető.
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3.3.4. Negat́ıv diagram tesztek
A következő táblázat tartalmazza az összes negat́ıv diagram tesztet. A Tesztfájl
oszlopban feltüntetett fájlok a Program/tests/negative tests könyvtárban
találhatók.
A teszteket konfigurációs fájl nélkül, az alapértelmezett beálĺıtásokkal futtatam.
Sorszám Tesztfájl Léırás Eredmény
1. invalidxml.uxf Nem valid XML struktúra
Elvárás: A program jelzi, hogy az
XML parszoló motor hibát észlelt (a
kapott tinyxml2-es hibakód kíırásával)
és terminál a megfelelő hibakóddal
(10).
átment
2. inheritcycle1.uxf 1 hosszú öröklődési kör észlelése
(reflex́ıv reláció)
Elvárás: A program észleli és jelzi a
reflex́ıv öröklődési relációt, majd ter-
minál a megfelelő hibakóddal (15).
átment
3. inheritcycle4.uxf 4 hosszú öröklődési kör észlelése
Elvárás: A program észleli és jelzi a
több hosszú öröklődési kört, majd ter-
minál a megfelelő hibakóddal (15).
átment
4. wrongrelations.uxf Helytelen relációk
Elvárás: A program észreveszi azo-
kat a relációkat, melyek nyilai sem-
mire vagy csak egy dobozra mutat-
nak, és ezekről figyelmeztetést ı́r ki. A
többi relációt helyesen parszolja és hiba
nélkül létrehozza a projektet.
átment
5. wrongconnections.uxf Helytelen kapcsolatok
Elvárás: A program észleli a helytelen
UML kapcsolatokat, melyekről figyel-
meztetéseket ı́r, majd ignorálja őket. A
többi kapcsolatot helyesen értelmezi és
hiba nélkül legenerálja a projektet.
átment
14. táblázat: Negat́ıv diagram tesztek
Megjegyzés: A tesztesetek nem fedik le az összes lehetséges hibát és figyelmez-
tetést, csak azokat, melyek kevésbé triviálisak és melyek mögött komplexebb algo-
ritmusok futnak.
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48. ábra. Négy hosszú öröklődési kör az inheritcycle4.uxf diagramfájlon
3.4. Továbbfejlesztési lehetőségek
Szemantikus ellenőrzések kibőv́ıtése
A diagramelemző által végzett szemantikus validációt számos ellenőrzés
hozzáadásával tovább lehetne okośıtani. Néhány ötlet, melyekkel a szoftveremet ki
lehetne egésźıteni:
• Figyelmeztetés: Egy felsorolási t́ıpus két elemének ugyanaz az érték van adva
(ford́ıtási hibát nem okoz, de általában rossz tervezés következménye).
• Hiba: Egy tagfüggvény paraméterlistájában névütközés van a paraméterek
között (sérti a One Definition Rule-t).
• Hiba: Konstruktor vagy destruktor konstans tagfüggvénynek lett megjelölve
({query} használata a diagramon), ami nem valid a szabvány szerint.
• Hiba: Konstruktor vagy destruktor getter-nek vagy setter-nek lett megjelölve
(<<get>> vagy <<set>> sztereot́ıpia használata a diagramon).
• Hiba: Setter metódus konstans tagfüggvénynek lett megjelölve.
Szinte csak a képzelet szab határt annak, hogy mennyi ellenőrzéssel láthatnánk el
az elemzőt. Egy szép megoldás lenne, ha ezt a feladatot levennénk a parszer válláról
és kiszerveznénk egy különálló UMLetParse::CodeValidator osztályba, melynek
lennének különálló (validate class, validate function, stb.) metódusai. Így, a
parszer megváltoztatása nélkül, szabadon bőv́ıthetnénk a szemantikus elemzések
tárházát.
Generált programozási nyelv általánośıtása
A C++ mellett számos más nyelv támogatja az objektum-orientált programozási
modellt, például: Java, C#, Objective-C, Python, stb.
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A szoftveremmel lehetne más programzási nyelvű projekteket is generálni. Ennek a
technikai megvalóśıtása a következőképpen történhetne:
Egy CodeGenerator nevű absztrakt szülőosztályt lehetne létrehozni, melyből
öröklődhetnének az egyes nyelvek generálását megvalóśıtó osztályok, például:
CppGenerator, JavaGenerator, PythonGenerator.
A konfigurációban meg lehetne adni a használandó nyelvet például egy PROJECT
szekcióhoz tartozó programmingLanguage beálĺıtással. A kódolási beálĺıtásokat
érdemes lenne külön szekciókra szétbontani, hiszen rengeteg beálĺıtás nyelv spe-
cifikus (Python-ban nincs értelme fejállományokról vagy kommentezési st́ılusról
beszélni). Ilyen szekciókat lehetne használni: [PYTHON], [JAVA], [OBJECTIVEC], stb.
UMLet diagram generálása kódból
A generálás irányának megford́ıtásával el lehetne érni, hogy kódból hozzunk létre
diagramot. Ehhez létre kellene hozni egy CodeParser osztályt, mely a bemenetként
adott C++ nyelven ı́rt fejállományokat elemezné (itt is történhet akár tartalmi va-
lidáció) és mentené az adatokat memóriába. A DiagramWriter osztály pedig az
UMLet által értelmezhető XML fájlt álĺıtaná össze a parszolt kód alapján. Minden
osztálynak létrehozna egy dobozt a megfelelőre formatált tartalommal, a relációkhoz
pedig megfelelő t́ıpusú nyilakat.
A legenerált osztálydobozok és nyilak koordinátáit úgy kellene beálĺıtani, hogy
azok megfelelően illeszkedjenek egymásra. A kevésbé triviális probléma azonban az,
hogy hogyan lehetne olyan diagramot létrehozni, mely kellőképpen átlátható. Az
átláthatóság alatt a következőkre gondolok:
• Az osztálydobozok ne takarják egymást, ne legyenek se túl közel, se túl messzi-
re egymástól.
• Amennyiben a diagramot reprezentáló gráf (osztálydobozok a csúcsok, relációk
pedig a nyilak) śıkbarajzolható, a nyilak lehetőleg ne keresztezzék egymást.
• Ha a gráf nem śıkbarajzolható, akkor is törekedjünk a lehető legkevésbé zavaros
elrendezésre (kevés keresztezés).
Persze azt is már sikernek tekinthetnénk, hogy ha a diagram legenerálását
követően a felhasználónak mindössze annyi manuális beavatkozásra lenne szüksége,
hogy az UMLet-ben átrendezi a dobozok poźıcióját, hogy jobban nézzen ki a diag-
ram.
A diagram minél átláthatóbb elrendezésének feladatához érdemes lehet a nýılt
forráskódú Graphviz [15] eszközben használt algoritmusokat áttekinteni. Ennek a
gráfkésźıtő szoftvernek egyik legfontosabb - és egyben legbonyolultabb - feladata,
hogy jól áttekinthető ábrákat generáljon.
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4. Összefoglalás
A dolgozat célja egy olyan szoftver elkésźıtése volt, mellyel az UMLet nevű
eszközben elkésźıtett UML osztálydiagramokból C++ nyelven ı́rt projekt vázakat
generálhatunk, ezzel elvékonýıtva a határt a szoftvertervezés és az implementálás
között. Úgy gondolom, a kitűzött feladat specifikációinak megfelelő szoftvert sikerült
elkésźıtenem.
A nagyprogram meǵırása során elsősorban a Szoftver technológia és a Progra-
mozási nyelvek I. C++ tantárgyakon elsaját́ıtott tudást használtam fel. A program
tervezése és implementációja során jobban megismerkedtem az UML modellezési
nyelvvel és a C++ programozási nyelvvel, annak különböző szabványaival.
Az eredmény egy olyan cross-platform (Linux és Windows rendszerekre készült)
alkalmazás lett, mely - az UMLet programmal kiegésźıtve - a C++-os szoftverfej-
lesztésnek egy hasznos eszközeként szolgálhat. Akár az egyetem hallgatói is fel tudják
használni C++-os beadandóik meǵırásához, miközben az UML modellezési nyelvvel
is jobban megismerkedhetnek.
A programban számos továbbfejlesztési lehetőség rejlik, melyek közül néhányat
az előző fejezetben tárgyalok.
Köszönettel tartozom témavezetőmnek, Paraki Norbertnek, aki kitartó
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