Evaluation of tools for automated performance testing of web applications by JURJEVČIČ, JURE
  
Univerza v Ljubljani 
Fakulteta za elektrotehniko 
Jure Jurjevčič 
Ovrednotenje orodij za avtomatsko 
testiranje zmogljivosti spletnih aplikacij 
Magistrsko delo 








Izjavljam, da se sem magistrsko delo izdelal samostojno pod mentorstvom 
prof. dr. Andrejem Kosom. Izjavljam tudi, da so elektronska oblika magistrskega 
dela, naslov (slov., angl.), povzetek (slov., angl.) ter ključne besede (slov., angl.) 









Za pomoč pri izdelavi magistrskega dela se zahvaljujem mentorju prof. dr. 
Andreju Kosu in podjetju Iskratel d.o.o., ki mi je omogočilo in nudilo praktično 
izvajanje magistrskega dela. Posebna zahvala gre sodelavcem, ki so mi s svojim 
znanjem, izkušnjami in dobrimi nasveti pomagali pri izvedbi magistrske naloge. Za 
vso podporo v času študija se zahvaljujem tudi vsem domačim. Hvala tudi punci Nini 




1  Uvod 15 
2  Spletne aplikacije 17 
2.1  Splošne značilnosti spletnih aplikacij .............................................................. 17 
2.2  Arhitektura spletnih aplikacij .......................................................................... 18 
2.3  Komunikacija med odjemalcem in streţnikom ............................................... 20 
2.4  Delitev spletnih aplikacij ................................................................................. 24 
2.5  Asinhrone spletne komunikacijske tehnike ..................................................... 25 
2.5.1  Tehnika AJAX ...................................................................................... 25 
2.5.2  Tehnika Polling ..................................................................................... 26 
2.5.3  Tehnika Comet ...................................................................................... 28 
2.5.4  Tehnika WebSocket .............................................................................. 30 
2.5.5  Spletni vtičniki in HTML5 ................................................................... 32 
3  Testiranje spletnih aplikacij 33 
3.1  Zmogljivostno testiranje spletnih aplikacij ..................................................... 34 
3.1.1  Test zmogljivosti ................................................................................... 35 
3.1.2  Obremenitveni test ................................................................................ 35 
3.1.3  Stresni test ............................................................................................. 35 
3.1.4  Test kapacitete ...................................................................................... 36 
3.2  Faze zmogljivostnega testiranja ...................................................................... 36 
3.2.1  Identifikacija testnega okolja ................................................................ 37 
3.2.2  Identifikacija zmogljivostnih karakteristik ........................................... 37 
3.2.3  Načrtovanje in oblikovanje zmogljivostnih testov ............................... 38 
3.2.4  Konfiguracija testnega okolja ............................................................... 39 
3.2.5  Implementacija načrtovanih testov ....................................................... 39 
8 Vsebina 
 
3.2.6  Izvajanje zmogljivostnih testov ............................................................ 40 
3.2.7  Analiza rezultatov, poročilo in ponovno testiranje ............................... 41 
4  Ovrednotenje orodij za testiranje 43 
4.1  Namen in cilji ovrednotenja ............................................................................ 43 
4.2  Zahteve in omejitve ......................................................................................... 44 
4.3  Pregled uporabljenih orodij za testiranje spletnih aplikacij v postopku 
ovrednotenja ................................................................................................... 50 
4.3.1  NeoLoad ................................................................................................ 51 
4.3.2  WebLOAD ............................................................................................ 52 
4.3.3  WAPT ................................................................................................... 53 
4.3.4  Selenium ............................................................................................... 54 
4.3.5  JMeter ................................................................................................... 55 
4.4  Zbiranje podatkov ............................................................................................ 56 
4.5  Primerjava podatkov ........................................................................................ 57 
4.6  Pregled aplikacij uporabljenih v testu ............................................................. 61 
4.6.1  Voice Data Retention ............................................................................ 61 
4.6.2  SP-Web Portal ....................................................................................... 64 
4.6.3  RINS ..................................................................................................... 68 
4.6.4  GSM-R .................................................................................................. 70 
4.7  Osnovno testiranje ........................................................................................... 72 
4.7.1  Testni scenarij aplikacije Voice Data Retention ................................... 73 
4.7.2  Testni scenarij aplikacije SP-Web portal .............................................. 73 
4.7.3  Testni scenarij aplikacije RINS ............................................................ 74 
4.7.4  Testni scenarij aplikacije GSM-R ......................................................... 74 
4.8  Analiza testov in izločevanje neprimernih orodij ............................................ 74 
5  Priprava in izvedba zmogljivostnega testiranja 79 
5.1  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad na 
primeru spletne aplikacije Voice Data Retention .......................................... 79 
5.2  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad na 
primeru spletne aplikacije SP-Web Portal ..................................................... 85 
5.3  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad na 
primeru spletne aplikacije RINS .................................................................... 87 
Vsebina 9 
 
5.4  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad na 
primeru spletne aplikacije GSM-R ................................................................ 88 
6  Analiza izvedenih testov 91 
6.1  Rezultati izvajanja testov z orodjem NeoLoad na primeru spletne 
aplikacije Voice Data Retention .................................................................... 91 
6.2  Rezultati izvajanja testov z orodjem NeoLoad na primeru spletne 
aplikacije SP-Web Portal ............................................................................... 94 
6.3  Rezultati izvajanja testov z orodjem NeoLoad na primeru spletne 
aplikacije RINS .............................................................................................. 95 
6.4  Rezultati izvajanja testov z orodjem NeoLoad na primeru spletne 
aplikacije GSM-R .......................................................................................... 97 




Seznam uporabljenih simbolov oz. kratic 
Kratica Angl. Slov. 
AJAX 
Asynchronous JavaScript And 
XML 
Asinhrona JavaScript in XML 
AMF Action Message Format 
Format za binarni prenos 
sporočil 
CPU Central Proccesing Unit Centralna procesna enota 
CPUG CallPick Up Group 
Storitvena skupina za 
dvigovanje klicev  
CSS Cascading Style Sheets Kaskadni slog 
DNS Domain Name System Domenski imenski sistem 
HTML HyperText Markup Language 
Jezik za označevanje hiper 
besedila 
HTTP HyperText Transfer Protocol 
Protokol za prenos hiper 
besedila 
HTTPS HyperText Transfer Protocol 
Protokol za prenos hiper 
besedila 
IETF Internet Engineering Task Force 
Delovna skupina za internetno 
inţenirstvo 
IP Internet Protocol Internetni protokol 
JSON Java Script Object Notation Notacija Java Script objektov 
REST Representational State Transfer 
Arhitekturni stil za prenos 
podatkov 
RINS 
Railways Information and 
Notification System 
Obveščevaln isistem za 
ţeleznice 
RFC Request For Comment Zahteva za pripombe 
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SMS Short Message Service Kratko tekstovno sporočilo 
SMTP Simple Object Access Protocol 
Protokol za prenos elektronske 
pošte 
SOAP Simple Object Access Protocol 
Enostavni protokol za dostop do 
objektov 
SSH Secure Shell 
Varna povezava na oddaljen 
računalnik 
SSL Secure Socket Layer Sloj varne seje 
TCP Transmission Control Protocol Protokol za krmiljenje prenosa 
TLS Transport Layer Security Varnost transportnega sloja 
XML eXtensible Markup Language Razširljivi označevalni jezik 





Magistrsko delo je nastalo v sodelovanju s podjetjem Iskratel d.o.o., ki se med 
drugim ukvarja tudi z razvojem naprednih spletnih aplikacij. Spletne aplikacije lahko 
uporabljajo različne sinhrone in asinhrone komunikacijske tehnike. Tekom razvijanja 
različnih spletnih aplikacij se je v podjetju pojavila potreba po orodju, s katerim bi 
bilo moţno kakovostno izvajati avtomatsko zmogljivostno testiranje različnih 
spletnih aplikacij. Tako je bila moja primarna naloga izbira oz. ovrednotenje orodij 
za zmogljivostno testiranje spletnih aplikacij. 
V prvem delu magistrske naloge sem predstavil zgradbo, lastnosti in 
komunikacijske tehnike spletnih aplikacij. Temu sledi natančen opis zmogljivostnega 
testiranja in kako se ga je potrebno pravilno lotiti. V nadaljevanju sem predstavil 
postopek in metode ovrednotenja orodij za avtomatsko zmogljivostno testiranje. 
Poleg tega je bilo potrebno predstaviti kandidate orodij in v podjetju razvijajoče se 
spletne aplikacije, ki so bile vključene v ovrednotenje in zmogljivostno testiranje. 
Rezultate ovrednotenja posameznega orodja sem primerjal in izbral orodje, ki je na 
primeru različnih obravnavanih spletnih aplikacijah, doseglo najboljše rezultate. S 
tem orodjem sem potem izvajal še bolj natančne zmogljivostne teste na primeru vseh 
obravnavanih spletnih aplikacijah in prišel do zelo uporabnih podatkov, ki so glavni 
pokazatelji kakovosti in uspešnosti spletnih aplikacij. 
 
Ključne besede: zmogljivostno testiranje, avtomatsko testiranje, spletna 





Master's thesis was created in collaboration with the company Iskratel d.o.o. 
whose activity is also development of advanced web applications. Web applications 
can use a variety of synchronous and asynchronous communication techniques. 
During development of various web applications a need for tool, which would be 
capable to implement high-quality automatic performance testing, appeared in our 
company. My primary task was selection and evaluation tools for performance 
testing of web applications. 
In the first part of the master's thesis I presented the structure, properties and 
communications technology of web applications. Then follows detail descriptions of 
performance testing and how it should be properly handle. Furthermore, I presented 
the procedures and methods of evaluation tools for automatic performance testing. In 
the second part it was necessary to present tools and web applications that were 
included in the evaluation and performance testing. Then I compared results of the 
evaluation of each tool andchose the most appropriate tool. With the winning tool, I 
carry out more detailed performance tests. Based on results, I obtain very useful 
information and main indicators of the quality performance of web applications. 
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1  Uvod 
 
 V zadnjih desetletjih se je internet oz. splet in njegova uporaba tako razširila, 
da si vsakdana brez njega praktično ne moremo več predstavljati. Razlog za takšno 
razširjenost tiči v tem, da splet vsebuje iz dneva v dan več spletnih aplikacij, ki 
omogočajo enostavno dostopnost, zabavo in poslovne priloţnosti. Spletne aplikacije 
so se uveljavile kot ena ključnih tehnologij elektronskega poslovanja. Omogočajo 
povezljivost med informacijskimi sistemi in dostop od kjerkoli iz najrazličnejših 
naprav ne glede na operacijski sistem, programski jezik ali platformo. Zato so spletne 
aplikacije začele izpodrivati namizne aplikacije. Z naraščanjem števila spletnih 
aplikacij in njihovo kompleksnostjo, narašča tudi število zahtev podatkov, ki jih te 
aplikacije potrebujejo za svoje delovanje. Kljub vedno večji količini podatkov, ki jih 
morajo spletne aplikacije prikazati, morajo aplikacije še vedno ohranjati odzivnost. 
Posodabljanje podatkov na zaslonu mora biti takšno, da ni moteče za uporabnika in 
ne opazi občutne razlike med uporabo spletne in namizne aplikacije. Veliko vlogo pri 
zagotavljanju kakovostnega delovanja spletnih aplikacij igra zmogljivostno 
testiranje, ki je z naraščanjem kompleksnosti spletnih aplikacij posledično vedno bolj 
zahtevno in obseţno.Za tovrstno testiranje potrebujemo ustrezno orodje, ki zmore 
avtomatsko in realno preveriti pravilno delovanje spletnih aplikacij.  
 Namen magistrske naloge je ovrednotenje (angl. Evalvation) oz. izbira 
ustreznega orodja, ki zmore kar se da kakovostno preveriti zmogljivostne parametre 
spletnih aplikacij. V magistrskem delu sem raziskal področje delovanja in arhitekture 
spletnih aplikacij, ki je osnova za raziskovanje in izvajanje zmogljivostnega 
testiranja spletnih aplikacij. Za to področje sem se odločil, ker so v podjetju Iskratel 
d.o.o, v katerem tudi delam, imeli teţave pri izvajanju zmogljivostnega testiranja na 
različnih spletnih aplikacijah in se je kazala potreba po novem orodju. Po osvojenem 
znanju o delovanju spletnih aplikacij in poteku zmogljivostnega testiranja je bilo 
potrebno najti ustrezen nabor orodij za testiranje spletnih aplikacij in jih preizkusiti 
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tako, da smo teste izvajali nad različnimi spletnimi aplikacijami z različnimi orodji 
za zmogljivostno testiranje spletnih aplikacij. 
 Magistrsko nalogo sem v grobem razdelil na dva dela. Prvi del je teoretičen, 
kjer sem predstavil zgradbo in delovanje spletnih aplikacij. Prav tako sem v prvem 
delu opisal in predstavil potek ter vrste zmogljivostnega testiranja. V drugem, bolj 
praktičnem delu, sem se lotil ovrednotenja orodij. Najprej sem opisal namen in 
zahteve ovrednotenja, potem sem predstavil obravnavana orodja in opisal kako je 
potekal sam postopek ovrednotenja orodij. Poleg omenjenega sem predstavil tudi 
spletne aplikacije nad katerimi sem izvajal osnovne teste. Na podlagi dobljenih 
podatkov in rezultatov testov sem postopoma izločeval neustrezna orodja. V zadnjem 
delu sem z ţe omejenim izborom orodij izvedel bolj podrobna in obseţna 
zmogljivostna testiranja. Obravnaval sem dobljene rezultate testov, jih primerjal in 
na podlagi najboljših rezultatov izbral orodje, ki je po naših mnenjih in izkušnjah, 
najbolj primerno za zmogljivostno testiranje. 
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2  Spletne aplikacije 
2.1  Splošne značilnosti spletnih aplikacij 
Spletne aplikacije [1] (angl. Web Applications) so se v zadnjih letih močno 
razširile zaradi vse večje uporabe interneta. Internet se uporablja v različne namene. 
Uporablja se za prenos multimedijskih vsebin, informiranje, zabavo, itd. V 
poslovnem svetu pa je internet ţe dolgo nepogrešljiv način informiranja, povezave in 
komunikacije. Zato tudi dnevno nastajajo podjetja, ki pridno izkoriščajo uporabo 
interneta in razvijajo spletne aplikacije za vsa mogoča področja uporabe. 
Spletna aplikacija je v splošnem programska oprema, ki se izvaja v spletnem 
brskalniku (angl. Web Browser). Ustvarjena je s pomočjo programskega jezika, ki je 
poznan oz. standardiziran za brskalnike. Ta programski jezik je kombinacija treh 
jezikov in sicer:jezik za označevanje hiper besedila(angl. Hyper Text Markup 
Language - HTML), kaskadni slog (angl. Cascading Style Sheets - CSS) in 
JavaScript.HTML je označevalni jezik za oblikovanje besedila, med tem ko je jezik 
CSS namenjen opisu videza in oblikovanju dokumenta oz. spletne strani.JavaScript 
programski jezik pa sluţi izdelavi interaktivnih spletnih strani. Spletno aplikacijo bi 
lahko definirali kot sistem, ki je sestavljen iz odjemalca (angl. Client) na uporabniški 
strani, internetnega omreţja in streţnika (angl. Server). Na strani odjemalca se izvaja 
uporabniški vmesnik, na streţniški strani pa teče poslovna logika, ki shranjuje, 
posreduje in obdeluje podatke. Komunikacija se med odjemalcem in streţnikom 
izvaja preko internetnega omreţja, znotraj protokola za prenos hiper besedila (angl. 
HyperText Transfer Protocol - HTTP). Več o komunikaciji odjemalec-streţnik, je 
razloţeno v poglavju 2.3. 
Spletne aplikacije so počasi začele izpodrivati in zamenjevati namizne 
aplikacije predvsem zaradi spodnjih razlik. V primerjavi z namiznimi aplikacijami 
imajo spletne aplikacije kar nekaj prednosti, ki so predstavljene v nadaljevanju [2]. 
 Dostopnost: do spletnih aplikacij lahko dostopamo iz katere koli lokacije, kjer 
je na voljo internet. Dostopne so tudi iz različnih naprav kot so stacionarni 
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računalniki, prenosniki, mobilni telefoni, tablice, itd. Skratka iz vseh naprav, 
ki imajo moţnost uporabe interneta. 
 Nameščanje in posodabljanje: spletnih aplikacij ni potrebno nameščati kot je 
to potrebno narediti pri namiznih aplikacijah. Posodabljanje se izvede samo 
na streţniški strani za uporabnika neopazno. Uporabniki ob vsakem zagonu 
spletne aplikacije uporabljajo najnovejšo različico aplikacije in ni potrebno 
pri vsakemu uporabniku nameščati posodobitve. 
 Neodvisnost od platforme in operacijskega sistema: pri spletnih aplikacijah ni 
potrebno skrbeti za podporo različnim operacijskim sistemom terminalov, saj 
delujejo preko brskalnikov. Brskalnik postane platforma, ki je za vse 
proizvajalce spletnih aplikacij enotna. 
 Neodvisnost od strojne opreme: uporabnikom spletnih aplikacij ni potrebno 
skrbeti, da njihovi terminali ne bodo dovolj zmogljivi za pravilno delovanje 
aplikacije. Pri uporabi spletnih aplikacij tudi ni potrebno skrbeti za dovolj 
diskovnega prostora, saj je ves del aplikacije, ki potrebuje diskovni prostor in 
procesorsko moč,na streţniški strani. 
 Manjša verjetnost napak uporabnikov: pri spletnih aplikacijah se izniči 
verjetnost napak, ki so posledica nepravilne instalacije aplikacije in 
nepravilne nastavitve strojne opreme. 
Tudi spletne aplikacije imajo nekatere slabosti v primerjavi z namiznimi. Kot glavno 
slabost je potrebno izpostaviti, da so spletne aplikacije zaradi uporabe internetnega 
omreţja posledično bolj izpostavljene raznim napadom in zlorabam. Zagotoviti je 
potrebno varnost uporabnikov in podatkov, kar je v primerjavi z namiznimi 
aplikacijami precej teţje. Omeniti je potrebno tudi, da spletne aplikacije za delovanje 
nujno potrebujejo omreţno povezavo in so tudi odvisne od kakovosti le-te. Vendar 
imajo spletne aplikacije več prednosti kot slabosti, zato so tudi v porastu in bolj 
zaţelene, tako pri uporabnikih, kot pri razvijalcih.  
2.2  Arhitektura spletnih aplikacij 
Arhitektura osnovne oz. tipične spletne aplikacije je sestavljena iz spodnjih 
komponent in je prikazana na sliki 2.1. 
 Odjemalec: je program oz. običajno kar spletni brskalnik, ki komunicira s 
spletnim streţnikom v obliki sporočil. Skrbi za uporabniku prijazen način 
prikaza zahtevanih podatkov, ki jih sprejme od spletnega streţnika. Njegova 
primarna naloga je, da skrbi za interakcijo z uporabnikom. 
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 Internetno omreţje: je medij, preko katerega poteka komunikacija med 
odjemalcem in streţnikom. 
 Spletni streţnik (ang. Web Server): je program, ki se izvaja na streţniškem 
računalniku. Njegova naloga je, da sprejema in odgovarja na sporočila, ki jih 
prejme od odjemalca. Na statične zahteve odjemalca lahko odgovori sam, 
zahteve, ki potrebujejo obdelavo pa posreduje aplikacijskemu streţniku. 
 Aplikacijski streţnik (angl. Application Server): je komponenta v streţniškem 
sistemu, ki skrbi za obdelavo podatkov in izvaja poslovno logiko sistema. 
Nahaja se na streţniški strani in običajno kar na istem računalniku kot spletni 
streţnik. V primeru kompleksnih spletnih aplikacij, se lahko aplikacijski 
streţnik nahaja na posebnem računalniku ali celo na več računalnikih, med 
katere spletni streţnik deli zahteve. 
 Podatkovni streţnik (angl. Database Server): je komponenta, ki shranjuje 
podatke v bazo in omogoča aplikacijskemu streţniku, da dostopa do njih. 
Običajno se nahaja na istem računalniku kot spletni streţnik, v primeru 
kompleksnejših spletnih aplikacij je lahko tudi na posebnem računalniku. 
 Podatkovna baza: je komponenta v katero se zapisujejo oz. shranjujejo 
podatki.  
 
Slika 2.1:  Prikaz arhitekture spletnih aplikacij 
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2.3  Komunikacija med odjemalcem in strežnikom 
V prejšnjem poglavju smo spoznali arhitekturo spletnih aplikacij in vemo, da 
vsa komunikacija poteka po principu odjemalec-streţnik. Osnovna komponenta 
komunikacije so spletne strani, ki jih odjemalec zahteva, streţnik pa mu jih pošilja. 
Naloga spletnih strani je prikazovanje podatkov, ki souporabnikom prijazni oz. 
berljivi, tako da spletna stran sluţi kot uporabniški vmesnik. Kar uporabnik na 
spletni strani počne, klika, vnaša podatke, odpira menije, itd. se pošlje v obliki zahtev 
(angl. Requests) na streţniško stran. Na streţniški strani se zahteve obdelujejo in 
dinamično generirajo spletne strani, ki se v obliki odgovorov (angl. Responses) 
pošiljajo na odjemalčevo stran. 
Da takšna komunikacija poteka v skladu s pravili skrbi protokol 
HTTP[3].Odjemalec, ki generira sejo HTTP oz. povezavo, in začne komunikacijo, je 
kar spletni brskalnik. Ko odjemalec generira sejo HTTP, se najprej vzpostavi 
protokol za krmiljenje prenosa (angl. Transmission Control Protocol - TCP) na 
izbrana vrata (angl. Port), na oddaljenem streţniku (običajno je privzeta številka vrat 
na streţniku 80 ali 8080). Streţnik, ki na teh vratih pričakuje in tudi prejme zahtevek 
HTTP, nanj ustrezno odgovori tako, da pošlje odgovor HTTP z novimi podatki nazaj 
odjemalcu. Takoj, ko streţnik odgovori na zahtevo, se seja prekine in tako mora 
odjemalec za vsak objekt na spletni strani posebej poslati zahtevo. Opisano delovanje 
protokola je značilno za verzijo HTTP/1.0 in je prikazano na levem diagramu slike 
2.2. Posledica takega delovanja protokola je počasno nalaganje spletne strani. Zaradi 
te pomanjkljivosti protokola HTTP/1.0 se je razvila nova različica protokola, ki se 
uporablja še danes, poznana kot HTTP/1.1. Ta različica omogoča, da se znotraj iste 
seje TCP pošilja več zahtevkov. Poleg tega HTTP/1.1 omogoča pošiljanje informacij 
v odgovoru iz streţnika v manjših kosih. Informacija oz. podatek se razdeli na 
manjše dele,prenos odgovora iz streţnika se lahko prične še preden je znana končna 
dolţina informacije. Na sliki 2.2 vidimo, da obstajata dva načina komunikacije 
različice protokola HTTP/1.1. Prvi način komunikacije (srednji diagram na sliki 2.2) 
se imenuje obstojna povezava (angl. Persistent Connection), kjer se zahteve in 
odgovori izmenjujejo zaporedno. Drugi način komunikacije (desni diagram na sliki 
2.2) se imenuje povezava s cevljenjem (angl. Pipelining Connection), kjer lahko 
odjemalec pošilja nove zahteve še preden prejme odgovor na prvo zahtevo. 
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Slika 2.2:  Prikaz komunikacije med odjemalcem in streţnikom po protokolu HTTP 
Kjer se zahteva večja varnost komunikacije med odjemalcem in streţnikom, 
npr. pri plačilnih transakcijah, protokol HTTP ne zadošča več. V ta namen se je 
razvil protokol HTTPS, ki deluje po enakem principu kot HTTP, le da v tem primeru 
komunikacija poteka čez zaščiteno oz. kodirano povezavo, imenovano Sloj varne 
seje (angl. Secure Socket Layer - SSL) ali povezavo imenovano Varnost 
transportnega sloja (angl. Transport Layer Security - TLS). Komunikacija poteka po 
HTTP, le da je kriptirana oz. zaščitena. S takim načinom komunikacije doseţemo 
določeno stopnjo varnosti podatkov, vendar se moramo zavedati, da protinapadom na 
podatke ni sto odstotne zaščite.  
Moramo se zavedati, da so za streţnik vse zahteve HTTP enakovredne in tako 
si streţnik ne zapomni, katere zahteve je ţe obravnaval in od katerega odjemalca je 
določena zahteva prišla. Pri spletnih aplikacijah pa je običajno, da do aplikacije, ki je 
krmiljena preko streţnika, dostopa večje število uporabnikov. Ti uporabniki pa 
operirajo vsak s svojimi podatki in je potemtakem za streţnik nujno, da zna 
razločevati med posameznimi uporabniki. Za ločevanje med uporabniki se uporablja 
poseben mehanizem, tako imenovani piškotek (angl. Cookie) [4]. Piškotek je 
22 2  Spletne aplikacije 
 
informacija, ki jo določi in doda streţnik v odgovor na prvo zahtevo odjemalca. Na 
odjemalcu je, da v vsako nadaljnjo zahtevo doda vsebino piškotka, ki jo je prejel od 
streţnika. Vsak odjemalec od streţnika prejme drugačno vsebino piškotka in tako je 
streţnik sposoben ločiti odjemalce. 
Zgradba zahtevka HTTP je sestavljena iz glave (angl. Request Header) in 
telesa (angl. Request Body) in lahko uporablja različne metode. Enako zgradbo ima 
tudi odgovor HTTP, le da ne vsebuje metod. Te metode so: GET, HEAD, POST, 
PUT, DELETE, TRACE, OPTIONS, CONNECT in PATCH. Metode so v glavi 
HTTP zahtevka. Ker sta najpogostejši in v mojem primeru najpomembnejši metodi, 
ki se uporabljata,GET in POST, bom v nadaljevanju razloţil samo ti dve. GET 
metoda je najbolj pogosta metoda za pridobitev podatkov, kot nekakšna »prošnja« 
streţniku naj mu pošlje določene podatke. Pri POST metodi gre za enak princip, le 
da tu telo zahtevka vsebuje podatke, ki jih odjemalec ţeli posredovati streţniku. Na 
podlagi teh podatkov streţnik ve, kaj mora poslati v odgovoru. Kot primer lahko 
vzamemo spletni iskalnik, ki ima vpisno polje, v katerega uporabnik vpiše iskalni 
niz. 
Kot sem ţe omenil je zahteva protokola HTTP zgrajena iz glave in telesa. 
Glava protokola vsebuje podatke o metodi, pot do direktorija, kjer se nahaja ţelena 
datoteka in verziji protokola HTTP. V glavi je prisoten tudi host naslov gostitelja 
(človeku bolj prijazen zapis številke internetnega protokola (angl. Internet protocol - 
IP)), informacije o brskalnikih, jeziku, kodi piškotka, itd. Zahtevek je sestavljen tudi 
iz neobveznega telesa. Na primer GET metoda je brez telesa, med tem ko metoda 
POST lahko v telesu vsebuje podatke, ki smo jih vpisali v obrazec HTML na spletni 
strani. 
Poglejmo si primer zgradbe zahtevka HTTP z GET metodo: 





User-Agent: Mozilla/5.0 (Windows NT 5.1) AppleWebKit/537.36 (KHTML, like 
Gecko) Chrome/39.0.2171.65Safari/537.36 
Accept-Encoding: gzip, deflate, sdch 
Accept-Language: sl-SI,sl;q=0.8,en-GB;q=0.6,en;q=0.4 
Cookie: JSESSIONID=43j1Tv6oIgErYW62-htf4H-i 
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Poglejmo si primer zgradbe zahtevka HTTP s POST metodo: 
















Tukaj je vsebina telesa zahteve npr. formdata=Hello! 
Odgovor ima enako obliko sporočila kot zahtevek, la da v odgovoru vsebuje druge 
informacije. V glavi odgovora so informacije o verziji protokola, statusa odgovora, 
tipu streţnika, dolţini odgovora, časa odgovora, itd. V telesu odgovora se nahaja 
vsebina HTML, ki jo je moţno prikazati v spletnem brskalniku. 
Poglejmo si primer zgradbe odgovora HTTP: 





Date: Tue, 25 Nov 2014 06:58:21 GMT 
 
<!DOCTYPE html…Tukaj se nahaja HTML vsebina telesa odgovora> 
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2.4  Delitev spletnih aplikacij 
V grobem delimo spletne aplikacije na sinhrone in asinhrone aplikacije[5]. Ker 
so asinhrone spletne aplikacije zaradi svojih specifik in prednosti, več v uporabi kot 
sinhrone, jim bom v nadaljevanju posvetil večjo pozornost. 
 V primeru sinhronih oz. klasičnih spletnih aplikacij, uporabnik operira s 
spletnim vmesnikom, ki mu ga prikazuje brskalnik. Brskalnik upošteva interakcijo z 
uporabnikom in streţniku posledično pošlje zahtevo. Na to zahtevo od streţnika dobi 
odgovor in novo vsebino, ki jo lahko prikaţe. Tak proces imenujemo zaporeden oz. 
sinhron proces. To pomeni, da mora spletni brskalnik, ko pošlje zahtevo, vedno 
počakati na odziv iz streţnika, preden lahko pošlje novo zahtevo. Če čaka spletni 
brskalnik, čaka tudi uporabnik, ki uporablja spletni brskalnik. Iz tega tudi sledi, da 
ima spletna aplikacija slabo odzivnost. Za uporabnika je zelo moteče tako imenovano 
utripanje aplikacije in ponovno nalaganje celotne strani aplikacije za vsako 
spremembo, četudi je minimalna. V takih primerih bi bilo bolj smiselno ponovno 
naloţiti samo tiste dele spletne aplikacije, ki so se dejansko spremenili in ne celotne 
spletne aplikacije. Na sliki 2.3 je prikazana komunikacija klasične oz. sinhrone 
spletne aplikacije. 
 
Slika 2.3:  Prikaz komunikacije med odjemalcem in streţnikom sinhronih spletnih aplikacij 
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Za spletne aplikacije, ki so sposobne osveţiti oz. naloţiti samo nove dele 
aplikacije, pravimo da so dinamične. Dinamičnosti pa s sinhronimi načinom 
komunikacije ne moremo zagotoviti, zato so se razvile tako imenovane asinhrone 
spletne aplikacije, ki to zmorejo. 
2.5  Asinhrone spletne komunikacijske tehnike 
Asinhrone spletne aplikacije delujejo po podobnem principu kot sinhrone. 
Razlikujejo se v tem, da pošiljajo zahteve in prejemajo odgovore asinhrono in za 
komunikacijo uporabljajo asinhrone tehnike. Za dosego asinhrone komunikacije se 
uporablja posebna tehnika, ki uporablja asinhroni JavaScript in razširljivi 
označevalni jezik (angl. eXtensible Markup Language - XML). Tehnologija se 
imenuje AJAX (angl. Asynchronous JavaScript And XML - AJAX) [6], ki je kot prva 
zagotovila dinamičen prikaz spletnih strani. Ţe iz imena je razvidno, da tehnologija 
AJAX uporablja objektni programski jezik JavaScript in jezik XML, ki omogoča 
format za opisovanje strukturiranih podatkov, podobno kot HTML. V nadaljevanju 
bom predstavil asinhrone spletne komunikacijske tehnike, ki so nadgradnje osnovne 
tehnike AJAX, oz. so se razvile v ţelji po doseganju še boljše interaktivnosti, 
dinamičnosti in odzivnosti spletnih aplikacij. 
2.5.1  Tehnika AJAX 
Z uporabo tehnologije AJAX se na odjemalčevi strani uvede AJAX-vmesnik 
(angl. AJAX Engine), ki je prisoten v spletnem brskalniku. Brskalnik ga naloţi tako 
kot spletno stran in je največkrat napisan v JavaScript jeziku. Nahaja se v uporabniku 
skritem okvirju, tako da se ga uporabnik ne zaveda. Je nekakšen posrednik med 
odjemalcem in streţnikom. Njegova naloga je, da aktivno sodeluje pri ustvarjanju 
tega, kar uporabnik vidi in skrbi za komunikacijo s streţnikom. Vsaka zahteva 
uporabnika sproţi JavaScript klic do AJAX-vmesnika. Če je zahteva nezahtevna oz. 
taka, katero vmesnik lahko opravi, potem vse opravi sam. Če pa je zahteva po 
podatkih kompleksnejša, vmesnik pošlje zahtevo XML streţniku asinhrono, brez da 
bi se tega uporabnik zavedal. S to tehniko je mogoče posodobiti le del ţe naloţene 
spletne strani. Na ta način osveţimo podatke na strani, brez da bi ponovno nalagali 
celotno stran spletne aplikacije, in se tako znebimo nadleţnega utripanja strani ob 
osveţevanju podatkov. Osnovni princip delovanja aplikacije z uporabo AJAX-
vmesnika je prikazan na sliki 2.4. 
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Slika 2.4:  Prikaz delovanja aplikacije, ki uporablja AJAX vmesnik 
Z tehniko AJAX so se spletne aplikacije močno pribliţale namiznim aplikacijam, 
vendar še zdaleč ni to končna rešitev spletnih aplikacij. Glavni problem te tehnike je, 
da mora odjemalec ob vsaki ţelji po spremembi, poslati zahtevo HTTP na streţnik. 
Iz tega sledi, da spletna aplikacija ne more dobiti podatkov iz streţnika v realnem 
času. Glavni vzrok za to je, da streţnik ni nikoli pobudnik komunikacije med 
streţnikom in odjemalcem, vendar je zmeraj odjemalec tisti, ki zaprosi za podatke, 
streţnik pa tem zahtevam streţe. Rešitev tega problema se odraţa v novih oz. 
nadgradnjah tehnike AJAX, ki so sposobne potiskati podatkeiz streţnika na 
odjemalca. Takšnim tehnikam pravimo Reverse AJAX ali Push AJAX. V 
nadaljevanju bom opisal dve tehniki, ki spadata v kategorijo Reverse oz. Push AJAX 
in to sta Polling in Comet tehnika. 
2.5.2  Tehnika Polling 
 Bistvo tehnike AJAX smo ţe spoznali, zdaj pa se lahko posvetimo nadgradnji 
le-te, tako imenovani Polling tehniki[5]. Obnašanje spletne aplikacije s Polling 
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tehniko je zelo podobno kot pri osnovni tehniki AJAX. Uporabnik odpre oz. naloţi 
spletno aplikacijo, celotna stran spletne aplikacije se naloţi, nato pa brskalnik 
periodično pošilja poizvedbe o morebitnih spremembah na streţniku. Poizvedbe se 
pošiljajo brez vednosti uporabnika in brez proţenja s strani uporabnika. V primeru, 
da na streţniku ni sprememb oz. ni novih podatkov, streţnik odgovori na poizvedbo s 
praznim odzivom. V primeru, ko na streţniku pride do sprememb, se te spremembe 
shranijo dokler jih brskalnik ali uporabnik spletne aplikacije z novo Polling 
poizvedbo spet ne zahteva. Ko se to zgodi, streţnik pošlje nove podatke, ki jih 
brskalnik prikaţe uporabniku. Odjemalec o spremembi na streţniku ni obveščen 
takoj, temveč tedaj, ko je streţniku poslana nova poizvedba. Na sliki 2.5 je prikazano 
delovanje spletne aplikacije z uporabo Polling tehnike. 
 
Slika 2.5:  Prikaz delovanja spletne aplikacije z uporabo Polling tehnike 
Zgoraj opisana tehnika je relativno preprosta za implementacijo, vendar še vedno ni 
tako odzivna, kot bi si ţeleli. Na odzivnosti lahko pridobimo z zmanjševanjem časa 
28 2  Spletne aplikacije 
 
med poizvedbami o spremembah na streţniku, s tem pa povečujemo obremenitev 
streţnika, ki mora procesirati več zahtev. Povečuje se tudi promet in če spletno 
aplikacijo hkrati uporablja večje število odjemalcev, se lahko zgodi, da se porabi vsa 
pasovna širina, ki je na voljo.   
2.5.3  Tehnika Comet 
Da se znebimo nepotrebnega prometa, ki ga ustvarjamo s tehniko Polling, se je 
razvila tehnika Comet [7]. Ta tehnika uporablja tako imenovane dolgotrajne 
povezave HTTP (angl. Long-lived HTTP Connection.), ki imajo sejo HTTP odprto 
dlje časa. Moramo se zavedati, da protokol HTTP deluje po principu zahteva-
odgovor in nujno potrebuje tak cikel za pravilno delovanje. Obstajata dve različni 
izvedbi Comet tehnike, to sta: dolgo povpraševanje (angl. Long-polling) in 
pretakanje (angl. Streaming). Pri Comet tehniki z dolgim povpraševanjem se 
inicializira dolgotrajna zahteva HTTP med odjemalcem in streţnikom takoj na 
začetku in ostane odprta dokler na streţniku ne pride do novih informacij, ki jih 
streţnik takoj posreduje odjemalcu. Po vsakem odzivu streţnika odjemalec oz. 
brskalnik takoj inicializira novo dolgotrajno HTTP zahtevo. Delovanje Comet 
tehnike z dolgim povpraševanjem prikazuje slika 2.6.  
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Slika 2.6:  Prikaz delovanja Comet tehnike z dolgim povpraševanjem 
Pri Comet tehniki s pretakanjem se inicializira zahteva HTTP med odjemalcem 
in streţnikom takoj na začetku, vendar ostane vseskozi odprta. V primeru, da pride 
na streţniku do novih informacij, jih streţnik posreduje odjemalcu in to brez 
uporabnikove zahteve. Za ta način Comet tehnike je značilno, da streţnik posreduje 
nove informacije v obliki delnih odgovorov na isto zahtevo. Na sliki 2.7. je 
prikazano delovanje Comet tehnike s pretakanjem. 
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Slika 2.7:  Prikaz delovanja Comet tehnike s pretakanjem 
S Comet tehniko se ne izboljša oz. odpravi samo nepotreben promet, ampak 
močno popravimo zakasnitve prikazovanja dinamičnih podatkov v spletni aplikaciji, 
ki so pri Polling tehniki lahko tudi do nekaj sekund. Pri Comet tehniki je zakasnitev 
zanemarljiva in v večji meri odvisna samo od zakasnitve v omreţju. Pri predstavljeni 
Comet tehniki je kljub svoji močni uveljavljenosti in praktičnosti, še vedno samo 
trik, ki omogoča asinhrono komunikacijo na obstoječi, po naravi sinhroni povezavi 
HTTP. Predstavljeni pristopi niso standardizirani, zato je njihova implementacija v 
posameznih brskalnikih lahko različna, kar pa predstavlja velik problem razvijalcem 
spletnih aplikacij. Za rešitev omenjenih problemov se je razvila nova tehnika 
WebSocket, ki je opisana v nadaljevanju. 
2.5.4  Tehnika WebSocket 
WebSocket [8] je protokol, ki ga je standardizirala organizacija za internetno 
inţenirstvo (angl. Internet Engineering Task Force - IETF) kot tako imenovano 
zahtevo za pripombe številka 6455 (angl. Request For Comment - RFC). WebSocket 
protokol je zasnovan tako, da zagotavlja polno dvosmerno (angl. Full-duplex) 
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komunikacijo med brskalnikom in streţnikom preko enega samega vtičnika (angl. 
Socket) TCP. To pomeni, da lahko z WebSocket tehniko streţnik v istem trenutku 
pošlje in prejme podatke od odjemalca, in obratno. Ravno to je glavna razlika v 
primerjavi z ostalimi tehnikami: ostale tehnike, ki uporabljajo protokol HTTP, 
komunicirajo preko enosmerne (angl. Half-duplex) komunikacije. Streţnik ali 
odjemalec v istem trenutku lahko podatke samo pošlje ali prejme. WebSocket 
protokol je neodvisen protokol, ki temelji na povezavi TCP preko vrat 80. Ima sicer 
tudi relacijo s protokolom HTTP, ampak samo na samem začetku komunikacije. Ko 
je vzpostavljena povezava TCP, se izvede tako imenovano rokovanje HTTP (angl. 
HTTP Handshake). Odjemalec najprej pošlje zahtevo HTTP, kjer streţniku sporoči, 
da ţeli navadno povezavo HTTP nadgraditi v WebSocket povezavo. V primeru, da 
streţnik podpira WebSocket protokol, pošlje pritrdilni odgovor in nadgradi povezavo 
v Websocket povezavo. V samem bistvu nadgradi povezavo tako, da odstrani 
povezavo HTTP, kar ostane je povezava TCP. Potem ţe lahko steče polna 
dvosmerna izmenjava podatkov med streţnikom in odjemalcem. Slika 2.8 prikazuje 
potek komunikacije s tehniko WebSocket. 
 
Slika 2.8:  Prikaz komunikacije s tehniko WebSocket 
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Z zgoraj opisano komunikacijo med odjemalcem in streţnikom močno popravimo 
odzivnost, porablja se tudi manj pasovne širine, zaradi standardizacije postopka pa 
doseţemo poenotenje med vmesniki. Vidimo, da ima ta tehnologija velik potencial in 
lahko v prihodnosti povsem nadomesti ostale tehnike. Edini problem je v tem, da je 
relativno nova tehnologija in še ni v širši uporabi. Ta tehnologija je podprta samo v 
novejših verzijah brskalnikov v starejših pa ne. Ravno zaradi tega se še ne bomo 
mogli kmalu odpovedati ostalim tehnikam, ki delujejo tudi v starejših verzijah 
brskalnikov. 
2.5.5  Spletni vtičniki in HTML5 
Predstavljene tehnike so osnovane na golih brskalnikovih tehnologijah. 
Obstajajo pa tudi druge moţnosti, ki so alternativa omenjenim tehnikam in to so tako 
imenovani spletni vtičniki. Za komunikacijo med odjemalcem in streţnikom so 
najbolj pogosto uporabljeni vtičniki: Flash, Silverlight, in Java. Spletni vtičniki 
omogočajo enako oz. podobne funkcije kot tehnike, ki smo jih predstavili. Pristop 
komunikacije s spletnimi vtičniki zagotavlja praktično enake zmogljivostne lastnosti 
in naj bi deloval v vseh brskalnikih. Glavna razlika med spletnimi vtičniki in 
tehnikami v brskalniku je v tem, da je potrebno vtičnike na odjemalčevi strani 
namestiti v brskalnik. Posledično je pravilno delovanje spletne aplikacije v celoti 
odvisno od spletnega vtičnika, kar je velika slabost, saj ima lahko uporabnik teţave z 
namestitvijo,delovanje vtičnika lahko blokira poţarni zid, itd. Omeniti je potrebno, 
da imamo lahko tudi teţave z delovanjem oz. nedelovanjem spletnega vtičnika v 
primeru uporabe spletne aplikacije na mobilnem terminalu. Spletni vtičniki se med 
seboj razlikujejo v tehnologiji, programskem jeziku in okolju v kateri so razviti. To 
lahko predstavlja dodatno teţavo za razvijalce spletnih aplikacij. Omeniti je potrebno 
tudi, da nekatere rešitve spletnih vtičnikov niso standardizirane in se tako razvijalci 
spopadajo z enako teţavo, kot pri ţe predstavljenih tehnikah, razen tehnike 
WebSocket. 
Rešitev za omenjene teţave omogoča nova tehnologija HTML5 [9], ki je 
standardizirana in bo posledično v prihodnosti lahko izpodrinila uporabo spletnih 
vtičnikov. Glavna pridobitev zadnje verzije HTML5 v primerjavi s prejšnjimi je, da 
HTML5 omogoča vstavitev bogatih multimedijskih in grafičnih vsebin v spletno 
aplikacijo brez uporabe vtičnikov. Kateri koli tehnologiji se za zdaj še ne moremo 
povsem odpovedati, vendar lahko presodimo njihov potencial in predvidimo 
prevlado uporabo v prihodnosti. 
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3  Testiranje spletnih aplikacij 
Testiranje spletnih aplikacij je zelo pomembno, oz. lahko rečemo tudi nujno 
potrebno, ker nam njeni rezultati podajo informacije o kakovosti in uporabnosti 
spletnih aplikacijah. V osnovi je testiranje spletnih aplikacij zbiranje informacij, ki so 
povezane s cilji uspešnosti spletne aplikacije. Vsak razvijalec spletne aplikacije ţe v 
fazi razvoja potrebuje tovrstne informacije, da potem lahko morebitne napake 
odpravi še preden spletno aplikacijo ponudi v splošno uporabo. Informacije, ki jih 
pridobimo s testiranjem so: morebitne napake v vsebini, delovanju funkcij, 
uporabnosti, odzivnosti, učinkovitosti, varnosti in zmogljivosti. Pridobivanje 
informacij s testiranjem je zahtevno in obseţno, posledično zahteva veliko znanja, 
časa in tudi denarja. In tako je po navadi prav zaradi enega ali kombinacije 
omenjenih dejstev, testiranje oteţeno in posledično tudi nepopolno oz. pomanjkljivo. 
Da pridobimo karseda največ informacij, je potrebno testiranje razdeliti na manjše 
podsisteme, ki testirajo določene komponente. Večino informacij pridobimo s 
skrbnim načrtovanjem in izvajanjem različnih vrst testov. V veliko pomoč so nam 
programska orodja, ki zmorejo avtomatsko testirati posamezne komponente spletnih 
aplikacij. Vendar je prava umetnost izbrati pravo orodje, ki je zmoţno pridobiti, kar 
se da največ uporabnih informacij. Velikokrat za temeljito testiranje ne zadošča eno 
samo orodje, saj lahko podpira samo določeno vrsto testiranja ali zna upravljati samo 
z določeno podatkovno bazo, programskim jezikom, platformo, protokolom, itd. 
Ravno zaradi tega moramo pred testiranjem dobro preučiti arhitekturo testirane 
spletne aplikacije in tudi arhitekturo samega testiranja. 
Ker se magistrsko delo tiče samo enega od podsistemov testiranja spletnih 
aplikacij, bom podrobno opisal le tega. Podsistem, ki ga bom opisal v naslednjem 
poglavju,je zmogljivostno testiranje. 
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3.1  Zmogljivostno testiranje spletnih aplikacij 
Zmogljivostno testiranje (angl. Performance testing) je v splošnem testiranje, s 
katerim ugotovimo, kako sistem deluje v smislu stabilnosti in odzivnosti, pod 
določenimi pogoji. V našem primeru je ta sistem spletna aplikacija. Iz vidika 
zmogljivostnega testiranja je pomembno ugotavljanje parametrov, ki so predstavljeni 
v nadaljevanju in bodo glavni pokazatelji, kako je spletna aplikacija zmogljivostno 
kakovostna [10]. 
Odzivni čas 
Odzivni čas (angl. Latency) je definiran kot čas, ki ga sporočilo porabi za pot od 
odjemalca do streţnika in nazaj. V takih primerih se dostikrat uporablja tudi izraz 
povratnega odzivnega časa (angl. Round-trip Latency). Po navadi ga podajamo v ms, 
izračunamo pa ga kot razliko med časom kreiranja sporočila in časom prejetja na 
odjemalčevi strani.   
Prepustnost 
Prepustnost (angl. Throughput) je definirana kot povprečna hitrost prenašanja 
podatkov iz streţnika do odjemalcev. Merimo jo v bit/s, včasih pa jo podajamo tudi 
kot število prejetih sporočil oz. paketov na časovno enoto (angl. Data Packet Per 
Second).  
Poraba virov 
Poraba in izkoriščanje virov streţnika (angl. Resource-utilization Levels) je tudi 
pomemben dejavnik. Pove nam kako in koliko virov je porabljenih na streţniku v 
določenem trenutku. Dobimo vpogled v porabo procesorske moči, porabo spomina, 
zasedenost diskov itd.   
Pasovna širina 
Poraba pasovne širine (angl. Bandwidth) je v telekomunikacijah merjena kot bit/s. 
Pove kolikšna je poraba oz. zasedenost komunikacijskega kanala v določenem 
trenutku. 
Hitrost vzpostavljanja povezav 
Hitrost vzpostavljanja povezav (angl. Connection Rate) nam pove, kako hitro je 
streţnik sposoben odpirati nove povezave. Pride v poštev v sistemih, kjer se 
uporablja več streţniških instanc in morajo v primeru odpovedi streţnika ostale 
instance hitro nadomestiti izpadli streţnik. Pomembno je v primeru spletnih 
aplikacij, na katere se pogosto povezuje veliko število uporabnikov.  
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Skalabilnost 
Skalabilnost (angl. Scalability) se običajno nanaša na streţniško stran in pomeni 
zmoţnost hkratne obdelave oz. streţbe večjemu številu odjemalcev. 
Zmogljivostno testiranje je zelo obseţno: lahko ga razdelimo v štiri kategorije 
testiranja spletnih aplikacij. Poznamo test zmogljivosti (angl. Performance Test), 
obremenitveni test (angl. Load Test), stresni test (angl. Stress Test) in test kapacitete 
(angl. Capacity Test) [10]. 
3.1.1  Test zmogljivosti 
Ta vrsta zmogljivostnega testiranja pove, kako spletna aplikacija deluje in 
kakšne vrednosti parametrov vrne pri normalnih pogojih oz. pri zahtevanih pogojih. 
Se pravi, merimo koliko uporabnikov oz. transakcij, lahko opravimo naenkrat 
upoštevajoč, da spletno aplikacijo obremenimo le do te mere, da ne povzroča 
nobenih zamud. Pri takih pogojih izmerimo odzivne čase, prepustnost, porabo virov, 
porabo pasovne širine, skalabilnost in tako dobimo vpogled in odgovore o 
morebitnih pomanjkljivostih spletne aplikacije. 
3.1.2  Obremenitveni test 
Obremenitveni testi nam povedo kako se spletna aplikacija obnaša pri 
normalnih pogojih in v primeru maksimalne predpisane obremenitve. Obremenitveni 
testi se izvajajo za pridobivanje informacij o tem, ali aplikacija izpolnjuje predpisane 
zmogljivostne kriterije. Ti kriteriji so po navadi določeni na podlagi pogodbe med 
izvajalcem in naročnikom. Obremenitveni testi nam omogočajo meritve enakih 
parametrov kot zmogljivostni testi. Z obremenitveni testi lahko dodatno ugotovimo 
prelomno oz. kritični točko, v primeru, da se ta zgodi pred maksimalno predpisano 
obremenitvijo. Obstaja tudi tip testiranja, ki ga uvrščamo med obremenitvene teste in 
to je vzdrţljivostni test (angl. Endurance Test). Ta test se osredotoča na ugotavljanje 
obnašanja spletne aplikacije v daljšem časovnem obdobju. Se pravi, da je 
vzdrţljivostni test izveden pod enakimi pogoji kot bremenski test, le da test 
izvajajmo dlje časa. 
3.1.3  Stresni test 
S stresnim testom preverimo obnašanje spletne aplikacije, ko obremenitev 
preseţe maksimalne predpisane vrednosti. Namen testa je ugotavljanje nepravilnosti 
v spletni aplikaciji ob najvišjih obremenitvah. Hkrati pa je to način, da spoznamo 
šibkosti spletne aplikacije in njeno obnašanje ob ekstremnih pogojih. Problemi, s 
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katerimi se sooča aplikacija pri preobremenjenosti so navadno problemi s 
sinhronizacijo, problemi s puščanjem pomnilnika (angl. Memory Leaks), 
pomanjkanje prostora na diskih, itd. Dobro je tudi, da dobimo vpogled, kako spletna 
aplikacija prikazuje in opozarja uporabnike v primeru omenjenih problemov. 
3.1.4  Test kapacitete 
Test kapacitete dopolnjuje obremenitveni test, s testom ugotavljamo točko, kjer 
streţnik odpove, medtem ko obremenitveni test spremlja rezultate ob različnih 
obremenitvah. S tem testom ugotavljamo maksimalno število sočasnih uporabnikov 
oz. transakcij, ki jih je sistem zmoţen podpreti, da še vedno izpolnjuje pričakovane 
zmogljivostne okvire. Test kapacitete izvajamo v kombinaciji z načrtovanjem 
kapacitete, kjer predvidimo širitev sistema v prihodnosti. S testom spremljamo 
parametre (odzivni časi, poraba virov, itd.) ob povečanju števila uporabnikov ali 
količine podatkov nad predpisanimi vrednostmi. 
3.2  Faze zmogljivostnega testiranja 
Ker je zmogljivostno testiranje spletnih aplikacij kompleksen proces, se ga je 
potrebno lotiti sistematično. Ţivljenjski cikel zmogljivostnega testiranja razdelimo na 
sedem faz, ki so ključne za temeljito in uspešno zmogljivostno testiranje spletnih 
aplikacij [10]. Slika 3.1 prikazuje faze oz. korake zmogljivostnega testiranja spletnih 
aplikacij, katere bom v nadaljevanju podrobneje predstavil. 
 
Slika 3.1:  Faze zmogljivostnega testiranja spletnih aplikacij 
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3.2.1  Identifikacija testnega okolja 
Okolje v katerem se bo izvajalo zmogljivostno testiranje izbrane spletne 
aplikacije, skupaj z orodji in pripadajočo strojno opremo ter vsemi pripomočki, ki so 
potrebni za izvedbo testa, predstavljajo testno okolje. Idealno testno okolje je tisto, ki 
je identično okolju končnega uporabnika. Moramo se zavedati, da je postavitev 
takega okolja praktično neizvedljivo, saj bi bili stroški za postavitev previsoki. 
Potrebno pa je strmeti k temu, da je testno okolje kar se da podobno realnemu okolju. 
Stopnja podobnosti med strojno opremo, programsko opremo in omreţno 
konfiguracijo je pomemben dejavnik pri odločanju, kakšni zmogljivostni testi se 
bodo izvajali. Pomembno je, da se ţe na začetku zavedamo, da na rezultate testov ne 
vpliva le strojna in programska oprema, temveč tudi sama izvedba in namembnost 
testa. Pogosto se zgodi, da je potrebno izvajati zmogljivostne teste z novimi oz. 
nadgrajenimi infrastrukturnimi elementi, s katerimi ţelimo potrditi, da je sistem 
enako zmogljiv kot prej in nam enako zmogljivostno testiranje omogoča 
verodostojne podatke. 
Ključni dejavnik pri identifikaciji testnega okolja je popolno razumevanje 
obravnavane spletne aplikacije ter razumevanje podobnosti in razlik testnega in 
realnega okolja. 
Ključni dejavniki, na katere je potrebno biti pozoren pri identifikaciji okolja so: 
 konfiguracija strojne opreme, 
 lastnosti strojne opreme (procesor, diski, pomnilnik, itd.), 
 arhitektura omreţja in lokacija končnih uporabnikov, 
 konfiguracija domenskega imenskega sistema (angl. Domain Name System 
- DNS), 
 drugi programi, ki so instalirani in se izvajajo na streţnikih, 
 velikost baze za hranjenje podatkov, 
 licence za programsko opremo, 
 orodja za nadzor delovanja, 
 orodja za nalaganje aplikacije, 
 velikost in vrsta morebitnega dodatnega prometa na omreţju, 
 posodobitve in varnostne kopije, 
 medsebojno delovanje z drugimi sistemi. 
3.2.2  Identifikacija zmogljivostnih karakteristik 
Pri tej fazi je potrebno določiti ali vsaj oceniti zmogljivostne parametre 
obravnavane spletne aplikacije. Oceno lahko uporabimo v dogovoru o zmogljivostih 
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s stranko. To oceno lahko tudi spremenimo glede na ţelene zmogljivosti stranke in 
priporočila strokovnjakov. Končne uporabnike spletne aplikacije običajno najbolj 
zanimajo odzivni časi posameznih akcij znotraj spletne aplikacije, ki naj bi bili čim 
krajši. Propustnost je poslovna zadeva, medtem ko se poraba virov tiče strojne 
opreme. Glavna naloga te faze je pridobiti oz. predvideti glavne karakteristike za 
uspešno izvajanje zmogljivostnega testiranja, postaviti zmogljivostne cilje in 
pridobiti zmogljivostne zahteve spletne aplikacije. 
Pri določitvi glavnih karakteristik spletnih aplikacij moramo upoštevati tudi več 
dejavnikov, kot so: 
 pričakovanja stranke, 
 obveznosti pogodbe, 
 industrijske standarde, 
 celoten obseg predvidenih obremenitev, 
 testne scenarije, 
 optimizacije ciljev, 
 seznam osebja, proračun, sredstva in znanje, 
 varnostne faktorje (razširjenost, prostor za rast), 
 ţe znane aplikacije in rešitve konkurence. 
3.2.3  Načrtovanje in oblikovanje zmogljivostnih testov 
Načrtovanje in oblikovanje zmogljivostnih testov vključuje opredelitev 
ključnih scenarijev uporabe, določitev ustrezne spremenljivosti med uporabniki, 
ugotavljanje in ustvarjanje podatkov za testne scenarije. Vse te predpostavke bomo 
uporabili kot ključni temelj pri izvajanju, nadzoru in ugotovitvah, katere bomo 
uporabili med samim testiranjem. Pri načrtovanju in oblikovanju testnih scenarijev se 
moramo zavedati, da je potrebno narediti take scenarije, ki bodo simulirali realno 
delovanje. Rezultati oz. pridobljene karakteristike testnih scenarijev bodo vodilo pri 
določanju dodatnih funkcionalnosti in oceni kakovosti spletne aplikacije. 
Predhodne scenarije je po navadi teţko napisati preden nimamo stika s spletno 
aplikacijo, zato se je priporočljivo pri načrtovanju in ustvarjanju testnih scenarijev 
drţati naslednjih priporočil: 
 upoštevati dogovore po pogodbi med izvajalcem in stranko, 
 upoštevati zmogljivostne zahteve in cilje, 
 zajeti najbolj pogosto uporabljene oz. primarne akcije v spletni aplikaciji, 
 zajeti poslovno kritične akcije v spletni aplikaciji, 
 zajeti domnevno najbolj tehnično zahtevne akcije v spletni aplikaciji, 
 zajeti domnevno najbolj zahtevne in pomembne akcije iz vidika stranke. 
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Po testiranju aplikacije z vnaprej pripravljenimi scenariji pridobimo informacije o 
delovanju in dobimo primerjavo s predhodnimi ocenami aplikacije. Po prvih testih ţe 
dobimo občutek, ali smo scenarije dobro zgradili, ali so potrebni novi in jih po 
potrebi spremenimo oz. dodamo nove. 
3.2.4  Konfiguracija testnega okolja 
V konfiguracijo testnega okolja je močno vpeta izbira in poznavanje orodij za 
avtomatsko testiranje spletnih aplikacij. Ker taka orodja niso preprosta in zahtevajo 
določeno znanje za upravljanje, je potrebno kar nekaj časa nameniti preučevanju 
orodja. Velikokrat se zgodi, da naletimo na probleme, pri katerih ne poznamo 
točnega izvora in sumimo različne parametre, ki bi lahko bili vzrok za probleme. Pri 
konfiguraciji testnega okolja lahko nastanejo tudi teţave, ki niso povezane z orodjem 
za testiranje spletnih aplikacij. Te teţave so lahko pojavijo v zvezi z mreţno 
nastavitvijo, poţarnim zidom, strojno opremo in konfiguracijo, prostorom na disku, 
itd. Pomembno je, da te teţave znamo predvideti in se jim znamo izogniti še preden 
začnemo s testiranjem spletne aplikacije. 
Slaba konfiguracija lahko privede do anomalij in odstopanja med rezultati  pri 
večkratnem izvajanju istih testov. Zato se je potrebno pred testiranje prepričati o 
pravilni nastavitvi in o pravilnem delovanju uporabljene strojne opreme, na kateri je 
implementirana spletna aplikacija in strojne opreme, katera je potrebna za 
zmogljivostno testiranje. Preveriti je potrebno tudi ali je programska oprema ustrezna 
in posodobljena za izvajanje avtomatskih testov. 
3.2.5  Implementacija načrtovanih testov 
Podrobnosti, ki se tičejo implementacije načrtovanih zmogljivostnih testnih 
scenarijev so v veliki meri odvisne od testnih orodij. Vsako testno orodje ima 
določene specifike, ki jih je treba upoštevati. Pomembno je, da orodje omogoča, kar 
se da enostavno in učinkovito implementacijo testnih scenarijev. Boljše orodje nam 
omogoča kreiranje boljših in natančnejših zmogljivostnih testov in posledično z njim 
pridobimo tudi več zanesljivih informacij o zmogljivosti spletne aplikacije. Ne glede 
na to, katero orodje uporabljamo, je potrebno ustvariti tako imenovani skript, ki opiše 
potek ţe prej ustvarjenega testnega scenarija. Več testnih scenarijev nam ţe 
predstavlja celoten model testiranja.  
Razvoj orodij za zmogljivostno testiranje vedno zaostaja za razvojem novih 
tehnologij. Razvijalci orodij za testiranje iz različnih razlogov teţko sledijo hitremu 
tehnološkemu razvoju, zato prej ali slej postane največji izziv pri zmogljivostnem 
testiranju nove funkcionalnosti, pridobivanje resničnih podatkov. Največji problem 
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je, da orodja oz. testi ne podajajo nobenih legitimnih podatkov o relevantnosti 
simuliranja navideznih uporabnikov v primerjavi z realnimi uporabniki. V takem 
primeru je potrebno pridobivanju verodostojnih podatkov nameniti več pozornosti, 
časa, truda in tudi denarja. 
3.2.6  Izvajanje zmogljivostnih testov 
Izvajanje zmogljivostnih testov je proces na katerega najprej pomislimo, ko 
slišimo za testiranje spletnih aplikacij. Zelo smiselno je, da je ta proces testiranja 
voden s pomočjo orodij, preko katerih je mogoče kontrolirati pravilno izvajanje 
testnih scenarijev. Potrebno se je zavedati, da je izvajanje testov veliko več kot samo 
klikanje po gumbih orodja in beţno spremljanje postopka testiranja. Običajno se 
izvajanje zmogljivostnih testov sestoji iz spodnjih nalog, ki jih izvajamo v vrstnem 
redu kot so podane. 
 Najprej je potrebno pravilno usmerjati in usklajevati teste, ki jih ţelimo 
izvajati. Če je moţno je priporočljivo, da to dela več ljudi oz. kar celotna 
testna ekipa, kise uskladi med seboj. 
 Potem je potrebno preveriti in potrditi ustreznost konfiguracije testov, stanje 
okolja in podatkov testa. 
 Sledi zagon dejanskega testa. 
 Med izvajanjem testa je potrebno spremljati in preverjati pravilnost 
odzivanja sistema in pravilnost vračanja in obdelave podatkov. 
 Ko se test zaključi, takoj preverimo rezultate in podamo prve ugotovitve. 
 Potem arhiviramo test, vse pridobljene podatke in vse ostale podatke, da 
lahko kasneje po potrebi ponovimo test. 
 Pregledamo datoteko, ki je nekakšen dnevnik (angl. Log File) poteka glavnih 
komponent komunikacije med odjemalci in streţnikom. Ta datoteka se po 
navadi nahaja na samem streţniku. Novejša orodja za testiranje so zmoţna 
beleţenja in spremljanja svojega dnevnika, ki beleţi glavne karakteristike 
komunikacije samo med izvajanjem zmogljivostnega testa. V tej datoteki je 
lahko shranjen celoten ali samo del poteka testiranja, odvisno od nastavitev. 
Ti podatki so nam v veliko pomoč pri identifikaciji morebitnih napak in 
nepričakovanega obnašanja sistema. 
To so poglavitne naloge pri izvajanju zmogljivostnega testa. Priporočljivo je tudi, da 
bi ta postopek ponovili vsaj trikrat. Pri prvem zagonu testa lahko pride do počasnega 
nalaganja podatkov v predpomnilnik in s tem dobimo nerealne informacije. Pri drugi 
in tretji izvedbi pa naj bi bili rezultati zelo podobni, če niso, je potrebno ugotoviti 
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razlog in ponoviti test. Omeniti je potrebno, da je pred izvedbo testa smiselno 
narediti varnostne kopije (angl. Backup) komponent testnega okolja. 
3.2.7  Analiza rezultatov, poročilo in ponovno testiranje 
Vodstvo in stranke, ki so zainteresirani za spletno aplikacijo, ki smo jo testirali, 
potrebujejo nazorno predstavitev zmogljivostnih parametrov. Če vodstvu in strankam 
predstavimo samo rezultate testiranj v obliki številk, bo taka predstavitev 
nerazumljiva in nepregledana. Zato je pomembno, da znamo rezultate testiranj 
predstaviti tako, da bodo razumljivi vsakemu, četudi se s testiranjem ne ukvarja. 
Priporočljivo je prikazati rezultate grafično in grafične analize primerjati s 
predhodnimi ali ţe obstoječimi rezultati testiranja. Poleg strank in vodstva rezultate 
dobi v pogled razvojna ekipa testirane spletne aplikacije. Priporočljivo je, da 
razvojna ekipa dobi rezultate še v razvojni fazi proizvoda, tako da lahko odpravi 
morebitne napake oz. nadgradi proizvod in tako zadosti predhodnim zahtevam. 
Preden podatke testiranja ustrezno prikaţemo in posredujemo naprej, jih je 
potrebno temeljito analizirati. Pri analizi podatkov je potrebno biti kritičen in 
pravilno izbrati metodo analize, ki nam bo pokazala realno sliko testa. Ne smemo 
izbrati take analize, ki nam bi spletno aplikacijo prikazala v najlepši luči ali da bi 
morebitne slabosti spletne aplikacije zamolčala. Priporočljivo je tudi, da bi analizo 
rezultatov naredili vsi člani testne ekipe individualno, nato bi vsak predstavil svojo 
analizo, poročilo pa bi sestavili skupaj. Sodobna orodja večinoma ţe omogočajo 
avtomatsko in relativno kakovostno generiranje poročil o testiranju. Kljub temu je 
smiselno, da se poročilom posveti še dodatna pozornost in analiza. Če se po analizi 
ugotovi, da rezultati ne ustrezajo zahtevanim in se ugotovi preobremenjenost ali 
nepravilno delovanje spletne aplikacije, je dobro, da še preden posredujemo analizo 
in poročilo naprej, poskušamo sami odpraviti teţave. Po potrebi ponovimo test in 
ponovno analiziramo rezultate. Ko smo prepričani, da smo spletno aplikacijo 
pravilno testirali in pravilno analizirali podatke, poročilo pošljemo naprej. Poročilo o 
testiranju tako sluţi razvojni ekipi, da vidi, kje so pomanjkljivosti, vodstvo pa je 
seznanjeno s potekom projekta. Dobro je, da je s poročilom seznanjena tudi prodajna 
ekipa, da lahko o morebitnih zapletih ali uspešnosti spletne aplikacije obvesti 
stranke. 
Za uspešne analize in poročila je dobro upoštevati naslednje točke: 
 poročila in analize naj bodo dovolj pogoste in dovolj zgodaj, da lahko vsi, ki 
soudeleţeni v proizvod, pravočasno ukrepajo, 
 poročilo mora biti intuitivno, pregledno in naj vsebuje čim več grafičnih 
prikazov, 
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 pisanje poročil naj bo kratko in jedrnato, 
 v poročilu morajo biti podatki predstavljeni na učinkovit način in 
predstavljene morajo biti vse ključne informacije produkta in testiranja, 
 iz analize in poročila je potrebno izločiti nepotrebne podatke.  
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4  Ovrednotenje orodij za testiranje 
V splošnem je beseda ovrednotenje običajno mišljeno kot postopek 
vrednotenja nečesa oprijemljivega, končnega, proizvoda, v našem primeru 
komercialno dobavljivih orodij in prosto dostopnih orodij za zmogljivostno testiranje 
spletnih aplikacij. V ovrednotenju naj bi bili zajeti sistematično uporabljeni postopki 
in metodologije, z namenom ocenjevanja ideje, načrta, izvedbe, rezultatov in 
učinkov. Torej je spekter ovrednotenja, kot področja dosti bolj na široko zastavljen, 
kot se zdi na prvi pogled. 
4.1  Namen in cilji ovrednotenja 
Glavni namen in cilj ovrednotenja, ki smo jo izvedli, je bil izbrati 
najprimernejše orodje za testiranje zmogljivostnih karakteristik spletnih aplikacij, ki 
se razvijajo v podjetju. Poleg zmogljivostnega testiranja bi orodje porabili tudi za 
avtomatizacijo administriranja parametrov spletnih aplikacij. Izbrati je potrebno 
takšno orodje, s katerim bi lahko zajeli testiranje na čim več spletnih aplikacijah in 
platformah, na najbolj intuitiven in praktičen način. Orodje bi bilo namenjeno tako za 
ekipo ki preizkuša in testira produkte (angl. Verification Team), kot tudi za razvojno 
ekipo (angl. Development Team), da bi uskladili in poenotili teste in znanje 
uporabnosti orodja za testiranje. Orodje se bi torej uporabljalo bolj široko, katerega 
bi bila sposobna upravljati velika večina in ne samo posamezniki. Do sedaj je bil 
glavni problem, da se je vsak, ki je testiral neko spletno aplikacijo, moral znajti po 
svoje. Posledično je vsakdo uporabljal različno orodje, katerega je v danem trenutku 
lahko našel kot prosto različico na spletu in katerega je bil v danem trenutku najbolj 
vešč. Tako ni bilo poenotenega načina testiranja, pod vprašaj se je postavila 
zanesljivost rezultatov in še porabljalo se je veliko časa za pridobivanje in prenašanje 
znanja o orodjih. Ovrednotenja orodij se je zaradi zgornjih zahtevnih ciljev lotilo 
večje število ljudi, ki so imeli ţe predhodne izkušnje z podobnimi orodji in 
testiranjem. Pri ovrednotenju smo sodelovali tudi nekateri, ki z uporabo tovrstnih 
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orodij nismo imeli predhodnih izkušenj, kar za objektivnost ovrednotenja tudi pride 
prav. Da bi končni rezultat ovrednotenja bil res najboljša izbira produkta za podjetje, 
se je potrebno ovrednotenja lotiti premišljeno, natančno in postopoma. Ovrednotenje 
produkta smo zato razdelili na več podskupin oz. metod. Najprej smo definirali 
zahteve in omejitve, nato smo zbrali informacije in podatke o orodjih in jih primerjali 
med seboj. Potem je sledilo kreiranje in izvajanje osnovnih scenarijev testiranja z 
orodji na realnih primerih različnih spletnih aplikacijah. Nazadnje pa smo naredili 
natančnejše analize in izločili orodja, ki niso ustrezala zahtevam in niso dosegla 
zadovoljivih rezultatov. 
Natančneje o postopku ovrednotenja in kako smo se ga lotili, bom predstavil v 
nadaljevanju. V naslednji točki poglavja bom najprej predstavil zahteve, ki smo jih 
imeli oz. smo si jih zadali pri ovrednotenju orodij za zmogljivostno testiranje. 
4.2  Zahteve in omejitve 
Pred začetkom ovrednotenja je bilo potrebno določiti zahteve in pričakovanja 
orodij za testiranje. Upoštevati pa je bilo potrebno tudi dejavnike pri katerih smo bili 
omejeni. Zahteve smo določili na podlagi predhodnih izkušen in predhodnih dobrih 
praks testiranja s podobnimi, ţe poznanimi orodji za avtomatsko testiranje. Zahteve 
smo razdelili na tri dele: zahteve, ki se tičejo podprtih protokolov in tehnologij, 
zahteve, ki se tičejo funkcionalnosti orodij in ostale zahteve. V tabeli 4.1 so 




Zahteva Kratka razlaga 
1 
Orodje mora podpirati protokola HTTP 
in HTTPS verzije 1.1. 
Protokola sta osnova za prenos podatkov 
in komunikacije med odjemalcem in 
streţnikom. Podrobno sta razloţena v 
razdelku 2.3. 
2 
Orodje mora podpirati metode: GET, 
POST, PUT, OPTIONS in  DELETE. 
Metode se uporabljajo za upravljanje s 
podatki, ki so prisotni v bazi. Podrobno 
so razloţene v razdelku 2.3. 
3 
Orodje mora podpirati tehnologijo 
AJAX. 
Tehnologija AJAX je način 
komunikacije med odjemalcem in 
streţnikom. Podrobno je razloţena v 
razdelku 2.5.1. 
4 
Orodje mora podpirati Polling in Comet 
tehniko. 
Polling in Comet sta načina 
komunikacije med odjemalcem in 
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streţnikom. Podrobno sta razloţena v 
razdelku 2.5.2 in 2.5.3. 
5 
Orodje mora podpirati WebSocket 
tehniko. 
WebSocket je način komunikacije med 
odjemalcem in streţnikom, ki omogoča 
dvosmerno komunikacijo. Podrobno je 
razloţen v razdelku 2.5.4. 
6 
Orodje mora podpirati CSS3 in 
JavaScript. 
CSS je jezik, ki se uporablja za opis 
videza in oblikovanje dokumenta 
(spletne strani), napisanega v 
označevalnem jeziku. Namenjen ločitvi 
med vsebino (tekst) in izgledom (barve, 
formati, obrobe,itd.) spletne strani. CSS3 
predstavlja zadnjo različico [11]. 
JavaScript je objektni skriptni 
programski jezik, ki se uporablja pri 
izdelavi interaktivnih spletnih strani [12]. 
7 
Orodje mora podpirati WebRTC 
tehnologijo.* 
WebRTC je tehnologija, s katero je 
moţno opravljati videokonferenčne klice 
s pomočjo spletnega brskalnika brez 
uporabe dodatnih naprav ali dodatne 
programske opreme [13]. 
8 
Orodje mora podpirati formate: XML, 
JSON, AMF 
XML je preprost računalniški jezik 
podoben HTML, ki nam omogoča format 
za opisovanje strukturiranih podatkov ali 
arhitektura za prenos podatkov in 
njihovo izmenjavo med več omreţji [14]. 
JSON je format, ki uporablja človeku 
berljiv tekst za prenos podatkov. Je 
alternativa XML formatu. AMF je 
binarni format, ki se uporablja za 
komunikacijo med AdobeFlash 
vtičnikom kot odjemalcem in oddaljeno 
storitvijo (angl. Remote Control), 
običajno kar Flash Media Server ali 
podobno alternativo [15]. 
9 
Orodje mora omogočati več paralelnih 
TCP-povezav s strani enega klienta. 
Zahteva ne potrebuje dodatne razlage. 
10 
Orodje mora omogočati arhitekturni stil 
REST.* 
REST je arhitekturni stil načrtovanja 
spletnih aplikacij. Njegov namen je 
definiranje procesov, ki opisujejo na 
kakšen način so podatki definirani in 
naslovljeni, pri čemer se uporabljajo 
metode protokola HTTP. [16] 
11 
Orodje mora omogočati protokol 
SOAP.* 
SOAP je tehnologija oz. protokol za 
izmenjavo strukturiranih podatkov med 
porazdeljenimi sistemi, kot so spletne 
storitve, ki procesirajo sporočila preko 
različnih transportnih protokolov. Za 
svojo obliko sporočila uporablja XML in 
se za prenos podatkov opira predvsem na 
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protokol HTTP ali protokol SMTP [17]. 
12 
Orodje mora omogočati podporo za 
vtičnika: Silverlight in AdobeFlash.* 
Silverlight je Microsoftov vtičnik, ki ga 
je mogoče uporabiti v vseh brskalnikih in 
v več okoljih, ki temeljijo na ogrodju 
.NET jezika. Je alternativa vtičniku 
AdobeFlash. [18] Bolj podrobno o 
spletnih vtičnikih je razloţeno v razdelku 
2.5.5. 
13 
Orodje mora omogočati HTML5- 
tehnologijo. 
HTML5 je tehnologija oz. standard za 
oblikovanje in predstavitev vsebin na 
svetovnem spletu. Glavna lastnost 
HTML5 je, da je zasnovan tako, da 
enostavno vključi in skrbi za 
multimedijske in grafične vsebine na 
spletu brez sklicevanja na različne 
dodatne knjiţnice in aplikacije [19]. 
Tabela 4.1:  Pregled zahtev po podprtih protokolih in tehnologijah 
Zahteve, ki so označene z zvezdico niso obvezne ampak je priporočljivo, da jih 
posamezna orodja izpolnjujejo. V tabeli 4.2 so prikazane zahteve,ki se tičejo 
funkcionalnosti oz. lastnosti orodij. 
Številka 
zahteve 
Zahteva Kratka razlaga 
14 
Orodje mora omogočati avtomatsko 
snemanje in urejanje skript. Omogočati 
mora tudi parametrizacije različnih 
vrednosti. 
Orodje mora imeti moţnost snemanja 
testnih scenarijev tako, da avtomatsko 
odpre brskalnik in potem s kliki 
posnamemo ţelen scenarij. Posneti 
scenarij naj bi orodje avtomatsko 
vstavilo v skript, katerega lahko urejamo 
in modificiramo. S parametrizacijo 
mislimo to, da je moţno kreirati različne 
vrste spremenljivk, ki jih lahko 
uporabimo na različnih mestih v 
scenariju. 
15 
Orodje mora omogočati vstavljanje in 
branje podatkov iz zunanjih datotek. 
Orodje mora podpirati vstavljanje in 
branje različnih podatkov iz različnih 
zunanjih datotek, kot so: Excelove 
datoteke, datoteke s končnicami csv, txt, 
itd. 
16 
Orodje mora omogočati merjenje in 
nastavljanje odzivnih časov. 
Orodje naj bi imelo moţnost meriti 
odzivne čase vseh akcij, ki smo jih 
posneli v testni scenarij. Nastaviti naj bi 
bilo moţno tudi mesta v scenariju, kjer 
jih ţelimo meriti. 
17 
Orodje mora vsebovati mehanizem za 
preverjanje prejete vsebine HTML. 
Se pravi orodje mora omogočati prikaz 
vseh odgovorov HTTP, glede na zahteve, 
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ki jih pošiljamo v posnetem  scenariju. 
18 
Orodje mora vsebovati mehanizem za 
izvlečenje (angl. Extract) vsebine 
HTML. 
Se pravi mora orodje imeti na voljo 
funkcijo s katero je moţno nek daljši 
zapis ali samo eno besedo oz. niz izvleči 
iz telesa sporočila HTTP. Izvlečen niz 
potem lahko shranimo v spremenljivko. 
Vsebina telesa je zapisana v HTML- 
jeziku. 
19 
Orodje mora vsebovati mehanizem za 
detekcijo in analizo napak (angl. Errors) 
v komunikaciji in mehanizem za nadzor 
poteka testa v ţivo(angl. 
LiveMonitoring). 
V orodju mora biti moţno avtomatsko 
preverjanje uspešnosti testnega scenarija. 
Se pravi orodje mora znati človeku 
prijazno sporočiti ali je določeno 
sporočilo HTTP bilo uspešno poslano in 
če je nanj tudi ustrezno odgovorilo. Pri 
poteku testa v ţivo mora orodja znati 
prikazati potek testnega scenarija z 
vsakim navideznim uporabnikom. Poleg 
tega mora orodje biti sposobno v ţivo 
prikazovati statistične podatke 
arhitekturnih elementov spletne 
aplikacije. 
20 
Orodje mora omogočati moţnost 
nastavljanja parametrov glave HTTP.* 
Podobno kot v zahtevi številka 18, naj bi 
tudi pri tej zahtevi orodje omogočalo 
izvlečenje vsebino in moţnost vstavitve 
spremenljivke ali poljubnega niza v 
glavo HTTP. 
21 
Orodje mora omogočati moţnost 
upravljanja brskalnikovega 
predpomnilnika (angl. BrowserCache). 
Orodje mora podpirati moţnost, da lahko 
iz orodja upravljamo predpomnilnik. To 
sluţi temu, da lahko npr. znotraj testnega 
scenarija izpraznimo brskalnikov 
predpomnilnik za potrebe realnosti 
testnega scenarija. 
22 
Orodje mora omogočati naslavljanje 
elementov HTML preko drevesne 
strukture oz. poti in preko 
identifikacijskih številk elementov. 
Zahteva ne potrebuje dodatne razlage. 
23 
Orodje mora omogočati nastavljanje 
časov razmišljanja (angl. Think Time). 
Čas razmišljanja je mišljen kot čas, ki ga 
potrebuje uporabnik med posameznimi 
akcijami. Ta čas naj bi s pomočjo orodja 
lahko poljubno spreminjali. 
24 
Orodje mora omogočati laţno 
predstavljanje uporabnika s številko IP 
(angl. IP Spoofing).* 
Tako imenovan »IP spoofing« je način, 
ki omogoča, da v sporočilu HTTP oz. 
glavi HTTP, vsebuje drugačen izvirni 
naslov IP in se tako predstavi streţniku 
kot nov uporabnik. Na tak način se 
prikrije prava identiteta pošiljatelja in je 
moţno sporočila pošiljati iz enega mesta, 
ne da bi se streţnik tega zavedal. 
25 Orodje mora omogočati navigacijo XPath je navigacija s katero je moţno 
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XML, poznano kot XPath. določiti oz. izvleči podatke iz drevesne 
strukture XML dokumenta. Omogoča 
tudi izračun vrednosti iz drevesne 
strukture XML dokumenta. 
26 
Orodje mora omogočati nastavljanje 
poraba pasovne širine po uporabnikih.* 
V orodju mora biti mogoče nastavljati 
pasovno širino, ki bo na voljo 
posameznemu navideznemu uporabniku 
testirane spletne aplikacije. 
27 
Orodje mora omogočati spreminjanje 
obremenitve med testom in vsebovati 
mora različne ţe definirane krivulje 
obremenitve. 
Obremenitve so lahko različne oz. 
potekajo po različnih obremenitvenih 
funkcijah oz. krivuljah. Obremenitve se 
nanašajo na dodajanje števila navideznih 
uporabnikov na spletno aplikacijo. 
Dodajanje uporabnikov je lahko linearno, 
stopničasto (angl. Ramp-up) ali poljubno. 
28 
Orodje mora omogočati vzporedno 
predvajanje različnih scenarijev. 
Različno posnete scenarije oz. drugačne 
scenarije med seboj, mora orodje znati 
prikazovati vzporedno oz. sočasno. 
29 
Orodje mora omogočati prikazovanje 
rezultatov in moţnost obdelave 
rezultatov. 
Prikaz rezultatov mora biti v obliki tabel 
in grafikonov, ki morajo biti ustrezno 
označeni in razumljivi. Orodje mora 
omogočati tudi izvoz (angl. Export) 
izmerjenih statističnih podatkov v 
različne datoteke. 
30 
Orodje mora omogočati avtomatsko 
izdelavo poročila o testu.* 
Avtomatsko izdelano poročilo mora 
vsebovati vse izmerjene statistične 
podatke, podprte z grafi in tabelami in 
indikacijami o uspešnosti oz. 
neuspešnosti testa. 
31 
Orodje mora omogočati tako imenovano 
prenosljivo licenco (angl. Shared 
licence). 
Prenosljiva licenca je mišljena tako, da ni 
vezana na določen računalnik oz. 
terminal, ampak je moţno licenco 
prenesti na drug računalnik, če na 
prejšnjem ni aktivna. Se pravi je 
omogočen vključiti in izključiti licenco.  
32 
Orodje mora omogočati moţnost 
porazdeljenega zagona testa.* 
Porazdeljeni test pomeni to, da je moţno 
spletno aplikacijo obremeniti iz več 
računalnikov, ki imajo dostop do spletne 
aplikacije z enakim testnim scenarijem.. 
33 
Orodje mora omogočati moţnost zagona 
testa iz spletnega brskalnika (angl. 
CrossBorwsingTesting). 
To pomeni, da posneti test ne zaţenemo 
iz orodja samega vendar orodje odpre 
brskalnik in se akcije scenarija izvajajo 
kar v brskalniku. 
34 
Orodje mora omogočati nastavljanja sej 
in piškotkov. 
Orodje mora omogočati nastavljanje 
identifikacijskih parametrov sej (angl. 
Session ID) in piškotka. Nastavljanje 
moa biti moţno tudi znotraj testnega 
scenarija. 
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35 Orodje mora omogočati profile anomalij. 
Profil anomalij je mišljen kot profil, ki 
ga nastavimo npr. za preverjanje točno 
določenih parametrov v sporočilih HTTP 
in s tem določimo uspešnost testa. Če 
npr. sporočilo HTTP parametra ne 
vsebuje, naj bi profil omogočil, da se test 
npr. prekine. Ta profil naj bi bilo moţno 
nastaviti pri vsakem testnem scenariju. 
36 
Orodje mora omogočati kar se da širok 
nabor tako imenovanih okolij za razvoj 
spletnih aplikacij (angl. Framework). 
»Framework« pomeni v računalništvu 
programersko okolje v katerem se razvija 
aplikacija. Obstaja več različnih okolij in 
ta okolja lahko vključujejo specifične 
podporne programe, prevajalnike kode, 
kodne knjiţnice itd. Se pravi orodje mora 
prepoznati čim več takšnih okolij v 
katerem je testirana aplikacija razvita 
[20]. 
37 
Orodje mora podpirati oz. zaznati 
preverjanje in kodiranje vpisanih gesel 
(angl. Digest Access Authentication).  
Veliko primerov spletnih aplikacij je,da 
se po internetnem omreţju prenašajo zelo 
občutljive in zaupne informacije, kot npr. 
bančne transakcije in pomembna gesla. 
V takem primeru obstaja mehanizem, ki 
vpisano geslo zakodira, streţnik pa 
pozna ključ za kodiranje in je sposoben 
overiti pravega uporabnika [21]. 
Tabela 4.2:  Pregled zahtev po funkcionalnosti orodij 
Enako kot pri prejšnji tabeli sem tudi pri tabelah4.2in 4.3zahteve, ki niso 
obvezne označil z zvezdico. V zadnjo podskupino zahtev smo zajeli ostale zahteve. 
Prikazane so v tabeli 4.3. 
Številka 
zahteve 
Zahteva Kratka razlaga 
38 
Orodje mora omogočati moţnost 
obremenitve spletne aplikacije z do 1000 
virtualnimi uporabniki hkrati. 
Zahteva ne potrebuje dodatne razlage. 
39 
Orodje mora biti kar se da uporabniško 
prijazno in intuitivno.  
Zahteva ne potrebuje dodatne razlage. 
40 
Orodje mora biti takšno, katerega se 
uporabnik hitro nauči uporabljati. 
Zahteva ne potrebuje dodatne razlage. 
41 
Če je orodje komercialno in ni prosto 
dostopno, mora lastnik orodja 
zagotavljati oz. nuditi ustrezno pomoč 
(angl. Support).   
Zahteva ne potrebuje dodatne razlage. 
42 Orodje mora omogočati moţnost 
programiranja naprednih testnih 
Zahteva ne potrebuje dodatne razlage. 
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scenarijev v primernem oz. splošno 
znanem programskem jeziku.* 
43 
Orodje mora biti takšno, da so stroški za 
vzdrţevanje orodja čim manjši. 
Zahteva ne potrebuje dodatne razlage. 
44 
Orodje mora omogočati ponovno 
uporabo ţe kreiranih in izvedenih testov. 
Zahteva ne potrebuje dodatne razlage. 
45 
Orodje mora biti glede na zmogljivost 
cenovno dostopno. 
Zahteva ne potrebuje dodatne razlage. 
46 
Orodje mora biti takšno, da ga je moţno 
integrirati z drugimi orodji.* 
Zahteva ne potrebuje dodatne razlage. 
Tabela 4.3:  Pregled ostalih zahtev 
Iz zgornjih tabel lahko vidimo, da je celotna ekipa, ki je sodelovala v 
ovrednotenju orodij, imela kar veliko zahtev. Nekatere zahteve so točno določene, 
nekatere pa bolj ohlapne, saj se pred natančno analizo izbranih orodij teţko točno 
definirajo. Zavedali smo se tudi moţnosti, da nobeno orodje ne bi v celoti zadostilo 
vsem zahtevam. V takem primeru smo dopustili moţnost, da se kakšno od zahtev ne 
upošteva, vendar naj bi takšnih primerov bilo čim manj. Dopustili smo tudi moţnost, 
da se po potrebi naknadno doda še kakšna zahteva, če bi zahtevam ustrezalo večino 
oz. večje število orodij. 
Kar se tiče upoštevanja dejavnikov omejitev je potrebno omeniti, da sprva pri 
ovrednotenju orodij morebitnih omejitev ni bilo. Seveda bi pri omejitvah vsakdo 
najprej pomislil na ceno orodja. Vendar glede na predhodne izkušnje z ţe kupljenimi 
programskimi orodji iz različnih področij, naj licence orodij ne bi stale preveč in tako 
ni bilo postavljene zgornje meje cene. Je pa podjetju v interesu in je vsekakor velika 
pozitivna lastnost to, da orodje stane čim manj. 
4.3  Pregled uporabljenih orodij za testiranje spletnih aplikacij v 
postopku ovrednotenja 
V tej točki četrtega poglavja bom predstavil orodja, ki smo jih uporabili v 
ovrednotenju. Nekatera orodja so plačljiva in je za profesionalno oz. napredno rabo 
orodja potrebna licenca, ki je po navadi vezana na časovno obdobje. Nekatera orodja 
pa so prosto dostopna in popolnoma ne-plačljiva. Nekatera orodja, ki so plačljiva, so 
na spletu dostopna, vendar navadno v omejeni izdaji ali pa jih lahko uporabljamo le 
določen čas. Za večino informacij, ki jih ţelimo pridobiti je to dovolj. Vsa orodja, ki 
so sodelovala v ovrednotenju, so po zgradbi in izgledu grafičnega vmesnika ter 
ponujanju lastnosti orodij s strani proizvajalcev, zelo podobne med seboj. Zato smo 
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po prvem stiku z orodji ţe spoznali, da bodo za zadovoljiv končen rezultat 
ovrednotenja odločale malenkosti, naša preciznost in uspešnost izvedbe testov.  
4.3.1  NeoLoad 
NeoLoad je eno od orodij, ki jih ponuja podjetje Neotys [22]. Namenjeno je 
avtomatskemu zmogljivostnemu testiranju spletnih in mobilnih aplikacij. Orodje 
omogoča enostavno in grafično izvajanje zmogljivostnih testov, z njim lahko 
analiziramo rezultate ter spremljamo in nadzorujemo zmogljivostne parametre med 
izvajanjem testov. Orodje je sposobno simulirati veliko število virtualnih 
uporabnikov, ki sočasno dostopajo in uporabljajo testirano aplikacijo. NeoLoad 
omogoča spremljanje in prikazovanje statistike arhitekturnih elementov aplikacij kot 
so: baze podatkov, aplikacijski streţniki, spletni streţniki, omreţni elementi, itd. 
Orodje naj bi omogočalo delo z najrazličnejšimi spletnimi storitvami, tipi 
aplikacijskih in spletnih streţnikov, platformami, operacijskimi sistemi in protokoli. 
Dostop do vseh funkcij, ki jih orodje ponuja, nam omogoča preko uporabniškega 
grafičnega vmesnika (angl. Grafical User Interface - GUI), ki je razdeljen na tri 
glavne dele. Prvi del se imenuje »Design« in je namenjen pripravi testnih scenarijev, 
pripravi velikosti in oblike testne populacije ter nastavitvi parametrov za spremljanje 
arhitekturnih elementov. Drugi del se imenuje »Runtime«v katerem lahko nastavimo 
čas trajanja testa ter lahko v ţivo spremljamo statistiko izvajanja testa. V tretjem delu 
z imenom »Results« pa lahko analiziramo rezultate testov, jih prikaţemo na grafih in 
tabelah ter generiramo ustrezno poročilo o testu. Orodje poleg kontrolnega 
grafičnega vmesnika ponuja tudi generator obremenitve (angl. Load Generator), ki 
sluţi temu, da lahko obremenitvene generatorje namestimo na več računalnikov in 
tako zaganjamo razpršeno porazdeljen test za velike obremenitve aplikacije. Moţno 
je tudi testiranje aplikacije preko oblaka (angl. Cloud Testing). Testiranje preko 
oblaka je podoben način testiranja kot testiranje z obremenitvenimi generatorji. 
Razlika je v tem, da za porazdeljene generatorje, ki so lahko geo-locirani po vsem 
svetu, poskrbi orodje oz. podjetje. Razvijalec aplikacije lahko za testiranje aplikacije 
uporabi oz. za določen čas zakupi tujo omreţno infrastrukturo in se mu ni treba 
ukvarjati s postavitvijo in nastavitvijo le-te. Orodje je plačljivo, cena pa je odvisna od 
števila virtualnih uporabnikov. Več kot jih ţelimo, višja je cena zakupa licence. 
Popolnoma brezplačno je moţno uporabiti orodje za dobo enega leta z moţnostjo 
uporabe do 50 virtualnih uporabnikov. Podjetje Neotys ob nakupu licence za orodje 
nudi tudi različne vrste podpore. Na razpolago so za vprašanja preko elektronske 
pošte, na razpolago je tudi nekakšen »blog« dobrih praks in odgovori na sprotna 
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vprašanja uporabnikov. Nudijo tudi bolj podrobno tehnično podporo, ampak samo za 
svoje stranke. Na sliki 4.1 je prikazan logotip orodja NeoLoad. 
 
Slika 4.1:  Logotip orodja Neoload 
4.3.2  WebLOAD 
WebLOAD je plačljivo orodje, ki ga razvija podjetje Radview [23]. Logotip 
orodja je prikazan na sliki 4.2. Enako kot vsa ostala orodja, je tudi to namenjeno 
avtomatskemu testiranju zmogljivostnih parametrov spletnih aplikacij. Podpira tudi 
testiranje mobilnih aplikacij. Omogoča pripravo in snemanje testnih scenarijev v 
različnih brskalnikih. Upravljanje orodja se izvaja preko grafičnega vmesnika. 
Glavne funkcije orodja so v grobem razdeljene na tri dele: kreiranje in urejanje 
scenarijev, kreiranje in izvajanje obremenitvenih testov ter analiziranje rezultatov 
testov. Za razliko od ostalih orodij, se te tri skupine funkcij izvajajo v ločenih 
grafičnih vmesnikih oz. se za vsako omenjeno skupino »poţene« program. Orodje 
podpira kar širok nabor različnih spletnih storitev, tipov aplikacijskih in spletnih 
streţnikov, platform, operacijskih sistemov in protokolov, vendar manj kot npr. 
orodje NeoLoad. Tudi to orodje omogoča razpršeno porazdeljene teste preko 
obremenitvenih generatorjev ali preko oblaka. Orodje omogoča simuliranje velikega 
števila virtualnih uporabnikov, ki istočasno uporabljajo spletno aplikacijo. 
Poskrbljeno je tudi za več vrst podpore in pomoči, ki jih nudijo praktično enako 
organizirano kot pri orodju NeoLoad. Na voljo je ne-plačljiva različica orodja, ki 
omogoča uporabo do 5 istočasnih virtualnih uporabnikov za dobo 30 dni. V tej ne-
plačljivi različici je vključena uporaba vseh protokolov in modulov za spremljanje 
arhitekturnih komponent spletnih aplikacij. 
 
Slika 4.2:  Logotip orodja WebLOAD 
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4.3.3  WAPT 
WAPT je plačljivo orodje s podobnimi funkcijami, kot ţe predstavljena orodja 
[24]. Orodje omogoča avtomatsko zmogljivostno testiranje spletnih in mobilnih 
aplikacij, tako preko oblaka, kot preko obremenitvenih generatorjev. Podobna je tudi 
priprava in snemanje testnih scenarijev, ki je na voljo v različnih brskalnikih. Za 
upravljanje z vsemi parametri in funkcijami je na voljo grafični vmesnik, ki je v 
primerjavi z ţe predstavljenima orodjema enostavnejši za uporabo. Orodje podpira 
pribliţno tako velik nabor različnih spletnih storitev, tipov aplikacijskih in spletnih 
streţnikov, platform, operacijskih sistemov in protokolov, kot orodje WebLOAD. Za 
razliko od ostalih plačljivih orodij, so za orodje WAPT na njihovi uradni spletni 
strani podane vse informacije o cenah posameznih različic orodij in funkcijskih 
modulov. Na voljo sta dve plačljivi različici orodja in sicer WAPT in WAPT Pro. 
Različica WAPT je cenovno najbolj ugodna in enostavna za konfiguriranje testnih 
obremenitev aplikacij. Različica stane relativno malo saj trenutno stane 700 
ameriških dolarjev. Omogoča pripravo in snemanje testnih scenarijev, zaganjanje 
testnih scenarijev z do pribliţno 2000 sočasnih virtualnih uporabnikov in analiziranje 
ter grafično spremljanje zmogljivostnih rezultatov tudi med izvajanjem testa. Na 
koncu testa orodje lahko avtomatsko generira poročilo opravljenega testa, ki je 
opremljeno z grafičnimi prikazi. WAPT Pro različica je nadgradnja ţe omenjene 
različice. Poleg funkcij, ki jih podpira osnovna različica, podpira še spremljanje 
parametrov arhitekturnih elementov kot so streţniki in baze podatkov, ki jih 
uporablja testirana aplikacija. Poleg tega omogoča tudi razpršeno porazdeljeno 
testiranje preko obremenitvenih generatorjev in zaganjanje testnih scenarijev z do 
10000 sočasnih virtualnih uporabnikov. Z vsakim dodatnim generatorjem je moţno 
povečevati število sočasnih virtualnih uporabnikov od 10000 do 50000, odvisno od 
zmogljivosti omreţja.  Tudi ta različica je cenovno ugodna in stane 1200 ameriških 
dolarjev in v to ceno ţe vključuje moţnost instalacije dveh obremenitvenih 
generatorjev. Za dodatne generatorje je potrebno kupiti licenco posebej in sicer za 
vsak generator po 900 ameriških dolarjev. Posebej je moţno orodje nadgraditi še z 
različnimi moduli kot so npr. moduli za prepoznavo spletnih vtičnikov in formatov 
za opisovanje spletnih strani. Na voljo je 6 modulov in paket vseh šestih stane 950 
ameriških dolarjev. Za dobo 30 dni sta na voljo obe različici in moţnost uporabe 
vseh modulov ter obremenitvenega generatorja, vendar je uporaba orodja omejena na 
20 sočasnih virtualnih uporabnikov. Na sliki 4.3 je prikazan logotip orodja WAPT. 
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Slika 4.3:  Logotip orodja WAPT 
4.3.4  Selenium 
Programsko orodje Selenium je za razliko od ţe predstavljenih, ne-plačljivo in 
popolnoma prosto dostopno na spletu [25]. Prvotno je orodje namenjeno 
funkcionalnemu testiranju spletnih aplikacij, vendar je moţno v kombinaciji z 
drugimi orodji izvajati tudi zmogljivostne teste nad spletnimi aplikacijami. V samem 
bistvu je orodje Selenium paket oz. zbirka posameznih pod-orodij: Selenium IDE, 
Selenium Web Driver, Selenium Remote Control in Selenium Grid. Selenium IDE je 
program oz. vtičnik za brskalnik MozzilaFirefox. Namenjen je pripravi testnih 
scenarijev in snemanju uporabnikovih akcij na spletni strani (kliki na gumbe, 
vpisovanje, itd.). Moţna je tudi osnovna parametrizacija vrednosti. Velika pozitivna 
lastnost orodja je, da Selenium IDE omogoča tudi izvoz testnega scenarija v različne 
programske jezike, tako da je uporaba scenarijev moţna tudi v drugem orodju. Kot 
sem ţe omenil je to pod-orodje namenjeno za točno določen spletni brskalnik in to 
predstavlja oviro, če hočemo testirati spletno aplikacijo v drugem brskalniku. Rešitev 
za to je uporaba Selenium Remote Control programa, ki omogoča izvajanje testnih 
scenarijev v kateremkoli spletnem brskalniku, ki omogoča programski jezik 
JavaScript. Se pravi Selenium Remote Control uporabljamo v kombinaciji s 
Selenium IDE. Selenium IDE je bolj namenjen hitremu preizkusu funkcionalnega 
delovanja spletne aplikacije in izvajanje manj obseţnih testnih scenarijev. Za bolj 
obseţne teste funkcionalnosti se uporablja Selenium Web Driver program, ki za 
avtomatizacijo ne potrebuje vtičnika kot je Selenium IDE vendar uporablja kar 
brskalnikov aplikacijski vmesnik (angl. Application Programming Interface - API). 
Zato je to pod-orodje tudi veliko bolj primerno pri testiranju kompleksnejših oz. 
dinamično bogatih spletnih aplikacij. Program Selenium Grid je namenjen temu, da 
je moţno spletno aplikacijo testirati porazdeljeno, se pravi enak princip kot v primeru 
obremenitvenih generatorjev. Cel paket Selenium dopušča veliko moţnosti 
dograjevanja in izpopolnjevanja scenarijev, vendar za to potrebujemo nekaj več 
programerskega znanja kot v primeru ţe predstavljenih orodij. Ta lastnost orodja je 
lahko velika prednost, če smo vešči programiranja in tudi velika slabost če ne. 
Orodje Selenium omogoča tudi spremljanje parametrov in rezultatov med samim 
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izvajanjem testa vendar v kombinaciji z drugim orodjem. Podobno je tudi z 
generiranjem in grafično analizo rezultatov testiranja. Orodje naj bi podpiralo tudi 
testiranje mobilnih aplikacij in testiranje preko oblaka. Na splošno se orodje 
Selenium precej razlikuje od ostalih, vendar smo ga vključili v ovrednotenje 
predvsem zaradi svoje odprtosti in moţnosti integracije z drugimi orodji, kar smo 
hoteli preveriti. Hoteli smo preveriti, če je zmoţen delovati v integraciji z ţe 
kupljenimi orodji v podjetju. Na sliki 4.4 je prikazan logotip orodja Selenium. 
 
Slika 4.4:  Logotip orodja Selenium 
4.3.5  JMeter 
Drugo ne-plačljivo orodje, ki smo ga uporabili v ovrednotenju je orodje JMeter 
[26]. JMeter je namizna aplikacija za testiranje zmogljivostnih parametrov spletnih 
aplikacij. Orodje je prosto dostopno in odprto kodno (angl. Open Source), tako, da ga 
je moţno nadgraditi in prilagoditi svojim potrebam. Orodje je javanska aplikacija kar 
pomeni, da je za prilagajanje in nadgrajevanje aplikacije potrebno znanje 
programskega jezika Java. Orodje JMeter omogoča spremljanje in prikazovanje 
statistike aplikacijskih in spletnih streţnikov, baze podatkov, omreţnih elementov. 
Podpira tudi testiranje spletnih aplikacij s kar velikim naborom različnih protokolov. 
JMeter naj bi deloval na vseh najbolj znanih in najbolj pogosto uporabljenih 
operacijskih sistemih. Orodje je moţno upravljati tako preko orodne vrstice kot 
preko grafičnega vmesnika. Ker naj bi bila orodja kar se da enostavna in nazorna, bo 
nas zanimalo samo upravljanje preko grafičnega vmesnika. Osnovni komponenti 
grafičnega vmesnika orodja sta tako imenovana Plan testiranja (angl. Test Plan) in 
Delovna površina (angl. Work Bench). Ko ustvarjamo testni scenarij sta to dve 
osnovni komponenti scenarija. Testni plan je koren testnega scenarija, potem pa po 
principu drevesne strukture dodajamo ostale pod-komponente. Te pod-komponente 
sluţijo definiranju števila istočasnih navideznih uporabnikov v testnem scenariju. 
Orodje naj bi omogočalo zaganjanje zmogljivostnih testov z velikim številom 
navideznih uporabnikov. Moţno je tudi definirati, kako bodo ti navidezni uporabniki 
obremenjevali spletno aplikacijo oz. kako bo funkcijsko porazdeljena obremenitev 
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spletne aplikacije z naraščanjem števila navideznih uporabnikov. V delovni površini 
orodja se nahajajo komponente, ki niso vključene v testni scenarij in jih 
poimenujemo izven testne komponente (angl. Non-Test Elements). Te izven testne 
komponente pa sluţijo spremljanju in merjenju statistike arhitekturnih elementov 
spletne aplikacije. Rezultate je moţno s pomočjo gradnikov orodja tudi analizirati in 
predstaviti v grafični, obliki vendar je v primerjavi s plačljivimi orodji prikaz veliko 
bolj skop in pomanjkljiv. Po podobnem principu kot pri orodju Selenium, se lahko 
izvajajo tudi porazdeljeni testi. Na sliki 4.5 je prikazan logotip orodja JMeter. 
 
Slika 4.5:  Logotip orodja JMeter 
4.4  Zbiranje podatkov 
Takoj ko smo določili zahteve, ki naj bi jih orodja izpolnjevala, smo se lotili 
druge metode ovrednotenja- zbiranja informacij in podatkov o primernih orodjih, ki 
so na voljo na trţišču. Cilj pri zbiranju podatkov je bil, da bi na različne načine in iz 
različnih virov pridobili informacije in podatke, ki bi v celoti ali pa vsaj v večini 
ustrezali predhodno postavljenim zahtevam. Glede na predhodne izkušnje smo 
izbrali potencialne kandidate, ki bi lahko ustrezali zahtevam. Te kandidate sem ţe 
predstavil v prejšnji točki poglavja. Ker smo hoteli zbrati čim več informacij o 
orodjih je zbiranje podatkov najprej potekalo individualno, vendar je informacije o 
posameznem orodjem iskalo večje število ljudi. Na koncu pa smo pridobljene 
informacije primerjali med seboj in si jih izmenjali. S takim načinom zbiranja smo 
dobili veliko bolj verodostojne podatke, kot če bi zbiranje informacij prepustili samo 
eni osebi. Večino informacij smo pridobili iz uradnih spletnih strani posameznega 
orodja oz. spletnih strani podjetij, ki so orodje razvile. Vendar se je izkazalo, da 
takšne informacije niso povsem uporabne in so lahko zavajajoče, saj smo se zavedali, 
da je vsako orodje na uradnih straneh predstavljeno na način, da poudari svoje dobre 
lastnosti, slabe pa zamolči. Prav zaradi tega razloga, se nismo omejili le na zbiranje 
informacij iz uradnih strani, vendar smo vključili tudi druge vire. Pregledovali smo 
forume in iskali ţe narejene analize in primerjave uspešnosti orodij. Takšne 
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informacije so dobrodošle, saj uporabniki orodij po navadi predstavijo tudi slabe 
lastnosti oz. lahko iz prakse izvemo pri kakšnem načinu testiranja in uporabe orodja 
so uporabniki naleteli na teţavo. Tekom zbiranja informacij smo tudi ugotovili, da so 
pri podajanju specifikacij in nudenju podpore različnim tehnologijam, orodja med 
seboj precej razlikujejo. Pri nekaterih orodjih je bilo tovrstne informacije enostavno 
pridobiti, pri nekaterih pa bolj zahtevno oz. jih ni bilo moč pridobiti. V naslednji 
točki bo predstavljena naslednja metoda ovrednotenja,s katero smo pridobljene 
informacije primerjali in preverili ustreznost orodij glede na predhodno zastavljene 
zahteve. 
4.5  Primerjava podatkov 
Ko smo zbrali informacije in podatke o orodjih, smo individualne rezultate 
zbiranja analizirali in primerjali. Končne informacije o posameznih orodjih, glede na 




Neoload WebLoad WAPT Selenium JMeter 
Status: Ustreza/Ne ustreza/Ni podatka 
1 
Orodje mora podpirati protokola 
HTTP in HTTPS verzije 1.1. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
2 
Orodje mora podpirati metode: 
GET, POST, PUT, OPTIONS in  
DELETE. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
3 
Orodje mora podpirati 
tehnologijo AJAX. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
4 
Orodje mora podpirati Polling 
in Comet tehniko. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
5 









Orodje mora podpirati CSS3 in 
JavaScript. 
















Orodje mora podpirati formate: 
XML, JSON, AMF 





Orodje mora omogočati več 
paralelnih TCP-povezav s strani 
enega klienta. 
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10 
Orodje mora omogočati 








Orodje mora omogočati 
protokol SOAP.* 





Orodje mora omogočati 
podporo za vtičnika: Silverlight 
in AdobeFlash.* 






Orodje mora omogočati 
tehnologijo HTML5. 






Orodje mora omogočati 
avtomatsko snemanje in 
urejanje skript. Omogočati mora 
tudi parametrizacije različnih 
vrednosti.  
Ustreza Ustreza Ustreza Ustreza Ustreza 
15 
Orodje mora omogočati 
vstavljanje in branje iz različnih 
zunanjih datotek in, kot so: 
Excelove datoteke, datoteke s 
končnicami csv, txt, itd. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
16 
Orodje mora omogočati 
merjenje in nastavljanje 
odzivnih časov. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
17 
Orodje mora vsebovati 
mehanizem za preverjanje 
prejete HTML vsebine. 





Orodje mora vsebovati 
mehanizem za izvlečenje (angl. 
Extract) vsebine HTML. 





Orodje mora vsebovati 
mehanizem za detekcijo in 
analizo napak (angl. Errors) v 
komunikaciji in mehanizem za 
nadzor poteka testa v ţivo(angl. 








Orodje mora omogočati 
moţnost nastavljanja 
parametrov glave HTTP.* 






Orodje mora omogočati 
moţnost upravljanja 
brskalnikovega predpomnilnika 
(angl. Browser Cache). 




Orodje mora omogočati 
naslavljanje elementov HTML 
preko drevesne strukture oz. 
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poti in preko identifikacijskih 
številk elementov.  
23 
Orodje mora omogočati 
nastavljanje časov med 
posameznimi akcijami v spletni 
aplikaciji, tako imenovani čas 
razmišljanja (angl. Think Time). 





Orodje mora omogočati laţno 
predstavljanje uporabnika s 
številko IP (angl. IP Spoofing).* 






Orodje mora omogočati 
navigacijo XML, poznano kot 
Xpath.  






Orodje mora omogočati 
nastavljanje poraba pasovne 
širine po uporabnikih.* 






Orodje mora omogočati 
spreminjanje obremenitve med 
testom in vsebovati mora 
različne ţe definirane krivulje 
obremenitve. 






Orodje mora omogočati 
vzporedno predvajanje različnih 
scenarijev. 






Orodje mora omogočati 
grafično prikazovanje rezultatov 
in moţnost obdelave rezultatov. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
30 
Orodje mora omogočati 
avtomatsko izdelavo poročila o 
testu.* 






Orodje mora omogočati tako 
imenovano prenosljivo licenco 
(angl. Shared Licence).  





Orodje mora omogočati 
moţnost porazdeljenega zagona 
testa.* 
Ustreza Ustreza Ustreza Ustreza Ustreza 
33 
Orodje mora omogočati 
moţnost zagona testa iz 
spletnega brskalnika (angl. 










Orodje mora omogočati 
nastavljanja sej in piškotkov. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
35 Orodje mora omogočati profile Ustreza Ustreza Ustreza Ni Ni 
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anomalij. podatka podatka 
36 
Orodje mora omogočati kar se 
da širok nabor tako imenovanih 
okolij za razvoj spletnih 
aplikacij (angl. Framework). 





Orodje mora podpirati oz. 
zaznati preverjanje in kodiranje 
vpisanih gesel (angl. Digest 
Access Authentication). 






Orodje mora omogočati 
moţnost obremenitve spletne 
aplikacije z do 1000 virtualnimi 
uporabniki hkrati. 





Orodje mora biti kar se da 
uporabniško prijazno in 
intuitivno.  






Orodje mora biti takšno, 
katerega se uporabnik hitro 
nauči uporabljati. 






Če je orodje komercialno in ni 
prosto dostopno, mora lastnik 
orodja zagotavljati oz. nuditi 
ustrezno pomoč (angl. Support).   
Ustreza Ustreza Ustreza Ustreza Ustreza 
42 
Orodje mora omogočati 
moţnost programiranja 
naprednih testnih scenarijev v 
primernem oz. splošno znanem 
programskem jeziku.* 
Ustreza Ustreza Ustreza Ustreza Ustreza 
43 
Orodje mora biti takšno, da so 












Orodje mora omogočati 
ponovno uporabo ţe kreiranih in 
izvedenih testov. 
Ustreza Ustreza Ustreza Ustreza Ustreza 
45 
Orodje mora biti glede na 
zmogljivost cenovno dostopno. 
Ni 
podatka 
Ni podatka Ustreza Ustreza Ustreza 
46 
Orodje mora biti takšno, da ga 








Tabela 4.4:  Pridobljene informacije o ustreznosti orodij glede na zahteve 
Iz tabele 4.4 je razvidno, da nobeno orodje v popolnosti ne zadosti vsem 
postavljenim zahtevam, vendar nam tabela 4.4 ţe poda vpogled, katero orodje je pri 
tej metodi ovrednotenja bolj uspešno in katero manj. Zavedati se moramo, da smo 
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lahko pri zbiranju informacij kakšen vir izpustili, naredili kakšno napako, ali so bili 
podatki neresnični, ali podatkov ni bilo moţno iz različnih razlogov pridobiti, itd. Iz 
tabele 4.4 lahko tudi razberemo, da glede na zbrane informacije, plačljiva orodja 
izpolnjujejo več zahtev kot prosto dostopna orodja.   
Na koncu smo prišli do zaključka, da bo za potrditev pravilnosti pridobljenih 
podatkov potrebno orodja namestiti in preveriti njihovo delovanje in podporo na 
realnih primerih. To smo naredili z metodo osnovno testiranje, kjer smo definirali 
testne scenarije in jih preizkusili na različnih spletnih aplikacijah. Postopek bom 
opisal v nadaljevanju. Kot realne primere oz. testne primerke spletnih aplikacij smo 
uporabili aplikacije, ki se razvijajo v podjetju in za delovanje uporabljajo različne 
tehnologije in so predstavljene v naslednji točki tega poglavja.  
4.6  Pregled aplikacij uporabljenih v testu 
V nadaljevanju bodo predstavljene aplikacije, s katerimi smo izvajali teste z 
različnimi orodji. S predstavitvijo aplikacij ne bomo šli v podrobnosti, vendar  bomo 
poskušali prikazati osnovno delovanje in namen posamezne aplikacije ter razlike v 
zgradbi in tehnologijah, ki jih uporabljajo. 
4.6.1  Voice Data Retention 
Voice Data Retention je projekt oz. rešitev, ki je namenjena zbiranju in 
shranjevanju statističnih podatkov govornih komunikacij določenih operaterjev. 
Spletna aplikacija je glavni del rešitve, ki skrbi za iskanje in obdelavo pridobljenih 
podatkov na podlagi ustreznih pravic. V splošnem aplikacija ni namenjena širši 
uporabi, ampak za določeno skupino oz. ustanovo, ki je pristojna za spremljanje in 
ima dostop do statističnih podatkov govorne komunikacije. 
Arhitektura spletne aplikacije je dokaj standardna in takšna kot smo jo ţe 
opisali v poglavju 2.2. Sestavljena je iz streţniške in odjemalčeve strani. Na 
streţniški strani imamo spletni in aplikacijski streţnik, ki se nahaja na isti 
računalniški komponenti ter podatkovni streţnik s podatkovno bazo na drugi strani. 
Na odjemalčevi strani za interakcijo z uporabniki skrbi GUI, ki je dostopen preko 
brskalnika. Spletna aplikacija podpira delovanje v več različnih brskalnikih. 
Komunikacija poteka preko protokola HTTP in v brskalnikih uporablja AJAX-
vmesnik. GUI del aplikacije ima moţnost prijave v sistem s štirimi različnimi 
vrstami uporabnikov: glavni skrbnik (mnadmin), skrbnik (admin), nadzornik 
(supervisor) in operator. Za vse vrste uporabnikov, razen mnadmin uporabnika, 
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obstaja hierarhična omejitev, kar pomeni, da lahko uporabniki upravljajo s podatki, 
ki so pod njihovim nadzorom. Prijavna stran aplikacije je prikazana na sliki4.6. 
 
Slika 4.6:  Prikaz prijavne strani spletne aplikacije Voice Data Retention 
Spletna aplikacija ţe na začetku avtomatsko ustvari mnadmin uporabnika in 
admin uporabnika, ki je primarni in hierarhično najvišje. Mnadmin uporabnik je 
samo en in lahko spreminja geslo primarnemu adminu, nastavlja povezljivost do 
baze podatkov, določi IP naslove iz katerih je moţno dostopati do aplikacije, kreira 
pa lahko različna območja oz. regije v katere bodo dodeljene agencije oz. ustanove. 
Na sliki 4.7 je prikazana stran, kjer lahko mnadmin uporabnik kreira regije. 
 
Slika 4.7:  Prikaz GUI aplikacije, ki jo uporablja uporabnika mnadmin 
Admin uporabnikov je lahko več in imajo moţnost kreiranja, spreminjanja in 
brisanja agencij. Za vsako agencijo lahko admin uporabnik dodeli ustrezne regije 
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hierarhično. Regije ţe predhodno ustvari mnadmin uporabnik. Admin uporabniki 
lahko tudi kreirajo, spreminjajo in brišejo vse vrste uporabnikov. Lahko kreirajo tudi 
admin uporabnike, vendar so ti posledično enako visoko ali niţje po hierarhiji. 
Omogočeno jim je tudi spremljanje aktivnosti uporabnikov, ki so jih ustvarili. Na 
sliki 4.8 je prikazana osnovna stran admin uporabnikov. 
 
Slika 4.8:  Prikaz GUI spletne aplikacije, ki jo uporabljajo admin uporabniki 
Supervisor uporabnikov je enako kot admin uporabnikov, lahko tudi več. Ti 
uporabniki imajo nalogo nadzorovanja oz. imajo vpogled, katere agencije in 
uporabniki so bili ustvarjeni. Imajo tudi vpogled v to, kateri uporabniki in agencije so 
prisotne v sistemu, ter katere so bile izbrisane. Nimajo pa moţnosti spreminjanja 
podatkov, vendar samo nadzor nad njimi. Na sliki 4.9 je prikazana stran, ki jo lahko 
uporabljajo supervisor uporabniki. 
 
Slika 4.9:  Prikaz GIU spletne aplikacije, ki jo uporabljajo supervisor uporabniki 
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Zadnji uporabniki so operatorji, kateri lahko preko GUI zahtevajo podatke iz 
baze. Se pravi imajo dostop do statističnih podatkov govorne komunikacije, ki se jim 
prikaţejo v obliki tabel za določeno časovno obdobje. Moţnost imajo posebej 
pridobiti podatke o naročnikih in posebej podatke o klicih posameznega naročnika 
(angl. Call Data Record- CDR). Slika 4.10 prikazuje osnovno stran, ki jo uporabljajo 
operatorji. 
 
Slika 4.10:  Prikaz GUI spletne aplikacije, ki jo uporabljajo operatorji 
4.6.2  SP-Web Portal 
Spletna aplikacija SP-Web Portal je namenjena ponudnikom telefonskih 
komunikacijskih storitev (angl. Service Provider). V bistvu je spletna aplikacija 
samo en delček celotne infrastrukture projekta in celotne rešitve. Spletna aplikacija 
izpolnjuje kar precej nalog in funkcij, kot so: kreiranje poslovnih skupin z 
uporabniki, spremljanje zgodovine klicev, nastavljanje različnih storitev klicev (razni 
načini preusmeritev, alarmi, blokiranje klicev, itd.), kreiranje in administriranje 
različnih tipov terminalov preko aplikacije, itd. Ker je funkcionalnosti spletne 
aplikacije kar veliko, bom posamezne opisal pri vsakem posameznem tipu 
uporabnika spletne aplikacije. 
Arhitektura spletne aplikacije je v osnovi enaka kot smo jo opisali v poglavju 
2.2, vendar je zelo kompleksna, ker za pridobitev vseh podatkov vsebuje veliko 
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komponent mobilne in fiksne govorne infrastrukturne arhitekture, ter potrebuje za 
krmiljenje klicev klicni streţnik. Podrobnosti te arhitekture ţe presegajo okvire te 
magistrske naloge, tako da bo za nas dovolj, da razumemo komunikacijsko tehniko 
AJAX, ki jo uporablja za promet HTTP. Do spletne aplikacije SP-Web Portal lahko 
dostopajo različni tipi uporabnikov. Razdeljeni so na uporabnike: ponudnik 
storitev(angl. Service Provider User), skrbnik oz. administrator poslovne skupine 
(angl. Business Group User) in navadni oz. končni uporabniki (angl. End User), ki 
uporabljajo storitve ponudnika. Slika 4.11 prikazuje osnovno, prijavno stran spletne 
aplikacije. 
 
Slika 4.11:  Prikaz GUI prijavne strani spletne aplikacije SP-Web portal 
Hierarhično je ponudnik storitev uporabnik najvišje in lahko opravlja več 
funkcij, ki vključujejo tudi vse funkcije administratorjev skupin in navadnih 
uporabnikov. Slika 4.12 prikazuje osnovno stran ponudnik storitev. 
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Slika 4.12:  Prikaz GUI osnovne strani ponudnika storitev 
Ponudnik storitev lahko kreira poslovne skupine ali dodaja posamezne uporabnike v 
sistem. Lahko tudi nastavlja storitve in spreminja gesla posameznim uporabnikom. 
Omogočen mu je tudi avtomatski prehod na grafični vmesnik skrbnikov poslovnih 
skupin in posledično vse funkcije skrbnikov in uporabnikov. Skratka ponudnik 
storitev ima nadzor nad celotno spletno aplikacijo. 
Skrbnik oz. administrator poslovnih skupin lahko upravlja in nadzoruje samo 
uporabnike, ki so znotraj njegove skupine. Lahko kreira, briše, spreminja uporabnike, 
spremlja statistiko klicev uporabnikov, nastavlja skupine za prevzemanje klicev, 
kreira klicne centre in nastavlja različne storitve uporabnikom. Na sliki 4.13 je 
prikazan GUI osnovne strani administrator uporabnika.  
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Slika 4.13:  Prikaz GUI osnovne strani administratorja poslovne skupine 
Do aplikacije pa lahko dostopajo tudi navadni oz. končni uporabniki. Ti imajo 
na voljo najmanj funkcij in sicer lahko spremljajo statistiko svojih klicev, nastavljajo 
svoj imenik številk, nastavljajo geslo za dostop do aplikacije in si nastavljajo 
osnovne storitve na svojih terminalih. Na sliki 4.14 lahko vidimo kako zgleda GUI 
osnovnih uporabnikov.  
 
Slika 4.14:  Prikaz GUI osnovne strani osnovnega oz. končnega uporabnika 
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4.6.3  RINS 
Spletna aplikacija RINS (angl. Railways Information and Notification System) 
je namenjena obveščanju potnikov o časovnem razporedu prihoda in odhoda 
ţelezniških vlakov, ki vozijo na določenih progah. Obveščanje potnikov je 
razdeljeno na dva načina in sicer preko avdio obvestil iz zvočnikov v vnaprej 
določenih conah oz. ţelezniških postajah, in video obvestil iz zaslonov postavljenih 
na ţelezniških postajah in peronih. Spletna aplikacija RINS je zbirno mesto, kjer se 
lahko kreira in administrira celotna navidezna topologija ţelezniške infrastrukture in 
kjer se lahko spremlja dinamika sistema. Aplikacija RINS sluţi tudi temu, da 
avtomatsko generira avdio in video obvestila in krmili pošiljanje obvestil na prave 
zvočne in prikazovalne naprave. Tako so potniki na dva načina obveščeni o prihodih 
in odhodih vlakov ter o morebitnih zamudah in spremembah voznih redov. Slika 
4.15 prikazuje primer video informiranja potnikov na zaslonu. 
 
Slika 4.15:  Prikaz video informiranja potnikov na zaslonu 
Arhitektura spletne aplikacije je tudi v tem primeru zelo podobna, zato je ne 
bom podrobno razlagal. Na odjemalčevi strani za interakcijo z uporabniki skrbi GUI, 
ki je dostopen preko brskalnika. Aplikacija podpira različne vrste brskalnikov. 
Komunikacija poteka preko sporočil HTTP, vendar je za razliko od ţe predstavljenih 
aplikacij tu implementirana uporaba Comet tehnike z dolgim povpraševanjem. 
Uporabniški grafični vmesnik aplikacije ima moţnost prijave v sistem z dvema 
različnima vrstama uporabnikov: dispečer (angl. Dispatcher User) in operator (angl. 
Operator User). Slika 4.16 prikazuje prijavno stran dispečer uporabnikov. Prijavna 
stran je praktično enaka za operaterje, le da je naslov prijavnega okvirja drugačen in 
ustreza vrsti uporabnika. 
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Slika 4.16:  Prikaz GUI osnovne strani spletne aplikacije RINS 
Uporabnik, ki se v sistem prijavi kot dispečer, ima moţnost manipuliranja z 
obvestili in moţnost vpogleda stanja avdio in video sporočil na vseh ţelezniških 
postajah. Na sliki 4.17 je prikazan GUI, ki ga uporabljajo dispečer uporabniki. 
 
Slika 4.17:  Prikaz GUI, ki ga uporabljajo dispečer uporabniki 
Operatorji imajo moţnost kreiranja dispečer uporabnikov in moţnost 
upravljanja ter kreiranje vse ţelezniške topologije, ki je potrebna za popolno 
obveščanje potnikov. Na sliki 4.18 je prikazan GUI, ki ga lahko upravljajo operatorji. 
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Slika 4.18:  Prikaz GUI, ki ga upravljajo operator uporabniki 
4.6.4  GSM-R 
V sklopu projekta GSM-R bomo predstavili dve različni spletni aplikaciji, ki 
sta med sabo povezani. Za nas je bolj zanimiva aplikacija GSM-R Dispatcher 
Terminal, ker za komunikacijo s streţniško stranjo uporablja WebSocket tehniko.Za 
administriranje in vnos potrebnih podatkov potrebujemo tudi drugo spletno 
aplikacijo, ki uporablja tehniko AJAX. Omeniti je potrebno, da je celotna arhitektura 
projekta precej zahtevna in ima veliko povezav tudi s klicnim streţnikom, vendar je 
spletna aplikacija v samem bistvu praktično enaka, kot smo jo opisali v poglavju 2.2. 
V splošnem je projekt GSM-R namenjen obveščanju o lokaciji vlakov v 
sistemu in moţnost medsebojnega obveščanja in komunikacije preko mobilne 
infrastrukture. Projekt je na prvi pogled podoben projektu RINS, vendar pri GSM-R 
ne gre za obveščanje potnikov, ampak gre za sistem, ki omogoča komunikacijo 
znotraj ţelezniškega sistema. Poleg tega omogoča tudi komunikacijo preko 
posebnega obveščevalnega sistema, ki je vzporeden in zelo podoben delovanju 
celične mobilne komunikacije operaterjev. Komunikacija poteka med dispečerskimi 
terminali na posameznih postajah in med dispečerskimi terminali in posameznimi 
vlaki. Komunikacija je zagotovljena preko govora in preko kratkih tekstovnih 
sporočil (angl. Short Message Service- SMS). 
Kot smo ţe omenili, nas bo bolj zanimala spletna aplikacija na samih 
dispečerjih, vendar če jo ţelimo testirati, moramo najprej nastaviti parametre na 
centralni spletni aplikacij, ki jo lahko uporabljajo administratorji. Se pravi je na 
administratorski spletni aplikaciji moţno kreirati, spreminjati in brisati dispečer 
uporabnike. Ti dispečer uporabniki morajo imeti tudi nastavljeno določeno delovno 
mesto, ki ga enako nastavlja administrator. Administrator lahko vsakemu dispečer 
uporabniku določi veljavne klicne številke, določi jim lahko tudi področja, na katerih 
delujejo in lahko spremlja celotno zgodovino klicev in sporočil SMS. Skratka za vse 
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logistične in topološke komponente in parametre skrbi administrator. Na sliki 4.19 je 
prikazan GUI spletne aplikacije, ki jo uporablja administrator. 
 
Slika 4.19:  Prikaz spletne aplikacije, ki jo uporablja administrator 
Za nas bolj zanimiva spletna aplikacija je GSM-R Dispatcher Terminal, ki jo 
uporabljajo dispečer uporabniki. Ti imajo moţnost, da spremljajo točne lokacije 
posameznih vlakov v določenih trenutkih in ostale podatke povezane z lokacijo. Te 
podatke o lokaciji posreduje streţnik ob vsakem prehodu vlaka iz mobilne celice v 
celico. Dispečer uporabnik lahko kadarkoli preko spletne aplikacije vzpostavi klic z 
drugim dispečer uporabnikom oz. drugim vlakom. Enako jim lahko pošlje tudi 
sporočilo SMS. Dispečer uporabnik ima tudi moţnost izvajanja klicnih storitev kot 
so: preusmeritve, čakanje in organizacija klicne konference. Na sliki 4.20 je prikazan 
GUI spletne aplikacije, ki ga uporabljajo dispečer uporabniki. 
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Slika 4.20:  Prikaz GUI spletne aplikacije, ki ga uporabljajo dispečer uporabniki 
4.7  Osnovno testiranje 
V tej točki poglavja, bom predstavil potek osnovnega testiranja izbranih orodij, 
ki predstavlja naslednjo, zelo pomembno fazo ovrednotenja, ki se imenuje osnovno 
testiranje. Ovrednotenje s to metodo je potekalo tako, da smo obravnavana orodja 
naloţili na svoje računalnike in dejansko preverili delovanje posameznega orodja. 
Vsako orodje smo ţeleli testirati na realnih primerih in ugotoviti njihovo natančnost, 
prijaznost do uporabe, zmoţnosti, detekcijo in odpravljanje morebitnih napak, itd. 
Preden smo se lahko lotili testiranja, smo za vsako aplikacijo določili testne postopke 
oz. testne scenarije po katerih bomo testirali. V tej fazi testiranja smo strmeli k temu, 
da testni scenariji niso preobseţni, vendar takšni, da preverijo osnovne akcije na 
posameznih spletnih aplikacijah. Se pravi akcije kot so: prijava in odjava iz 
aplikacije, vpis podatkov, pritiskanje gumbov, zahtevanje podatkov npr. razni 
iskalniki, prikaz spustnih menijev, itd.  
Najprej so nas zanimale bolj funkcionalne lastnosti posameznih orodij in 
kreiranje funkcionalnih testov, ki so osnova za večje, bolj obseţne zmogljivostne 
teste. V ta del spada preverjanje zahtev, ki se tičejo funkcionalnosti in so 
predstavljeni v tabeli 4.1. Primarni cilj metode osnovnega testiranja je bil:  
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 na kakšen način je moţno z orodjem posneti scenarij in če je to dovolj 
enostavno in intuitivno, 
 ali je moţno posneti scenarij takoj izvesti in ali je le-ta uspešen in ne vsebuje 
napak. 
Predvideli smo, da bo ta test ţe glavni pokazatelj primernosti orodij in mogoče 
kakšno od orodij niti ne bo prestalo te faze ovrednotenja. To za nas pomeni, da 
orodje ni primerno in posledično ţe izpade iz nadaljnjega ovrednotenja in temeljitega 
izvajanja zmogljivostnega testiranja. 
Glede na uspešnost prve faze osnovnega testiranja smo v drugi fazi preverjali 
ostale zahteve, ki so podane v sklopu funkcionalnih lastnosti orodij in predstavljene v 
tabeli 4.2. Glede na to da aplikacije, ki so prisotne v testih uporabljajo različne 
komunikacijske tehnike, smo s to metodo lahko hkrati preverili tudi, če orodja 
izpolnjujejo nekatere zahteve, ki so predstavljene v tabeli 4.1. 
4.7.1  Testni scenarij aplikacije Voice Data Retention 
Testni scenarij za to aplikacijo je bil kreiranje uporabnikov. To lahko naredimo 
z naslednjimi koraki: 
 odpremo url naslov aplikacije v brskalniku, 
 izpolnimo polja za vpis uporabniškega imena in gesla in se prijavimo kot 
admin uporabnik, 
 odpremo meni »Members«, 
 pritisnemo na gumb »Addnewuser«, 
 izpolnimo vpisna polja, 
 izberemo Agencijo, 
 izberemo tip uporabnika (Operator, Administrator ali Supervisor), 
 pritisnemo gumb »Create«, 
 pritisnemo gumb Logout. 
4.7.2  Testni scenarij aplikacije SP-Web portal 
Testni scenarij za to aplikacijo je bil kreiranje storitvene skupina za dvigovanje 
klicev  (ang. Call Pick Up Group - CPUG). To lahko naredimo z naslednjimi koraki: 
 odpremo url naslov aplikacije v brskalniku, 
 izpolnimo polja za vpis uporabniškega imena in gesla ter se prijavimo kot 
admin uporabnik, 
 pritisnemo gumb »Enterprise Settings«, 
 pritisnemo gumb »CPUG«, 
 pritisnemo gumb »+New«, 
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 vpišemo ime CPUG skupine, 
 pritisnemo na puščico pri vpisnem polju »Members«, 
 s klikom zberemo naročnika, 
 pritisnemo gumb »Add«, 
 pritisnemo gumb »Save«, 
 pritisnemo gumb »Logout«. 
4.7.3  Testni scenarij aplikacije RINS 
Testni scenarij za to aplikacijo je bil kreiranje uporabnikov. To lahko naredimo 
z naslednjimi koraki: 
 odpremo url naslov aplikacije v brskalniku, 
 izpolnimo polja za vpis uporabniškega imena in gesla ter se prijavimo kot 
operator uporabnik, 
 odpremo meni »Users«, 
 pritisnemo gumb »Create«, 
 izpolnimo vpisna polja za ime, uporabniško ime in geslo, 
 polje »Telephone number« pustimo prazno, 
 pritisnemo gumb »Save«, 
 pritisnemo gumb »Logout«. 
4.7.4  Testni scenarij aplikacije GSM-R 
Testni scenarij za aplikacijo GSM-R je definiran z naslednjimi koraki: 
 odpremo url naslov aplikacije v brskalniku, 
 pritisnemo na gumb z uporabnikom in v polje vpišemo geslo, 
 odpremo meni »Locations«, 
 pritisnemo na gumb »SMS«, 
 v polje vpišemo poljubno besedilo, 
 pritisnemo na gumb »Send SMS«, 
 spet odpremo meni »Locations«. 
4.8  Analiza testov in izločevanje neprimernih orodij 
Analiza izvedenih testov je sklepno dejanje ovrednotenja, ki nam bo ţe podala 
odgovore o primernosti oz. neprimernosti orodij za podjetje in nadaljnjo preverjanje 
zmogljivosti spletnih aplikacij. Ker spletne aplikacije, ki smo jih uporabili v metodi 
Osnovno testiranje, uporabljajo različne komunikacijske tehnike, je to še dodaten 
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izziv. Po izvajanju metode Osnovno testiranje, smo prišli do zaključka, da je ravno 
podprtost novejših komunikacijskih tehnik predstavljal največji problem pri orodjih.  
NeoLoad: s tem orodjem smo lahko brez teţav posneli in izvedli testne scenarije na 
vseh štirih primerih spletnih aplikacij. Snemanje testnih scenarijev je enostavno in 
ima dobro lastnost, da je moţno tekom snemanja ločiti posamezne akcije s tako 
imenovanimi kontejnerji (angl. Containers). Ugotovili smo, da orodje izpolnjuje vse 
zahteve, ki se tičejo funkcionalnosti, razen zahteve številka 33. Z NeoLoad orodjem 
ni moţno zagnati testa iz brskalnika, vendar je namenjen temu, da lahko predvajamo 
samo zahteve HTTP. Tudi podprtost različnih protokolov in tehnologij je pri tem 
orodju zelo velika, zato je zadostil tudi vsem zahtevam iz tabele4.1. Preverili smo 
tudi zahteve iz tabele 4.3 in ugotovili, da orodje zadosti vsem zahtevam, razen tistim, 
ki jih še nismo mogli preveriti (zahteve št. 43 in 45). Ugotovili smo tudi, da 
integracija z drugimi orodji ni mogoča, tako da ne zadosti zahtevi številka 46, vendar 
je ta zahteva neobvezna. 
WebLOAD: s tem orodjem smo tudi posneli in izvedli testne scenarije na vseh štirih 
primerih spletnih aplikacij. Snemanje testnih scenarijev je enostavno in podobno kot 
z orodjem NeoLoad, vendar  smo naleteli na teţavo pri izvedbi testnih scenarijev 
aplikacije SP-Web Portal in GSM-R. Testni scenarij obeh spletnih aplikacij se ni 
izvedel pravilno. V primeru aplikacije SP-Web Portal kreiranje CPUG skupine ni 
bilo uspešno. V primeru spletne aplikacije GSM-R pa je imelo orodje problem ţe s 
snemanjem scenarija, natančneje zaradi tehnike WebSocket. Kljub temu, da sta 
opisni teţavi za naš primer zelo kritični in ţe pomenita izključitev iz nadaljnjega 
testiranja, smo sproti preverili še ostale zahteve opisne v tabelah 4.1, 4.2 in 4.3. 
Ugotovili smo, da orodje ustreza vsem zahtevam iz tabele 4.1, razen to da v našem 
primeru podpora WebSocket tehnologije ni zadovoljiva in tako posledično ne ustreza 
zahtevi številka 5. Orodje izpolnjuje tudi skoraj vse zahteve iz tabele 4.2, vendar je 
velika slabost to, da ne izpolnjuje zahteve številka 21. Enako kot pri orodju NeoLoad 
tudi orodje WebLOAD predvaja zahteve HTTP in tako ni moţna izvedba testa iz 
spletnega brskalnika. Posledično ne izpolnjuje zahteve številka 33. Enako tudi ne 
izpolnjuje zahteve številka 46. Na splošno je uporaba orodja WebLOAD podobna, 
vendar bolj zapletena v primerjavi z orodjem NeoLoad. Hitrost in odzivnost GUI-
vmesnika orodja WebLOAD je slabša v primerjavi z NeoLoad orodjem. 
WAPT:enako smo tudi z orodjem WAPT poskušali posneli in izvesti testne scenarije 
na vseh štirih primerih spletnih aplikacij. Pri tem orodju smo z metodo zbiranje 
informacij in podatkov ţe ugotovili, da ne podpira tehnike WebSocket. V tej fazi 
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evalvacije to lahko potrdimo, saj snemanje in izvedba testnega scenarija, v primeru 
aplikacije GSM-R, ni bila izvedljiva. Pri ostalih treh testnih scenarijih ni bilo teţav. 
Ugotovili smo, da je sicer orodje WAPT zelo enostavno in nazorno za uporabo. V 
primerjavi z ostalimi orodji lahko rečemo, da je to orodje najbolj uporabniku 
prijazno. Tudi pri izpolnjevanju postavljenih zahtev je orodje uspešno, saj zadosti 
skoraj vsem zahtevam, razen ţe omenjeni, za nas zelo pomembni, zahtevi številka 5. 
Poleg te zahteve je potrebno omeniti, da je orodje šibko pri nadzorovanju poteka 
testnega scenarija v ţivo, saj ni moţno detajlno nadzorovati poteka HTTP-zahtev in 
odgovorov posameznega virtualnega uporabnika. Omeniti je potrebno tudi, da orodje 
WAPT nudi podporo spremljanja statistike nekaj manj različnih vrst arhitekturnih 
elementov aplikacije kot npr. orodje NeoLoad in WebLOAD, vendar bi vseeno v 
večino primerih to zadostovalo. To orodje je cenovno zelo dostopno, tako da s tem 
izniči tudi neizpolnitev zahteve številka 31, saj je nakup večjega števila licenc še 
vedno relativno poceni. Kljub vsem pozitivnim lastnostim orodja pa smo s to metodo 
prišli do zaključka, da je v našem primeru podprtost tehnologije WebSocket nujna in 
zato orodje WAPT tudi izpade iz nadaljnjega ovrednotenja. 
Selenium: orodje Selenium je namenjeno funkcionalnemu testiranju, zato smo tudi s 
tem orodjem lahko posneli testne scenarije na vseh štirih spletnih aplikacijah. To 
orodje se po izgledu zelo razlikuje od ostalih, vendar je snemanje testnega scenarija 
praktično enako in zelo enostavno. Uporabili smo enak pristop, kot z ostalimi orodji 
in ugotovili, da v primeru zahtevnejših in dinamičnih aplikacij naletimo na teţave pri 
poskusu izvedbe testnih scenarijev. Teţave so se pojavile v primeru testnega 
scenarija SP-Web Portal, natančneje pri spustnem meniju naročnikov. Teţave smo 
imeli tudi s testnim scenarijem spletne aplikacije GSM-R in sicer s prepoznavo 
WebSocket akcij. To je bilo za nas ţe prvo opozorilo in sklep, da tudi to orodje ne bo 
primerno za naše potrebe. Ugotovili smo tudi, da bo s tem orodjem zelo teţko 
izvajati zmogljivostna testiranja, saj je za izvedbo zmogljivostnih testov potrebna 
integracija z drugim orodjem. To pa pomeni tudi dodatno učenje in prilagajanje 
drugim orodjem. Ravno iz tega razloga smo ţeleli preveriti integracijo Selenium 
orodja z orodji, ki jih v podjetju ţe uporabljamo in integracijo z orodji uporabljenih v 
ovrednotenju. Rezultat je bil neuspešen. Ugotovili smo, da za bolj zahtevne teste 
potrebujemo več programerskega znanja kot v primeru orodij NeoLoad, WebLOAD 
in WAPT. Ker je orodje odprtokodno, ne bomo rekli, da izvajanje testnih scenarijev 
z uporabo dograjevanja in programiranja ni mogoča, temveč je za naše potrebe 
prezahtevna in posledično neuporabna. Glede na to, da ţe osnovno testiranje orodja 
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ni prikazalo pozitivnih rezultatov in za nameček kar veliko postavljeni zahtev ne 
izpolnjuje, pridemo do zaključka, da tudi to orodje izpade iz ovrednotenja. 
JMeter: JMeter je drugo ne-plačljivo orodje, ki smo ga uporabili v ovrednotenju. Za 
razliko od Selenium orodja je JMeter orodje namenjeno zmogljivostnemu testiranju. 
Podpira enake funkcije kot orodja NeoLoad, WebLOAD in WAPT, vendar je GUI 
veliko bolj skop in ni tako intuitiven, kar ţe vpliva na to, da ne ustreza zahtevam 
številka 39 in 40. Sicer je snemanje in predvajanje testnih scenarijev enostavno in 
praktično enako vsem drugim. Enako smo tudi s tem orodjem izvedli metodo 
Osnovno testiranje in rezultat je bil takšen, da tudi izvedba scenarija na primeru 
GSM-R Dispacher Terminal spletne aplikacije ni bila izvedljiva. Ugotovili smo, da 
realizacija WebSocket tehnike z orodjem JMeter ni mogoča. Na spletu, smo sicer 
zasledili, da bi z našim programerskim vloţkom morda bila izvedba mogoča. Vendar 
enako kot pri orodju Selenium smo prišli do zaključka, da je takšna nadgradnja in 
programiranje testnih scenarijev za naš primer prezahtevno in časovno preveč 
potratno. Pri preverjanju zahtev smo ugotovili, da orodje poleg zahteve številka 5, ne 
izpolnjuje tudi zahtev številka 21 ,24, 25, 30 in 33. Avtomatska izdelava poročila 
testiranja ni mogoča oz. je zelo minimalna in tudi grafična analiza testov je zelo 
okrnjena in poleg tega omogoča tudi slabši nadzor nad potekom testa, kot pri ostalih 
plačljivih orodjih v ovrednotenju. Za boljšo analizo in grafično predstavo rezultatov, 
so sicer na voljo številni zunanji programi, ki jih je moţno integrirati v JMeter 
orodje, vendar rezultat še vedno ni zadovoljiv v primerjavi z ostalimi plačljivimi 
orodji. Ker je JMeter javansko orodje je tudi podprtost protokolov in spremljanje 
statistike arhitekturnih elementov spletne aplikacije vezana na Javanske protokole in 
komponente. Na podlagi rezultatov, ki jih je orodje doseglo oz. ni doseglo in na 
podlagi predstavljenih pomanjkljivosti, smo se odločili da tudi orodje JMeter ni 






5  Priprava in izvedba zmogljivostnega testiranja 
Glede na rezultat ovrednotenja orodij, ki smo ga naredili in smo ga predstavili 
v poglavju4, smo se lotili zmogljivostnega testiranja obravnavanih spletnih aplikacij 
z orodjem NeoLoad. Orodje NeoLoad se je izkazalo kot najboljše oz. optimalno 
orodje v danem trenutku in smo tako predpostavljali, da z zmogljivostnim 
testiranjem spletnih aplikacij ne bi smeli imeti teţav. Za uspešno in učinkovito 
testiranje je potrebno na primeru vsake spletne aplikacije upoštevati vse faze 
zmogljivostnega testiranja, ki smo jih ţe predstavili v poglavju 3. V prvem 
podpoglavju bo priprava in izvajanje zmogljivostnega testiranja bolj podrobno 
opisana, v nadaljnjih pa zaradi podobnosti, samo razlike in posebnosti. 
5.1  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad 
na primeru spletne aplikacije Voice Data Retention 
Z orodjem NeoLoad smo posneli testni scenarij, ki je drugačen od ţe opisanega 
v poglavju 4.7.1. Drugačen je zato, ker hočemo zmogljivostno testirati akcije, ki so 
za uporabnike najbolj pomembne in kjer predvidevamo, da imamo tako imenovano 
ozko grlo aplikacije. Največ in najbolj pogosto bodo preko GUI uporabniki iskali 
statistične podatke govorne komunikacije, zato je testni scenarij zgrajen na delu GUI, 
ki ga uporabljajo operatorji. Zmogljivostni test bo takšen, da bo GUI del operatorja 
sočasno uporabljalo 100 navideznih uporabnikov. V tem primeru pride prav tudi 
testni scenarij, ki smo ga opisali v poglavju 4.7.1, saj potrebujemo kreirati 100 
različnih operator uporabnikov. Testni scenarij je zgrajen tako, da se uporabnik 
prijavi v aplikacijo in napravi iskanje statistke po različnih tipih telefonskih številk in 
po različnih časovnih obdobjih. Snemanje testnega scenarija z orodjem NeoLoad 
napravimo in nastavimo preko oken, ki sta prikazana na sliki 5.1. 




Slika 5.1:  Prikaz opcij snemanja in snemalne konzole orodja NeoLoad 
Ko končamo s snemanjem testnega scenarija, orodje ponudi moţnost 
samodejnega iskanja dinamičnih parametrov in moţnost nastavljanja časa 
razmišljanja med posameznimi akcijami v posnetem scenariju. Na sliki 5.2 je 
prikazano osnovno okno orodja NeoLoad, kjer se vidi zgradba posnetega scenarija. 
Če preletimo posneti scenarij lahko opazimo, da orodje ţe samo poskrbi za pravilno 
shranjevanje, sortiranje in grupiranje sporočil HTTP. Če se s kurzorjem postavimo na 
sporočilo HTTP, lahko na sredini okna orodja nastavljamo parametre, ki jih hočemo 
poslati z določeno metodo HTTP. Te parametre je moţno uvoziti tudi preko različnih 
zunanjih datotek in jih s pomočjo spremenljivk parametrizirati, kar je zelo praktično 
za vse naše primere.  
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Slika 5.2:  Prikaz posnetega scenarija v orodju NeoLoad 
V levem spodnjem delu okna orodja lahko vidimo gradnike, ki sluţijo 
dograjevanju testnega scenarija. V našem primeru ti gradniki niso bili potrebni, smo 
pa uporabili gradnik »Container« za boljšo preglednost testnega scenarija. Na 
spodnjem delu okna lahko preko gumba »Advanced…« dostopamo do okna, kjer 
lahko spreminjamo parametre v glavi HTTP, lahko tudi pogledamo posneti odgovor 
HTTP glede na zahtevo in poleg tega je moţno tudi izvleči (angl. Extract) določen 
del odgovora HTTP, ki ga je moţno uporabiti v nadaljnjih zahtevah kot 
spremenljivko. Na sliki 5.3 je vidno omenjeno okno. 
 
Slika 5.3:  Prikaz okna za napredno dograjevanje zahtev HTTP  
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Ko dogradimo testni scenarij, je potrebno pred zagonom zmogljivostnega testa 
najprej preizkusiti testni scenarij. To naredimo preko posebne funkcije oz. okna, ki 
skrbi za preverjanje in pravilnost delovanja testnega scenarija ter je prikazan na sliki 
5.4. Če so zahteve ustrezno zgrajene in nastavljene, vidimo indikacijo uspešnosti in 
zahteva se izvede, sicer nam orodje pokaţe na katerem mestu je potreben popravek. 
Preden zares poţenemo zmogljivostni test lahko večkrat preverimo delovanje 
testnega scenarija v nekaj iteracijah in se tako prepričamo in zagotovimo pravilno 
delovanje. 
 
Slika 5.4:  Prikaz okna orodja NeoLoad za preverjanje pravilnosti testnega scenarija 
Ko preverimo pravilnost delovanja testnega scenarija, nastavimo še 
spremljanje in nadzorovanje statistike arhitekturnih elementov aplikacij. Na sliki 5.5 
lahko vidimo, katere arhitekturne elemente je moč spremljati in nadzorovati s 
pomočjo orodja NeoLoad.  
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Slika 5.5:  Prikaz vseh moţnosti spremljanja arhitekturnih elementov spletnih aplikacij z orodjem 
NeoLoad 
V našem primeru smo poleg spremljanja glavnih parametrov spletne aplikacije, 
nadzorovali še statistične parametre obeh streţnikov. To smo naredili tako, da smo 
znotraj orodja naredili varno povezavo do obeh oddaljenih streţnikov (angl. 
SecureShell - SSH), orodje pa je avtomatsko beleţilo parametre in jih grafično 
izrisovalo in v ţivo tudi prikazovalo. Pred začetkom zmogljivostnega testa je bilo 
potrebno nastaviti še število navideznih uporabnikov, ki so obremenjevali spletno 
aplikacijo. Poleg tega smo nastavili tudi časovno porazdelitev, kako bodo uporabniki 
obremenjevali spletno aplikacijo. V našem primeru smo aplikacijo obremenili tako, 
da smo na minuto dodajali enega navideznega uporabnika, ki je izvajal testni 
scenarij. Ko je število navideznih uporabnikov naraslo na 100 se je test izvajal 
dokler, ga nismo sami ustavili. Na sliki 5.6 je prikazano okno orodja, kjer lahko 
nastavljamo različne obremenitve. 
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Slika 5.6:  Prikaz okna orodja, kjer lahko nastavljamo obremenitev zmogljivostnega testiranja 
Nato poţenemo zgrajen test in njegovo delovanje nadzorujemo. Iz slike 5.6 je 
razvidno, da ima orodje NeoLoad moţnost spremljanja in nadzorovanja poteka testa 
ter moţnost sprotnega izrisovanja grafa s pomočjo sprotno pridobljenih parametrov. 
Ko se zmogljivostni test izvede, odpremo zavihek oz. okno z imenom »Results« in 
preverimo rezultate izvedenega zmogljivostnega testa. Iz tega mesta v orodju, je 
moţno tudi avtomatsko generirati poročilo o testiranju. Slika 5.7 prikazuje omenjen 
zavihek orodja z rezultati testiranja. 
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Slika 5.7:  Prikaz okna v orodju Neoload, ki je namenjen predstavitvi rezultatov 
Omeniti je potrebno, da orodje omogoča še kopico drugih moţnosti, vendar je 
bilo za potrebe izvedbe zmogljivostnega testa na primeru spletne aplikacije Voice 
Data Retention dovolj, kar smo predstavili. Pri sami pripravi in izvedbi testa v tem 
primeru ni bilo posebnih teţav. Omenim lahko samo to, da smo imeli nekaj teţav z 
dograjevanjem testa, ki je naredil test bolj realen. Sprva smo zmogljivostni test 
izvedli tako, da se je testni scenarij izvajal kot pri snemanju. Vendar smo ugotovili, 
da test ni realen, saj se aplikacija zapomni in hrani podatke iskanja tako, da so bili 
odzivni časi od druge iteracije naprej mnogo manjši. Testni scenarij je bilo potrebno 
temu primerno dograditi in prilagoditi. Rešitev je bila v tem, da se pri prijavi novega 
uporabnika v spletno aplikacijo sprazni predpomnilnik brskalnika in se za vsako 
iteracijo testnega scenarija ponastavi vrednost piškotka. 
5.2  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad 
na primeru spletne aplikacije SP-Web Portal 
Pri pripravi zmogljivostnega testa na primeru spletne aplikacije SP-Web Portal, 
smo najprej zgradili testni scenarij. Najbolj smiselno je bilo, da zmogljivostno 
testiramo in obremenimo GUI del aplikacije, ki jo uporabljajo končni uporabniki. V 
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realnosti bo največ uporabnikov uporabljajo ravno ta del. Enako kot v prejšnjem 
primeru, smo tudi tukaj aplikacijo postopoma obremenjevali s 100 navideznimi 
uporabniki. Testni scenarij je bil tak, da se uporabnik prijavi v GUI spletne 
aplikacije, pogleda statistiko zgodovine klicev, nastavlja storitve svojih terminalov 
(vključi ali izključi posamezno storitev) in se odjavi iz sistema. Za omogočitev 
realnega testa je bilo najprej potrebno v spletni aplikaciji kreirati 100 različnih 
uporabnikov. Med temi stotimi uporabniki so bili nekateri uporabniki, ki uporabljajo 
mobilne terminale in uporabniki, ki uporabljajo stacionarne terminale. V GUI spletni 
aplikaciji je razlika v tem, da imajo uporabniki stacionarnih terminalov moţnost 
nastavljanja večjega števila storitev od uporabnikov mobilnih terminalov. Postopek 
priprave in izvajanja zmogljivostnega testa je praktično enak, kot smo ga ţe opisali v 
prejšnji točki tega poglavja. Vendar je potrebno omeniti, da smo zaradi razlik v 
številu storitev morali scenarij temu prilagoditi. Stacionarni uporabniki so tako v 
testu nastavljali več storitev kot mobilni uporabniki. Na sliki 5.8 je prikazan posneti 
scenarij, ki smo ga uporabili v zmogljivostnem testu. 
 
Slika 5.8:  Prikaz zgrajenega scenarija za zmogljivostno testiranje spletne aplikacije SP-Web Portal 
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Nastavili smo tudi spremljanje glavnih statističnih podatkov komponent spletne 
aplikacije in tekom izvajanja testa nadzorovali predvsem obremenjenost streţnika in 
odzivne čase posameznih akcij v GUI. 
5.3  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad 
na primeru spletne aplikacije RINS 
Priprava testnega scenarija zmogljivostnega testiranja na primeru aplikacije 
RINS je bila v primerjavi s  prejšnjima dvema primeroma precej drugačna, predvsem 
zaradi komunikacijske tehnike Comet. Lotili smo se testnega scenarija, ki je v osnovi 
zelo enostaven, vendar ima svoje specifike. Testni scenarij je bil tak, da se dispečer 
uporabnik prijavi v GUI in odpre zavihek »Notification« ter na tem mestu spremlja 
nove informacije o prihodih vlakov, ki naključno prihajajo iz streţniške strani s 
pomočjo tehnike Comet. Ker je namen aplikacije zasnovan tako, da je spletna 
aplikacije vseskozi v pogonu, smo tudi scenarij zgradili tako, da se dispečer 
uporabnik odjavi iz spletne aplikacije samo ob zaključku zmogljivostnega testa. 
Zaradi manjšega števila uporabnikov, ki bodo v realnosti sočasno uporabljali 
aplikacijo, smo obremenitev nastavili na največ 60 sočasnih uporabnikov. Še preden 
smo lahko pognali zmogljivostni test, smo morali kreirati zadostno število dispečer 
uporabnikov. Poskrbeti je bilo potrebno tudi za sprotno generiranje navideznih 
posodobitev informacij o prihodih vlakov. To smo naredili s pomočjo programa, ki je 
omenjene akcije simuliral in jih sporočal streţniku. Da smo lahko simulirali 
delovanje Comet tehnike, je bilo potrebno posneti testni scenarij dograditi s pomočjo 
gradnikov, ki jih omogoča orodje. Na sliki 5.9 je prikazana zgradba testnega 
scenarija. V scenariju smo poleg gradnika »Container« uporabili še gradnika »Loop« 
in »If…Then…Else«. 
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Slika 5.9:  Prikaz zgradbe testnega scenarija na primeru aplikacije RINS 
Z izvedbo zmogljivostnega testa ni bilo posebnih teţav, vendar je bilo potrebno 
kar nekajkrat preveriti in preizkusiti delovanje testnega scenarija, preden je ustrezno 
simuliral tehniko Comet z dolgim povpraševanjem. Za to smo porabili relativno 
veliko časa. Nastavili smo tudi nadzor in merjenje parametrov streţniške strani. 
Predvsem nas je zanimala poraba virov streţnika in zmoţnost streţenja zahtev pri 60 
sočasnih uporabnikov aplikacije. 
5.4  Priprava in izvajanje zmogljivostnih testov z orodjem NeoLoad 
na primeru spletne aplikacije GSM-R 
Priprava zmogljivostnega testiranja je bila v tem primeru najbolj zahtevna. Od 
ţe predstavljenih se precej razlikuje, saj v tem primeru aplikacija uporablja 
WebSocket komunikacijsko tehniko. Pri pripravi zmogljivostnega testnega scenarija 
za to aplikacijo smo porabili več časa, saj je bilo za pripravo realnega scenarija 
potrebno več administracije, kot pri ostalih testiranih spletnih aplikacijah. Najprej je 
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bilo potrebno kreirati zadostno število dispečerskih uporabnikov, dispečer delovnih 
mest, dispečerskih telefonskih številk in področij v katerih bodo delovali dispečerji. 
Kreirali smo 200 dispečer uporabnikov, s katerimi smo imeli namen obremeniti 
spletno aplikacijo GSM-R Dispacher terminal. Pri pripravi zmogljivostnega testa 
smo naleteli na problem in ugotovili, da ne bomo mogli iz enega mesta oz. 
dispečerskega terminala, obremenjevati streţniško stran z več uporabniki. Razlog je 
v tem, da aplikacija dovoljuje samo enega, ţe vnaprej definiranega dispečer 
uporabnika. Se pravi bi za realni scenarij potrebovali 200 dispečerskih terminalov, 
kar pa je bilo v našem primeru neizvedljivo. GUI del aplikacije tako nima smisla 
obremenjevati, kajti GUI uporablja samo en uporabnik naenkrat. Smiselno pa je 
obremenjevati streţniško stran aplikacije, zato smo morali na nek način zaobiti GUI 
del spletne aplikacije in na streţniško stran vseeno pošiljati ţeleno število različnih 
sej. Tekom priprave testa smo spoznali, da aplikacija uporablja tri WebSocket 
kanale. Eden je namenjen zvoku, drugi je namenjen interni uporabi pridobivanja GUI 
gradnikov določenega dispečer uporabnika. Tretji pa je namenjen obveščanju in 
pridobivanju vseh informacij, ki se hranijo na streţniku. Postopek je bil tak, da smo 
najprej posneli dogovorjen scenarij, vendar smo za zmogljivostni test odstranili 
interni WebSocket kanal in kanal za zvok. Pustili smo samo WebSocket kanal, ki 
skrbi za pridobivanje informacij iz streţnika. Na ta način smo se izognili omejitvi 
uporabe enega uporabnika iz ene dispečerske postaje, saj mora streţnik obdelati vse 
zahteve, ki jih pridobi. Naknadno smo ugotovili, da spletna aplikacija za prijavo 
uporablja zaščito oz. kodiranje gesel, kar je bil še dodaten problem. Zato je bilo 
potrebno v zahteve HTTP vriniti pravilne vrednosti in ugotoviti kakšen kodirni 
postopek moramo uporabiti, da jih bo streţnik lahko dekodiral. Test smo zgradili 
tako, da je 200 dispečer uporabnikov ustvarilo vsak svoj WebSocket kanal do 
streţnika, po katerem se prenašajo posodobitve parametrov v spletni aplikaciji. 
Obremenitev smo nastavili tako, da smo streţnik obremenjevali postopoma in smo v 
sistem po enakih časovnih intervalih dodajali nove dispečer uporabnike. Kot sem ţe 
omenil, smo v tem primeru priprave in izvedbe zmogljivostnega testa imeli največ 
teţav, ki smo jih na koncu uspešno rešili. Smo pa posledično za razrešitev omenjenih 
problemov porabili največ časa. Na sliki 5.10 je prikazana končna zgradba 
zmogljivostnega scenarija. 
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Slika 5.10:  Prikaz končne zgradbe zmogljivostnega testa aplikacije GSM-R Dispacher Terminal 
 
Neprekinjeno delovanje in s tem simuliranje reale obremenitve streţnika, smo 
naredili z gradnikom »Loop«, ki se je velikokrat izvedel. Iz slike 5.10 lahko tudi 
vidimo kako orodje NeoLoad prikaţe in posname WebSocket sporočila. Omeniti je 
potrebno, da smo tekom izvedbe testa spremljali vse glavne statistične parametre, ki 
smo jih predstavili v poglavju 3.1. 
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6  Analiza izvedenih testov 
V prejšnjem poglavju smo predstavili, kako zgraditi testne scenarije in 
pripraviti orodje NeoLoad za izvajanje zmogljivostnega testiranja na primeru vseh 
obravnavanih spletnih aplikacijah. V tem poglavju pa bomo predstavili rezultate 
izvajanja zmogljivostnega testiranja in jih pokomentirali. 
6.1  Rezultati izvajanja testov z orodjem NeoLoad na primeru 
spletne aplikacije Voice Data Retention 
Po izvedbi zmogljivostnega testiranja smo rezultate analizirali. Ključnega 
pomena pri analizi rezultatov je, da znamo izbrati iz rezultatov pravilne oz. realne 
vrednosti in informacije, ki nam omogočajo pravilno sliko delovanja spletne 
aplikacije ter moţnost kasnejšega izboljšanja. V našem primeru je bilo pomembno 
preveriti vse zmogljivostne parametre, ki smo jih predstavili v 3. poglavju s 
poudarkom na odzivnih časih. Zavedali smo se, da se določene napake lahko 
pojavijo šele po daljšem izvajanju zmogljivostnega testiranja. Največkrat je razlog za 
napake in nepravilno delovanje spletne aplikacije poraba ali zasedenost sistemskih 
virov, vendar je v našem primeru bil za nepravilno delovanje drugačen razlog. Na 
sliki 6.1 so grafično prikazani odzivni časi pridobivanja statističnih podatkov 
različnih telefonskih številk glede na različna časovna obdobja. 
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Slika 6.1:  Odzivni časi najbolj časovno potratnih akcij 
Iz teh podatkov je razvidno, da so odzivni časi pri določenih primerih zelo 
veliki oz. daljši od 300s in to je za primerno delovanje spletne aplikacije občutno 
preveč. Če iskanje traja več kot 300s, ţelenih podatkov ne dobimo in nas streţnik 
samo obvesti, da se je iztekel časovnik. Odzivni časi so preveliki samo v primeru 
iskalnih akcij, ki zahtevajo podatke o klicih. Ostale akcije testnega scenarija se 
izvedejo v primernem časovnem intervalu. Potrebno je bilo raziskati in poiskati 
razlog problema. Preverili smo porabo sistemskih virov streţnikov in ugotovili, da 
streţnika nista preobremenjena. To je razvidno iz grafa na sliki 6.2. 
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Slika 6.2:  Prikaz porabe sistemskih virov na streţnikih 
Na sliki 6.2 je med drugimi prikazana poraba centralne procesne enote (angl. 
Central Processing Unit - CPU) v odstotkih, ki se imenuje »Idle«. Idle pomeni 
odstotek vira CPU, ki je še na voljo. Izkazalo se je, da je razlog za prevelike odzivne 
čase to, da je aplikacijski streţnik vzporedno zaposlen z drugimi zahtevami, ki imajo 
prednost pred zahtevami HTTP. Tako da zahteve HTTP čakajo v čakalni vrsti, 
vendar ne pridejo na vrsto pravočasno in časovnik se izteče. Z analizo 
zmogljivostnega testiranja spletne aplikacije smo tudi ugotovili, da bodo potrebne 
spremembe v logiki delovanja, ki bo pohitril akcijo iskanja podatkov. Ker je testirana 
spletna aplikacija trenutno še v fazi razvijanja je še vedno čas za optimizacijo in tako 
lahko zaključimo, da je zmogljivostno testiranje ključno pripomoglo k izboljšanju 
spletne aplikacije za naprej in podalo veliko uporabnih informacij o delovanju 
spletne aplikacije pri takšnih nastavitvah in razvoju. 
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6.2  Rezultati izvajanja testov z orodjem NeoLoad na primeru 
spletne aplikacije SP-Web Portal 
Analiza izvajanja zmogljivostnega testiranja je pokazala, da v primeru 100 
sočasnih uporabnikov spletna aplikacija deluje in je streţnik še zmoţen obdelati vse 
zahteve. Moramo se zavedati da je 100 sočasnih uporabnikov zgornja meja in iz slike 
je razvidno, da je poraba virov streţnika kar precejšnja, vendar še v sprejemljivih 
mejah.  
 
Slika 6.3:  Prikaz porabe sistemskih virov na streţniku 
Med zmogljivostnim testom ni prišlo do napak, vendar so se pojavljala 
opozorila, da so določeni viri blizu mejnih vrednosti. Več opozoril je bilo v primeru 
precejšnje porabe spomina. Na sliki 6.3 lahko opazimo padec oz. mesto kjer je 
poraba virov največja. Posledično lahko na sliki 6.4 opazimo, da so ob istem času 
odzivni časi močno poskočili. Pomembno je, da je sistem spletne aplikacije kljub 
stresni situaciji deloval in kljub visokim zakasnitvah uspel vzpostaviti ravnoteţje. 
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Slika 6.4:  Prikaz odzivnih časov posameznih akcij v zmogljivostnem testu 
Na sliki 6.4 lahko tudi vidimo, da se odzivni časi z dodajanjem sočasnih 
uporabnikov posledično povečujejo in potem ustalijo, kar je razumljivo in tudi 
pričakovano. 
6.3  Rezultati izvajanja testov z orodjem NeoLoad na primeru 
spletne aplikacije RINS 
Analiza rezultatov zmogljivostnega testiranja je tudi v tem primeru podalo zelo 
uporabne informacije. Najprej smo izvedli zmogljivostni test s 60 navideznimi 
uporabniki in rezultat je bil tak, da smo še preden se je na aplikacijo prijavilo ţeleno 
število uporabnikov, popolnoma obremenili streţnik, kar je vodilo k zablokiranju 
streţnika. Streţnik je bilo potem potrebno ponastaviti (angl. Reset), da je spet začel 
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delovati. Na sliki 6.5 je prikazan graf iz katerega je razvidna prevelika poraba virov 
streţnika, natančneje poraba CPU Idle. 
 
Slika 6.5:  Prikaz porabe sistemskih virov streţnika 
Tudi iz grafa na sliki 6.6 lahko vidimo, da se je prepustnost podatkov zelo 
zmanjšala in razlog za to je nezmoţnost pravočasne obdelave zahtev na streţniku. 
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Slika 6.6:  Prikaz prepustnosti med zmogljivostnim testom na primeru aplikacije RINS 
Zmogljivostni test je pokazal, da ko obremenimo spletno aplikacijo z več kot 
30 navideznimi uporabniki se začnejo pojavljati teţave. Ugotovili smo, da je Comet 
tehnika z dolgim povpraševanjem, ki jo uporablja obravnavana spletna aplikacija, 
zelo obremenjujoča za streţnik. Posledično z naraščanjem navideznih uporabnikov 
močno narašča promet HTTP in obremeni streţnik do te mere, da ni več sposoben 
obdelati zahtev. Tudi to spletno aplikacijo bo v prihodnosti potrebno optimizirati ali 
celo nadgraditi streţniško stran z zmogljivejšo strojno opremo.  
6.4  Rezultati izvajanja testov z orodjem NeoLoad na primeru 
spletne aplikacije GSM-R 
Analiza rezultatov pri tem primeru izvajanja zmogljivostnega testa je pokazala, 
da smo s testom obremenili streţnik do te  mere, da je prenehal delovati oz. ni bil več 
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zmoţen obdelovati zahtev. Čeprav je test trajal pribliţno 14 ur, lahko na sliki 6.7 
opazimo, da je test uspešno deloval samo slabi 2 uri.  
 
Slika 6.7:  Prikaz porabe virov na straţniku 
Slika 6.7 prikazuje tudi koliko navideznim uporabnikov je bil streţnik še 
sposoben streči. Poleg tega lahko opazimo tudi, da ko streţnik dobi novo 
posodobitev podatkov, jih takoj pošlje preko WebSocket kanalov proti vsem dispečer 
uporabnikom. To se na sliki 6.7 tudi odraţa v obliki špic. Z naraščanjem 
uporabnikov je tudi streţba podatkov večja in špice na grafu so vse večje. Na koncu 
je za streţnik vse skupaj preobremenjujoče in streţnik zablokira ţe pri 103. 
navideznim uporabnikom. Z analizo testa smo prišli do zaključka, da bo potrebno 
teţavo odpraviti in delovanje aplikacije optimizirati. S testom smo tako dobili zelo 
uporabne informacije o zmoţnostih aplikacije in ker je spletna aplikacija trenutno še 
v fazi razvoja, za odpravo napak še ni prepozno. 
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Med ovrednotenjem orodij in izvajanjem testiranja smo spoznali, da je to zelo 
dolgotrajen in zahteven proces, posebej če se ovrednotenja in samega testiranja 
lotimo kakovostno. Dobro moramo poznati zgradbo, delovanje in specifike spletnih 
aplikacij, katerih se lotimo zmogljivostno testirati. Zavedati se je potrebno, kaj in 
kateri del spletne aplikacije se testira in kakšen pristop bomo pri tem uporabili. Poleg 
poznavanja spletnih aplikacij pa je najteţji del prav izbira oz. ovrednotenje 
optimalnega orodja, ki je sposobno zmogljivostno testirati večje vrsto različno 
razvitih spletnih aplikacij. 
Na prvi pogled so vsa orodja zelo podobna in omogočajo podobne funkcije, ki 
se tudi izvajajo podobno, vendar se po podrobni analizi kmalu pokaţejo razlike v 
sami kakovosti izvedbe. Pri ovrednotenju orodij je najbolj pomembno, da preverimo 
čim več lastnosti orodja na realnih primerih spletnih aplikacij in se tako prepričamo o 
uporabnosti in kakovosti le-teh. Tekom preizkušanja orodij smo naleteli na primere, 
ko naj bi obravnavano orodje podpiralo določeno funkcijo, pa smo preko praktičnih 
primerov ugotovili, da temu ni ravno tako. Bodisi določena funkcija orodja ne deluje 
pravilno oz. v celoti ali pa je iz praktičnega vidika neuporabna. Po ovrednotenju 
orodij smo skozi izvedbo obseţnejših zmogljivostnih testov z orodjem NeoLoad 
ugotovili, da smo se pri izbiri orodja pravilno odločili, saj je bilo z njim mogoče 
rešiti vse naloge, ki so bile za nas ključnega pomena. Orodje je edino ustrezalo 
praktično vsem postavljenim zahtevam in tako edino prestalo ovrednotenje tudi po 
izvedbi obseţnejših zmogljivostnih testov. Spoznali smo tudi, da  premišljeno in 
kakovostno zmogljivostno testiranje spletnih aplikacij poda veliko odgovorov o 
uspešnosti in lahko odkrije napake, ki jih drugače na noben način ne bi mogli odkriti. 
Prišli smo do sklepa, da tako za ovrednotenje, kot za testiranje potrebujemo 
ogromno časa ter se je potrebno drţati dobrih praks ovrednotenja in testiranja. Za 
kakovostno testiranje potrebujemo tudi kakovostno orodje, ki smo ga z orodjem 
NeoLoad pridobili. Pomembno je, da se drţimo vseh faz zmogljivostnega testiranja 
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in ovrednotenja ter se zavedamo, da vsak test lahko naredimo še boljši, vendar se pri 
tem zavedamo tudi svojih sposobnosti in sposobnosti okolice. 
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