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1.0 Abstract 
Dette projekt omhandler “Heartbleed” sårbarheden i “OpenSSL”. Målet med projektet 
var at undersøge Heartbleed sårbarheden, analysere den ved hjælp af extended static 
checking, specifikt med værktøjet “ESC/Java2”, med det formål at finde ud af hvor vidt 
ESC var i stand til at finde fejlen i Java simulationer af protokollen. Som et led i dette 
mål vil vi afprøve ESC’s grænser med en håndfuld Heartbleed lignende programmer. 
Undervejs vil rapporten belyse nogle af de samfundsmæssige konsekvenser af 
Heartbleed for at give et perspektiv på sårbarhedens alvor, samt give et indblik i 
hvordan statisk analyse og netværksprotokoller fungerer med henblik på at give en 
bedre forståelse af de endelige resultater af vores forsøg. Vores resultater var 
inkonklusive da simuleret hukommelse i Java ikke fungere på samme måde som i C, 
men vi formåede at genskabe 8 lignende protokol i Java og analyserede dem ved hjælp 
af ESC/Java2. 
 
2.0 Indledning og Semesterbindingen 
I april 2014, blev internettet introduceret til viden om en sårbarhed i et af de mest brugte 
krypterings programmer til brug for kryptering af oplysninger overført mellem en given 
klient, og beskyttede data på enhver af mere end en halv million hjemmesider. 
Navngivet Heartbleed af medierne, på grund af dets relation til en egenskab kaldt 
”Heartbeat” i krypteringsprogrammet OpenSSL, blev sårbarheden hurtigt anset af 
eksperter som katastrofisk1, og som en af værre sikkerhedsbrister2. Dette kom med 
intens mediedækning og advarsler om sårbarhedens eksistens til system 
administratorer og klienter, fra bla. U.S. Department of Homeland Security, National 
Cubersecurity and Communications Integration Center og Federal Financial Institutions 
Examination Council.3 
Sårbarheden spredtes med version 1.0.1 udgivelsen af OpenSSL, den 14 marts 2012, 
som den første version med sårbarheden integreret og blev opdaget i april 2014. Det 
over 2 års lange tidsrum imellem sårbarhedens introduktion og dens opdagelse, blev et 
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emne, der lagde op til bekymring og diskussion. Bla. om hvorfor sårbarheden ikke var 
blevet identificeret af analyseværktøjer til programkode, der netop er lavet til at 
identificere sådanne sårbarheder. Derudover hvorfor sårbarheden ikke var opdaget 
tidligere.4 Vi vil derfor, med udgangspunkt i koden der udgør Heartbleed buggen, 
udarbejde programmer med henblik på at anvende et extended static checking værktøj 
på disse programmer for at afprøve værktøjets styrker og svagheder. Ud fra denne 
analyse vil vi dertil give vores vurdering på i hvilket omfang sårbarheden kan genskabes 
i Java. 
 
3.0 Problemformulering 
Hvilke systemiske årsager ligger til grund for sårbarheden i Heartbeat protokollen og 
hvilke konsekvenser har den haft for samfundet? Kunne sårbarheden i Heartbeat findes 
ved brug af Extended Static Checking (ESC) og ville det være muligt vha. ESC/Java2 
og simple pragmaer at genskabe udfordringen ved Heartbleed i programmeringsproget 
Java? 
 
4.0 Afgrænsning 
Vi har valgt at afgrænse projektet till, kun at fokusere på sårbarheden kendt som 
Heartbleed, som befinder sig i Heartbeat protokollen i OpenSSL. Vi anerkender at 
lignende programmeringsfejl findes, men vi har valgt at fokusere på Heartbleed som et 
repræsentativt eksempel på denne type programmørfejl. Herunder vil vi bruge ESC 
værktøjet ESC/Java2 til at teste en række programmer, som simulere Heartbeat 
protokollen, for at teste ESC/Java2’s styrker og begrænsninger. Der findes en lang 
række kommercielle statiske analyseværktøjer, som måske kunne have fundet fejlen5 6, 
men vi ønsker udelukkende at se på ESC. ESC/Java2 har de fordele, at det har god 
dokumentation og er udviklet til research. Konsekvensen af dette valgt vil dog være, at 
vi bliver nødt til at simulere Heartbeat i Java, da programmet ikke kan forstå kodens 
originale sprog, C. 
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5.0 Netværksprotokoller OpenSSL 
Sikkerhed på Internettet er en stigende udfordring i vores moderne samfund. 
Udfordringen ved at beskytte vores personlige information er en høj prioritet, da vi er 
mere og mere på Internettet, hvilket gør at der bliver lagt flere følsomme informationer 
op på eksterne serverer. For at gøre kommunikation sikre over Internettet er der blevet 
udviklet nogle protokoller, der fungere som en ramme for den kommunikation der sker 
mellem servere og brugere af Internettet. Protokol samtalen indeholder de nødvendige 
informationer om klienten, serveren osv. at pakkerne bliver sendt i den rigtige 
rækkefølge og til at sikre at indholdet bliver krypteret på en forsvarlig måde. Man kan 
med andre ord kalde det ”gode manere” på Internettet. Jo mere firkantede og simple 
protokoller er desto sværere er det at manipulere med samtalen og derved få adgang til 
sikret data for en udefrakommende. 
En kendt sikkerhedsprotokol, som bliver brugt på Linux servere, er OpenSSL, der 
minder meget om de funktionaliteter vi kender fra Windows udgaven ”Secure Socket 
Layer” kryptering (SSL). Den har et par ekstra features som vi bruger til at gøre 
samtalen nemmere og mere sikker for klienten. De følgende afsnit vil omhandle en 
analyse af en bestemt del af OpenSSL, kaldet Heartbeat. 
5.1 Hvad er en Netværkspakke 
For overhovedet at kunne gå i gang med at forklare netværksprotokoller er det 
nødvendigt at have en basis forståelse for hvordan vores internet virker og hvordan der 
bliver sendt information over det.  
For at få et billede af hvordan internettet fungere kan man sammenligne det med et 
kæmpe postsystem, hvor der bliver sendt breve fra en adresse til en anden. Hvis vi 
tænker på hvordan en pakke bevæger sig fra afsender til modtager, skifter pakken 
hænder et par gange undervejs under transporten. Det ikke nødvendigt for afsenderen 
at kende til denne process for at være sikker på at pakken kommer frem til den rigtige 
modtager. På pakken skrives blot afsender adressen og modtager adressen, hvorefter 
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det bliver afleveret til postvæsenet. Det samme sker på internettet, men i stedet for at 
indkapsle beskeden i en pakke bliver beskeden indkapslet i en frame som indeholder 
nogenlunde samme information, og bliver derefter afleveret til netværkslaget som tager 
sig af transporten. Hos postvæsnet får pakker så endnu et stempel som indikere hvilken 
afdeling af landet, eller verden denne pakke nu skal sendes til. Med andre ord bliver 
den pågældende besked indkapsuleret i flere lag kaldet headers. Et lag for hvert trin de 
går ned i netværkslagene, med untagelse af data link til Physical. Når pakken så fra 
physical til physical begynder at bevæge sig opad i lagene hos modtageren vil pakkens 
flere gange på vej ned i netværks stakken for igen at blive udpakket i samme 
rækkefølge for at sikre at pakken når frem til den rigtige modtager, og det rigtige 
program hos modtageren.  
7 
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5.2 Transport Layer Security (TLS89) 
Når forbindelsen imellem server og client skal etableres sker der en udveksling af 
certifikater og krypteringsnøgler for at sikre at samtalen ikke kan overvåges. Parterne 
ved dermed at pakkerne er krypteret på en sådan måde at det kun er den "retmæssige" 
modtager der kan dekryptere pakkerne. 
TLS Handshake udvekslingen foregår efter følgende protokol: 
Step 1. 
Et TLS handshake starter i "negotiation fasen". Klienten sender en “Client Hello” besked 
til serveren. Client Hallo besked indeholder parametre, som: den nyeste TLS version 
klienten understøtter, en liste med cipher suites (en oversigt over klientens krypterings 
muligheder), og en liste med komprimerings metoder klienten understøtter. 
Serveren sender derefter en “Server Hello” besked tilbage med de udvalgte cipher 
suite, komprimerings metoder og TLS versionen. Derudover sender serveren et 
tilfældigt genererede tal og sit certifikat til klienten. 
Serveren sender nu også en "Server Hello Done" besked for at indikerer at det 
indledende handshake er gennemført. 
Klienten udarbejder nu en PreMasterSecret, som er tilfældigt genereret tekst, krypteret 
vha. servers public key. Serverens public key er en offentligt kendt nøgle, det kan f.eks. 
være en E-mail adresse, dens private key vil så være koden til denne E-mail adresse. 
Denne PreMasterSecret bliver nu sendt til serveren.  
Nu bruger serveren og klienten, det før udvekslede, tilfældigt genererede tal og 
PreMaster Secret til at lave en ens Secret som hedder en "Master Secret", når denne er 
blevet lavet er "Negotiation phase" slut. 
 
Step 2. 
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 Klienten sender nu en "Change cipher spec record" til serveren, der fortæller hvordan 
den deres fremtidige kommunikation kommer til at være krypteret, denne besked er 
også krypteret og authenticated. 
Step 3. 
Serveren dekryptere nu beskeden vha. den Secret der lige er blevet udvekslet. Hvis 
dette mislykkedes bliver forbindelsen droppet. 
Serveren sender også en "Change Cipher Spec record" til klienten og klienten 
deskyptere den på samme måde. Og nu er den sikre forbindelsen blevet etableret 
mellem server og client.10 
Denne udveksling er vist på nedestående figur11:
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5.3 Heartbeat Protokollen 
Heartbeat er en udvidelse af den måde kommunikation imellem server og klient foregår 
vha. TLS. Udfordringen ved TLS er at forbindelsen ikke bliver holdt i live. I tilfælde af at 
klienten mister sin forbindelse vil serveren droppe forbindelsen og dermed også de 
resterende pakker der ikke er nået frem. For at sætte dette i perspektiv kan vi forestille 
os en banktransaktion, hvor nogen penge bliver flyttet fra en konto, men aldrig når frem 
til den rigtige modtager, fordi forbindelsen bliver tabt. 
Heartbeat protokollen løser de begrænsninger der er med den almindelige udveksling af 
pakker, og gør det muligt at holde forbindelsen i live. Det er derfor ikke nødvendigt at 
forhandle kryptering, fordi serveren allerede ved hvem klienten er og hvor den befinder 
sig.  
  
5.3.1 Heartbeat Request and Response Messages 
Heartbeat protokollen består af to beskeder: Request og Response12. De bliver lavet ud fra 
samme skabelon. Et Heartbeat vil altid indeholde følgende parametre når de bliver bygget. 
Skabelonen ser ud på følgende måde, og bliver kaldet for en struct. 
 struct { 
 HeartbeatMessageType type; 
 uint16 payload_length; 
 opaque payload[HeartbeatMessage.payload_length]; 
 opaque padding[padding_length]; 
 } 
 
Hvis vi kigger helt objektivt på strukturen kan vi se at et Heartbeat består af følgende 4 
parametre: type, payload_length, payload og padding. 
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1. type: Forskellen på request og response kan findes i type feltet som enten kan være 
type: Request(1) eller type: Response(2) 
2. payload_length: er en variabel der bestemmer hvor stor pakkens payload 
maksimalt må være. 
3. payload:  Dette er den faktiske størrelse på den data der bliver sendt, eller spurgt 
efter. 
4. padding: Består af en tilfældig genereret data på 16 byte, denne del af pakken er ikke 
lavet til at skulle give nogen mening hverken for computer eller menneske. Den er 
udelukkende lavet til kontrol. 
 
For at få et bedre billede af hvad der egentligt sker når Heartbeat koden bliver udnyttet kan 
man betragte følgende figur13. 
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Processen i Heartbeat, og sårbarheden Heartbleed omhandler 2 dele.  
 
1. Request beskeden 
Dette er den første pakke der bliver sendt fra klienten til sereven. I figuren ovenfor, udtrykkes 
dette i taleboblen: “Server are you still there? If so, reply “Potato” (6 LETTERS)”. Her ses en 
almindelig Heartbeat besked med et korrekt forhold mellem Potato og længden af ordet. 
2. Response 
Request beskeden bliver i den næste del besvaret af serveren med en Response besked. For at 
kunne besvare beskeden korrekt læser serveren fra sin hukommelse på det sted hvor klienten 
vil have det læst fra, og sender informationen tilbage i response beskeden. Den næste sektion 
vil vise hvordan dette sker i praksis. 
Heartbleed 
Ved hjælp af pakkesniffer værktøjet Wireshark, er vi i stand til at opsnappe de pakker der bliver 
sendt mellem vores computer og serveren. Dette giver muligheden for at gemme disse pakker 
med henblik på at analysere trafikken. Denne slags netværksanalyse værktøjer kan bruges til at 
overvåge alt trafik mellem snifferen på en klient eller server og internettet. Vha. Wireshark er vi 
nu i stand til at gemme alle pakker, som bliver sendt/modtaget så vi kan analysere dem. 
 
Vi vil analysere et korrupt Heartbeat som er blevet optaget vha. wireshark. Forsøget er udført af 
CloudShark, som er en hjemmeside der gør det muligt at dele pakker der er sniffet med 
Vejleder: Morten Rhiger   Gruppe nr. 9 
Hus: 14.1 - Nat bach 
Roskilde Universitet (RUC) 
1 semester 2014 
Side 13 af 88 
 
wireshark14. Packet tracet er en simulering af hvordan angrebet er blevet udført. I denne test er 
vi igen kun interesserede i to pakker, Heartbeat Request og Heartbeat Response.  
 
Dette er et udprint fra wireshark.15 
 
Hvis vi kigger nærmere på Heartbeat Request pakken, kan vi se at den følger den struktur 
der blev præsenteret i det sidste afsnit, mere præcist type, payload_length, payload 
og padding. Der er flere ting der er interessante at lægge mærke til ved denne pakke, da 
dette er en korrupt forespørgsel. Vi forventer da at der er en forskel på pakkens faktiske 
størrelse og størrelsen på hvad der bliver spurgt efter på serveren. Det kan vi se ved at 
sammenligne length med payload length. Hvis pakken ikke var blevet manipuleret, havde 
disse to parametre været ens. I dette konkrete tilfælde bliver der indledningsvis spurgt efter 
noget på serveren der er 21 byte i størrelse, men der bliver i virkeligheden spurgt efter 1021 
byte data fra serveren. Det forstås på den måde at vi vil ende op med 1000 byte data som vi 
egentligt ikke burde have adgang til, og dette er essensen af Heartbleed sårbarheden.  
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Det er dog tankevækkende at lægge mærke til den expert information16 vi får fra Wireshark, 
som besider en dybtegående TLS analyse funktion. Wireshark fanger nemlig at der er noget helt 
galt her, og katagorisere dette Buffer over-read som malformed. En kategori som repræsentere 
en fejl af betydelig konsekvens. I lyset af diskussionen om hvorvidt Heartbleed sårbarheden 
kunne have været opdaget tidligere, ville det dermed have været muligt for en privat udbyder, 
som overvågede deres egen netværkstrafik, at opdage Heartbleed sårbarheden. Yderligere vil 
det have været muligt at kunne se præcist hvilken information der var blevet sendt med tilbage, 
men det får vi mere information om når vi analysere Response beskeden. 
 
Reponse Beskeden. 
Dette er et svar på et Heartbeat Request, og følger samme skabelon som request pakken. 
Type, Payload length, Payload og padding. Det er vigtigt at understrege at vi 
analysere en response pakken til en korrupt Heartbeat Request. Det ses meget tydeligt 
når vi kigge på udskriften af payloaden.  
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payload17 
Udfra Bilag 1, som er resultatet af denne korrupte Heartbeat, vises både den indledende 
forespørgsel, altså de 21 byte, og de efterfølgende 1000 byte som der ikke burde være 
adgang til. Hvis payloaden nærlæses ses det at den oiginale request var efter teksten 
“YELLOW SUBMARINE”. Udover denne information kan det udledes at her er tale om en 
Mozilla browser, som kører på en Mac OS X, og besøger hjemmesiden https://cs-
screenshot.lan/captures og at personen bliver bedt om et Login. Dette er så tilfældigvis en 
Admin bruger som indtaster brugernavn og login. Alt dette har vi mulighed for at læse i 
almindelig tekst fordi vi kender krypteringen af dette Heartbeat response. 
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6.0 Samfundfaglig tilgang 
Det følgende afsnit vil omhandle Heartbleeds potentielle skade og omfang, konkret og 
samfundsfagligt. Derefter vil det belyse sårbarhedens oprindelse, opdagelse og relevante 
faktorer for Heartbleeds eksistens ledende op til den samfundsfaglige diskussion. 
 
6.1 Samfundsfagligt relevans 
"Some might argue that [Heartbleed] is the worst vulnerability found (at least in terms of its 
potential impact) since commercial traffic began to flow on the Internet." Sådan blev det 
skrevet af Joseph Steinberg, internets sikkerheds journalist for det Amerikansk business 
magasin Forbes.18 Heartbleed sårbarheden gør det aktuelt, at kunne stjæle en større mængde 
af oplysninger med hvert Heartbeat, baseret Heartbeat beskedens tekst-vise indehold. Disse 
oplysninger kan stjæles direkte fra servere med OpenSSL installeret, som i ethvert andet 
tilfælde ville være utilgængelig for en normal bruger. Oplysningerne kan potentielt inkludere 
sensitiv information og passwords samt krypteringsnøgler, der ville kunne bruges til 
oversættelse af krypterede oplysninger fra serveren, i fremtidige angreb.19 
Sårbarheden eksisterer i krypteringsprogrammet OpenSSL, som håndterer kryptering af 
oplysninger i forbindelse med kommunikation på internettet og er i brug på en stor del af 
internettets websider. OpenSSL implementere "SSL" og "TLS", som er kommunikations 
protokoler anvendt til kryptering, der bekræfter rettighederne af brugerne som en given server 
kommunikerer med, og udveksler krypteringsnøgler, som så er brugt til at kryptere data der 
bevæger sig mellem parterne ved brug af forskellige krypterings algoritmer.20 21 Sårbarheden er 
først blevet udbedret i nyere versioner af OpenSSL, og vil derfor fortsætte med at være til stede 
på servere, som gør brug af den ældre version af programmet pga. f.eks. uvidenhed om 
sårbarheden, manglende interesse eller manglende teknisk ekspertise fra server 
administratorens side. Den aktuelle konsekvens af udnyttelsen af sårbarheden Heartbleed, er i 
stor stil uklart. På grund af sårbarhedens natur er det stort set umuligt at identificere, om en 
webside har været offer for misbrug af Heartbleed, for ikke at tale om at identificere hvilke 
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oplysninger der har været stjålet. Udnyttelse af sårbarheden efterlader ikke nogen spor, i den 
forstand at udgivningen af oplysningerne gennem Heartbeat ikke ville registreres uden en 
videre overvågning evt. fra et tredjeparts program.22 
På trods af dette er der dog enkelte identificeret tilfælde af udnyttelser af Heartbleed. F.eks. 
Tyveriet af krypteringsnøgler til 4.5 millioner patienters personlige data fra ”Community Health 
Systems Inc. (NYSE:CYH)”, den næststøreste kæde af hospitaler i USA.23 24 Angrebet fandt sted 
omkring en uge efter offentliggørelsen af Heartbleed, men rapportering af angrebet informere 
ikke om, hvorledes angrebet blev opdaget. 
Derudover lykkedes det et hold af ”Anti-malware” forskere at udnytte sårbarheden til at få 
adgang til de stærkt beskyttede forums, Darkode og Damagelab, brugt af hackers til udveksling 
af information. Charlie Svensson, en computersikkerhedsforsker fra IT-sikkerhedsfirmaet 
Sentor, som tester firmaers sikkerhedssystemer, udtaler: ”This work just goes to show how 
serious Heartbleed is. You can get the keys to the kingdom, all thanks to a nice little Heartbeat 
query.”25 26 
Et eksempel på Heartbleeds mere potentielle skade kan ses i en undersøgelse, lavet af 
netværkssikkerheds firmaet Skyhigh. Skyhigh beskriver, hvordan at der i hvert af 250 
undersøgte firmaer, fandtes i minimum en netværksservice med sårbarhed over for Heartbleed. 
Gennemsnitligt brugte hver af disse firmaer 279 Heartbleed sårbare services, og uploadede 
gennemsnitligt 579.9 Giga Byte til disse sårbare services svarende til 24,041 dokumenter, 
228,391 årlige finansielle rapporter, og 74,225 patient filer.27 Dette betyder, at hvis en hacker 
har opfanget og gemt krypteret netværks kommunikation på et tidspunkt igennem de 2 år disse 
services var sårbare, kunne disse filer potentielt bliver afkodet ved at optage krypteringens 
nøglerne fra firmaernes hjemmesider gennem Heartbleed. 
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Heartbleed sårbarheden kommer, som sagt, fra en del af koden, der udgør OpenSSL 
programmet og har dermed eksisteret for en tid på alle hjemmesider med severe, der gjorde 
brug af OpenSSL i de 2 år hvor sårbarheden var tilgængelig. Med det sagt, var omkring 17% (ca. 
en halv million) af verdens "sikre" hjemmesider sagt til at være sårbare over for Heartbleed, da 
sårbarhedens eksistens blev annonceret. Typisk er implementering af OpenSSL til stede på 
servere, der kører Apache og Nginx. Apache er fortsat den dominerende webserver i dag med 
mere end halvdelen af internettets aktive sider kørerne på servere, der understøttes af Apache, 
og Nginx udgør omkring 14%. 
Figur 
1: En graf af webserverer, der viser omfanget af deres brug, fra år 2000, til op omkring nu.28 
For at give et mere konkret eksempel, inkludere dette populære hjemmesider så som, 
Facebook, Instagram, LinkedIn, Twitter, Google, Yahoo, Gmail, Flickr, Netflix, Youtube, Dropbox 
og mere end en halv million andre hjemmesider.29 Derudover inkludere dette kontooplysninger 
til populære spil så som, Steam, Minecraft og League of Legends.30 
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Den potentiale fare bag at få stjålet f.eks. passwords er dog ikke begrænset til hjemmesider 
med sårbarhed over for Heartbleed. Undersøgelser af hundred af tusind brugernavne og 
vedlagte passwords viser nemlig, at så meget som 75% af brugere har identiske brugernavne 
og/eller passwords på op til flere forskellige hjemmesider. Dette betyder dermed, at tyveriet af 
et enkelt par af en eller begge oplysninger, har som mulig konsekvens, at tyven kan få adgang til 
enhver konto klienten ellers ejer, inkluderende: sociale netværk, Email, universitets kontoer, 
banker/kreditkort, skat, osv. som indeholder sensitive oplysninger for klienten. Derudover 
kunne sådanne en adgang bruges til at sprede spam og Malware til klientens bekendte på 
kontaktlisten.31 32 33 
F.eks. fik hackere adgang til 1,000 kontoer på StubHub, en hjemmeside for online 
markedsføring af billetter til sport, koncert, teater og andre "live" underholdningsbegivenheder, 
som er ejet af eBay, ved brug af 5 millioner lækket Gmail passwords. Kontoer, som f.eks. 
indeholder private- og kreditkort oplysninger.34 En anden gruppe hackere indsamlede så meget 
som 1.2 billioner brugernavne og passwords fra mere end 420.000 forskelige hjemmesider ved 
brug af såkaldte ”botnets”. Et botnet er et nætverk af fjernstyrede computere, som oftest er 
inficeret med et program til fjernstyring.35 
 
6.2 Opdrindelsen og opdagelsen af Heartbleed 
Heartbleed sårbarheden i OpenSSL blev introduceret ved en fejl af Robin Seggelmann, en Tysk 
frivillig medarbejder der arbejdede på OpenSSL, som en del af 11 mans holdet, der udvikler 
OpenSSL programmet. 10 af hvilke bidrager til projektet som deltidsarbejderne, på arbejder på 
tværs internationalt mellem dets medarbejdere. Sårbarheden forbigik et yderligere medlems 
revision af koden, og blev derfor inkluderet i programmet sent i 2011.36 “I was working on 
improving OpenSSL, submitted numerous bug fixes and added new features […] In one of the 
new features, unfortunately, I missed validating a variable containing a length.”, udtaler 
Seggelmann i et interview.37 På trods af dets udbredte brug, er gruppen i relativ respekt 
underfinansieret, underbemandet og stort set ignoreret. Projektet drives projektet mest af 
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mindre donationer og egne services, og har aldrig haft et budget på over 1 million årligt. med 
den eneste online listetede donation fra staten værene en $20,000 fornyelse kontrakt fra 
Department of Homeland Security, Critix (CTXS), er langt størstedelen af finansieringen fra 
specifikke arbejdskontrakter. Dette forårsager at udviklerne holdes optaget af virksomheder 
som ønsker bestemte funktioner implementeret. Steve Marquess, præsident for OpenSSL 
Software Foundation”, udtaler i et åben brev: "The mystery is not that a few overworked 
volunteers missed this bug; the mystery is why it hasn't happened more often," og at OSF ikke 
haft ressourcer til at kontrollere hver ændring af deres software, som nu næsten en halv million 
linjer kode lang.38 
Selve opdagelsen af Heartbleed, tog sted da et hold af sikkerhedsteknikere fra firmaet 
”Codenomicon” opdagede fejlen mens de testede en udvidelse på deres dynamiske 
programanalyse software. Ifølge et medlem af holdet, testede de et produkt fra deres 
dynamiske programanalyseværktøj, kaldte ”Safeguard”, designet til at genkende nye former for 
software sårbarheder, på deres egen infrastruktur, som anvender understøttelse fra Heartbeat 
egenskaben i OpenSSL. Efter at havde bemærke nogle uregelmæssigheder i mængden af data 
der blev sendt tilbage, udførte de derefter yderligere tests, der eventuelt afsløret Heartbleed 
sårbarhedens potentiale for at snigende lække data.39 40 Heartbleed sårbarheden, blev desuden 
uafhængigt opdaget af Neel Mehta, en sikkerhedsforsker for Google, på omtrent samme 
tidspunkt.41 
 
 
 
Vejleder: Morten Rhiger   Gruppe nr. 9 
Hus: 14.1 - Nat bach 
Roskilde Universitet (RUC) 
1 semester 2014 
Side 21 af 88 
 
7.0 Statisk analyse 
7.1 Introduktion til Statisk program analyse  
Begrebet statisk analyse refererer til enhver form for analyse af et stykke af kode, der ikke 
kræver at den givne kode bliver kompileret og eksekveret. De forskellige statiske analyse 
metoder bruges til at finde bugs og sikkerhedsbrister i koden før eller under kompileringen. 
Desuden bruges de til program optimering. 
Statisk analyse komplimentere dynamisk analyse, i dets virke, da dynamisk analyse anvendes på 
programmer, som er kompileret. Dynamisk analyse anvendes bl.a. til at finde “Run-time 
errors”. Run-time errors opstår, når et eller flere dele af et program stopper med at virke. 
Konsekvensen af dette kan være, at programmet lukker ned og data går tabt. Den statiske 
analyse metode har den fordel at den kan finde mange bugs tidligt under opbygningsprocessen 
af programmer, da denne, som nævnt, ikke kræver et kompileret program, men som regel skal 
være et komplet. Dette kan være fordelagtigt, da man på denne måde har mulighed for at 
afprøve egenskaber i en kildekode, før det er klar til kompilering. Dette kan gøres manuelt, men 
da det ikke er alle bugs der bliver opdaget af programmøren, kan et automatiseret statisk 
analyseværktøj være en stor hjælp til denne process.  
7.2 False Positives og False Negatives 
De bugs der kan findes med et statisk analyseværktøj, er som oftest “undecidable”. Et 
“decidable” problem er ethvert problem, hvortil man kan finde enten et ja eller et nej svar. Et 
“undecidable” problem er derimod et problem, hvortil der ikke kan findes en algoritme, der 
altid vil kunne finde det korrekte binære svar. 
På grund af denne usikkerhed modtager man ofte false positives/negatives efter at have gjort 
brug af et statisk analyseværktøj.  
False positives og false negatives er binære klassifikationer, der beskriver kriteriers opfyldelse. 
False positives i statisk analyse forekommer, når et analyseværktøj melder tilbage, at et givet 
kriterium er opfyldt, når dette ikke er tilfældet. Et kriterium som er opfyldt, defineres som true 
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positive. False negatives opstår når analyseværktøjet angiver, at et kriterium ikke er opfyldt, 
selvom kriteriet er opfyldt og har, ligeledes med false positives, kontraparten true negative. Et 
statisk analyseværktøj vil aldrig være komplet og vil derfor af og til give disse tilbagemeldinger.  
Problemet ved dette er, at det ikke altid er nemt for programmøren at: 1. kende forskel på false 
positives/negatives og true positives/negatives, 2. programmøren vælger at ignorere disse false 
positives/negatives, da det ikke med det samme er åbenlyst, hvorvidt der er en bug i 
kildekoden, og i så fald hvor den befinder sig, og 3. der er for mange false positives/negatives 
og programøren derfor giver op på at redivere koden. 
Disse false positives er et af de største problemer med mange statisk analyseværktøjer, da disse 
har en tendens til at give en overvældende mængde af false positives, hvilket kan gøre det 
svært at finde de true- positives og negatives. 
 
7.3 Soundness og Completeness 
“A jury reaches a verdict: guilty! But was she, in fact, innocent after all? 
Throughout life, we must make decisions: evaluate, then accept or reject. Life being 
what it is, there are more ways to screw up than not. The field of formal logic gives us 
two properties we can use to describe any evaluation procedure, such as the jury above: 
soundness and completeness. A sound jury will never send a guilty person free, while a 
complete jury will never send an innocent person to jail. 
The ideal, of course, is sound and complete: the perfect justice system that will never 
exist. What we have is neither sound nor complete: innocent people are sent to jail, and 
guilty people go free. 
Intuitively, soundness and completeness are orthogonal: you can have any combination 
of (non-) soundness and (non-) completeness.”42  
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Når man taler om "soundness i forbindelse med detektering af fejl", taler man om et statisk 
analyseværktøjs evne til at finde alle mulige sårbarheder. Et sound statisk analyseværktøj vil 
overvurdere potentielle sårbarheder og rapportere enhver omstændighed, der på nogen måde 
kunne vise sig som en fejl, uanset hvor reel muligheden egentlig er. Man kan sige at det er 
sound at sige om alle programmer, at de potentielt indeholder en fejl. 
 
Når man bruger dette til at finde sårbarheder via statisk analyse, beskriver begrebet soundness 
et givent statisk analyseværktøjs evne til at finde potentielle bugs. Et sound værktøj vil 
overvurdere ethvert givent stykke kodes potentiale for at indeholde bugs til en sådan grad, at 
den rapporterer et hvert stykke kode der under nogen omstændigheder kunne resultere i en 
bug. 
Problemet med soundness er de spørgsmål man ønsker at en analyse skal besvare, ofte er 
statisk "undecidable”. Enhver sound og terminerende programanalyse vil give false positives, da 
den finder absolut alle omstændigheder, der på nogen måde kunne give en bug.43 44 
 
Når man taler om "completeness i forbindelse med detektering af fejl", taler man om et statisk 
analyseværktøjs evne til at finde egentlige bugs. Et complete statisk analyseværktøj vil 
undervurdere de bugs, den modtager og forkaste de bugs, der kan være false positives. 
Da et complete værktøj tynder ud mellem mængden af fejlmeddelelser ved at undervurdere 
alvoren af enhver bug, den finder, ender værktøjet altid med kun at stå tilbage med egentlige 
bugs, idet værktøjet vil have udelukket mulige bugs som potentielt kunne dukke op som false 
positives i et mindre complete men mere sound analyseværktøj. 
Til gengæld for den sikkerhed man kan få, ved at vide at enhver sårbarhed, der bliver fundet, er 
en egentlig sårbarhed, må man i stedet acceptere, at programmet til tider undervurderer de 
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sårbarheder, den finder. Således at visse stykker kode, der rent faktisk indeholder en egentlig 
sårbarhed, bliver godkendt af værktøjet, fordi sårbarheden blev undervurderet til en sådan 
grad, at værktøjet ikke gav en advarsel, på trods af at den mulige sårbarhed er blevet set. Det er 
disse bugs, som tilhører kategorien false negatives. 
 
  
Der er på nuværende tidspunkt udviklet analyseværktøjer, der er både 100% sound og 100% 
complete, forudsat at værktøjets bruger stiller de rigtige spørgsmål, som med ubarmhjertig 
nøjagtighed kan finde alle bugs i programmer med tusinder til titusinder linjer af kode. Men 
nutidens programmer gør brug af flere millioner linjer kode. Det er altså ikke realistisk at sigte 
efter meget høj præcision, når du gør brug af et analyseværktøj på disse programmer, da det 
ville kræve en overvældende mængde af tid og hukommelse, før computeren kunne køre den 
nøjagtige analyse på et moderne program. 
  
Man finder i stedet på måder at ofre præcision for at skalere værktøjet til at køre større 
programmer igennem på et acceptabelt stykke tid. Dette gøres, fordi det er et krav til 
programanalyse, at det termineres.45 
 
Dette kan bl.a. gøres ved at ofre completeness men beholde soundness. Ideen med dette er, at 
et sound analyseværktøj, der ikke tilbagerapportere nogle fejlmeddelelser, garanterer dig et 
fejlfrit program. Det kommer med den pris, at man muligvis først skal gennemgå et hav af false 
positives, men efter dette arbejde er overstået, vil du kunne stå tilbage med et fejlfrit program, 
forudantaget at de mulige true positives er anerkendt og korrigeret.46 
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7.4 Extended Static Checking 
ESC værktøjer gør brug af statiske analyse tekniker fra flere forskellige grene af statisk analyse. 
Herunder kan et ESC værktøj bl.a. tjekke om der bliver angivet en værdi i et array som ligger 
uden for arrayets definerede område eller om der er mulighed for division med nul et sted i en 
kildekode. Herunder er givet et eksempel på en sådan assertion. 
int x = 5; 
x++; 
//@ assert x == 6; 
 
Denne assertion er korrekt da første linje angiver et heltal x med værdien 5. Dertil bliver der 
lagt 1 til x (x++;) og x er nu lig 6. Til sidst opskrives en assertion (her som et JML pragma, 
beskrevet i “JML” afsnittet). Et simpelt eksempel på en assertion, som et ESC værktøj burde give 
en advarsel ved, ses herunder. 
 
int x = 10; 
int y = 3; 
int z = x + y; 
//@ assert z == 12; 
 
Det primære formål med ESC er at kontrollere assertions (påstande) i en kildekode, angivet inde 
i koden. Dette viser sig nyttigt når en kildekode ikke må overtræde omtalte assertions, for så at 
gå hen og skabe problemer når koden er kompileret og programmet taget i brug. Under en 
dynamisk programanalyse arbejder man typisk også med assertions. Denne tilgang til 
programanalyse har den fordel at finder den en assertion ukorrekt så kan man med sikkerhed 
fastslå at det dynamiske analyseværktøj ikke har taget fejl. 
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7.5 Buffer Overflow/Over-Read 
(CVE-2014-0160)48 
Computerens hukommelse bruges til at gemme data og er organiseret i en sekvens af celler. Et 
eksempel på opdeling af hukommelse kan ses nedenunder. Når der skrives et program vil man 
som oftest afsætte en bestemt del af hukommelsen til programmet at bruge. I dette eksempel 
har vi afsat 10 celler. 
168 45 109 244 11 80 196 135 78 256 
 
Buffer overflow sker, når programmet beder om en del af hukommelsen, som ikke eksisterer 
eller som et program ikke burde have adgang til. Altså hvis vi tager det ovenstående eksempel, 
kunne vi f.eks. bede computeren om at give os celle nummer fire, og den ville returnere tallet 
“11”. Men hvad sker der, hvis vi beder om celle 35? Så vil programmet få fat i noget data, som 
ikke eksisterer. Dette kan sammenlignes med heartbleed sårbarheden, hvor beskeden “YELLOW 
SUBMARINE” er den del af hukommelsen, vi burde have adgang til, men vi kan også bede om de 
næste 10000 celler. 
den specifikke fejl der sker i Heartbleed buggen hedder buffer over-read dette sker når et 
program prøver at læse en del af hukommelsen som det ikke har adgang til, dette kan resultere 
i at beskyttet data bliver kompromitteret. 
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7.6 ESC/Java2 
ESC/Java2 er udviklet af KindSoftware research group ledet af Joseph Kiniry49. ESC/Java2 
anvender, udover en række statiske analyse tekniker, Java Modeling Language (JML) pragmaer, 
som gør det muligt for en programmør at fortælle analyseprogrammet om sine intentioner bag 
koden, i form af formelle kommentarer med specifikationer der skal verificeres. 
Specifikationerne for de enkelte dele af koden, givet af programmøren, oversættes til 
antagelser og påstande, således at betingelser laves om til antagelser i begyndelsen, og 
postconditions laves om til påstande om variablerne. Alt dette, sammen med koden, 
konverteres til “basic blocks”. Basic blocks er dele af en kode som kun har ét startpunkt og ét 
slutpunkt. Sker der forgreninger i koden, så som ved en del af koden som kun køre når en 
bestemt betingelse er opnået, deles de enkelte grene op. Herunder ses et eksempel på dette. 
public class YesNo { 
    public static void main(String args[]){ 
       int ValidInput = 1; 
       int Input = (int)(Math.random() * 2); 
       if (Input == ValidInput) { 
        System.out.print("Yes"); 
       } 
       else { 
        System.out.print("No"); 
       } 
              //@ assert 0 == input || input == 1; 
    } 
} 
 
I eksemplet her er alt indtil if udtrykket en basic block. Derefter kan der ske en af to ting. Enten 
får vi et output som siger “Yes” eller “No”. Disse to udfald forekommer i hver deres respektive 
basic blocks. 
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Disse basic blocks konvertes til kompakte "Verification conditions" eller VC's der er udtrykt i et 
format (SMTLIBv2) der kan læses af en SMT solver. En SMT solver er et program som kan løse 
“satisfiability modulo theories”, hvilket er de antagelser og påstande som blev specificeret af 
programmøren som tidligere beskrevet50.  Hvis en betingelse i koden ikke er opfyldt vil et 
modeksempel blive hentet fra SMT solver værktøjet. De logiske variabler fra modeksemplet 
konverteres tilbage til Java og fremhæves så ved det gældende sted i koden hvor den 
pågældende betingelse ikke er opfyldt.51 
 
 
 
 
 
 
 
7.7 JML 
JML sproget er en tilføjelse til Java programmeringssproget, som har til formål at udtrykke 
hvilke antagelser og designmæssige overvejelser, der ligger til baggrund for en kildekode. Disse 
udtrykkes i form af pragmaer, som indbefatter, men ikke er begrænset til, preconditions og 
postconditions (startbetingelser og post-betingelser). Startbetingelser kan f.eks. komme i form 
af bestemmelser for, hvilke variabler en metode eller en funktion vil komme til at bruge. Et 
eksempel på dette kunne være et pragma så som requires der, giver programmøren 
mulighed for at beskrive, hvad den efterfølgende metode kræver. Hvis der tages udgangspunkt 
i eksemplet fra før ville der kunne skrives følgende: 
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public class YesNo { 
    public static void main(String args[]){ 
              //@ requires == input || input == 1; 
       int ValidInput = 1; 
       int Input = (int)(Math.random() * 2); 
       if (Input == ValidInput) { 
        System.out.print("Yes"); 
       } 
       else { 
        System.out.print("No"); 
       } 
    } 
} 
 
Som beskrevet af Software Testing arbejdsgruppen under Dansk IT, er startbetingelser: “Miljø- 
og tilstandsbetingelser, der skal være opfyldt, før komponenten eller systemet kan eksekveres 
med en bestemt test eller test procedure.”52 Post-betingelser er “Miljø- og tilstandsbetingelser, 
der skal være opfyldt efter afviklingen af en test eller test procedure.”53 Disse kunne være 
assertions som er et sandt-falsk udtryk der skal være opfyldt et givent sted i koden. Er en sådan 
assertion ikke opfyldt, vil et ESC, så som ESC/Java2, typisk give en advarsel i form af en 
“assertion failure” under statisk analyse af koden. Den sidste type specification som JML 
sproget bruger er invariante bestemmelser. Disse kan f.eks. bruges til at fortælle at en værdi 
ikke kan ændre sig fra et bestemt interval af værdier, altid være heltal, eller ikke kan være nul.54 
For at indsætte JML pragmaer i en kildekode skrives de specificerende kommentarer enten ind 
mellem /*@ … @*/ eller efter //@.55  
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7.8 Pointers 
Pointers er et af de mere komplicerede emner indenfor programmering, og helt centralt for 
vores opgave, da heartbleed sårbarheden ellers ikke ville kunne fungere som den gør. Når vi 
snakker om pointers, snakker vi om computer hukommelse, du skal tænke på hukommelsen, 
som en samling af 8, 1 og 0 taller. Tallet er 8 fordi man så er i stand til at gemme hele det 
engelske alfabet, samt nogle speciale skrifttegn i denne kode, disse 8, 1 og 0 taller udgør hvad 
man kalder et byte, dette er den mindste form for data man behandler på moderne maskiner. 
en pointer, skal bare ses som en variabel, der indeholder en adresse som går ind til en af disse 
bytes i computerens hukommelse. 
 
Efter at have lavet en dybdegående analyse af Heartbleeds oprindelse, og undersøgt hvilken 
effekt ESC værktøjer som ESC/Java2 kunne have haft på opdagelsen af buggen, kan det 
konstateres at vha. et sådan program ville det have været muligt at finde fejlen før den blev 
lanceret. Dog er det interessant at tage i betragtning hvilke midler programmørerne af dette 
program havde under udviklingen, da en statisk analyse både kan være tvetydig og 
langtidskrævende er det ikke entydig udviklerenes ansvar at tage højde for alle mulige fejl i 
programmet. Dog kan der peges fingre af de virksomheder der uden spørgsmål har anvendt 
programmet i god tro om at programmet var fejlfrit. Der burde blive lavet bedre kontrol af 
hvilke programmer der bliver anvendt.  
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7.9 Introduktion til Heartbeat kildekoden 
Fordi vi ikke er i stand til at bruge ESC på den oprindelige kode er vi nødt til at oversætte den til 
Java. Dette er et problem da java, i modsætning til C, ikke benytter sig af pointers. I stedet kan 
vi bruge arrays, for at simulere hukommelsen på en computer. 
Vi vil lave forsøg med kode, vi selv har skrevet. Et eksempel kan ses nedenfor. Her har vi forsøgt 
at tvinge ESC/Java2 til at finde false positives og false negatives i koden.  
 
Heartbleed sårbarheden kommer af to tal, som burde være ens, men ikke er det. Som forklaret 
tidligere har vi en klient, der sender en besked af en vis længde, og dertil sender klienten et tal 
med den mængde data, klienten vil have tilbage. Problemet opstår hvis klienten sender et 
større (eller for den sags skyld mindre) tal, for mængden af data klienten har sendt, end 
længden af data klienten har sendt. Da klienten så vil få mere data tilbage, end det klienten 
sendte og på den måde kan få beskyttet data. Derfor vil vi se, om vi kan bruge ESC til at tjekke, 
om længden af data sendt er den samme som mængden af data, vi beder om at få tilbage. 
Dette gøres ved hjælp af JML assertions, som er blevet skrevet ind i vores kodestykker. For at 
simulere Hearbeat koden i java er det nødvendigt at forstå de enkelte dele, som udgør 
sårbarheden i OpenSSL kildekoden. 
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7.10 Heartbeat koden forklaret 
dtls1_process_Heartbeat(SSL *s) 
       { 
       unsigned char *p = &s->s3->rrec.data[0], *pl; 
       unsigned short hbtype; 
       unsigned int payload; 
       unsigned int padding = 16; /* Use minimum padding */ 
 
Her er payload mængden af bytes, som klienten beder om at få tilbage, og &s->s3->rrec det 
punkt i hukommelsen, hvor beskeden klienten har sendt, befinder sig. Der er en mængde kode i 
Heartbeat funktionen, som ikke henvender sig direkte til Heartbleed sårbarheden. Disse er 
netværksprotokoller, som f.eks. tjekker, om klienten sender den rigtige type besked. Disse kom 
vi ind på i afsnittet om netværksprotokoller. 
Den første linje i koden, som er relevant for Heartbleed, er  
unsigned char*p = &s->s3->rrec.data[0], *pl;.  
De to første ord unsigned og char fortæller hvilken type pointer, der skal bruges. Her bliver der 
taget pointeren p og sat til positionen &s->s3->rrec.data[0] i hukommelsen. Dette er punktet, 
hvor klienten har gemt Heartbeat beskeden sendt af klienten. Herefter erklæres også pointeren 
pl i samme linje. Denne pointer er blevet erklæret uden en værdi. 
På samme måde erklærer vi også variablen payload ,som kan ses i boksen nednfor. payload 
eksisterer for at give poin56terne et bestemt sted at pege på. Derfor er det en integer, som kun 
kan være et heltal. Dette gøres, fordi OpenSSL peger på et byte ad gangen, og man kan ikke 
bede om at gå et halvt byte ind i hukommelsen. 
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unsigned int payload; 
n2s(p, payload); 
pl = p; 
 
n2s funktionen er det næste interessante stykke kode. Det er her OpenSSL finder længden af 
payload. Funktionen n2s tager to parametre: den første er p, og den anden er payload. 
Det som n2s gør er at tage to 8 bit værdier, fra punktet p, og 2 byte frem. Derefter ”foldes de 
ud” til en 16 bit værdi, og ligger denne værdi ind i payload. Dette gøres fordi p er en char 
pointer der går ind og tager 8 bit værdier og payload er en integer, som kræver 16 bit 
værdier. Dette tal sættes ind i payload. Her er mængden af data som klienten har bedt om 
at få tilbage. Bemærk denne værdi kan være et hvilket som helst tal der kan holdes indenfor 16 
bit, altså det eneste krav er at det er mindre end 2^16 – 1. Pointeren p rykkes også 2 byte frem 
i hukommelsen så klienten ikke kommer til at sende klienten tallet for, hvor meget data 
klienten har bedt om. 
Pointeren pl sættes nu til at være det samme som p, dette gøres for at gemme punktet p i 
hukommelsen og for at få pointeren pl til at pege til nye punkter. Så pointeren pl vil bruges 
fremover. 
buffer = OpenSSL_malloc(1 + 2 + payload + padding); 
bp = buffer; 
 
Der bruges en funktion i OpenSSL som hedder Open_Malloc. Denne funktions opgave er at 
allokere et stykke af hukommelsen. Open_Malloc har til formål at allokere hukommelse. Det 
er dette stykke hukommelse, der skal sendes tilbage til klienten. Her bliver funktionen bedt om 
at allokere hukommelse, der er lig hbtype som er 1 byte, plus længden af payload givet af 
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klienten som er 2 byte, plus padding som der i starten blev sat til 16 byte, og som består af en 
række tilfældige bytes der sættes ind for at gøre beskeden sværre at læse hvis pakken er blevet 
sniffet. Til sidst ses payload, som er brugerbestemt. Herefter bliver bp sat lig med buffer 
så bp kan bruges uden at overskrive buffer og dermed gemme værdien af buffer blev 
erklæret i linjen ovenover.57 
memcpy(bp, pl, payload); 
 
Det hele afsluttes med funktionen memcpy, som kopierer payload mængde bytes fra pl og 
sætter det ind i bp. Dette er det endelige skridt i heartbleed sårbarheden, da bp er den pakke 
der sendes tilbage til klienten. Da pointers i C ikke har nogen endelig slutstørelse, og memcpy 
er en meget simpel funktion, der bare tager noget fra en del af hukommelsen og ligger ind i en 
anden, er der ikke nogon betydelig begrænsning for hvad for data man kan kopiere på denne 
måde. Derudover er den eneste begrænsning for, hvor bytes der kan sendes, størrelsen af 
payload. 
Løsningen til heartbleed buggen var en simpel linje kode, indsat lige før vi tager og kopierer 
informationen over i den del af hukommelsen vi vil sende til brugeren. Det eneste denne linje 
kode gør er at tage længden af vores buffer som jo er (1 + 2 + payload + padding) Husk at buffer 
er den længde som brugerens besked burde have. Og vi sammenligner dette med længden af 
det array hvor dataen fra brugeren er gemt som hedder rrec. Og hvis den mængde data vi har i 
bufferen er større end beskeden som brugeren har sendt, så returneres 0 hvilket betyder at 
openssl bare skal smide beskeden ud og ikke returnere noget til brugeren. På denne måde kan 
brugeren aldrig bede om mere end den data han selv har sendt. 
if (1 + 2 + payload + 16 > s->s3->rrec.length) return 0; 
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8.0 Metode 
Vi vil vha. det statiske analyseværktøjet, ESC/Java2, og en indsigt i programmeringssproget 
Java, forsøge at genskabe og modificere koden der opgør Heartbeat, i et testbart miljø. Vi vil 
derefter bruge de resultater, til at bestemme, hvorvidt det ville have været muligt for OpenSSL 
udviklerne at have opdaget Heartbleed buggen i programmet, med ESC, før den blev inkluderet 
i 1.0.1f udgaven af OpenSSL. 
 
8.1 Heartbeat Simuleringer 
Da vi ikke var i stand til at lave statisk analyse på den oprindelige kode er vi blevet nødt til at gå 
ind og oversætte den til java, dette er et problem netop fordi java ikke bruger pointers som C 
gør.  
I stedet vil vi bruge arrays som fungerer på en lidt anden måde, så vi starter med at skabe et 
array som opfører sig som hukommelsen i en computer. 
Vi har lavet forsøg med kode vi selv har skrevet. Et af eksemplerne kan ses nedenunder. Her har 
vi forsøgt at tvinge false positives og false negatives frem i koden og vise begrænsningerne ved 
netop denne form for analyse. Dette er vi blevet nødt til at gøre i java da det ikke har været 
muligt at finde analyse programmer der kan anvendes i C. 
 
Heartbleed fejlen kommer af to tal som burde være ens men ikke er det, altså som forklaret 
tidligere har vi en klient der sender en besked af en hvis længde og så sender klienten et tal 
med den mængde data han vil have tilbage. Problemet opstår hvis klienten sender et større tal 
for mængden af data klienten har sendt, end selve længden af data klienten har sendt. Da 
klienten så vil få mere data tilbage end det klienten sendte og på den måde kan klienten få data 
som ikke burde være tilgængelig. Derfor vil vi se om vi kan bruge et ESC værktøj til at tjekke om 
længden af data sendt er den samme som mængden af data vi beder om at få tilbage. 
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Vi vil prøve at undersøge denne statiske kode analyses evner til at finde dette problem. Dette 
vil vi gøre ved at skrive små stykker kode som har bestemte fejl som vi forventer vil få vores ESC 
værktøj til at give os en advarsel. Dette gøres ved hjælp af noget der hedder assertions hvilket 
er linjer af kode hvor vi fortæller vores statisk kode analyseværktøj hvad vi vil have værktøjet 
skal lede efter. 
HeartbeatSim1 
For eksempel når vi har //@ assert payloadUser == sentData.length; spørger 
vi om payloadUser er det samme som længden af arrayet sentData. I nedestående stykke 
kode er der tre sådanne assertions hvor der bliver spurgt om to variabler er de samme.  
 
public class HeartbeatSim1 { 
         public void Main(){ 
                     int[] memory = new int[32]; 
                     int payloadUser = 32; 
                     int[] payload = {0,1,2,3}; 
                     int[] sentData = new int [32]; 
                     memory[0] = payload[0]; 
                     memory[1] = payload[1]; 
                     memory[2] = payload[2]; 
                     memory[3] = payload[3]; 
                     for(int i=1; i < payloadUser; i++){ 
                                 sentData[i] = memory[i]; 
                     } 
                     //@ assert payloadUser == sentData.length; 
                     //@ assert payloadUser == memory.length; 
                     //@ assert payloadUser == payload.length; 
         } 
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} 
 
 
Koden som behandler variablerne og udregner hvilken værdi de har, starter efter linjen 
public void main(). Her erklærer vi variabler i løbet af de første 8 linjer af kode. 
Variablerne skal forstås som bokse med en værdi i, og arrays som en linje af bokse der alle har 
sin egen værdi, og når vi erklærer dem indsætter vi værdier i boksene. Angiver vi ikke en værdi 
til disse bokse når arrayet bliver erkleret, har de værdien 0. Herefter har vi et for-loop som 
indsætter det data vi har liggende i arrayet memory ind i arrayet sentData, som skal 
forestille den data vi vil sende ud til klienten. Det er netop sentData som i dette tilfælde ikke 
må være for stor. 
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HeartbeatSim2 
Det næste program vi vil analysere på kan ses herunder. 
public class HeartbeatSim2 { 
  
           public void Main(){ 
                     int[] memory = new int[32]; 
                     int payloadUser = 32; 
                     int[] payload = {0,1,2,3}; 
                     int[] sentData = new int [32]; 
                     int i; 
                     int realPayload = 32; 
                  memory[0] = payload[0]; 
                  memory[1] = payload[1]; 
                     memory[2] = payload[2]; 
                     memory[3] = payload[3]; 
                     for(i=0; i < payload.length; i++){ 
                           realPayload += payload[i]; 
         } 
                  for(i=0; i < payloadUser; i++){ 
                              sentData[i] += memory[i]; 
         } 
                  //@ assert payloadUser == 32; 
                  //@ assert payload.length == 4; 
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                  //@ assert payloadUser == sentData.length; 
                  //@ assert payloadUser == memory.length; 
                  //@ assert realPayload == payloadUser; 
} 
} 
 
Her tager vi koden fra tidligere, som vi allerede har fået til at fungere, og prøver at udvide vores 
for-loops for at udfordre ESC/java2. 
En af de ting vi prøver at gøre med denne kode er, at se hvordan ESC/java2 håndterer at læse 
fra-loops. Så vi tjekker variablen realPayload som vi har liggende i det første for-loop. Dette 
kan ses i vores assertion //@ assert realPayload == payloadUser; nederst i 
koden. Det andet vi prøver at gøre er at udvide vores for-loops med henblik på at undersøge 
hvordan ESC/java2 håndterer at køre igennem det flere gange. Det her er netop en af de ting 
som kræver mere af ESC programmer og som vi vil finde ud af om vores har svært ved. 
Hvis ESC ikke kan komme igennem vores for-loop vil det aldrig nå ned til vores assertion, så det 
vil være tydeligt hvis dette er tilfældet. 
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HeartbeatSim3 
Det næste program vi har skrevet ser således ud: 
public class HeartbeatSim3 { 
  
public void Main(){ 
                       int[] memory = new int[32]; 
                       int payloadUser = 32; 
                       int[] payload = {0,1,2,3}; 
                       int[] sentData = new int [32]; 
                       int i; 
                       int realPayload = 32; 
            memory[0] = payload[0]; 
            memory[1] = payload[1]; 
            memory[2] = payload[2]; 
            memory[3] = payload[3]; 
            
            realPayload += payload[0]; 
            realPayload += payload[1]; 
            realPayload += payload[2]; 
            realPayload += payload[3]; 
            
            for(i=0; i < payloadUser; i++){ 
          sentData[i] = memory[i];                   
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            } 
            //@ assert payloadUser == 32; 
            //@ assert payload.length == 4; 
            //@ assert payloadUser == sentData.length; 
            //@ assert payloadUser == memory.length; 
            //@ assert payloadUser == payload.length; 
           } 
 
 
Her indsættes fire linjer der gør det samme som det første for-loop i heartbeatsim2. Dette gør 
vi for at se om ESC/java2 brokker sig over denne direkte måde at skrive koden på. Vi regner ikke 
med en stor forskel da dette blot er en simplificering af for-loopet vi skrev tidligere. 
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HeartbeatSim4 
Vi vil i HeartbeatSim4 koden samle op på hvad vi har gjort i de første 3 programmer. Vi har her 
indsat kopier af vores for loops for at se hvordan ESC/Java2 håndtere dette. Kildekoden til 
HeartbeatSim4 følger: 
public class HeartbeatSim4 { 
  
           public void Main(){ 
                       int[] memory = new int[32]; 
                       int payloadLength; 
                       int payloadUser = 32; 
                       int[] payload = {0,1,2,3}; 
                       int[] sentData = new int [32]; 
                       int i; 
                       int realPayload = 0; 
  
            memory[0] = payload[0]; 
            memory[1] = payload[1]; 
            memory[2] = payload[2]; 
            memory[3] = payload[3]; 
            
            realPayload += payload[0]; 
            realPayload += payload[1]; 
            realPayload += payload[2]; 
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            realPayload += payload[3]; 
            
            for(i=0; i < payload.length; i++){ 
          realPayload += payload[i]; 
            } 
            for(i=0; i < payload.length; i++){ 
          realPayload += payload[i]; 
            } 
            for(i=0; i < payloadUser; i++){ 
                      sentData[i] = memory[i]; 
            } 
            for(i=0; i < payloadUser; i++){ 
                      sentData[i] = memory[i]; 
            } 
            //@ assert payloadUser == 32; 
            //@ assert payload.length == 4; 
            //@ assert realPayload == 18; 
            //@ assert memory[5] == 0; 
            //@ assert payloadUser == sentData.length; 
            //@ assert payloadUser == memory.length; 
            //@ assert payloadUser == payload.length; 
         }  
} 
Vejleder: Morten Rhiger   Gruppe nr. 9 
Hus: 14.1 - Nat bach 
Roskilde Universitet (RUC) 
1 semester 2014 
Side 45 af 88 
 
HeartbeatSim558 
Dette forsøg skiller fra de andre i og med at vi her prøver at efterligne Heartbleed buggen så 
præcist som muligt, for at få en idé om hvor lang tid det faktiskt ville tage at lave denne statiske 
kode analyse på selve Heartbleed buggen. Med andre ord forsøger vi her, så vidt muligt, at 
genskabe udfordringen ved Heartbleed. 
Til at starte med har vi sat vores integer s op så den opfører sig som hukommelsen i en 
computer. s er sat op som et array af størelse 92 da det holder det under størelser som vi kan 
give vores for loops uden at give ESC/Java2 problemer. Dette gøres som vist herunder. 
 
int[] s = new int[92]; 
 
Herefter minder koden meget om koden fra OpenSSL bortset fra at vi sætter p til 0 da dette 
skal bruges til at pege på starten af arrayet s, som skal forestille det punkt i hukommelsen hvor 
klientens Heartbeat besked ligger. Så tager vi variablen hbtype og sætter den til en tilfældig 
værdi for at simulere en værdi vi ville få fra brugeren. Dette er gjort fordi ESC/Java2 ikke er i 
stand til at spørge klienten efter en værdi. Denne værdi kunne lige så godt være en tilfældig 
værdi mellem den maksimale og minimale mulige værdi klienten kan indtaste. Vi gøre dette for 
alle værdier som ikke er givet i selve koden. Alt dette er vist herunder. 
 
int p = 0; 
int pl; 
int hbtype = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
int payload; 
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int padding = 16; 
int tls_hb_request = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
int tls_hb_response = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
for(int i=0;i<=59;i++){          
s[i] = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
} 
 
Det næste stykke kode er til for at efterligne n2s funktionen i OpenSSL. 
 
payload = s[p]+s[p+1]; 
p += 2; 
 
Herunder ses det stykke kode som skal forestille memcpy funktionen fra Heartbeat. Det 
kopierer bytes fra bp plads i hukommelsen payload bytes frem og sætter dem ind i pl. 
Variablen o erkleres for at sørge for at for loopet rykker en frem hver gang vi det kører 
igennem. 
 
int o = 1; 
for(int i = pl; i <= pl + payload; i++){ 
    s[bp+o]=s[pl+o]; 
    o++; 
} 
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int messageLength = 3 + (int)(Math.random() * ((5 - 3) + 1)); 
 
Til sidst har vi to assertions vi tjekker at padding er lig med 16, hvilket gerne burde være sandt 
da det er værdien den for i starten og det ikke ændres. Dertil tjekker vi om messageLength 
er lig payload og dette er den assertion som kunne have været i stand til at stoppe 
Heartbleed buggen da message messagelength er længden af beskeden brugeren har sendt 
og payload er mængden der bliver sendt tilbage til klienten. 
 
//@ assert padding == 16; 
//@ assert messageLength == payload; 
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HeartbeatSim6 
Vi vil nu se på HeartbeatSim6 som kan ses herunder. 
import java.io.*; 
  
public class HeartbeatSim6 { 
         public static void main(String args[]) throws Exception { 
                     int wrong = 4; 
                     int correct = 7; 
                     FileReader answer = new FileReader("test.txt"); 
                     BufferedReader br = new BufferedReader(answer); 
                     String s = "null"; 
                      
                     for(int i = 0; i <= 1; i++) { 
                                 s = br.readLine(); 
                     } 
                     answer.close(); 
                     int number = Integer.parseInt(s); 
         } 
} 
 
Dette program er skrevet for at teste ESC/java2’s evne til at læse fra en ekstern .txt fil. Dette 
gør vi netop fordi vi ikke kan bruge pointers, da pointers også går ind og finder en værdi som 
ikke kan blive fundet gennem blot at læse igennem koden. Som kan ses i eksemplet på OpenSSL 
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koden givet tidligere starter vi med at lave en pointer der peger til et sted i koden. Det valgte 
sted er &s->s3->rrec.data[0]. Noget af det samme sker i vores egen kode givet 
ovenfor. Her har vi en linje som hedder 
 
FileReader answer = new FileReader("test.txt"); 
 
Her går funktionen FileReader ind og tager text dokumentet “test.txt” fra vores project 
folder. Dette skal ikke forstås helt på samme måde som pointers da den ikke peger på en 
bestemt celle i hukommelsen, men i stedet fungerer det som de mapper man bruger 
exploreren i Windows. 
I den næste linje bliver der skabt en BufferedReader. Dette er en funktion som skriver til 
en variabel der er lavet til at læse en linje ad gangen fra vores text dokument i stedet for et 
tegn ad gangen som FileReader gør. Så man tager noget der er større end et tegn ud af 
text dokumentet; altså tal større end et ciffer. 
Herefter laver vi en String der hedder s som vi kan skrive hele vores linje over i, og så 
oversætte den til et tal som vi kan bruge til at sammenligne med. 
Herefter bruger vi answer.close(); for at få java til at lukke filen igen, og vi oversætter så 
vores String s til en int (et heltal) som vi vil bruge en assertion, som vist tidligere, til at 
sammenligne den med de to heltal vi skrev i starten. Her forventer vi at ESC/java 2 vil fortælle 
os at wrong er forkert og correct er rigtigt. 
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HeartbeatSim7 
Kildekoden til HeartbeatSim7 er givet herunder 
 
public class Readfile2 { 
         public static void main(String args[]) throws Exception { 
                     File file = new File("answer.txt"); 
                     file.createNewFile(); 
                     FileWriter writer = new FileWriter(file); 
                      
                     writer.write("7"); 
                     writer.flush(); 
                     writer.close(); 
                      
                     int wrong = 4; 
                     int correct = 7; 
                     FileReader answer = new FileReader("answer.txt"); 
                     BufferedReader br = new BufferedReader(answer); 
                     String s = "something"; 
                      
                     s = br.readLine(); 
                     System.out.println(s); 
                     answer.close(); 
                     int number = Integer.parseInt(s); 
Vejleder: Morten Rhiger   Gruppe nr. 9 
Hus: 14.1 - Nat bach 
Roskilde Universitet (RUC) 
1 semester 2014 
Side 51 af 88 
 
                     //@ assert 7 == correct; 
         }  
} 
 
Her gør vi noget af det samme som tidligere. Vi vil nemlig også læse en fil og tjekke med 
assertions om ESC/Java2 kan læse denne fil, men her i et forsøg på at gøre det lidt lettere for 
ESC/Java2, laver vi også filen i det samme programkode. Dette gøres ved først at lave en 
variabel af typen File og give den et navn som her er answer.txt. Så laver vi en writer 
på samme måde, som skal skrive tallet 7 ind på filen. Til sidst gentager vi skridtene fra 
HeartbeatSim6 hvor vi læser filen. 
 
HeartbeatSim8 
Denne kode er i princippet den samme som HeartbeatSim7, bortset fra at vi her har fjernet 
bufferedReader og vi nøjes med at bruge fileReader, som læser et tegn ad gangen og derfor 
gemmes den i en char i stedet for en String, som herunder kan ses ved variablen a. 
 
public class Fromfile{ 
   public static void main(String args[])throws IOException{ 
   File file = new File("answer.txt"); 
  
   file.createNewFile(); 
  
   FileWriter writer = new FileWriter(file); 
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   writer.write("7"); 
   writer.flush(); 
   writer.close(); 
  
   FileReader fr = new FileReader(file); 
   char [] a = new char[1]; 
   fr.read(a); 
   System.out.print(a); 
   int number = a[0]; 
   System.out.print(number); 
   //@ assert number == 55; 
   fr.close(); 
  
   } 
} 
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9.0 Fremgangsmåde for statisk analyse ESC/Java2  
For at simulere Heartbeat koden starter vi ud med at skrive denne del af OpenSSL om til et 
tilsvarende Java program. Til dette benytter vi en simpel IDE. En IDE er et integreret 
softwareudviklingsmiljø, som har til formål at gøre det nemt at skrive kode, og kan betragtes 
som et tekstbehandlingsprogram til kode. Til forsøget bruges det statiske analyse program 
ESC/Java2. Det findes i to udgaver: som et plug-in til Eclipse og som et uafhængigt program, der 
kan køres fra Windows’ kommandoprompt. Vi har i vores forsøg valgt at køre ESC/Java2 fra en 
kommandoprompt. Vi bruger ESC/Java2 version 2.0.5, som på nuværende tidspunkt er den 
nyeste udgivelse af programmet. Før ESC/Java2 køres, skal destinationen på Java.exe og 
destinationen på ESC/Java2 mappen defineres i escj.bat filen. Til vores forsøg benytter vi os af 
Java version 1.5.0.22. I vores tilfælde sætter vi parametrene som følgende: 
set ESCJAVA_ROOT=C:\ESCJava-2.0.5-04-11-08-binary 
set JAVA=C:\Program Files (x86)\Java\jdk1.5.0_22\bin\java.exe 
  
escj.bat filen gemmes med de nye specifikationer, og .java filerne kan nu testes. For at køre 
ESC/Java2 åbnes et kommandoprompt vindue, og der navigeres frem til ESC/Java2 mappen.  
Dernæst skrives følgende for at initialisere analysen for vores kode. 
 
escj.bat HeartbeatSim#.java 
 
Overstående fortæller kommandoprompt, at det skal køre escj.bat filen på koden givet 
som parameter. Vi har valgt at navngive alle vores Heartbeat simulationer på formen 
“HeartbeatSim#.java”, hvor “#” er et nummer vi tildeler de enkelte programmer for at 
kunne skelne i mellem dem. Udover dette benytter vi parametrene -loop # og -notrace. 
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Som standard vil ESC/Java2 kun køre loops 2 gange igennem, og kræver loopet flere 
gennemkørsler, antager ESC/Java2, at alle efterfølgende JML pragmaer er sande. Med 
andre ord giver ESC/Java2 udelukkende false positives for JML pragmaer efter et 
sådant loop. Denne begrænsning kan imidlertid løses ved at lade # i -loop # være et 
højt nok tal til, at ESC/Java2 kommer igennem et givent loop. Dette har dog sine 
begrænsninger, som vi vil komme tilbage til senere. Parametret -notrace sørger for, at 
outputtet fra kommandoprompten ikke giver os sporingsinformation, som ikke er 
nødvendig til vores analyse. Giver ESC/Java2 en advarsel, som lyder: “Warning: 
Possible assertion faliure”, vil det sige, at analyseværktøjet ikke er sikker på om to 
værdier er ens. 
 
10.0 Forsøgsresultater 
HeartbeatSim1 forsøg 
I HeartbeatSim1.java lader vi ESC/Java2 teste følgende assertions: 
//@ assert payloadUser == sentData.length; 
//@ assert payloadUser == memory.length; 
//@ assert payloadUser == payload.length; 
 
De første to assertions, ved vi, er korrekte da arraysne sentData og memory begge har 32 
pladser, og payloadUser har værdien 32. Til den sidste assertion forventer vi at få en 
assertion failure advarsel fra ESC/Java2, da arrayet payload kun har 4 pladser. 
Vi lader ESC/Java2 teste programmet59. Outputtet var hvad vi forventede, og vi har her vist at 
ESC/Java2 godt kan skelne mellem den forventede payload og en brugermodificeret 
payload givet af os. ESC/Java2 fandt det true negative som vi i forvejen godt vidste vi havde 
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hævdet da vi skrev //@ assert payloadUser == payload.length;. Prøver vi at 
skrive vores kode om så payloadUser har værdien 4 og sletter de 2 første assertion skulle 
vores assertion være korrekt og vi skulle ikke få nogle advarsler fra ESC/Java2. Ændringerne 
skrives ind og escj.bat køres på koden endnu en gang60. Som forventet advarer ESC/Java2 os nu 
ikke om nogen bugs. 
  
HeartbeatSim2 forsøg 
I HeartbeatSim2.java lader vi ESC/Java2 teste følgende assertions: 
//@ assert payloadUser == 32; 
//@ assert payload.length == 4; 
//@ assert payloadUser == sentData.length; 
//@ assert payloadUser == memory.length; 
//@ assert realPayload == payloadUser; 
 
I de første to assertions hævder vi, at payloadUser og payload.length har værdierne 
henholdsvis 32 og 4. Disse værdier er angivet i begyndelsen af programmet, men da vi har brugt 
værdierne i de to for-loops, afprøver vi om ESC/Java2 giver en advarsel. Da vi har to for-loops vil 
vi også gerne afprøve om ESC/Java2 kan komme igennem begge for-loops og stadig give et 
korrekt svar på vores assertions. Derfor hævder vi at sentData.length og 
memory.length er det samme som payloadUser, hvilket er korrekt. Til sidst lader vi 
ESC/Java2 finde ud af om realPayload er det samme som payloadUser, hvilket ikke er 
tilfældet, da vi addere realPayload med værdierne for hver af pladserne i arrayet 
payload i det første for-loop61.  
Det lykkedes ESC/Java2 at finde frem til den falske assertion vi angav i HeartbeatSim2.java’s 
kode.  
 
 
 
Vejleder: Morten Rhiger   Gruppe nr. 9 
Hus: 14.1 - Nat bach 
Roskilde Universitet (RUC) 
1 semester 2014 
Side 56 af 88 
 
HeartbeatSim3 forsøg 
Her er vores assertions de samme som i HeartbeatSim2.java koden. Denne gang har vi erstattet 
det første for-loop med en række simplere udtryk for at finde ud af om det skulle gøre nogen 
forskel62. 
ESC/Java2 giver altså samme output for de simplere udtryk vi erstattede vores for-loop med. 
 
HeartbeatSim4 forsøg 
I HeartbeatSim4.java lader vi ESC/Java2 teste følgende assertions: 
 
//@ assert payloadUser == 32; 
//@ assert payload.length == 4; 
//@ assert realPayload == 18; 
//@ assert memory[5] == 0; 
//@ assert payloadUser == sentData.length; 
//@ assert payloadUser == memory.length; 
//@ assert payloadUser == payload.length; 
I HeartbeatSim4.java’s kode har vi dublikeret de to for-loops, som vi brugte i 
HeartbeatSim2.java og indsat de 4 simplere udtryk som vi brugte i HeartbeatSim3.java. 
Derudover har vi valgt også at se, om ESC/Java2 kan finde værdien til den femte plads i 
memory arrayet som, da vi ikke har tilegnet en værdi, vil antage værdien 063. 
ESC/Java2 fandt frem til den falske assertion vi angav i HeartbeatSim4.java’s kode, og gav ingen 
advarsler ved de andre assertions. 
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HeartbeatSim5 forsøg 
I HeartbeatSim4.java lader vi ESC/Java2 teste følgende assertions: 
 
//@ assert padding == 16; 
//@ assert messageLength == payload; 
 
Den første assertion spørger ESC/Java2, om padding er lig 16, hvilket er hvad vi angiver i den 
første del af koden. Denne værdi ændrer sig ikke undervejs så vi forventer at ESC/Java2 ikke 
giver en “Possible assertion faliure” her. Den anden assertion derimod vil aldrig kunne være 
sand64. 
ESC/Java2 giver os 4 advarsler. Det første værktøjet fortæller os er at payload i 
s[payload] muligvis har en negativ værdi på dette punkt i kildekoden. payload er på 
dette punkt forekommet i følgende kode: 
 
int payload; 
... 
payload = s[p]+s[p+1]; 
 
Punktet p i arrayet s starter ud med at være 0 og bliver så ændret til 1 som vist herunder: 
int p = 0; 
… 
p = p++; 
 
I mellemtiden definerer et for-loop arrayet s og samlet set sker følgende: 
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int p = 0; 
... 
int payload; 
... 
for(int i=0;i<=91;i++){      
    s[i] = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
      } 
p = p++; 
… 
payload = s[p]+s[p+1]; 
 
payload vil altså blive 2 *  (0 + (int)(Math.random() * ((16 - 0) + 1))) hvilket er et tal mellem 0 
og 32. Derfor kan vi se de første to advarsler som false positives (at værktøjet tager fejl når det 
mener at der kan være bugs i koden på disse steder), da array indexet (punktet i arrayet som 
blive angivet) hverken er negativt eller over den længde som var tildelt arrayet givet ved: 
int[] s = new int[92]; 
 
Den tredje advarsel kan vi ligeledes afvise som et false positive. Vores p er nu 2 og der adderes 
2 til denne værdi hvorefter vi skaber et nyt heltal pl som da, ligesom p, vil antage værdien 4. 
p+ = 2; 
pl = p; 
Vi skaber 2 nye heltal buffer og bp som begge får tildelt en værdi. 
int padding = 16; 
... 
int buffer; 
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int bp; 
buffer = 1+2+s[payload]+padding; 
bp = buffer 
… 
bp += 2 
 
Da et vilkårligt punkt i vores array har en værdi mellem 0 og 32, vil punktet payload i arrayet 
s højest være 32. Dertil adderes buffer med 3 og padding, som er et heltal med værdien 
16. buffer, ender derfor højest med at antage heltalsværdien 51. Som vist ovenfor lader vi 
bp antage samme værdi adderet med 2 og har dermed højest værdien 53. Nu kommer det for-
loop, som ESC/Java2 mener kan indeholde en bug. 
 
for(int i = pl; i <= pl + payload; i++){ 
     s[bp+o]=s[pl+o]; 
     o++; 
    } 
 
Den første linje i for-loopet kan læses som: “for heltallet i som er lig med pl, så længe i er 
mindre eller lig pl plus payload, læg 1 til i, og gør følgende”. pl er stadig 4 og payload 
stadig højest 32. Derfor kan det regnes ud at for-loopet højest gentages 32 gange. Inde i loopet 
antager punktet bp+o i arrayet s samme værdi som det i punktet pl+o i arrayet s. Dertil 
adderes o med 1 før loopet gentages. o startede ud med værdien 1 og vil efter et maksimalt 
antal gennemgange antage værdien 33. Punktet s[bp+o] vil derfor aldrig være højere end 53 
plus 33. Og da 86 ligger indenfor grænserne for arrayet s, må denne advarsel dermed være et 
false positive. 
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Som forventet gav ESC/Java2 ingen advarsel ved den første assertion. Analyseværktøjet gav os 
dog en advarsel ved den anden assertion, hvilket også kun kan være et true negative da 
payload = s[p]+s[p+1] aldrig vil antage samme værdi som int messageLength = 
3 + (int)(Math.random() * ((5 - 3) + 1)). 
 
HeartbeatSim6 forsøg 
I HeartbeatSim6.java lader vi ESC/Java2 teste følgende assertons: 
 
//@ assert correct == 7; 
//@ assert number == correct; 
 
Den første assertions stemmer overens med, hvad vi angiver længere oppe i koden. Det sidste 
vi spørger ESC/Java2 om, er om number er lig med correct. Koden vil læse en .txt fil hvor vi 
har skrevet tallet 7 i, og hvis ESC/Java2 kan læse filen, burde den ikke give en “Possible 
assertion faliure”65. 
Der forekommer her to meddelelser udover vores “Possible assertion faliure”. De to 
meddelelser fortæller os om to metoder som hver især tilsidesætter en anden metode, som 
ellers er defineret ved ikke at kunne være nul.  
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HeartbeatSim7 forsøg 
I HeartbeatSim7.java lader vi ESC/Java2 teste følgende assertons: 
//@ assert correct == 7; 
//@ assert number == correct; 
 
I dette program har vi i stedet for at nøjes med at læse et tal fra en fil, valgt først at oprette en 
sådan fil og så læse fra denne fil. Dette gav os samme resultat som i HeartbeatSim666. 
 
HeartbeatSim8 forsøg 
I HeartbeatSim8.java lader vi ESC/Java2 teste følgende asserton: 
//@ assert number == 55; 
 
Da vi fik nogle meddelelser fra ESC/Java2, som lod til at have noget at gøre med vores brug af 
String typen, har vi her valgt at benytte os af char istedet. char fungerer, til forskel fra 
String, som ét tegn og String fungerer som nul eller flere tegn. char er også anderledes 
da, hvis man oversætter det til heltal, bliver den til et to cifret tal af en vis størrelse. Årsagen til 
dette vil vi ikke komme ind på, men ved at kører programmet ser vi at outputtet er “755”. Dette 
er det samlede output fra de to linjer: 
System.out.print(a); 
... 
System.out.print(number); 
 
Nu hvor vi ikke længere benytter os af String typen, får vi ikke de to  meddelelser som i 
HeartbeatSim6 og HeartbeatSim7. ESC/Java2 melder dog stadig tilbage med en “Possible 
assertion faliure”67. 
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11.0 Diskussion 
11.1 Heartbeat Simulationer i Java 
De første 3 programmer har vi udarbejdet, med henblik på at afprøve ESC/Java2’s evne til at 
afprøve simple assertions i kode med et eller flere for-loops. Analyseværktøjet gav korrekte 
advarsler til alle de true negatives vi via assertions angav i disse simulationer.  Vi fandt her ud af 
at analyse værktøjet kan forstå hvad der sker i et stykke kode med et eller flere for-loop’s. I 
HeartbeatSim4 samlede vi alt hvad vi havde gjort i de første 3 simuleringer og lavede identiske 
for-loops for at se hvordan værktøjet ville reagere. Værktøjet viste sig at give den korrekte 
advarsel ved det inkorporerede true negative: //@ assert payloadUser == 
payload.length;. Derudover har vi fastlagt at det er muligt for ESC/Java2 at læse assertions 
hvor vi sammenligner en værdi inde i et array hvor vi skrev //@ assert memory[5] == 0;. 
I HeartbeatSim5 fik vi en række false positives fra analyseværktøjets output68. Vi kan ikke vide 
med sikkerhed hvorfor værktøjet angav disse, men efter grundig gennemgang af koden, kan det 
med høj konfidens konstateres at der er tale om en fejl fra værktøjets side. Disse false positives 
kunne vi muligvis have gjort ESC/Java2 opmærksom på ved hjælp af JML pragmaer, men dette 
har vi undladt at gøre, da vi ville prøve at begrænse os til kun at benytte assertion pragmaet i 
vores forsøg. Udover dette gav analyseværktøjet det korrekte svar på vores assertions.  
I de sidste 3 programmer hentede vi svar fra eksterne .txt filer for at simulere bruger input. 
Analyseværktøjet lod til ikke at kunne læse vores .txt fil i HeartbeatSim6 programmet. Da 
værktøjet gav os et false negative under analysen af dette program, valgte vi istedet at oprette 
.txt filen i programmet for på den måde at finde ud af om ESC/Java2 så kunne give os et korrekt 
output. I HeartbeatSim7 havde vi lavet denne ændring, og analyseværktøjet viste sig at give 
samme output. Til sidst prøvede vi at skrive koden om til at læse filen som et char istedet for 
en String. Idéen til dette udsprang af de to meddelelser ESC/Java2 gav i outputtet fra 
analysen af HeartbeatSim6 og HeartbeatSim7, da disse meddelelser henvendte sig til vores brug 
af String. Analyseværktøjet gav nu ikke de to meddelelser, men gav igen et false negative 
hvilket kan tyde på at ESC/Java2 er begrænset hvad læsning af eksterne filer angår. Vi kunne 
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have brugt JML pragma til at fortælle ESC/Java2 hvad filen indeholdte ved at skrive //@ 
assume number == 55; efter declerationen af number, men dette ville have ødelagt 
formålet med analysen. 
11.2 Open Source 
Omstændighederne bag et tilfælde som Heartbleed, kommer af flere forskellige faktorer. 
OpenSSL er et såkaldt ”Open Source” projekt, hvilket betyder af programmets kode er åbent til 
læsning og brug af enhver, på trods af hvilket det stadig tog 2 år for sårbarheden at blive 
opdaget. Et faktum der modsætter sig troen at flere øjne nødvendigvis betyder færre 
problemer, hvilket støtter Open Source projekter69. Da nu det kan diskuteres hvorledes det ikke 
giver falsk tiltro til programmet, gennem formodningen at kvalificeret eksperter allerede må 
have tjekket programmet igennem, på et tidspunkt eller et andet. Hvilket leder til manglende 
interesse for personligt at tjekke programmet efter. Lignende, bruger både opstarterne og 
større virksomheder ofte Open Source software, da det ingenting koster. Dog bidrager de 
sjældent tilbage i form af tid eller penge, uden videre motivation. "Open source projects like this 
are at risk of fizzling out or blowing up in our faces," siger “Azorian Cyber Secruity” 
grundlægger, Charles Tendell. "If you bought your car and knew it was put together by 
volunteers, how would you feel about that?", spørger Tendell videre.70 Til fordel for Heartbleed 
tilfældet, har Open Source samfundet udvist et stærkt fællesskab i forhold til revideringen af 
problemet, udtaler Administrerende Direktør af Codenomicon, David Chartier, i et interview. 
Ud over et fælles fokus på at identificere fejlen i koden, har Open Source fællesskabet vist et 
kæmpe respons om hvordan Heartbleed er et kritisk problem og behovet for at sårbarheden 
bliver fikset hurtigt. ”We’ve seen 3000 tweets pr. hour, on Hearbleed” udtaler Chartier, som han 
kommentere hvordan Open Source fællesskabet har samlet sig sammen for at sprede nyheden 
til organisationer om at opdatere deres hjemmesider.71 Jannis Blume, rådgiver og 
markedesmanager i IT firmaet Virtual Forge, med 20 års erfaring i IT konsultering, udtrykker en 
enighed i vigtigheden bag den social støtte til revidering af Heartbeat protokollen, i hans blog 
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opslag om Heartbleed og Open Source, hvor Blume bl.a. diskutere sammenhænget mellem de 
to.72 
11.3 Analyseværktøjer 
En anden faktorer, ligger med program analyseværktøjer, sådanne som det der opdagede 
Heartbleed sårbarheden. Forstået på den måde at, fokus på optimering af programkodens 
sikkerhed, fortsat er i dets udvikling og dermed stadigt er et relativt nyt område. Ifølge Chartier, 
har indsatsen inde for internetsikkerheden i tidligere år været fokuseret på beskyttelse af 
internettet fra angreb gennem tredjeparts programmer, frem for sikkerhedsmæssigt 
optimering af programmers kode. Analyseværktøjer til identificering af ukendte sårbarheder i 
programmer har en stigende nødvendighed og har især set en stigende interesse fra større 
firmaer over de sidste par år.73  
Alternative tilgange til problemet om at finde sårbarheder som Heartbleed, kunne være 
optimering af programmeringssprogene, for således at undgå tilblivelsen af sårbarheden fra 
deres individuelle svagheder. Derudover har der længe været en visdom at bestemme 
hvorledes bedst at beskytte et program, ved at forsøge at bryde igennem dets forsvar, på 
samme måde som Hackere gør. Dynamiske analyseværktøjer tager netop denne tilgang, i deres 
forsøg på at opspore “bugs”, men mangler typisk essentielle egenskaber der er til stede i 
hackeres proces og tag på angrebet af et program eller hjemmeside. Disse penetrations teste, 
er hvor en ekspert forsøger at bryde, eller undgå sikkerhedsforanstaltninger som firmaer og 
programmører har i stand for at beskytte fortrolige oplysninger. Resultaterne, bruges således til 
forstå dets svagheder over for lignende angreb, med intentionen at styrke 
sikkerhedsforanstaltningerne. “Although on this occasion the process would not have identified 
Heartbleed, it provides datacenter users with confidence that it has identified and mitigated 
against many other, more common, more well-known threats,” siger Roger Keenan, 
administrerende direktør for det London-baseret datacenter, City Lifeline.74 75 
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Forsøget med at læse en fil i Java var interessant da det minder om en pointer, i at responset i 
begge tilfælde afhænger af netop hvad der er gemt på det punkt i computeren. For at ESC 
programmet skal finde ud af hvilken værdi denne pointer eller variabel, vi har taget fra en fil, 
indeholder bliver ESC programmet nød til at være i stand til at læse dette punkt i hukommelsen, 
eller i vores tilfælde, en fil på computeren. Det var her vi løb ind i en mur med vores ESC tool, 
da vi ikke har været i stand til at læse en fil. Det er ikke for at sige at det nødvendigvis er 
umuligt at gøre, men vi fandt ikke frem til en løsning på dette problem. Det skal også siges at 
moderne operativsystemer har en masse sikkerheds systemer for at beskytte filer hvor 
hukommelse, som bevist af Heartbleed buggen, er fuldstændigt ubeskyttet. Så man kunne godt 
forestille sig at det ville være sværere at skabe et ESC værktøj der kan læse filer, end at skabe et 
der kan læse der kan læse pointers. 
 
12.0 Konklusion  
Efter at have arbejdet med problemstillingen, kan det konkluderes at udfordringen med 
Heartbleed buggen kommer af at der ikke er erklæret bestemte længder for vores pointers og 
at man dermed kan gå ud over hvad man burde have adgang til når man skriver til Heartbeat 
funktionen. Desuden er hukommelsen ikke beskyttet og ting som passwords og brugernavn 
skelnes ikke fra triviel information.  
  
Yderligere kan det konkluderes, efter at have analyseret pakkerne der bliver sendt mellem 
server og klient vha. Heartbeat protokollen at denne bug har potentialet til at være yderst 
skadelig for både virksomheder og private personer. På trods af fejlens lange levetid har det, i 
de fleste tilfælde, ikke været muligt at få nogen information om hvilke data- og om egentligt 
der er blevet stjålet fra de serveren som har været støttet af den inficerede udgaver af 
OpenSSL. Siden at implementeringen af Heartbleed sårbarheden i OpenSSL blev introduceret 
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som resultat af menneskelige inkompetence, kan vi ikke med sikkerhed konkludere relevansen 
af at OpenSSL er et såkaldt Open Source projekt. Derimod kan vi kun argumentere imod at 
denne faktorer skulle havde støttet sandsynligheden for at Heartbleed blev implementeret. 
  
Det har været en besværlig process at finde frem til svaret på om hvor vidt vi ville kunne være i 
stand til at finde fejlen vha. ESC værktøjer, da vi har været nødsaget til at genskabe buggen i et 
andet programmeringssprog er det svært, entydigt at svare på dette spørgsmål. 
Da vores gruppe hverken har en dybdegående viden om hvordan pointers eller filsystemer 
fungerer, er det vanskeligt for os at sige om det er muligt at analysere data af disse typer 
gennem et ESC værktøj. Dette er bestemt et område der ville kræve videre undersøgelse før 
man kunne finde et svar.  
 
Det er lykkedes os at genskabe Heartbleed lignende tilfælde i Java programmeringsproget, men 
det har vist sig svært at genskabe udfordringen ved netop denne sårbarhed da Java ikke tillader 
egentlige buffer overflow fejl.  
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13.0 Perspektivering 
For i fremtiden at kunne forhindre store fejl som Heartbleed i at ske, skal det være nemmere 
for en programmør at udføre statiske analyser i udviklingen af deres programmer. På 
nuværende tidspunkt er en af de største faktorer i den statisk analyse, tid. Desto mere kode der 
skal køres analyse på desto længere tid vil det tage et program som ESC/java2 at gennemgå 
koden. Dette vil være en af de parametre som der vil kunne arbejdes med i fremtiden. Det 
antages at små virksomheder og grupper som udviklerne af OpenSSL, ikke har den nødvendige 
indsigt i denne slags værktøjer, og dermed ikke er i stand til at anvende dem korrekt og derfor 
ikke kunne indtaste de nødvendige pragmaer for at programmet vil kunne forstå koden. Dog er 
det heller ikke en komplet løsning at omskole dem til at kunne forstå ESC/Java2, da dette 
program har begrænsninger. Det mest fremtrædende, er at programmet er udviklet som et 
videnskabeligt værktøj og ikke med henblik på kommerciel brug. Yderligere er programmet 
udviklet i 2008 hvilket også gør det mangelfuldt. ESC/Java2 er ikke den seneste udvidelse til 
dette værktøj, men de seneste udvidelser af dette værktøj har ikke fulgt meget nyt med sig 
hvad brugervenlighed eller effektivitet angår. Det ville dog være interessant at arbejde videre 
med udgangspunktet for denne form for kode analyse. Hvis en programmør var i stand til at 
skrive de nødvendige pragmaer undervejs i kode skrivningsprocessen, ville det kunne gøre 
debugging fasen simplere. I situationer hvor koden er korrekt og kan køres, men ikke ender op 
med det ønskede resultat, ville det have været fordelagtigt at have anvendt pragmaer i løbet af 
programkoden, da et ESC værktøj, under en analyse af programmet, ville fortælle præcist hvor i 
koden uoverensstemmelsen opstår. Der kan nemlig være fejl både i den måde koden er skrevet 
på, eller hele strukturen for koden. Men under vores egen brug af ESC/Java2 har vi også 
opdaget fordelene, ikke bare hvad angår sikkerhed men også, for at gøre processen omkring 
det at skrive kode mere effektivt. Det kan være svært at argumentere for at investere 
ressourcer i et værktøj som tager tid at lære at bruge, tid at sætte op og langsommere at skrive 
kode med. Men kunne man skaffe ressourcerne til rent faktiskt at udvikle et brugervenligt ESC 
program, ville man kunne gøre programmering både hurtigere og mere sikkert. 
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14.0 Bilag 
Bilag 1 
76 
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Bilag 2 
dtls1_process_Heartbeat(SSL *s) 
        { 
        unsigned char *p = &s->s3->rrec.data[0], *pl; 
        unsigned short hbtype; 
        unsigned int payload; 
        unsigned int padding = 16; /* Use minimum padding */ 
  
        /* Read type and payload length first */ 
        hbtype = *p++; 
        n2s(p, payload); 
        pl = p; 
  
        if (s->msg_callback) 
                   s->msg_callback(0, s->version, TLS1_RT_Heartbeat, 
                              &s->s3->rrec.data[0], s->s3->rrec.length, 
                              s, s->msg_callback_arg); 
  
        if (hbtype == TLS1_HB_REQUEST) 
                   { 
                   unsigned char *buffer, *bp; 
                   int r; 
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                   /* Allocate memory for the response, size is 1 byte 
                    * message type, plus 2 bytes payload length, plus 
                    * payload, plus padding 
                    */ 
  
                   buffer = OpenSSL_malloc(1 + 2 + payload + padding); 
                   bp = buffer; 
  
                   /* Enter response type, length and copy payload */ 
                   *bp++ = TLS1_HB_RESPONSE; 
                   s2n(payload, bp); 
                   memcpy(bp, pl, payload); 
                   bp += payload; 
                   /* Random padding */ 
                   RAND_pseudo_bytes(bp, padding); 
  
                   r = dtls1_write_bytes(s, TLS1_RT_Heartbeat, buffer, 
3 + payload + padding); 
  
                   if (r >= 0 && s->msg_callback) 
s->msg_callback(1, s->version, 
TLS1_RT_Heartbeat, 
                                         buffer, 3 + payload + padding, 
                                         s, s->msg_callback_arg); 
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                   OpenSSL_free(buffer); 
  
                   if (r < 0) 
                              return r; 
                   } 
        else if (hbtype == TLS1_HB_RESPONSE) 
                   { 
                   unsigned int seq; 
  
                   /* We only send sequence numbers (2 bytes unsigned 
int), 
                    * and 16 random bytes, so we just try to read the 
                    * sequence number */ 
                   n2s(pl, seq); 
  
                   if (payload == 18 && seq == s->tlsext_hb_seq) 
                              { 
                              dtls1_stop_timer(s); 
                              s->tlsext_hb_seq++; 
                              s->tlsext_hb_pending = 0; 
                              } 
                   } 
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        return 0; 
        } 
 
 
Bilag 3 
HeartbeatSim1 ... 
  Prover started:0.019 s 21776144 bytes 
 [0.357 s 22099280 bytes] 
  
HeartbeatSim1: Main() ... 
--------------------------------------------------------------- 
HeartbeatSim1.java:19: Warning: Possible assertion failure (Assert) 
   //@ assert payloadUser == payload.length; 
    ^ 
--------------------------------------------------------------- 
 [0.214 s 20373280 bytes]  failed 
  
HeartbeatSim1: HeartbeatSim1() ... 
 [0.0040 s 20562976 bytes]  passed 
  [0.575 s 20562976 bytes total] 
1 warning 
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Bilag 4 
HeartbeatSim3 ... 
  Prover started:0.018 s 22013464 bytes 
 [0.304 s 22200536 bytes] 
  
HeartbeatSim3: Main() ... 
 [0.124 s 19709472 bytes]  passed 
  
HeartbeatSim3: HeartbeatSim1() ... 
 [0.0040 s 19899168 bytes]  passed 
  [0.433 s 19899168 bytes total] 
 
 
 
Bilag 5 
HeartbeatSim2 ... 
  Prover started:0.022 s 21791152 bytes 
 [0.32 s 22114288 bytes] 
 
HeartbeatSim2: Main() ... 
--------------------------------------------------------------- 
HeartbeatSim2.java:26: Warning: Possible assertion failure (Assert) 
   //@ assert realPayload == payloadUser; 
    ^ 
--------------------------------------------------------------- 
 [0.462 s 17893504 bytes]  failed 
 
HeartbeatSim4: HeartbeatSim2() ... 
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 [0.0050 s 18080112 bytes]  passed 
  [0.787 s 18080112 bytes total] 
1 warning 
 
Bilag 6 
HeartbeatSim3 ... 
  Prover started:0.016 s 21901368 bytes 
 [0.282 s 22224616 bytes] 
 
HeartbeatSim3: Main() ... 
--------------------------------------------------------------- 
HeartbeatSim3.java:28: Warning: Possible assertion failure (Assert) 
                //@ assert payloadUser == payload.length; 
                    ^ 
--------------------------------------------------------------- 
 [0.213 s 20714800 bytes]  failed 
 
HeartbeatSim3: HeartbeatSim3() ... 
 [0.0040 s 20904608 bytes]  passed 
  [0.5 s 20904608 bytes total] 
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1 warning 
 
Bilag 7 
HeartbeatSim4 ... 
  Prover started:0.017 s 21958048 bytes 
 [0.283 s 22145120 bytes] 
 
HeartbeatSim4: Main() ... 
--------------------------------------------------------------- 
HeartbeatSim6.java:40: Warning: Possible assertion failure (Assert) 
   //@ assert payloadUser == payload.length; 
    ^ 
--------------------------------------------------------------- 
 [0.903 s 18718480 bytes]  failed 
 
HeartbeatSim4: HeartbeatSim4() ... 
 [0.0030 s 18913512 bytes]  passed 
  [1.191 s 18913512 bytes total] 
1 warning 
 
Bilag 8 
HeartbeatSim5 ... 
  Prover started:0.018 s 15680712 bytes 
 [0.513 s 16028952 bytes] 
 
HeartbeatSim5: main() ... 
--------------------------------------------------------------- 
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HeartbeatSim5.java:43: Warning: Possible negative array index 
(IndexNegative) 
        buffer = 1+2+s[payload]+padding; 
                      ^ 
--------------------------------------------------------------- 
HeartbeatSim5.java:43: Warning: Array index possibly too large (IndexTooBig) 
        buffer = 1+2+s[payload]+padding; 
                      ^ 
--------------------------------------------------------------- 
HeartbeatSim5.java:59: Warning: Array index possibly too large (IndexTooBig) 
         s[bp+o]=s[pl+o]; 
          ^ 
--------------------------------------------------------------- 
HeartbeatSim5.java:64: Warning: Possible assertion failure (Assert) 
        //@ assert messageLength == payload; 
            ^ 
--------------------------------------------------------------- 
 [269.769 s 20700264 bytes]  failed 
 
HeartbeatSim5: HeartbeatSim5() ... 
 [0.0040 s 20854664 bytes]  passed 
  [270.288 s 20854664 bytes total] 
4 warnings 
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Bilag 9 
file.HeartbeatSim6 ... 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Character.jml:101: 
Caution: The nullable annotation (explicit or implicit) is ignored because 
this method overrides a method declared non_null: 
     public final String toString(); 
     ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Object.spec:166: 
Associated declaration: 
 /*@   public normal_behavior 
 ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Character.jml:236: 
Caution: The nullable annotation (explicit or implicit) is ignored because 
this method overrides a method declared non_null: 
 /*@ also 
 ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Object.spec:166: 
Associated declaration: 
 /*@   public normal_behavior 
 ^ 
  Prover started:0.017 s 19580792 bytes 
 [0.826 s 18843184 bytes] 
 
file.HeartbeatSim6: main(java.lang.String[]) ... 
--------------------------------------------------------------- 
/Users/Pzy/workspace/readFile/src/file/HeartbeatSim6.java:22: Warning: 
Possible assertion failure (Assert) 
   //@ assert number == correct; 
       ^ 
--------------------------------------------------------------- 
 [1.637 s 21997344 bytes]  failed 
 
file.HeartbeatSim6: HeartbeatSim6() ... 
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 [0.0060 s 22304608 bytes]  passed 
  [2.47 s 22304608 bytes total] 
2 cautions 
1 warning 
 
Bilag 10 
file.HeartbeatSim7 ... 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Character.jml:101: 
Caution: The nullable annotation (explicit or implicit) is ignored because 
this method overrides a method declared non_null: 
     public final String toString(); 
     ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Object.spec:166: 
Associated declaration: 
 /*@   public normal_behavior 
 ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Character.jml:236: 
Caution: The nullable annotation (explicit or implicit) is ignored because 
this method overrides a method declared non_null: 
 /*@ also 
 ^ 
/ESCJava-2.0.5-04-11-08-binary(1)/specs/java/lang/Object.spec:166: 
Associated declaration: 
 /*@   public normal_behavior 
 ^ 
  Prover started:0.019 s 20021160 bytes 
 [0.859 s 19371024 bytes] 
 
file.HeartbeatSim7: main(java.lang.String[]) ... 
--------------------------------------------------------------- 
/Users/Pzy/workspace/readFile/src/file/HeartbeatSim7.java:32: Warning: 
Possible assertion failure (Assert) 
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       //@ assert number == correct; 
           ^ 
--------------------------------------------------------------- 
 [1.955 s 21787408 bytes]  failed 
 
file.HeartbeatSim7: HeartbeatSim7() ... 
 [0.0070 s 22079128 bytes]  passed 
  [2.823 s 22079128 bytes total] 
2 cautions 
1 warning 
 
Bilag 11 
file.HeartbeatSim8 ... 
 Prover started:0.019 s 18867432 bytes 
 [0.803 s 18147072 bytes] 
 
file.HeartbeatSim8: main(java.lang.String[]) ... 
--------------------------------------------------------------- 
/Users/Pzy/workspace/readFile/src/file/HeartbeatSim8.java:25: Warning: 
Possible assertion failure (Assert) 
      //@ assert number == 55; 
          ^ 
--------------------------------------------------------------- 
 [0.216 s 19487320 bytes]  failed 
 
file.HeartbeatSim8: HeartbeatSim8() ... 
 [0.0040 s 19670944 bytes]  passed 
 [1.024 s 19670944 bytes total] 
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1 warning 
 
Bilag 12 
public class HeartbeatSim5 { 
  
          public void main() 
          {         
                      // her sætter jeg vores hukkommelse op den er skrevet 
som et array s 
                      // af længde 65534 fordi det er maximum længde for 
payload 
                      int[] s = new int[60]; 
                      // then i declare variables that we are given in the 
openssl code 
                      int p = 0; 
                      int pl; 
                      int hbtype = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
                      int payload; 
                      int padding = 16; 
                      // some variable aren't stated in the openssl code but 
are taken from other 
                      // parts of openssl these i give a random value and we 
pretend its the same 
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                      // as given in the openssl code since it wont have any 
effect on our static 
                      // analysis 
                      int tls_hb_request = 0 + (int)(Math.random() * ((16 - 0) 
+ 1)); 
                      int tls_hb_response = 0 + (int)(Math.random() * ((16 - 
0) + 1)); 
                      //I insert random values into s to simulate memory 
                      for(int i=0;i<=59;i++){          
                      s[i] = 0 + (int)(Math.random() * ((16 - 0) + 1)); 
                      } 
                      // i declare new variables as per the openssl code 
                      p = p++; 
                      hbtype = s[p]; 
                      // this is a simulation of the function n2s 
                      payload = s[p]+s[p+1]; 
  
                      p += 2; 
                      // we set pl to be equal to p so we can recall this 
point in memory later 
                      pl = p; 
                      if (hbtype == tls_hb_request){ 
                                 // local variable declaration. 
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                                 // These could be declared at the start aswell it 
is simply done 
                        // here to make it look like the openssl code 
                        int buffer; 
                        int bp; 
                        // here we give the buffer the value it deserves 
                        // but not the one it needs 
                        // in other words the value of the payload could be 
wrong at this point 
                        // since it is user generated 
                        buffer = 1+2+s[payload]+padding; 
                        // we set bp to be equal to buffer so that it dosen't 
overwrite 
                        // memory used by the message we want to send 
                        bp = buffer; 
                        //we save tls_hb_response to memory 
                        s[bp++]=tls_hb_response; 
                        // here we simulate the s2n function the s2n function 
basically just 
                        // saves how long a payload request we made to memory 
and moves memory 
                        // along 2 bytes 
                        s[bp] = payload; 
                        s[bp++] = payload; 
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                        bp += 2; 
                        // here we insert our value from pl point in memory 
that has the length 
                        // of payload into bp which is our return message for 
the end user 
                        int o = 1; 
                        for(int i = pl; i <= pl + payload; i++){ 
                                    s[bp+o]=s[pl+o]; 
                                    o++; 
                        } 
                        int messageLength = 3 + (int)(Math.random() * ((5 - 3) 
+ 1)); 
                        //@ assert padding == 16; 
                        //@ assert messageLength == payload; 
                  }  
          } 
} 
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