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1 . Inl e i ding
Deze handleiding geeft een i n troduktie in het g e b r u i k  van UNIX. 
UNIX ia een h a n d e l s n a a m  van AT&T Bell L a b orat ories.
De h andl eiding is onder andere bestemd vo or m e n s e n  díe nog 
nooit eerder met een computer g e w e r k t  hebben.
Deze h a ndleid ing is afgestemd op UNIX S y s t e m  V - de meest 
recente versie van UNIX. V e r s c h i l l e n  met UNIX V e r a i e  7 zullen in 
de tekst vermeld w o r d e n  en zijn in a p p e n d i x  D s a m e n g e v a t .
In deze handl e i d i n g  komt het g e b r u i k  van het UNIX Operatin g 
System aan de orde: die zaken die u als g e b r u i k e r  moet w eten om de 
standaard U N I X - c o m m a n d o 's te k u n n e n  hanteren. Zaken als
p r ogrammer en in C en systee m b e h e e r  w o r d e n  in dit dict aat niet 
b e h a n d e l d .
Beginnende gebruikers advise ren wij dit d i ctaat  in een aantal 
fases door te lezen met een U N I X - s y s t e e m  bij de hand, en om de 
v oorbe e l d e n  m e teen uit te proberen.
Eerste r o n d e :
Ho o f d s t u k k e n : 1, 2, 3, 4, 5» 6, 7, 8.1, 8.2, 8.3 en 9 
Twe ede r o n d e :
Hoofdstukken: 10, 11, 13, 14» 16, 17*1» 17*2 en' 17*3 
De rd e ronde:
H o o f d a t u k k e n : 8.4 t/ra 8.10, 12, 15, 17*4 en 17*5» 18, 19 en 20.
1.1 Terminals
U werkt met de computer door m iddel  van een "terminal" dat 
voorzien ia van een toetsenbord en een b e e l d s c h e r m .  Het engelse 
woord voor beeld s c h e r m  is d i s p l a y ; d a a r o m  h e t e n  deze terminals ook 
display terminals. Als u de c o m puter o p d r a c h t e n  wilt geven dan 
doet u dat door die opdrachten op het t o e t s e n b o r d  in te tikken. 
Informatie van de computer aan u wordt door de c o m p u t e r  op het 
b e eldscher m geschreven.
UNIX "leest" alleen van het toetsenbord en UNIX "schrijft" tekens 
op het beeldscherm.
1.1.1 Het toetsenbord
Het toetsenbord van een terminal lijkt erg veel op het
toetsenbord van een normale s chri jfmachine. Er z i tten echt er wat
meer tekens en enkele speciale toetsen op, zoals de SHIFT, de 
CTRL, de RETURN, de BREAK en de RUB toets.
De SHIFT toets ia te v e r g e l i j k e n  met de hoofdlettertoets van een 
s c h r i j f m a c h i n e .  Deze toets moet tegelijk met een t ekentoets 
i n g e d r u k t  worden. (SHIFT t geeft T, SHIFT 5 geeft # op de meeste 
t e rm inala).
De R E T U R N  toets is te v e r g e l i j k e n  met de "einde-regel-toets" van 
een e l e e t r i s c h e  schrij f m a c h i n e .
De b e t e k e n i s  van o v er ige speciale toetsen komt te zijner tijd in 
deze h a n d l e i d i n g  aan de orde.
1.1.2 Het b e e l d s c h e r m
Als de t e r m i n a l  a a n s t a a t  en voldo ende intensiteit heeft (zie 
h i e r v o o r  de h a n d l e i d i n g  van de terminal) dan bevindt zich op het 
s c h e r m  altijd een k l e i n  rechthoekje, (op sommige terminals een 
l i g gend streepje) de c u r s o r . Deze cursor geeft in principe aan 
w a a r  het e e r s t v o l g e n d e  teken op het scherm zal verschijnen: het 
teken dat u zelf intikt op het toetsenbord of het volgende teken 
dat door de c o m p u t e r  ges tuurd wordt.
1 .2 Het m a k e n  van een verbinding
Als u de termin al aanzet zal de boodschap: 
l o g i n :
op uw 3 C h e r m  versc h i j n e n .  Deze boodsc hap wordt m e e stal 
v o o r a f g e g a a n  door een korte melding van de naai van de computer en 
de d a a r o p  g e b r u i k t e  versie van Unix. Als er niets op het scherm 
v e r s c h i j n t  p r o b e e r  dan of het intikken van de R E T U R N - t o e t s  een 
reactie tot r e s u l t a a t  heeft. Als er rommel verschijnt (bv. iets 
van de vorm " x^&x x#"), druk dan met tussenpauzes van enkele 
s e c o n d e n  op de BREA K-toets.
2. Het v e r k e n  op een computer
In dit h o o f d s t u k  wordt in het kort g e s c h e t s t  wat de 
v e r s c h i l l e n d e  fasen zijn in het w e r k e n  met UNIX.
2 .1 Inloggen
Voordat men met UNIX kan gaan w e r k e n  aal m e n  zich eerst "bekend 
mo e t e n  maken. UNIX w i l ’ n a m e l i j k  w e t e n  w e l k e  b e v o e g d h e d e n  de 
m a n / v r o u w  achter de terminal al dan niet he eft. Dit 'bekend 
maken* wordt met een engelse term 'inloggen* genoemd.
Als u een verbin ding met een c o m p u t e r  hebt g e m a a k t  w aarop UNIX 
draait, dan is de 'login boodschap' op het s c h e r m  v e r s c h e n e n *  Als 
antwoord daarop moet u uw g e b r u i k e r s n a a m  i n t i k k e n  g e v o l g d  door een 
aanslag van de RETURN toets. Deze g e b r u i k e r s n a a m  w o r d t  u door de 
b eheerder van het systeem gegeven. Als u uw g e b r u i k e r s n a a m  hebt 
ingetikt, dan wordt daarna om een 'Password' g e v r a a g d  (indien er 
tenminste een password bij die g e b r u i k e r s n a a m  h o o r t ) . Dit 
password of w a c h t w o o r d  dient e r v o o r  dat niet i e d e r e e n  onder de 
de s b etreff ende g e b r u i k e r s n a a m  op UNIX kan g a a n  werke n. U moet nu 
uw password intikken, w e e r  g e v o l g d  door RSTURN. Het ingetikte 
password v e r s c h i j n t  niet op het scherm, om te v e r h i n d e r e n  dat 
iemand die tijdens het intikken e rvan over uw s c h o u d e r  m e e kijkt uw 
password te weten komt.
Als u een naam hebt ingetikt die U N I X  n i e t  kent of u typt een 
fout password in (meestal zijn deze fouten tikfouten)  dan reageert 
UNIX met:
Login incorrect
l o g i n : ,
waarna u opnieuw uw g e b r u i k e r s n a a m  in kunt tikken.
Als alles goed is gegaan dan kunt u soms m e d e d e l i n g e n  van 
algemene aard en/of de b o o d schap  "You have mail" ("Er is post voor 
U”) op het scherm krijgen. H i e r o v e r  w o r d t  in een volgend 
hoofd s t u k  meer gezegd. Daarna a n t w o o r d t  U N I X  m e t  '$ ’ .
Met dat l - t e k e n  geeft UNIX aan dat hij g e r e e d  is om o p d r a c h t e n  van 
de g e b r uiker te ontvangen en uit te voeren. (Een d e r g e l i j k  teken 
wordt een 'prompt' genoemd).
Vanaf dit moment kunnen we in het s a m e n s p e l  t u s s e n  UNIX  en de 
g e b r u i k e r  steeds 2 t oestanden o n d e r s c h e i d e n :
- UNIX is bezig (met het u i t v o e r e n  van een opdracht) en de
gebruiker wacht op antwoord.
- De g e b r u i k e r  is bezig (met n a d e n k e n  of i n t i k k e n  van t e k s t ) , en
UNIX wacht daarop.
UNIX geeft m.b.v. '$ ' aan dat het k l a a r  ia om een volgende 
opdracht uit te voeren en dat het w a c h t  op die opdracht. De
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g e b r u i k e r  geeft aan dat hij/zij klaar is met het intikken door een 
a a nsl ag van de R E T U R N - t o e t s . Vanaf de prompt ('$ ') zal UNIX de 
i n g e tikte tekens opslaan, zonder ze te verwerken, totdat RETURN 
a a n g e s l a g e n  wordt. Dan pas gaat UNIX de ingetikte regel 
i n t e r p r e t e r e n  en verwer ken.
2.2 C o m m a n d o 's
Als het p r o m p t t e k e n  ('$ ') versch e n e n  is dan verwacht UNIX dat 
u het een o p d r a c h t  geeft. Als u uw opdracht (commando) volledig 
hebt i n g et ikt dan m o e t  de R E T U R N  toets ingedrukt worden, die het 
einde van een regel aangee ft. UNIX gaat pas iets met de ingetikte 
regel tekst doen nad at u de RETURN toets hebt ingedrukt.
Ook is het m o g e l i j k  dat een opdracht, die UNIX aan het u itvoeren 
is, extra g e g e v e n s  van de g e b r u i k e r  achter de terminal nodig heeft 
om v e r d e r  te kunnen. Deze gegevens worden ook weer door UNIX 
regel voor ' regel v e r z a m e l d  en aan de opdrac h t - i n - u i t v o e r i n g  
d o org egeven. D a a r o m  moet ook een regel met gegevens altijd door 
het a a n s l a a n  v a n  de R E T U R N  toets afgesloten worden. Tot aan dat 
m o m e n t  wordt er n a m e l i j k  niets met het ingetikte gedaan.
Dus aan het eind van een regel moet altijd de RETURN toets 
a a n g e s l a g e n  worden.
In de rest van de h a n d l e i d i n g  wordt dit niet m e e r  u i t d r u k k e l i j k  
v e r m e l d  tenzij (in b i j z o n d e r e  situaties) het gebruik van R E TURN 
niet nodig i s .
UNIX kent een a a n t a l  standaard opdrachten, die wel commando's 
g e noe md worden. In de navolgende voo rbeelden is alles wat de 
g e b r u i k e r  zelf intikt normaa l wee rge g e v e n  en alles wat UNIX op het 
b e e l d s c h e r m  s c h rijft wordt o n d e r s t r e e p t .
A l l e r e e r s t  zal aan de hand van een aantal v oorbeelden  een 
aantal c o m m a n d o ' s  b e s c h r e v e n  worden.
_$ who
laat zien wie er a l l e m a a l  op dat moment met UNIX werken. U kunt 
dan een a n t w o o r d  k r i j g e n  als:
m a i k  t t y l 1
jans t t y 1 2
j oo s t t t y l 3
h j t c o nsole
Dit c o m m a n d o  geeft informat ie over de mensen die ingelogged zijn 
(maik, jans, joost, hjt), de terminal waar ze aan werken ('11', 
'12', ' 1 3 *> ’console') en de datum en tijd dat ze beg onnen zijn te 
w e r k e n .
Nadat het c o m m a n d o  is uitgevoerd verschijnt weer het teken
op het scherm, ten teken dat UNIX op een nieuw commando staat te 
wacht e n .
I n d i e n  u UNIX een commando uit wilt laten vo eren dat het niet 
kent dan k rijgt u een foutmelding:
$_ wie
wie : not found
__ 4
Jun 10 15:34 
Jun 9. 16:15 
Jun 10 14:14 
Jun 10 11:50
UNIX is een in A m e r i k a  o n t w i k k e l d  s y a t e e m  en dat ia een van de 
re d e n e n  w aarom de meeste c o m m a n d o ' s  een E n g e l a  k l i n k e n d e  naam 
gekre g e n  hebben.
Een a nder commando is 'date'. H i e r m e e  kunt u de datum en tijd 
opvragen, bijvoor beeld:
$_ date
Sat Feb 16 15:22:JL5 MET 1 985
2.2.1 T i k f o u t e n
Zoals reeds m e e r d e r e  malen o p g e merkt ia gaat U N T X  paa iets doe n 
nadat de g e b r u i k e r  de R E T U R N  toets a a n g e s l a g e n  beeft. Het is 
mogel i j k  op de huidige regel t i k f o u t e n  te h e r s t e l l e n  v o o r d a t  de 
RE T U R N  toets ingedrukt is en wel op de v o l g e n d e  manier:
RUB (op sommige terminals DEL geheten)
Het laatst getikte teken wordt o n g e d a a n  g e m aakt. Het teken 
waarmee  u een v o o r a f g a a n d  teken " u i t v e e g t "  w o r d t  ook wel het 
" e r a s e " - s y m b o o l  genoemd.
CTRL ïï (ü, terwijl u de CTRL toets i n g e d r u k t
Alle tot nu toe ingetikte tekens (dus van de regel die nu in de 
maak is) w o r d e n  o n g e d a a n  gemaakt. Een n i e u w e  regel kan nu 
ingetikt worden. Dit wordt het " k i l l”-sym b o o l  g e n oemd.
$_ wi e <RUB> <RUB>ho
wordt door het systee m gezien als het c o m m a n d o  fw h o ' doordat de 
RUB toets (<RUB> beteken t 1 k e e r  de R U B - t o e t s  indrukken) 
a c h t e r e e n v o l g e n s  de 'e* en de * i' o n g edaan g e m a a k t  hebben.
Verder zijn er nog een aantal h a n d i g e  tekens:
CTRL S
Stop met het afdrukken  van c h a r a c t e r s  op het b e e l d s c h e r m  van de 
terminal. Dit is handig als een commando zo snel g e g e v e n s  naar 
de terminal schrijft dat u het met lezen niet  bij kunt h o u d e n  
of als u eerst rustig naar het g e s c h r e v e n e  w i l t  k i j k e n  v o o r d a t  
er m e e r  regels op het scherm w o r d e n  gezet.
Na .CTRL S zal Unix e rvoor zorgen dat het s c h r i j v e n  naar de 
terminal tijdelijk gestaakt wordt. U i t v o e r  w o r d t  (v anaf het 
punt waar u gestopt was) h e r v a t  als u i ntikt CTRL Q.
CTRL Q
Hervat de met CTRL S o n d e r b r o k e n  u i t v o e r  n a a r  de terminal.
2.2.2 O n d e r b r e k e n  van o p d r a c h t e n
In veel gevallen (meestal) is het m o g e l i j k  e e n  opdracht, die 
UNIX aan het u i t v o e r e n  is te o n d e r b r e k e n  d o o r  <CTRL C> in te 
t o e t s e n .
Dit wordt vaak gebruikt w a n n e e r  een c o m m a n d o  (te) veel u i t v o e r  
produceert, als de u i t v o e r i n g  van het c o m m a n d o  (te) veel tijd in 
beslag neemt, of als u zich r e a l i s e e r t  dat uw c o m m a n d o  een fout 
bevatte. Het charact er w a a r m e e  u een c o m m a n d o  v o o r t i j d i g  stopt 
heet het " i n t e r r u p t " - s y m b o o l .
2.2.3 A n d e r e  c o n v e n t i e s
De t o e t s e n  die u m o e t  g e b r u i k e n  om characters uit te vegen, 
p r o g r a m m a ' s  te o n d e r b r e k e n ,  uitvoer te stoppen en te herstarten, 
zijn a f h a n k e l i j k  v a n  de wijze waarop een en ander in uw systeem 
opgezet is. U kunt zelfs de " s t a n d a a r d "-waarde zelf veran d e r e n  
(zie het ' s t t y '- c o m m a n d o  dat later behandeld wordt). De volgende 
a l t e r n a t i e v e n  komt u vaak tegen:
Het e r a s e - s y m b o o l
KUB of CTRL H of # of toets met pijltje naar links (<-).
Het i n t e r r u p t - s y m b o o l  .
CTRL C of RUB (DEL)
Het k i l l - s y m b o o l
CTRL U, CTRL X of @
2.3 De s t a n d a a r d  d o c u m e n t a t i e  bij een UNIX systeem
De d o c u m e n t a t i e  zoals die bij een UNIX systeem wordt geleverd 
b e sta at bij de m o d e r n e r e  systemen (UNIX System V) uit twee delen:
- Een (meestal eng e l s t a l i g e ) reeks verha len waarin u de 
b e g i n s e l e n  v a n  de c o m a n d o '  a wordt b ij gebracht en waarin deze 
c o m m a n d o ' s  w o r d e n  t oegelicht aan de hand van voorbeelden. Elk 
v e r h a a l  b e h a n d e l t  een aantal commando's / o nderwerpen  die een 
o n d e r l i n g e  s a m e n h a n g  hebben.
- Ben op de naara van commando gesorteerd gedeelte, waarin van elk 
c o m m a n d o  p r e c i e s  v e r t e l d  wordt wat het doet en hoe het gebruikt 
moet worden. Aan elk commando is (meestal een deel van) èèn 
pagina  g e w i j d  - soms meer. Dit gedeelte van de docu mentatie is 
nogal t e c h n i s c h  van aard en voor een beginnend gebru i k e r  te 
be k n o p t .  Als u Unix echter beter begint te kennen, is dit 
g e d e e l t e  e c h t e r  het meest als documentatie geschikt omdat u dan 
z o n d e r  al te v e e l  te bladere n en te lezen me teen dat op kunt 
zoeken wat u wilt hebben.
Op s y s t e m e n  w a a r  v o l d o e n d e  ruimte op de hard disk aanwezig is, 
is het tweede deel van deze documentatie ook direct opvraagbaar  
v a n a f  de terminal. Het commando hiervoor is: man en u moet de 
naam v a n  het c o m mando w a a r o v e r  u uitleg wilt hebben hierbij 
opgeven. Me t :
$_ m a n  who
b i j v o o r b e e l d  k r i j g t  u een korte uitleg van de werking en functie 
van het 'who' com mando. Verder in dit dictaat zullen we soms 
v e r w i j z e n  naar dit g e d e e l t e  van het manual door middel van de 
notatie ( b i j v o o r b e e l d ) :  who(l).
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2 . 4 Poat
UNIX kent een p o s t - s y s t e e m , dat het de g e b r u i k e r s  m o g e l i j k  
maakt elkaar "boodschappen te sturen. Als i emand u een b o o d schap 
gestuurd heeft dan krijgt u direkt na het i n l o g g e n  de melding:
You have mail
op uw scherm.
Het commando
$_ mail
laat die post op het scherm zien. T ussen elke twee s t u kken post 
pauaeert UNIX, en geeft een Daarop kunt u antwoorden:
RETURN toets: d 
s 
<1
doorgaan met het volge nde stuk post
dit stuk kan weg, d o o r g a a n  met 't v o l g e n d e
berg dit stuk op
stop,* bewaar o n g e lezen post
Bij het ’s' commando ('s' van save), mag u een n a a m  opgeven. In 
dat geval wordt het stuk post o p g e b o r g e n  in een file van die naam. 
Als u geen naam opgeeft, dan wordt de post o p g e b o r g e n  in een file 
(zie hoofds tuk 4) met de naam mbox.
Als u zelf een andere g e b r ui ker een b o o d s c h a p  wilt sturen dan 
kunt u dat als volgt doen:
$_ mail g ebrui k e r s n a a m
Dit is een boodschap aan een gebruiker.
Deze boodschap bestaat uit m e e r d e r e  regels.
De boodschap wordt afgeslo ten met een <CTRL D> 
op een verder lege regel.
<CTRL D>1
Een <CTRL D> alleen op een regel is voor U N I X  het teken dat het 
einde van de invoer van de terminal bereikt is.
Er zijn nog meer m o g e l i j k h e d e n  met het ’mail' commando. Voor 
details wordt verwezen naar mail(l).
Met de notatie mail(l) wordt bedoeld: de b e s c h r i j v i n g  van het c o m ­
mando mail in hoofdstuk I van het "UNIX P r o g r a m m e r s  Manual". Deze 
notatie zult u in deze inleiding nog vaker tege nk o m e n .
Het is ook m o g e l i j k  om mail naar uzelf te sturen; dat is handig 
als notitieblok.
In hoof dstuk 18 zullen we zien dat het c o m m a n d o  'mail' ook 
gebruikt kan w orden om post te sturen naar g e b r u i k e r s  op andere 
UNIX-machines.
2 . 5 Broadcast messages
Als u aan het werk bent kan op een g e g e v e n  m o m e n t  het b e richt
„  7
B r o a d c a s t  m e s s a g e
op het s c h e r m  v e r s c h i j n e n ,  gevolgd door een boodschap die aan alle 
g e b r u i k e r s  g e r i c h t  is. I.h.a worden dergelijke b o o d s c h a p p e n  
a l l e e n  v e r z o n d e n  door de b e h e e r d e r  van de computer als er 
p r o b l e m e n  zijn of als er m a a t r e g e l e n  g e t r offe n moeten worden die 
v o o r  alle g e b r u i k e r s  van belang zijn.
Het enige wat er in een dergelijk geval van iedereen verwacht 
wordt, is dat aan de op roep in de boodschap gehoor gegeven wordt.
2.6 g e r i c h t e  b o o d s c h a p p e n  naar andere gebruikers
M.b.v. het write commando is het mogelijk  met andere gebruikers 
v a n  U N I X  te "praten", als deze tenminste ingelogged zijn.
Als u op een g e g e v e n  m oment de boodschap
M e s s a g e  from guua on ... (gevolgd door terminalnummer) ..
op het s cherm ziet v e r s c h i j n e n  dan weet u dat guua met u wil 
praten. D o o r  dan aan U N I X  het commando
_$ write guus
te g e v e n  (UNIX moet wel gereed aijn om een commando te accepteren) 
kunt u guus a n t w o o r d  gaan geven. Daarna zal elke regel die u op 
het s cherm intikt ook bij guus op het scherm verschijnen, totdat u 
een regel met a l l e e n  <CTRL D> intikt.
M e e s t a l  wordt in een b epaalde volgorde met elkaar gesproken om te 
v o o r k o m e n  dat de b o o d s c h a p p e n  van beiden door elkaar heen op het 
s c h e r m  v e r s c h i j n e n .  Nadat de een ia u i t gespro ken tikt hij/zij -o- 
wat zoveel b e t e k e n t  als " o v e r”, waarna de ander kan gaan typen. 
Dus, de eerste partij (guus) begint dan b i j voorbeeld met:
_$ writ e jouwnaam
hallo
- o -
w a a r o p  u a n t w o o r d t  met:
$ w r i t e  guus 
ook hallo
— o —
en d a arna kan het eigenlijke ge3prek beginnen.
Ala men er mee op wil houden tikt men -oo-, wat "over en sluiten" 
b e t e k e n t  ("over and out"). Als daarna CCTRL D> ingetikt wordt, is 
U N I X  w e e r  in staat een volgend  commando uit te voeren. Tengev olge 
van het i n t i k k e n  van <CTRL D> zal op het acherm van de 
g e s p r e k s p a r t n e r  EOT v e r schijnen,  ten teken dat u het g e s prek 
b e e i n d i g d  hebt.
Soms kan het h i n d e r l i j k  aijn dat uw werk onderbroken wordt door 
w r i t e - c o m m a n d ö *s van andere gebruikers, b i j voorbeeld als u op een 
s c h r i j v e n d e  terminal bezig bent mooie output te produceren. 
W r i t e - c o m m a n d o *s van a n d e r e n  kunt u v e r h i n d e r e n  met het mesg 
k o m m a n d o  :
m e a g  n
en w e e r  a a n z e t t e n  met:
- 8 -
mesg j
2 .7 Uitloggen
W a nneer u klaar bent met v erken dan zult u ook w e e r  kenbaar 
m o e t e n  m a k e n  dat u TJHilX niet me er nodig hebt. De t e r m i n a l  w a a r a a n  
u gewerkt hebt kan dan weer door i ema nd anders g e b r u i k t  worden. 
Dat u er mee op wilt houden houden v e r t e l t  u UNIX op een van de 
volgend e manieren:
1. $ CCTRL D>
2. $_ logout (niet op alle U n i x - s y s t e m e n )
3- $_ exit (niet op alle U n i x - s y s t e m e n )
Verder is er soms nog de m o g e l i j k h e i d  de v e r b i n d i n g  te 
verbre ken door de terminal g ewoon uit te zetten.
2 .8 C o m m a n d o - r e g e l s
Commando's die u aan UNIX geeft h e b b e n  altijd de v o l g e n d e  vorm:
$ c o m mando-naam p a r a m e t e r  p a r a m e t e r .........
Het eerste "woord" op de regel geeft a ltijd de n a a m  van het 
commando aan dat door UNIX u i t g e v o e r d  moet w o r d e n  ( b i j v oorbeeld 
'who', ’date', 'mail'). De p a r a m e t e r s  zijn de w o o r d e n  die v olgen 
op de c o m m a n d o - n a a m : zij "sturen" het c o m m a n d o  e n i g z i n s  bij of 
geven extra informatie. B i j v oorbe eld: "mail hjt"; hierbij is 
'mail' de naam van het commando en de p a r a m e t e r  'hjt' geeft aan 
dat er post naar gebruiker ' h j t’ ve r s t u u r d  m o e t  worden.
Andere voorbeelden:
who (zonder parameters)
Geeft een lijst van alle geb ruikers.
who am i ■
Geeft alleen mijn eigen naam op het sche rm ( p a r a m e t e r s  zijn: 
'a m ' en 'i ').
U moet hierbij in de gaten h o u d e n  dat deze c o m m a n d o - r e g e l  
conventie alleen geldt als u tegen U N I X  "zelf" praat (dit is te 
zien aan de $-prompt). Als een commando g e s t a r t  is en zelf om 
s u b - c o m m a n d o ' s gaat vragen ( b i j voorbeeld  bij 'mail'), dan hangt 
het sterk van het commando af hoe d e r g e l i j k e  sub c o m m a n d o 's eruit 
z i e n .
2.9 N o g maa ls het speciale teken CTRL D
Het teken CTBL D wordt in al die sit ua t i e s  g e b r u i k t  als u tegen 
UNIX wilt zeggen: ik ben klaar met datgene wat ik nu aan het doen 
ben. Dit kan zijn als u met 'mail' de te v e r s t u r e n  b r i e f  wilt 
beeindigen, als u met 'write' wilt o p h o u d e n  om b o o d s c h a p p e n  te 
v e r s t u r e n  of als u wilt zeggen dat u g e e n  n i e u w  c o m m a n d o  wenst in 
te tikken (uitloggen) en in een h e l e b o e l  a n d e r e  situaties. De 
reactie zal in dat soort situat ies (meestal) zijn dat het 
betref f e n d e  co mmando datgene afmaakt w a a r m e e  het b ezig was en
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d aarna stopt.
V o o r  al d i e g e n e n  die het iets zegt: de combinatie RETURN - CTRL 
D ziet er v o o r  een c o m m a n d o  uit als een end-of-file (end-of-input) 
i n d i c a t i e .
Dit teken w o r d t  het e n d - o f - i n p u t - t e x t  symbool genoemd, en het 
kan net als de a n d e r e  "speciale" toetsenbord-teken s door de 
g e b r u i k e r  zelf i n g e s t e l d  w o r d e n  (u zult op sommige systemen CTRL Z 
in dese b e t e k e n i s  t e g e n k o m e n ) .
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3- De U N I X - e d i t o r s : ed en ex
Een computer kent vele t o e p a s s i n g s m o g e l i j k h e d e n . S o m m i g e n  
zullen de computer hoofd zakelij k als r e k e n a p p a r a a t  gebruiken, 
anderen gebruik en hem vooral als o p s l a g m e d i u m  v a n  g e g e v e n s ,  zoals 
brieven, artikelen, adm ins t r a t i e  etc.. Op deze g e g e v e n s  kunnen 
dan. eventueel weer b e w e r k i n g e n  u i t g e v o e r d  -worden.
Informatie wordt onder UNIX bewaard in files (in het nederlands:  
bestanden). De inhoud van een file kan o.a. z i j n  :
- een stuk tekst (brief, artikel, a d m i n i s t r a t i e g e g e v e n s , 
progra mmatekst) dat g e l e z e n  en a f g e d r u k t  k a n  w o rden, m a a r  wat 
de computer zelf verder niet "begrijpt".
- invoe r g e g e v e n s  waarop een p r o g r a m m a  of een c o m m a n d o  zijn 
b e w e r k i n g e n  uit kan voeren.
Bestanden k u nne n op v e r s c h i l l e n d e  m a n i e r e n  a a n g e m a a k t  worden. 
Een van de m a n i e r e n  is m.b.v. de editor.
Bestanden w o rde n bewaard op m a g n e t i s c h e  s c h i j v e n  of banden. Op 
èèn schijf of tape kunnen zeer veel v e r s c h i l l e n d e  b e s t a n d e n  
v o o r komen (enkele duizenden). Door m idde l van de naam v a n  een 
bestand worde n de v e r s c h i l l e n d e  b e s t a n d e n  v a n  elkaar 
onderscheiden. Op de n a a m s - c o n v e n t i e s  k o m e n  we in h o o f d s t u k  6 nog 
uitvoerig terug.
5 . 1 De editor
De editor is een commando dat u in staat gtelt n ieuwe files aan 
te m a k e n  of reeds bestaande files te w i j z i g e n  ( v e r b e t e r e n  of 
veranderen). Het handelt zich hierbij altij d om t e k s t - f i l e s  - 
voor de mens leesbare regels.
Er zijn in UNIX v e r s c h i l l e n d e  editor s b e s c h i k b a a r .  We k u n n e n  
ze o n d e r v e r d e l e n  in twee soorten:
De regel-edito rs
Het k e n m e r k e n d e  van deze editors is dat ze - net als U N I X  zelf
- r e g e l - g e o r i e n t e e r d  zijn. Het w o o r d  r e g e l  k a n  dan in twee
be t e k e n i s s e n  w o r d e n  opgevat: de c o m m a n d o ' s  zijn zelf re geltjes
en de tekst die we gaan "editen" w o r d t  ook in r egels opgedeeld.
Bij een e d i t - commando wordt dan tevens o p g e g e v e n  op we lke 
tekst-regels deze moet w o r d e n  uitgev o & r d .
S creen - e d i t o r s
(*) Hierbij b e s t a a n  de c o m m a n d o ' s  uit (meestal) een of twee 
t o e t s - a a n s l a g e n  en u moet door met de c u r s o r  o v e r  het scherm te 
wa n d e l e n  a a n g e v e n  op welk deel van de tekst h e t  c o m ma ndo moet 
worden uitgevoerd.
Nadelen van de line-edi tors zijn dat ze als u veel kleine
(*) Niet standaard in UNIX V7
v e r a n d e r i n g e n  met de hand aan wilt brengen nogal g e b r u i k e r s ­
o n v r i e n d e l i j k  en o m s l a c h t i g  werken. In een derge lijk geval zijn 
a c r e e n - e d i t o r s  in het v o o r d e e l  omdat u de tekst per pagina voor u 
ziet en omdat u g e m a k k e l i j k  op w i l l e k e u r i g e  plaatsen stukjes kunt 
v e r a n d e r e n .
V o o r d e e l  van de l i n e - e d i t o r s  is, dat ze veel meer m o g e lijkhede n 
h e b b e n  om n i e t - i n t e r a c t i e f  met de tekst om te gaan (bv. verander 
in een k e e r  overal het woord "UNIX" in " U n i x” behalve als het in 
de k o p r e g e l  v a n  een h o o f d s t u k  of paragraaf voorkomt).
In U N I X  kunt u van heide soorten editors gebruik maken: 'ed' is 
de o u d s t e  r e g e l - e d i t o r , 'ex' is een modernere v ersie hiervan en 
veel u i t g e b r e i d e r . 'Vi' is de f u l l - s c r e e n - e d i t o r . In feite zijn 
'ex' en 'vi' èèn e nkel e editor waarmee u zowel r e g e l-georie nteerd 
als f u l l - s c r e e n  kunt werken. Dit ia erg belangrijk omdat u dan op 
elk m oment g e b r u i k  kunt maken van de meest optimale methode (u 
kunt zelfs o m s c h a k e l e n  terwijl u aan het editen bent).
Omdat het erg b e l a n g r i j k  is dat u de line-edit commando's leert 
(ze k o m e n  ook op andere plaatsen in UNIX telkens weer naar voren) 
c o n c e n t r e r e n  we ona in dit hoofdstu k op de regel-editors 'ex' en 
'ed'. In een v o l g e n d  h o o f d s t u k  komt dan ook het full-screen- 
g e d e e l t e  aan de orde. Als u de regel-editors eenmaal b e h e e r s t , 
zijn de f u l 1 - s c r e e n - e d i t o r s  een fluitje van een cent. Uit 
e r v a r i n g  b l i j k t  dat het ander som veel moeilij ker is.
We z u l l e n  in dit hoofdstu k twee lijn-editors gel ijktijdig 
behand e l e n .  Dit is m o g e l i j k  omdat de editors 'ed en ex 
d e z e l f d e  m a n i e r  van w e r k e n  hebben ('ex' is alleen veel 
u i t g e b r e i d e r ) .  We doen dit aan de hand van 'ed'. U kunt daarna 
m e t e e n  ook met 'ex' omgaan - dingen die in 'ex' anders luiden dan 
in 'ed' aullen we in de tekst vermelden.
3-2 Het m a k e n  van een nieuwe file
In het v o l g e n d e  v o o r b eeld wordt een file met de naam ’limerick' 
g e m a a k t :
_$ ed l i m e r i c k
? l i m e r i c k
P
*a
Een p r o m o v e n d u s  in n i j m e g e n
had een h e l d e r e  g e d a c h t e  gekregen
hij dacht: ik doe niks
het w e r k  doet UNIX
onder ons g ez egd en gezwegen!
**
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Sommige UNIX c o m m a n d o’s zijn er op gericht zelf weer opdrachten 
van de g e b r u i k e r  uit te voeren. De editor (ed) is zo'n commando. 
Nadat de e di tor g e s t a r t  is worden alle regels die daarna ingetikt 
w o r d e n  door de e d i t o r  g e i n t e r p r e t e e r d  en uitgevoerd, totdat de
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" e d i t - s e s s i e” beeindigd is. Op dat moment heeft U N I X  het edit-
commando ed afgehand eld en zal w e e r  het 1 $ ' t e k e n  op het acherm
schrijven ten teken dat hij het volgen de c o m mand o uit kan gaan 
voeren.
Evenals UNIX geeft ook de edito r d u i d e l i j k  aan dat hij gereed
ia om een opdracht van de g e b r u i k e r  uit te voeren. De editor 
meldt dit n l . met de '* * prompt. (*)
De editor bevindt zich altijd in 1 van de v o l g e n d e  2 t o e s t a n d e n  
( m o d e s ) :
1. C o m m a n d o - m o d e :
In deze toestand wordt sen door de g e b r u i k e r  i n g e t i k t e  regel
als commando opgevat.
2. Input-mode:
In deze toestand wordt een door de g e b r u i k e r  i n g e t ikte regel
aan de file toegevoegd.
Kijken we nu naar het h i e r v o o r  g e g e v e n  v o o r b e e l d  dan geldt het 
v o l g e n d e :
In de eerste regel wordt de editor o p g e r o e p e n  waarbi j de naam 
van de te m a k e n  (of te wijzigen) file w o r d t  m eegeg e v e n .  Het 
vraagteken in de derde regel van het v o o r b e e l d  is een mel ding dat 
de file nog niet bestaat. Het P - c o m m a n d o  w o r d t  in de volgende 
paragraaf behandeld. Met het a - c o m m a n d o  (a_ppend) v o e g e n  we tekst 
toe aan de tot dan toe lege file. M.b.v. het a - c o m m a n d o  wordt de 
editor in input-mode geplaatst, d.w.z. alle d a a r o p v o l g e n d e  regels 
worden als letterlijke tekst aan de file t o e g e v o e g d .  (LET EROP: 
elke regel, ook al is het geen commando, w o r d t  a f g e s l o t e n  door het 
aanslaan van de RETURN t o e t s ) . Na het a - c o m m a n d o  bent u dus in 
input mode. Daar kunt u weer u i t k o m e n  (terug naar comm ando mode) 
door een regel te geven, die a l l e e n  een punt bevat. Die regel met 
alleen een punt wordt niet aan de file toegev oegd, m a a r  wordt door 
de editor gezien als een signaal dat a a n geeft dat het einde van de 
invoer bereikt is. Na deze regel zet de e d i t o r  weer de '* ' 
prompt op het scherm ten teken dat hij weer in een toestand is om 
commando's te accepteren  (commando mode).
In input mode geeft de editor geen reaktie op de tekst die u 
toevoegt:, elke regel wordt z wijgend aangepakt  en o p geborgen. Het 
zal u dus vroeger of later g e b e u r e n  dat u e d i t o r  c o m m a n d o ' s  aan 
het intypen bent, terwijl de editor hel emaal niet reageert. Tien 
tegen een dat u dan in input mode zit. Een regel met alle en een 
punt helpt u eruit. U hebt dan wel wat o n b e d o e l d e  troep aan de 
tekst toegevoegd.
De editor werkt niet op de file zelf, m a a r  op een kopie ervan, 
die de "workfile" wordt genoemd. Alle v e r a n d e r i n g e n  en 
t o evo egingen v i nden  dus niet op de file zelf m a a r  op zijn kopie 
plaats. Met het w-commando (jwrite) w o r d t  de w o r k f i l e  naar de 
o o r s p r on kelijke file gekopieerd. Op dat m o m e n t  w o r d e n  de v e r a n d e ­
ringen dus pas echt aangebracht. De editor r e a g e e r t  op het w - c o m ­
mando met het aantal tekens dat de file nu bevat.
(*) Het commando P en de edito r - p r o m p t  komen niet voor in 
de ed-editor van UNIX-V7
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De w o r k f i l e  v e r d w i j n t  o n h e r r o e p e l i j k  door het q-comraando (j^uit) 
w a a r m e e  de e d i t - a e s s i e  h e e i n d i g d  wordt. Als u ainda het begin van 
de e d it-sessie, of sinds het laatste w-commando nog iets aan de 
w o r kfile heht v e r a n d e r d ,  dan is de editor echter wel zo 
v r i e n d e l i j k  èèn keer te w e i g e r e n  het q-commando uit te voeren. 
Hij p r o t e s t e e r t  dan met de tekst: '?' (weet u het wel zeker?), en 
komt terug in c.ommando mode- Had u dan inderdaad verg eten de 
w o r k f i l e  naar de o o r s p r o n k e l i j k e  file te kopieren, dan hebt u nog 
de g e l e g e n h e i d  om a lsnog  het w-commando te geven. Als u volhardt 
en weer een q - c o m m a n d o  geeft stop hij echt zonder dat de workfile 
naar de o o r s p r o n k e l i j k e  file is gecopieerd.
Om u z e l f  te b e s c h e r m e n  tegen uw eigen v e r g i s s i n g e n  en tegen 
p r o b l e m e n  met het systeem (de stroom kan uitvallen), is het van 
belang g e r e g e l d  t u s s e n d o o r  het w-commando te geven. Als u bezig 
bent een lange file te m a k e n  (zeg: meer dan 5 m i nuten  typewerk), 
moet u dus af en toe het volgende doen:
t e k s t . . ........
tekst van de file
t e k s t ........
t e k s t ........
* w
523*a
t e k s t ........
nog m e e r  tekst 
t e k s t .......
*w
948
t e k s t .....
Dit geldt ook bij het a a n b r e n g e n  van w ijziging en in een file: af 
en toe het w - c o m m a n d o  geven. Daarmee brengt u alle wijziginge n 
tot dan toe d e f i n i t i e f  van de workfile naar de file zelf over. 
Als er p l o t s e l i n g  iets akeligs gebeurt, dan is uw file tenminste 
in de toesta nd w a a r i n  hij was op het ogenblik van het laatste w- 
commando. Ook v o o rdat u iets ingewikkelds met de editor gaat doen 
w a a r v a n  u niet p r e cies kunt overzien of u niet toch een vergissing 
zult gaan maken, kan het v e r s t a n d i g  zijn eerst even een w te doen. 
Als er dan iets mis gaat dan kunt u tenminste terug naar dit 
u i t g a n g s p u n t  (door twee keer een q-commando te geven en opnieuw te 
b e g i n n e n  met e d i t e r e n ) .
3.2.1 V e r s c h i l l e n  met ex
IJ kunt het a-, w- en q-commando ook bij ex gebruiken. Het 
enige v e r s c h i l  dat u ziet is dat 'ex' een ': ' in plaats van een 
'* ' g e b r u i k t  als c o m m a n d o - p r o m p t  en dat ’ex' bij het uitschrijven 
van de w o r k f i l e  m e e r  infor matie op het scherm zet. Verder zal 
'ex' a b s o l u u t  w e i g e r e n  om te stoppen als u v e r a n d e r i n g e n  in de 
tekst hebt a a n g e b r a c h t  die nog niet w e g g e s c h r e v e n  zijn (en zal dat 
ook d u i d e l i j k  zeggen). Als u echt wilt stoppen zonder een 
w ( r i t e ) - c o m mando te g e v e n  moet u intikken:
i . ' l 1
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3 • 3 Het P(rompt) en H(elp) commando
Als u 1 ed' start moet u expliciet een c o m m ando g e v e n  om ervoor 
te zorgen dat de * - p rom pt v o o rtaan v e r s c h i j n t  als ed een commando 
van u verwacht (oudere versies van 'ed' h e b b e n  h e l e m a a l  geen 
prompt en dan is het gissen wat de editor nu w e e r  v a n  je wil: een 
commando of een stuk i n v o e r - t e k s t ) . H i e r v o o r  dient het P ( r o m p t ) -  
commando dat we in de vorige p a r a g r a a f  in het v o o r b e e l d  als eerste 
commando na het starten van de editor gebruikten.
Ook wel handig is het om m e t e e n  h ierna  het H(elp) c o m m a n d o  te 
geven. N o r m a l i t e r  zal *ed' bij s i t u a t i e s  w a a r i n  hij w e i g e r t  om 
iets uit te v oeren (bijvoorbeeld als u een niet b e s t a a n d  commando 
geeft of als u probeert te stoppen z onder een v e r a n d e r d e  w o r k f i l e  
uit te schrijven) reageren met de b o o d s c h a p :  '? ’. Het is dan 
raden wat er fout is. Als u het H(elp) c o m m a n d o  e e n m a a l  g e geven 
hebt, zal 'ed' in dergelijke s i t u atie s een korte u i t l e g  geven van 
wat er aan de hand is:
$_ ed limerick2 
? 1 ime ri ck2 
P
*H
cannot open inputfile 
*a
Een UNIX g e b r u i k e r  in ' t Belgisch  L a n a k e n  
Vas laatst met 'ed' een limerick aan 't m a k e n  
Hij tikte in a(ppend)
Vergat een punt aan het end
En kan nu niet meer uit de i n p u t - m o d e  g e r a k e n  
warning: e x p e cting  'w'
* y
** '
De b o o d s c h a p  ’cannot open i n p u t f i l e’ die m e t e e n  na 'H* 
v erschijnt is nog een o v e r b l i j f s e l  van de '?limerick2' 
f o u t boods chap waarmee de editor a a n g e e f t  dat hij l i m e r i c k 2  níet in 
de workfile kon inlezen. Het ïï(elp) c o m m a n d o  zal de laatste 
f o u t boods chap nog even op het scherm zetten.
In UNIX V7 heeft de ed-editor geen prompt en h e l p - f a c i l i t e i t * 
Als enige fo ut-b o o d s c h a p  v e r s c h i j n t  het ' ?’.
3-3-1 V e r s c h i l l e n  met 'ex'
Als in 'ex' werkt hoeft u geen H(elp) of P ( r o m p t )  c o m m a n d o  te 
geven omdat ex deze functies uit zi chzelf al doet. De fout- en 
h e l p - b o o d s c h a p p e n  die ' e x’ geeft zijn in het a l g e m e e n  c o m p lete r 
dan die van 'e d '.
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3.4 Het v e r a n d e r e n  v a n  een file
Het is m o g e l i j k  w i j z i g i n g e n  aan te brengen in een bes taande 
file of een file die u aan het maken bent- U moet er voor zorgen 
dat u in e d i t o r  c o m m a n d o - m o d e  bent. Voor een best aande file 
begint u met:
ed f i l e - n a a m  
4378 
P
*
Als de file b e s t a a t  (zoals in dit voorbeeld ia aangenomen) dan 
geeft de e d i t o r  g e e n  vraagt e k e n ,  maar een getal. Dat getal is het 
aantal t e k e n s  dat de file groot is.
íe edit c o m m a n d o’s b e s t a a n  altijd uit 1 teken (meestal een 
letter). Deze c o m m a n d o ' s  zijn veelal van een Engels woord 
afgeleid, zoals uit het v o o r g a a n d e  m i s s c h i e n  al duidel ijk was 
geword en. V a n d a a r  dat hierna ateeds dat Engelse woord erbij 
g e g e v e n  w o r d t .
¥e z u l l e n  in het v o l g e n d e  altijd v e r o n d e r s t e l l e n  dat u ' e d ' 
start en d a a r n a  m e t e e n  een P(rompt) en H(elp) commando gegeven 
h e b t .
3*4*1 De h u i d i g e  regel
Edit c o m m a n d o ' s  w e r k e n  in principe op de "huidige regel" 
(current line) van de file waar in ge-edit wordt. De editor houdt 
v o o r t d u r e n d  bij wat de "huidige regel" is. Door het p-co mmando te 
geven, ( ’p' is een a f k o rt ing van p(rint)) kunt u op elk moment 
zien waar u in de file bent. De editor drukt dan op uw terminal 
n a m e l i j k  de tekst v a n  de huidige regel af.
Als de e d i t o r  w o r d t  g e st art met een besta ande file, dan wordt de 
laatste  regel van de file de "huidige regel". U kunt op een 
aantal m a n i e r e n  een a ndere regel de "huidige regel" maken.
*1 7
zet hem op de 17e regel in de workfile.
Als dat lukt, v e r s c h i j n t  regel 17 op de terminal. Als regel 17 
niet bestaat, r e a g e e r t  de editor met '?' en de h u l p - b o o d s c h a p : 
'line out of range'.
R e g e l n u m m e r s  w o r d e n  bij de editor niet veel gebruikt. Als u in 
de file r e g e l s  t o e v o e g t  of verplaatst of weggooit, schuiven alle 
r e g e l n u m m e r s  na de w i j z i g i n g  op. De enige nummers die wel 
g e r e g e l d  g e b r u i k t  w o r d e n  zijn: 1 (de eerste regel) en $ (de $ is 
een p a e u d o - c i j f e r , en betekent : de laatste regel ongeacht welk 
n u m m e r  die n o u  p r e c i e s  h e e f t ) .
de "huidige r e g e l” wordt gezet op de laatste regel van de file. 
De e dito r d r u k t  die regel ook af.
* _
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betekent: ga een regel terug in de file. Als de editor het niet 
begrijpt (? en de boodschap 'line out of range'), dan is de 
huidige regel dus al de eerste regel van de file, of de file is 
leeg .
* ____ ' '
betekent: ga 3 regela terug in de file.
ia hetzelfde.
^  (een lege regel) 
is hetzelfde als:
*  +
en betekent: ga een regel verder in de file.
*  + 4
betekent: ga 4 regels verder (en druk die regel a f ) .
*  ^
betekent: druk de huidige regel af. Een punt betekent in commando 
mode wat anders dan in input mode: In commando mode betekent de 
punt het nummer van de huidige regel. (In input mode betekent een 
regel met alleen een punt het einde van de invoer, zoals we al 
gezien hadden).
a b c /
betekent: ga naar de eerstvolgende regel die de string "abc" *) 
(ergens in die regel) bevat. Komt zo'n regel tot aan het eind van 
de file niet voor, dan gaat de editor aan het b e g i n  van de file 
verder met zoeken, tot en met de huidige regel. Heeft hij z o 'n 
regel nog steeds niet kunnen vinden, dan komt er een foutmelding: 
'? search atring not found'. De "huidige regel" is dan niet 
veranderd. De foutmelding betekent dat hij een string niet heeft 
kunnen vinden.
Door middel van de z o e k - e x p r e s s i e :
*?abc?
wordt 6ók naar de string "abc" gezocht. In dit geval (dus ? ipv / 
gebruikend als afsluitsymbolen van de zoekstring) wordt de 
zoekrichting omgedraaid: gezocht wordt van de huid ige regel in de 
richting van het begin van de file - als de zoekstring dan nog 
niet ge vonden is wordt verder gezocht v anaf het einde van de file 
in de richting van de huidige regel.
■* m =
*) Een "string" is een reeks symbolen: letters, cijfers 
en/of speciale tekens.
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levert het nu mmer v an de huidige regel.
3-4*2 A d r e s s e n  en regels
Bij vrij wel alle e d i t o r - c o m m a n d o ' s kunt u een of twee 
r e g e l a d r e s s e n  opgeven, die aangeven waarop het editor-commando 
uitgevoe rd moet worden. Als er twee regelad ressen opgegeven 
w orde n dan wordt het commando uitgevoerd op alle regels, die 
tussen het eerste en het laatste adres liggen. Rege ladressen 
kunnen zijn: r e g e l n u m m e r s  of relatieve regelnummers (zoals '.-5 of 
.+3)- Als u geen regeladres opgeeft wordt hij bijna alle c o m m a n ­
do's het commando u itgevoerd  op de huidige regel.
3•5 Het v e r w i j d e r e n  van regels: 3
Met het d - c o m m a n d o  (d_elete) worden regels verwijderd uit de 
file. De huidige regel is daarna de regel, die achter de 
v e r w i j d e r d e  regel stond **). Voorbeelden:
*-3,+2d
gooi 6 regels weg, namelijk: van drie regels terug, tot en met de 
tweede regel na de huidige regel.
* / w ï y z / d
gooi de e e r s t v o l g e n d e  regel met "wxyz" weg.
*d
gooi de huidi ge regel weg.
* 1 0 , 12d
gooi regel 10 tot en met regel 12 weg.
*7,5d 
bad range
De editor b e g ri jpt de opdracht niet, omdat de regelnummers niet in 
de goede volgorde zijn opgegeven.
3*6 Het i n v o e g e n  van regels; a,i en c.
Het a-comraando (append) hebben we al ontmoet:
betekent: ga in input mode en voeg de tekst die vervolgens 
ingetikt wordt toe achter de huidige regel. Als u input mode weer 
verlaat (met een regel met alleen een punt), dan staat de "huidige 
regel" op de laatst toegevoegde regel. Het i-commando (insert)
**) Als u na het d-eoramando het a-commando gebruikt, komt 
de nieuwe tekst niet op de plaats van de verwijderde  
regels. ïï zou dat wel met het i-commando kunnen doen (zie 
3-6), of met het c-commando.
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doet hetzelfde, behalve, dat het de tekst toevoegt vóór de 
opgegeven regel of vóór de huidige regel in plaats van erachter.
*1 5a
voeg toe achter regel 15 
*$a
voeg aan het einde van de workfile toe.
*1 i
betekent: voeg toe aan het begin (voor regel numm er 1)
Met het c-commando vervangt u een heel blok  regels door een. 
aantal regels dat u daarna zelf in input-mode intikt:
*2,5i
betekent: gooi regela 2 t/m 5 weg, ga daarna in input-mode en voeg 
de regels toe achter regel 1 (in dit geval).
3•7 Verpla a t s e n  en kopieren van regels: m en t
Met het m-commando (move) worden stukken tekat verplaatst. 
*3,7m.
verplaatst regels 3 tot en met 7> en zet ze neer achter de huidige 
regel. De "huidige regel wijzer" wordt gezet op de laatst 
verplaatste regel.
*m/le eendjes zw/
verplaatat de huidige regel en zet hem achter de eerstvolgende 
regel waarin "le eendjes zw" voorkomt.
Het t-commando (de t van jtranscribe) werkt hetzelfde als het m- 
commando. De originele tekst wordt echter niet verplaatst maar 
gekop iee r d .
* 1 , $t$
De file bestaat nu uit twee keer dezelfde tekst. (Alle regels 
worden gekopieerd achter de laatste regel) .
* t .
de huidige regel is nu verdubbeld!
3*8 laat een stuk tekst zien: p, n en 1
Met het p-commando (print) kunt u een stuk van de workfile 
laten zien: .
* 1 , 20p
-- 19 --
zet de eerste 20 regela op de terminal. Zet de "huidige regel 
wijzer" op het laatste van de twee opgegeven regelnummers. (In 
dit geval dus regel 20).
*1 ,$p
zet de hele inhoud van de workfile op uw terminal.
De c o mmando's n(umher) en l(ist) zijn hier varianten  op: met 
het n - c o m m a n d o  komen de regels voora fgegaan door hun regelnummer 
op het scherm. Met het 1-commando kunt u zogenaamde 
n i e t a f d r u k b a r e  (onzichtbare) tekens in de tekst zichtbaar maken. 
Een n i e t - a f d r u k b a a r  teken is bijvoorbeeld de 'tab'-toets op uw 
terminal (soms CTRL I ) . Op het scherm ziet u dan een aantal 
spaties v e r s c h i j n e n  maar in werkelijkheid staat er een tabulator- 
teken in de tekst dat de terminal naar de volgende tab-positie 
doet springen. Met l(ist) ziet u precies waar echte spaties staan 
en waar t ab-tekens (en andere onzichtbare c h a r a c t e r s ) .
3*9 Het v e r v a n g e n  van tekat; s
Het s-co mmando (_substitute) is een van de meest gebruikte 
e d i t o r - c o m m a n d o 's . Met dit commando kunt u dingen binnen een 
regel v e r a n d e r e n  zonder de hele regel over te typen:
^ s / a b c/a lfabet/
ve r a ndert in de huidige regel de string "abc"in "alfabet", echter 
alleen de eerste keer, dat hij in de huidige regel voorkomt- De 
huidige regel blijft de huidige regel. Door er een g aan toe te 
voegen wordt in die regel ieder voorkomen van de eerste string 
v e r v angen door de tweede string. Door er een p achter te typen, 
krijgt u de g ewijzigde regel op het scherm te zien; Dat laatste 
gebeurt normaal niet. Een voorbeeld:
*p
de v ader en de m o e d e r
^ i / d e / e e n 7’gp .
een v a eenr en een moeeenr
* s / e e n r / d e  r/gp
een vader en een m o e d e r
U kunt ook een stukje uit een regel verwijderen:
1p
hoge b o m e n  vangen erg veel wind 
* s /er g //p
hoge b o m e n  v angen veel wind
Hier wordt o p g e g e v e n  dat de string 'erg * door niets vervangen en 
dus uit de regel v erwijder d moet worden.
Als de eerste string in het s-commando w e g g e l a t e n  wordt (de /- 
en m o e t e n  wel alle drie getypt worden), dan wordt voor de eerste 
string de eerste string van het vorige s-commando genomen. De 
editor onthoudt namel i j k  wat tussen de eerste twee schuine strepen 
van een s-commando (of tussen de schuine strepen van een zoek-com- 
mando) stond. Voorbeeld:
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_^/hei/ 
s c h o o n h e i d , zei hei f is een kwestie van s m a a k .
* a / / h i j / p  
s c h o o n h i j d , zei hei , is een k w e stie van s m a a k •
* s / / h i j / p  
s c h o o n h i j d , zei hij , is een kwestie van s m a a k .
* 3/ ij/ei/p 
s c h o o n h e i d , zei hi j , is een kwes tie van smaak *
Gezien? U kunt bij het g-commando ook een of twee r e g e l a d r e s s e n  
opgeven. Het commando wordt dan u i t g e v o è r d  op die regel (als een 
regela dres wordt gegeven) of elke regel uit die groep van regela 
(als twee r e g e l a d r e s s e n  worden gegeven). Als de eerste atring van 
het s-commando voorkom t in een van die regels, wordt de laat3te 
gewijz igde regel de huidige regel. Als hij in geen van de 
opgegeven regela voorkomt, blijft de huidige regel de huidige 
regel en zegt de editor: '? no match'. V o o r b e e l d  van zo'n 
verand e r i n g  op een hele groep regels:
*1 , $ s / g e p s / g e s p / g p
De g werkt op iedere regel van de groep, dus alle v oo rkomens van 
"geps" worden in " g e a p” veranderd, m a a r  de p werkt al leen voor de 
laatste "huidige regel".
In de eerste string van het s-commando, en in tekst van het
zoek-c ommando spelen een paar tekena een b i j z o n d e r e  rol, te weten:
. ‘  $ *  [  ]  \
& speelt een b i j z o n d e r e  rol in de tweede string van het s-comman-
Omdat de n i e t s - v e r m o e d e n d e  g e b r uiker er wel eens p r o b l e m e n  mee 
heeft, m o e t e n  we hier even ingaan op die b i j z o n d e r e  tekens. De 
strings in z o e k t e k s t e n  en in het s - c o m m a n d o  zijn in feite patronen 
(patterns). In het UUIX P r o g r a m m e r s  Manual h e t e n  ze regular 
e x p r e s a i o n a . Een a in een patroo n staat voor een a in de string, 
maar een "." staat voor een w i l l e k e u r i g  teken in de atring. Het 
patroon /.a/ past dus bij (Sngela: matches) een w i l l e k e u r i g  teken, 
gevolgd door een a, b i jvoorbe eld a a , Ba, 3 a ? +a en zelfs .a
* Duidt het begin van de regel aan. Het commando:
*/*abc/
gaat du3 op zoek naar een regel die begint met abc.
$ duidt het eind van een regel aan. Het commando:
*/aT)o$ /
gaat op zoek naar een regel die eindigt met abc.
*/*abc$/
gaat op zoek naar naar een regel die alleen het woord abc bevat.
* staat voor een aantal keren (0 of meer) van het vorige element 
uit het patroon: het vorige element mag O of m e e r  keer voorkomen.
__ 21 --
*/ab*/
gaat op zoek naar een regel waar een a gevolg door 0 of meer keer 
een b voorkomt. Let op: '0 of meer' ia niet he tzelfde als '1 of 
m e e r ' !
Twee v o o r b e e l d e n  zijn 3peciaal het bestuderen waard:
/*$/
zoekt een lege regel (dat is overigens niet hetzelfde als een 
regel die alleen spaties bevat).
s/ J A N.*$/X YZ/
zet XYZ in de plaats van de string die atond vanaf JAN tot het 
einde van de regel (JAN, gevolgd door een w i llekeurige  letter die 
nul of m e e r  keren mag voorkomen, gevolgd door het eind van de 
r e g e l ).
[...] geeft aan dat het gaat om èèn teken, waarbij elk van de 
tekens tussen de [] goed is.
past dus bij i +j en bij i - j .
VïTr [01 2 3 456789 ]*$/
staat voor: een lí, gevolgd door een r, gevolgd door een spatie, 
gevolgd door 0, 1 of meer cijfers, allea aan het eind van een 
regel.
Als u de tekens met een speciale betekenis letterlijk genomen 
wilt hebben, moet u er een \ voor zetten. Dat geldt ook voor / en 
\ zelf. Voorbeeld: we willen de regel "apen en mensen." 
v erand e r e n  in "apen en/of mensen,"
apen en m e n s e n .
* s / ./77p
,pen en m e n s e n .
Dat werkt dus niet omdat hier opgegeven is dat op de huidige 
regel een w i l l e k e u r i g  teken (de .) in een , veranderd raoet worden. 
Aangez ien het eerste teken op de huidige regel ook het eerste 
w i l l e k e u r i g e  teken is, wordt het eerste teken op deze regel door 
een , vervangen. Als u speciaal het teken . (punt) in de regel 
bedoelt, moet u dat ook speciaal opgeven.
Wat dus wel had gekund was:
*s/\./,/
* a / . $ / , /
Let er echter op dat in het laatste voorbeeld staat: vervang op de 
huidige regel het laatste teken van die regel door een komma,
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ongeacht wat het laatste teken op die regel is. Dat het in dit 
geval een punt is, is een toevallige o m s t a n d i g h e i d  waar wij 
gebruik van konden maken.
Voor de andere wijziging:
^_s/en/en\/of/p 
apen en/of m e n s e n ,
In de tweede atring van het s-comman do heeft het '&' teken een 
speciale betekenis, In de tweede string wordt op de plaats van 
het <5 teken de string geplaatst, die gelijk is aan het patr oon van 
de eerste string.
*p
hoeveel gulden of centen kost dat brood?
*s/of c e n t e n / (<§T7p
hoeveel gulden (of centen) kost dat brood?
*
Ik heb voor dit brood f 2.43 betaald.
*s/f"T01 2 3 4 5 6 7 8 9 ^ 7 * 7 ? # !  gulden/p “
Ik heb voor dit brood ##f 2.43 g u l d e n  b e t a a l d .
* s / I H  //p
Ik heb voor dit brood 2.43 gulden  betaald.
Een laatste, belan grijke herhaling: een $ op het scherm 
betekent dat UNIX een volgend commando ver wacht. Een van de 
m ogelijke c o m m a n d o’s is 'ed*, start de editor.
Een *** op het scherm betekent dat de editor een volgend commando 
verwacht. Enkele van de dan raogelijke commando's zijn 'i* of 'a'; 
door deze twee commando's gaat de edit or in 'input m o d e’; dat wil 
zeggen dat alles wat wordt ingetypt zonder meer  als tekst in de 
file wordt gezet. Gebeurt het dus dat u niet snapt waarom de 
computer op een commando niet reageert zoals u verwacht, 
controleer dan eerst even of de juiste van b o v e n s t a a n d e  drie 
toestanden actief is.
Vanuit editor-input mode terug naar editor comma n d o - m o d e  gaat met 
een regel die alleen een '.' bevat? vanuit e ditor commando-mode 
naar UNI X-commando mode gaat met het (editor-) q commando.
We hebben in dit hoofdstuk een inleid ing in het gebruik  van de 
UNIX editor 'ed' en 'ex' gegeven. In h o o f d s t u k  10 w o r d e n  de 
verdere m o g e l i j k h e d e n  van de editors uitgelegd. Een beknopte, maar 
erg preciese en volledige b e schrijvin g kan men v i n d e n  in hoofdstuk 
I van het UNIX Programmers Manual onder ed(l).
In appendix A staat een s a m envatting  van de belangr ijkste 
'e d ' - c o m m a n d o’s.
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4. B e heer van filea
We h e b h e n  nu gezien hoe u onder UNIX m.b.v. de editor filea 
kunt maken. UNIX kent een aantal commando'a die het mogelijk 
maken te kijken welke files u hebt, de naam van files te 
veranderen, de inhoud van files te bekijken etc.. Kortom ooiman- 
d o’a die het m o g e l i j k  m a k e n  de files te beheren. De eenvoudigste 
commando's willen  we in dit hoofdatuk geven.
4• 1 Gegevens over file3
Stel u hebt ooit de files 'limerick', 'afdeling' en 'gegevens' 
g e m a a k t .
Het la commando (la staat voor list) geeft een lijst van namen van 
de gemaakte files.
$ la
afdeling 
gegevens 
lime ri ck£
De n amen van de aanwezige files worden in alfabetische volgorde 
afgedrukt. Met de files zelf gebeurt verder niets.
$_ 13 -s 
total ?1
24 afdeling 
6_ g e g e vena 
1 limerick 
$ “
drukt voor elke file tevens de grootte in blokken af. (èèn blok 
kan tot 512 tekens bevatten).
Zoals we bij de editor al gezien hebben kunnen aan een commando 
argumenten m e e g e g e v e n  worden. (Bij de editor was dit de naam van 
de file die gemaakt of veranderd moest w o r d e n ) . In dit geval is 
aan ls ook een argument meegegeven n.l. -s. Argumenten van een 
commando, die v o o r a f g e g a a n  worden door een minteken(-) worden ook 
wel "vlaggetjes" (flaga) genoemd. Het is onder ÏÏNIX gebruikelijk 
dat vlaggetjes  altijd nagenoeg als eerste, vóór de overige 
argumenten, opge geven worden.
ls -s limerick 
1 limerick$
Aan ls kan ook o p g e g e v e n  worden over welk(e) file(a) we informatie 
willen hebben. In dit geval is dit de file 'limerick'.
Villen we nog m e e r  gegevens van de file(s) zien dan kunnen we 
het v l a g ge tje '-1' opgeven:
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$_ la -1 
total 31
- r v - r - r -  _1_ hjt other 1 2500 Feb 11 10:01 a f d e l i n g  
- r v - r - - r— _1_ h j t other 2988 Jan 5 1 1 6 ; 1 1 g e g eve ns
- r v - r— r— J_ hjt other 1 41 Feb 18 1 1 ; 45 l i m e rick
De filenamen worden uiterat rechta afgedrukt, v o o r a f g e g a a n  door 
allerlei b o e k h o u d - inf ormatie die UNIX over filea bijhoudt. Van. 
links naar rechts:
- r w - r— r—
De lees/s c h r i j f  permissie van de file: h i e r i n  staat wie de file 
mag lezen en/of ’beschrijven. We komen hierop nog terug.
1 (of ander getal)
De zogenaamde link-count. Over links wordt iets verteld in 
hoo fd s tuk 11.
hjt (of andere naam)
De eigenaar van het bestand.
other (of andere naam)
*) De groep waartoe de eigenaar (meestal) behoort. Ook 
hierove r straks meer informatie.
12500 (of ander getal)
De lengte van de file in bytes (characters).
Feb 10 11:01 (of andere datum)
De datum waarop voor de laatste keer in de file is geschreven.
afdeling (of andere filenaam)
De naam van het bestand.
Ls is bij de meeste U N I X - i n s t a l l a t i e s  verreweg het 
meestg e b r u i k t e  commando.
4 * 2 Afd rukken van files
Een ma nier om de inhoud van een file te zien te krijgen is 
m.b.v. de editor. Dit is echter alleen g e b r u i k e l i j k  als u toch 
van plan was iets aan de file te veranderen. UNIX kent echter 
meerdere commando's om de inhoud van een file op de terminal af te 
d r u k k e n .
$ cat limerick
drukt de inhoud van de file 'limerick' op het scherm af. Ala 
'limerick' niet zou bestaan dan geeft cat een foutmelding.
$_ cat beatandl bestand2 bestand3 • • •
De files 'bestandl', fbestand2', 'bestand3' .... worden achter 
elkaar op de terminal afgedrukt.
*) Deze informatie komt niet default op het scherm bij een 
UNIX V7 systeem.
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$ pr file ( p r i n t )
'file' wordt in pagina's op de terminal afgedrukt, waarbij elke 
pagina is v o o r z i e n  v a n  een kopregel met daarin opgenomen de naam 
van de file, de datum en het paginanummer. pr mag gevolgd worden 
door een w i l l e k e u r i g  aantal file-namen. Elk van deze files wordt 
dan afgedrukt, elk begin nend op een nieuwe pagina.
pr -3 b e s tand
De file wordt in 3 k o l o m m e n  op de terminal gezet. Het vlaggetje 
-3 is voor pr de a a n w i j z i n g  dat de file afgedrukt moet worden in 3 
k o l o m m e n .
$_ lp filel file2 .....  (line print)
De inhoud van de opgegeven  files wordt op de regeldrukker 
(lineprinter) afgedrukt. Elke file begint op een nieuwe pagina. 
Als u dit commando geeft en de J-prompt keert daarna terug, hoeft 
dit niet te b e t e k e n e n  dat de file(s) ook werkelijk al zijn 
afgedrukt. In feite w o r d e n  de af te drukken files in een wachtrij 
gezet, en als de p r i n t e r  vrij is paa ècht afgedrukt.
Met het commando 'lp3tat' kunt u zien hoe het hiermee staat: 
staan de files nog te wachten, worden ze afgedrukt of zijn ze al 
afgedrukt. Meer informatie hierover volgt in hoofdstuk 16.
Op oudere U N I X - i n s t a l l a t i e s  (UNIX V 7 ) wordt het commando 'lpr' 
in plaats van 'lp' gebruikt, en bestaat Ipstat niet.
pr l i m e r i c k  gegevens ' lp
Da files 'limerick' en 'gegevens' worden in pagina's verdeeld, op 
elke p a g i n a  v o o r z i e n  van een kopregel met de naam van de file en 
het p a g i nanummer , en daarna worden ze op de reg eldrukker 
afgedrukt. We zien hier hoe 2 commando's van UNIX aan elkaar 
geknoop t worden: de uitvoer van pr gaat nu niet naar de terminal 
maar wordt aan lp doorgegeven.
pr zet dus de kop regel boven elke pagina van de file en lpr zorgt 
er v e r v o l g e n s  voor dat die uitvoer op de regeldrukker afgedrukt 
wordt. ( In h o o f d s t u k  7 komen we hier nog uitgeb reider op terug).
4*3 M a n i p u l a t i e s  met files
V e r d e r  kent UNIX de volgende commando's die een hulp zijn bij 
het b e h e e r  van files.
$_ cp ene andere (copy)
De file 'ene' w ord t gekopiee rd naar de file 'andere'. Als 'ene' 
niet bestaat krijgt u de foutmelding:
c p : cannot acce ss ene
Als de file 'andere' al bestaat dan gaat de oude inhoud ervan 
verloren. De file 'ene' wordt gekopieerd, d.w.z. de file 'ene' 
blijft b e s t a a n  en heeft na aflpop van dit commando dezelfde inhoud 
als * a n d e r e ' .
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$ iv ene andere (move)
De naam van de file 'ene' wordt veranderd in ’andere*. Indien 
'andere' reeda “bestond dan gaat zijn oude inhoud verloren.
$_ rm bestand (remove d.w.z. verwijder)
De file 'bestand* wordt weggegooid. Dit commando is 
onherroepelijk. Als u een file hebt w egge gooid dan is het niet 
meer mogelijk de file terug te halen. Bij dit commando mag een 
willekeu rig aantal file-namen o p g e ge ven worden.
NOTA BEïïB ■
Bij de meeste installaties is het g e b r u i k e l i j k  om op gezette 
tijden (bijvoorbeeld eens per week) c o piee n te m aken  van 
alle files, en die te bewar en (de a.g. b a c k u p ) . Op speciaal 
verzoek kunt u dan een file t e rug krijgen in de vorm waarin 
die zich bevond op het moment dat de b ackup werd gemaakt.
4•4 Namen van files
Tot nu toe h ebben we in de v oorbeelden  alleen nog maar letters 
en cijfers gebruikt voor de namen van files. Aan dat gebruik zijn 
b e per kingen opgelegd.
De naam van een file kan bestaan uit maximaal 14 tekens. Als 
teken komt in principe elk w i l l e k e u r i g  teken in aanmerking. Een 
aantal tekens kunt u echter beter v e r m i j d e n  omdat ze een speciale 
betekenis hebben. Het is daarom v e r s t a n d i g  om (zeker voor de 
beginneling) voor file-namen alleen letters (HOOFD- en kleine 
letters), cijfers, de _  en de . te gebruiken. De punt (.) moet u 
echter niet als eerste teken van een file-naam neme n omdat dat ook 
weer een speciale betekenis heeft, waar we hier niet v e r d e r  op in 
willen gaan.
Altijd af te raden is het gebruik van de tekens * t ?, /, [ en ]. 
Verder zijn als eerste teken voor een file-naam altijd de punt(.) 
(zie hiervoor), het plusteken(+) en het minteken(-) af te raden. 
(Komma n d o ' s kunnen dan geen onderscheid m e e r  m a k e n  tussen 
vlaggetjes en file-namen).
4 * 5 Speciale tekens in filenamen
Tot nu toe is steeds gesuggereerd dat UNIX zelf (wat dat ook 
moge zijn) de opdrachten die de gebruike r achter de terminal 
intikt zelf interpreteert. Dit is echter niet helemaal juist. 
UNIX c o m m a n d o’s worden van de terminal gelezen en u i t g e v o e r d .door 
een programma dat de 'Shell' wordt genoemd. *) Iederee n die aan 
een terminal zit, wordt zo bediend door zijn 'eigen' shell. De 
'$ ' prompt is de h e r kenningsm elodie van de shell. Deze shell 
kent nu aan bepaalde tekens een speciale betekenis toe, net zoal3 
wé hebben gezien dat de editor doet met een aantal tekens (bijv.
*) Strikt genome n is dat niet helemaal juist: de 
programma's worden niet door de Shell u itge v o e r d  maar 
alleen door de Shell gestart. Het verschil is voor een 
beginnend gebrui ker niet van belang.
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$, . , * e n z ) .
Het best ia de b e t e k e n i s  v a n  enkele tekens aan de hand van 
v o o r b e e l d e n  uit te leggen.
Stel iemand i3 b ezig met het intikken van de tekst van een 
boek. Logisch g e z i e n  is een boek meestal onderverdeeld in 
h o o f d a t u k k e n . Omdat de editor ed geen uitzon d e r l i j k  grote files 
aan kan maken, is het verstandig om voor elk hoofdst uk apart een 
file te m a k e n  of als de h o ofdstu kken zelf erg groot zijn een nog 
fijner v e r d e l i n g  te maken.
Neem aan dat dit h i e r  het geval is en dat ve het boek over de 
files 1h f d 9 tukl .1 * , 'hfdstukl .2 ' , 'h f d s t u k l . 3 ',
'h f d s t u k 2 .1 * , *h f d s t u k 2 .2' , .... hebben verdeeld.
Het hele boek kan nu op de regeldrukker afgedrukt worden m.h.v.
£  lp h f d s t u k l . 1 h f d s t u k l . 2 .... hfdstuk2.1 hfd3tuk2.2 ....
Vooral als het boek over veel files opgedeeld is dan is dit een 
vervelend t y p e w e r k  dat aanleiding geeft tot het maken van fouten. 
De 3hell maakt het mog elijk hiervoor een afkorting te gebruiken en 
wel als v o l g t :
£  lp hfds tuk*
De '*' b e t e k e n t  "iets willekeurigs". (Het be tekent dus niet zoals 
in de editor 0 of meer keer herhaling van het voorafgaande 
teken!!). Door deze opdracht te geven worden alle files op de 
r e g e l d r u k k e r  afgedrukt, waarvan de naam begint met hfdstuk.
Het g e b r u i k  van de '*' is niet beperkt tot het commando lp, maar 
het is een eigenschap van de shell: Overal waar file-namen 
op g e g e v e n  mogen w o r d e n  kan van deze afkorting gebruik gemaakt 
wo r d e n .
£  ls h f d stuk*
geeft een o p s o mming van alle h o ofds tukken die er zijn.
De * mag op elke w i l lekeur ige plaats en zelfs meerdere keren 
gebruik t worden:
£  rm * s t u k 1 *  l*k
Alle files waar stukl een gedeelte van de naam is (hetzij vooraan,
hetzij achteraan, hetzij in het midden) en alle files waarva n de 
naam met een 1 begint en op een k eindigt worden weggegooid.
£  pr *
Alle files w o r d e n  op de terminal afgedrukt.
Een b e r u c h t e  typefout is de volgende:
£  rm h f d s t u k  * 
als b e d o e l d  wordt:
£  rm h f d stuk*
In het foute commando wordt g especificeerd dat file hfdstuk (als 
die er is) en v e r v o l g e n s  _al uw files weggegooid kunnen worden.
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Let dus op: de computer doet altijd wat u zegt, en m a a r  zelden wat 
u bedoelt!
Naast de '*' kennen we nog andere tekens, die m i n d e r  b e l a n g r i j k  
zijn maar toch wel aardig om te weten:
? : betekent fefen w i l lekeurig teken
$_ la -1 hfdstuk?. 1
geeft' inforiatie over h f d s t u k 1.1 h f d s t u k 2.1 ... h f d s t u k 9*1. Vanaf 
h o o f d s t u k  10 krijgt u geen i nform a t i e  m e e r  omdat daar het n u m m e r ­
deel van de naam uit meer dan 1 c i j f e r  bestaat.
$_ lp hfdstuk[ 1 23]*
drukt de h o o f d s t u k k e n  1, 2 en 3 (dwz alle o n d e r v e r d e l i n g e n  van 
deze) af op de regeldrukker.
[...] betekent n.1. dat op die plaats in de f i l e - n a a m  feèn van de 
tekens tussen [ en ] mag staan, in dit geval dus 1, 2 of 3* He * 
geeft vervolgens nog aan dat het er niet toe doet wat er daarna 
nog achter komt.
In het v a k j a r g o n  heten deze speciale s y m bolen  w i l d - c a r d s  en het 
v e r v a n g e n  door de shell van deze w i l d c a r d s  door volledige 
filenamen noemt men filenaa m-expansie.
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5• D o c u m e n t a t i e  van UNIX commando's
Een aantal c o m m a n d o ' s  zijn nu meer of minder uitgebreid de 
revue g epassee rd. Ben precieae beschr ijving van alle commando's 
is te v i n d e n  in het h o o f d s t u k  I van het UNIX programraera manual. 
Tan elk commando is ook een beschrijving beschikbaar, die op het 
t e r m i n a l  a f g e d r u k t  kan worden; dit gaat met het 'man' commando:
$_ m a n  who
zet een b e s c h r i j v i n g  van het who-commando op uw scherm 
$_ man man
geeft een b e s c h r i j v i n g  van het m a n -commando zelf.
Zoals reeds eerder opgemerkt zijn deze besc hr i j v i n g e n  in het 
Engels g e s c h r e v e n  en v a a k  doorspekt met vakjargon. De schrijvers 
van TJNIX h e b b e n  in hun documentatie zeer rigoreus beknoptheid en 
e x a c theid g e p r e f e r e e r d  boven uitweidende woordenvloeden.
Een lijst van alle commando's die UNIX kent is opgenomen in een 
a p p e n d i x  van dit dictaat.
Het 'man' commando vergt erg veel opslagruimte in de computer. 
Daarom zal het bij sommige co mputerin s t a l l a t i e s  niet b e s c h i k b a a r  
zijn.
Het (online) manual is verdeeld in hoofdstukken. Elk hoofdstuk  
be v a t  inform a t i e  over een deel van de f a c i liteiten van UNIX. In 
de v o l g e n d e  lijst vindt u wat in welk hoofdstuk staat: *)
1 G e b r u i k e r s c o m m a n d o 's
De c o m m a n d o ' s  zoals ze in dit dictaat beschr even staan.
2 S y a t e m - c a l l s
Bedoeld  voor de p rogramm eur die vanuit zijn progr a m m a  
r e c h t s t r e e k s  met de 'kernei' van het UN IX-syateem wil 
c o m m u n i c e r e n .
3 B i b l i o t h e e k  functies
Bedoeld  voor de C -pro g r a m m e u r  die in zijn programma gebruik wil 
m a k e n  van a l l e r l e i  standaard C-functies.
4 F i l e - f o r m a t s
Bevat inf ormatie over de lay-out van allerlei U NIX-b e s t a n d e n  
die door UNIX zelf of door programmeurs gebruikt worden.
5 A l l erlei
I n f o r m a t i e  over m a c r o - p a k k e t t e n , diverse functies en tabellen.
6 Spell e t j e s  
Spreekt vo or zich.
*) In een UNIX V7 s y s teem ia de indeling iets anders
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7 Bandap paraten
Informatie over de op de computer a a n g e s l o t e n  randapparatuur: 
terminals, printers, disk3 enzovoorts. Bedoeld voor de 
programmeur die moet weten hoe hij v a n u i t  een programma 
gegevens naar een apparaat moet s c h r i j v e n  of hij het moet 
lezen.
8 Fac ili t e i t e n  voor de s y s t e e m b e h e e r d e r
Commando's en w e t e n s w a a r d i g h e d e n  die v e r b a n d  h oude n met de 
werking en onderhoud van UNIX zelf. Een deel hiervan is 
overigens ook in hoofdstuk 1 ondergebra cht (gewone gebruikers 
kunnen commando's voor de s y s t e e m b e h e e r d e r  niet uitvoeren).
Het manual is binnen een h o o f d s t u k  o p g e d e e l d  in pagina's, 
gesorteerd volgens naam van het specifieke onde rwerp (commando, 
systemcall, randapparaat enzovoorts). B innen een dergelijke 
pagina, wordt de informatie gegeven in de v o l gende  vorm:
NAME
He naam van het commando (of systemcall, functie enz.) gevolgd 
door een korte omschrijving van de functie die het heeft.
SYNOPSIS
Een korte samenvatting v a n  de mogeli jke vlaggetjes, filenamen 
die op de commando-regel nodig zijn.
DESCRIPTION
Een uitgebreidere oms chrijving van de bete kenis van de 
vlaggetjes, wat het commando doet enzovoorts.
FILES
Hulpb e s t a n d e n  die het commando - vaak onzic h t b a a r  voor de 
gebrui ker - gebruikt.
SEE ALSO ■
Een doorverw ijzing naar andere g e r e l a t e e r d e  commando's, 
system-calls ena.
BUGS
Fouten die in het programma zitten.
- 31 -
6 • N a a m r e g i s t e r s  van files (directories)
UNIX h o udt voor iedere gebruiker een lijat van files bij die 
die g e b r u i k e r  gemaakt heeft. Met een engelse term wordt een 
d e r g e l i j k e  lijst een directory genoemd, wat zoveel betekent als 
een ’naamregister' .
Zo kan U N I X  o nderschei d maken tusaen file3 die wel eenzelfde 
naam hebben, maa r door verschillende gebruik ers gemaakt zijn: ze 
zijn in v e r s c h i l l e n d e  directories ondergebracht.
Als files dus in verschille nde directories staan dan hebben ze in 
p r i n c i p e  niets met elkaar gemeen, ook al zouden ze m i s s chien 
dezelf de naam k u n n e n  hebben. *)
Iedere g e b r u i k e r  heeft een "eigen directory" toegewezen 
gekregen. Alle files die u gaat m a k e n  wo rden in die director y 
opgenomen, tenzij u uitdrukkel ijk een andere directory opgeeft.
De d i r e c t o r i e s  zijn h i e rarc hisch gest ruktureerd d-w.z. in elke 
d i r e c t o r y  kunnen, naast files, weer andere directories opgenomen 
zijn (s u b - d i r e c t o r i e s ) , waarin weer files en directories opgenomen 
k u n n e n  zijn etc..
Deze h i e r a r c h i s c h e  struktuur lijkt veel op een (op zijn kop 
gezette) boom, waar uit de wortel meerdere takken ontspruiten, 
die, naast bladeren, op hun beurt weer zijtakken kunnen hebben 
e t c .  * .
De d i r e c t o r i e s  k o r r e s p o n d e r e n  met de (zij)takken van de boom 
terwijl de files korresponderen met de bladeren van de boom.
Het is m o g e l i j k  door de boom heen "te lopen", waardoor elke 
file in het systeem (filesysteem) te vinden is, n.1. door bij de 
wortel van de boom te beginnen en vervolgens de juiste takken van 
de b o o m  af te lopen. Ook kan van elke will ekeurige plaats in de 
boom t e r u g g e l o p e n  worden naar de wortel in de boom.
$_ pwd (print working directory)
geeft de naam van de directory waarin u aan het werk bent. In 
deze d i r e c t o r y  w o r d e n  ook de files opgenomen, die u gaat maken. 
Stel dat het antwoord was:
,/usr/ g e b r u i k e r s n a a m
'gebruikersnaam* is de d i r e ctory waarin u op dat moment aan het 
werk bent. Deze directory is opgenomen in de directory ' u s r ' , die 
op zijn beurt weer op genomen is in de directory waarmee de
wortel van de boom wordt aangeduid.
ls / u s r / g e b r u i k e r s n a a m
geeft d e z e l f d e  lijst van file-namen die u gekrege n zou hebben 
w a nne er u alleen maar
*) Een u i t z o n d e r i n g  hierop zijn de gelinkte file3 (zie 
h o o f d s t u k  11).
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$ la
had ingetikt. Het eerste commando geeft de namen van. de files en 
directories die in de aangege ven directory zijn opgenoaen, terwijl 
de Is zonder a rgumenten de namen van de files en de directories in 
de "huidige directory" afdrukt.
$ I s  /
zal iets opleveren als
bin
dev
e t c
lib
tmp
hetgeen de belangrijkste directories zijn w a a r i n  eigen spullen van 
UNIX staan.
$_ cat / u s r / g e b r u i k e r s n a a m / l i m e r i c k
zal de inhoud van de file limerick op het scherm zetten, 
/ u s r / g e b r u i k e r s n a a m / l i m e r i c k  wordt de "volledige padnaam" van de 
file limerick genoemd: het geeft de volledige naam van het pad dat 
vanuit de wortel {/) van de boom gevolgd moet w o rden om bij een 
bepaalde file te komen. (De versch i l l e n d e  s u b - d irec tories worden 
daarbij door een '/' van elkaar gescheiden).
Het is in UHIX een algemene regel dat overal waar u de naam van 
een file kunt gebruiken, u ook de volledige p a dn aam op mag geven,
De volgende tekening v e r d u i d e l i j k t  het voorgaande  verhaal 
hopelij k enigszins:
'/' (de wortel)/ /j\ \
/ /  \  \
/  /  ï  \  \
/ / ! \ \ 
bin etc usr dev tmp
/  \  /  \  /  f \  /  \  /  \7 I X 1 \/ ! \ 
jans maik hjt ■/ \ /! \ / \ 
/  \  / \
/ \ / \ 
limerick ... ... limerick
Uit deze tekening blijkt ook dat de limeri ck van jans niets te 
maken heeft met de limerick van hjt: ze staan in 2 verschillende 
directories. De padnaam van de lime rick van jans is 
'/usr/jans/limerick' terwijl de pad-naam van de limerick van hjt 
*/usr/hjt/limerick' is.
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6.1 G r o e p e r e n  van filea
Het is m o g e l i j k  zelf directories te maken. Dit is vooral 
handig w a n n e e r  aan meerdere projekten gewerkt wordt en u wilt de 
files per projekt groeperen, U maakt dan per projekt een 
d i r e c t o r y  w aarin de files worden geplaatst die bij het 
d e s b e t r e f f e n d e  projekt horen.
$_ mkdir projektt p r o jekt2 (make directory)
In de huidige  d i r e c t o r y  worden 2 nieuwe directories gemaakt, met 
de naam 'projektl* en 'projekt2'. Aan de output van 'ls -1' kunt 
u ook zien dat het directori es zijn: is de eerste positie op de 
regel een *d' dan handelt het zich om een directory; 3taat er een 
dan is het een "gewone" file.
Er zijn m e e rde re ma nie r e n  om bv. voor projektl files te maken. 
Dit kan m.b.v.
$_ ed p r o j e k t l / f i l e - n a a m
raaar het is ook mogelijk, en gebruikelijker, om de dir ectory
w a a r i n  u aan het werk bent, de zgn. "huidige directory", te 
veranderen.
$_ cd projektl (change directory)
v e r a n d e r t  de huidige directory in 'projektl'. In feite wordt 
h i erm ee een stap dieper in de boom gelopen. Daarna zal m.b.v.
$_ ed file-naam
een nieuwe file gemaakt kunnen worden, dat nu echter in de 
d i r e c t o r y  "projektl" op genomen wordt.
M . b . v .
$_ cd . .
kan m e n  weer 1 niveau  hoger in de boom gaan. De is een
specia le c o d e - a a n d u i d i n g , met de betekenis: "een stap omhoog". U 
mag in plaats hiervan  n atuurlijk altijd de volledige padnaam 
opgeven  van de d i r e c t o r y  die de "huidige directory" moet worden.
Ala na v e r l o o p  van tijd projektl afgesloten is dan kunnen de 
files en de d i r e c t o r y  die voor dit projekt aangemaakt zijn 
opgeru imd worden. Dit gaat op de volgende manier:
$_ cd projektl 
$ ri *
alle files uit de d i r e c t o r y  projektl worden nu weggegooid. 
jB cd . .
ga 1 n i v e a u  h o g e r  in de boom
$ rmdir projektl (remove directory)
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waarmee de direc tory 'projektl' w e g g e g o o i d  w ordt (als er nog files 
in staan krijgt u een waarschuwing, en gaat het weg gooien niet 
d o o r ) .
Met het cd-commando is het ook m o g e l i j k  naar de directories van 
andere gebrui kers te gaan, voor aover de p r o t e c t i e a  dat tenminste 
toestaan. Bijvoorbeeld:
$_ cd /us r/andere - g e b r u i k e r  
$ ls
geeft een lijst van file-namen die in de d i r e c t o r y  van de andere- 
gebruiker zijn opgenomen.
$_ c d
Het c d - c o m m a n d o , zonder argumenten, brengt u weer terug in de 
directo ry waarin u begon direkt nadat u ingelogged had.
6.2 Nogmaals filenamen
Een korte recapitulatie van het voora f g a a n d e  wat betreft 
filenamen:
Begint een filenaam met '/* dan zal UNIX de file opzoeken via 
een pad dat begint vanuit de wortel ('root* in het engels).
Begint een filenaam niet met '/' dan zal UNIX de file opzoeken 
via een pad dat begint in de huidige directory.
Wordt (als onderdeel van) de filenaam gebruikt dan
betekent dit: ga een stap omhoog in de boom.
De filenaam ia een synoniem van de huidige directory ('ls
-1 .’ geeft he tzelfde als 'ls -1').
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7 * Invoer, u i t v o e r  en files
De m e e a t e  c o m m a n d o’s die we tot nu toe gezien hebben produceren 
u i t v o e r  op de terminal. Sommige c o m m a n d o’s, zoals de editor, 
a c c e p t e r e n  ook invoer van de terminal.
In ÜNTX is het m o g e l i j k  in plaats van de terminal voor zowel 
invoer als uitvoer files te gebruiken.
$_ 1 3  .
geeft een lijst van f ile-namen op de terminal.
$_ la > lijst
schrijft dezelfde lijst van file-namen naar de file, genaamd 
'lijst'. Als de file 'lijst' nog niet bestond, dan wordt hij 
gemaakt en anders wordt de oude inhoud overschreven.
Het ’> '-teken betekent voor UNIX dat de uitvoer die normaal naar 
de terminal g e s c h r e v e n  zou worden, nu naar de file gestuurd wordt 
die na dit '>'-teken aangegeven  is. •
_$ cat bí b2 b3 > tijdelijk
voegt de inhoud van de files b 1 , b2 en b3 samen in een file 
'tijdelijk'. Als 'tijdelijk' vöör het geven van dit commando al 
zou bestaan, dan aou de oude inhoud van deze file verloren gaan en 
v e r v a n g e n  wo rden door de samengevoegde inhoud van files b 1 , b2 en 
b3-
Het *>>'-teken voegt de uitvoer die normaal naar de terminal 
gaat toe "aan het eind van" de file die na dit teken genoemd 
wo rd t .
_$ cat b 1 b2 bj >> tijdelijk
voegt de inhoud van de files ' b 1 * f 'b 2 ' en 'b j ' toe aan het eind 
van de file 't i j d e l i j k ' . De bestaande inhoud wordt dus niet 
o v e r s c h r e v e n . Als achter de file ' t i j d e l i j k’ nog niet bestond, 
dan wordt hij gemaakt.
Op een soortgelijke manier geeft het '<'-teken aan dat men geen 
invoer van de terminal wil lezen, maar dat die invoer staat in de 
file die na het ' <’-teken genoemd wordt.
Zo kan m en b.v. een atel editor c o m m a n d o’s die m e n  standaard veel 
gebruik t in een file 'script' zetten. Vervolgens kan de editor 
deze commando's uitvoeren m.b.v.
$ ed file-n aam < script
Een ander veel v oo rkomende toepassing is de volgende: men maakt 
met de e d - e d i t o r  een brief die men aan een gebruiker wil toesturen 
(men kan dan g e m a k k e l i j k  correcties aanbrengen) en verstuurt dan 
de brief als volgt:
$ mail g e b r u i k e r s n a a m  < brief
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7•1 De b e g r i p p e n  s t a n d a a rd-invoer en - u i t v o e r
In UNIX worden de begrippen s t a n d a a r d - i n v o e r  en standaard- 
uitvoer vaak gehanteerd (engels: Standard input en Standard 
output). In feite zijn dit een soort s y m b o l i s c h e  ' l i j n e n’ via 
welke elk programma onder UNIX gegevens kan lezen (standaard 
invoer) en w a a r h e e n  het gegevens kan s c h r i j v e n  (standaard 
u i t v o e r ) . De standaard invoer lijn i3 m e e stal vastge k o p p e l d  aan 
het toetsenbord, de 3tandaard uitvoer  lijn aan het beeldscherm.
Op deze m a n i e r  leest een programma dus van standaard invoer als 
het gegevens van het toetsenbord wil hebben. Als het gegevens 
naar het beeldscherm  wil sturen, dan schrijft het naar standaard 
uitvoer. Het volgende plaatje geeft dit weer:
toetsen= standaard --> 
bord invoer
--> standaard = beeld 
ui tvoer scherm
Door middel van de symbolen *>', *>>', en '<* op de commando- 
regel m anipu l e e r t  u als gebruiker in feite met de verbinding 
tussen atandaard invoer/uitvoer en de plaats waar deze naar toe 
moeten "wijzen". Het commando:
^  commandonaam .....  > file2 < filel
zal tot gevolg hebben dat standaard i n v o e r / u i t v o e r  losgekoppeld
wordt van de terminal, en daarna naar filel en file2 "gericht" 
w o r d e n :
filel = standaard --> 
invoer
--> standaard 
uitvoer
file2
Deze manipu l a t i e  met standaard i n v o e r / u i t v o e r  geschiedt 
overigens geheel onzichtbaar voor het commando. Het is de "Shell" 
die voor de juiste verbindingen zorgt en als het commando gestart 
is kan het zonder meer gaan werken met standaard invo er/uitvoer 
die door de Shell verbonden zijn met het door de gebruiker 
opgegeven object: terminal, files of zelfs andere r a n d a p p a r a t e n .
Het m a n i p u l e r e n  met deze standaard invoer en u i t v o e r  noemt 
in het vakjar gon l/O-redirection.
men
7 • 2 Protecties
Een padnaam zult u niet veel g e b r uiken  w a n n e e r  u alleen maar in 
uw eigen directory werkt. Haar als andere gebruikers uw boek af 
willen drukken dan kan dat door:
$_ lp /usr/uw- na a m / h f d s t u k *
Iedere gebr uiker kan echter v e r h i n d e r e n  dat andere gebruikers 
zijn files lezen, wijzigen, of u i t v oeren (in het geval van een
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programma). Alle UNIX gebruikers zijn daartoe in groepen 
ingedeeld en aan elke file zijn protecties toegekend voor:
- de e i g ena ar v a n  de file.
- de g e b r u i k e r s  die tot dezelfde groep behoren als de eigenaar.
- de overige gebruikers.
Hoe de l e e s / s c h r i j f  permissies voor een file staan ziet u aan de 
lijst g e p r o d u c e e r d  door het 'la -1' commando:
rw-r--r-- 
+ + * * + +
i i i  i i  i 
I ! I 1 ! tI ^ J  t l  t l
I
I
I I I
i ------- ~ r  t
i i \
e i g e naar groep overige gebruikers - protectie info
Het '-rw-r--r*-' regeltje moet u opdelen in drie groepjes van drie 
tekens (het meest linkse doet niet mee). Van links naar rechts 
geeft dit dan aan:
p r o t e c t i e  voor de eigenaar 
In het voorbeeld: ' r w - ' .
Betekent: eigenaar mag lezen (r), schrijven (w) . 
pr o t ectie voor de groep
In het voorbeeld: 1 r— ’
Betekent: leden van de groep mogen lezen(r), maar NIET 
sc h r i j v e n  in de file. 
p r o t e c t i e  voor alle andere gebruikers 
In het voorbeeld: 'r--*
Betekent: alle andere m ogen alleen maar lezen(r), maar NIET 
s c h r i j v e n .
St a n d a a r d  geeft UNIX bij het maken van een file aan die file een 
p r o t e c t i e  (bescherming) waarbij iedereen de file mag lezen (r, 
voor read) Ook de groep waarvan hij deel uitmaakt krijgt dat 
privilegie, m a a r  alleen de eigenaar van de file mag hem v e r a n d e r e n  
(w, voor w r i t e ) . Voor nadere details wordt naar het UNIX 
p rogra m m e r s  manual [l] v e r w e z e n  en in het b i j z onder naar ls(l) en 
chmod(l). Hoe u de s t a n d a ard-pro tecties van een file kunt 
v e r a n d e r e n  wordt ook behandeld in hoof dstuk 13 van dit dictaat.
Nog een voorbeeld:
_$ ls -1 limeric k
- r w - r ---- 1_ jans other 1 2 Jun 23 09^41 limerick
geeft uitge b r e i d e  informatie over de file 1 limerick' . Het eerste 
teken geeft aan of de naam de naam van een file (-) of de naai van 
een d i r e c t o r y  is (d) en vervolgens geeft het informatie over de 
b e v o e g d h e d e n  die resp» de eigenaar, de groep en de and ere 
gebru i k e r s  h e b b e n  ra.b.t. lezen, wijzigen en uitvoeren van de file: 
de e i g e n a a r  mag lezen en schrijven, de g roepsled en mogen lezen en 
alle an dere m e n s e n  mogen noch lezen noch schrijven.
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UNIX kent eveneens een m anier om u i tvoer van een commando, die 
normaal naar de terminal gaat, naar een ander commando te sturen, 
dat dan zijn bewerkingen daarop kan uitvoeren. Dit gaat rn.b.v. 
een zgn. pijpleiding (pipe), waarmee 2 (of meer) commando's aan 
elkaar geknoopt worden.
$_ pr f g h
drukt de files f, g en h af op de terminal, waarbij elke file op 
een nieuwe pagina begint en elke pagina van een kopregel voorzien 
i s .
Als u die files op de regeldrukker zou willen hebben dan zou dat 
op de volgende manier kunnen:
$_ pr f g h > tijdelijk 
$_ lp tijdelijk 
rm tijdelijk
Al dit (type)werk is echter niet nodig. Vat we eigenlijk 
willen is dat de uitvoer van pr aan lp overhan digd wordt, die 
ervoor moet zorgen dat deze uitvoer op de regeldrukker gezet 
wordt. Daarvoor wordt in UNIX een pijple i d i n g  (pipe) gebruikt.
$_ pr f g h | lp
De pi jpleiding '¡' geeft aan dat de u i t v o e r  van pr via de 
pijpleiding naar het commando lp gaat. Het commando lp beschouwt 
alle informatie die uit de pijpleid ing komt als zijn invoer en 
drukt het derhalve op de regeldrukker af.
Bij het gebruik van pijple idingen moeten voor de d uidelijkheid een 
aantal o p merking en geplaatst worden:
NB. 1 :
Elk programma dat zijn invoer normaal van de terminal leest kan 
die invoer ook via een pijpleiding a a n g e b o d e n  krijgen.
Elk programma dat zijn uitvoer normaal naar de terminal 
schrijft kan dit ook aan een pijpleiding aanbieden.
Daarbij mogen m.b.v. meerdere p i j p l e i d i n g e n  net zoveel 
p r o g r a m m a ' 3 aan elkaar geknoopt worden als u zelf nodig denkt 
te hebben.
NB. 2 :
Veel commando's onder UNIX zijn zo geschreven, dat ze hun
invoer van èèn of meer files pakken in het geval files als
a rgumenten meege g e v e n  zijn. Is er echter geen enkele file als 
argument meegegeven dan wordt de invoer van de terminal 
gelezen. Om die reden k unnen dergelijke p rog ramma's ook in een 
pijpleid ing gebruikt worden. lp is daar een voo rbeeld van.
$ lp
Deze zin komt op de regeldrukker.
<CTRL-D>
$ ■
De <CTRL-D> vanaf het terminal is voor UNIX een teken dat het 
eind van de invoer bereikt ia.
7 . 3 Pij ple i d i n g e n  (pipea)
39
$_ la -1 } pr | lp
Nu w o r d e n  drie p r ogramma 's aan elkaar geknoopt: 'la - 1’ maakt een 
lijat van filenamen; deze lijat wordt door de pipe naar het 
command o 'pr* gestuurd dat er kopjes hoven aet en in pagina's 
indeelt; het resultaat van 'pr' gaat dan naar 'lp' die ervoor 
zorgt dat het u i t e i n d e l i j k e  resultaat op de printer komt.
$_ who j wc -1
Het p r o g r a m m a  'who' maakt een lijst van ingelogde gebruikers. 
Deze lijst wordt doorgestuurd naar het nog niet behandelde 
commando 'wc -1' dat telt hoeveel regels in deze lijst voorkomen, 
en het resultaat (in feite dus het aantal ingelogde personen) 
wordt op de terminal afgedrukt.
Nog wat voorbeelden, van nuttige pijpleidingen:
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8 . De shell - inleiding
Zoals al eerder gezegd is, is de shell een programma dat 
gestart wordt nadat men heeft ingelogged. De shell interpreteert 
de commando's die u achter de terminal intikt, waarbij aan 
bepaalde tekens, zoals de een speciale betekenis toegekend
w o r d t .
De Shell is echter tot mèèr in staat. In dit (vrij 
uitgebreide) hoofdstuk zullen we allerlei zaken bekij ken die te 
m a k e n  hebben met het m a ni puleren met commando's. Voor een eerste 
lezing kan m e n  volstaan met de paragraf en 8.1 t/m 8*3* De hierna 
volgende paragra fen bieden meer informatie en datgene wat in 
paragrafen 8.1 t/m 8.3 is behandeld komt nogmaals - maar dan 
uitgebreider - aan de orde. Hen moet aan dit deel van dit 
h oofdstuk beginnen  n&dat m e n  eerst wat ervaring met UNIX en de 
voornaamste Utilities (h oofds t u k k e n  11 t/m 16) opgedaan heeft.
8.1 Meerdere commando's op èfen regel
Tot nu toe hebben we gezien hoe de shell een commando van de 
terminal las, dit commando interprete erde en het vervolgens ter 
uitvoering aan UNIX overhandigde. Nadat het commando uitgevoerd 
is schrijft de shell de f$ ' prompt op het scherm ten teken dat 
een volgend commando uitgevoerd kan worden.
Eet is m o g el ijk de shell meerdere c o m m a n d o’s op feèn regel aan te 
bieden. Deze commando's moeten dan door een van elkaar
gescheid en worden. De commando' s w orden dan in de opgegeven 
volgorde na elkaar uitgevoerd en nadat alle commando's uitgevoerd 
zijn schrijft de shell de '$ ' prompt weer op het scherm.
$_ date; who
8.2 Achterg rond processen
Het is m o g e l i j k  meerdere losse c o m m a n d o’s gelijktijdig uit te 
laten voeren. Zo kan men tijdrovende commando's op de 
"achtergrond" laten draaien, terwijl in de tussentijd het terminal 
b eschikbaar  blijft voor ander werk, inplaats van dat de prompt "$ 
" wegblijft totdat het commando klaar is.
Stel er is een programma 'denker', dat nadat het gestart is, erg 
veel tijd nodig heeft om u i t e i n d e l i j k  een paar getallen te 
produceren. Men kan een dergelijk programma dan het best in de 
achtergrond zijn werk laten doen door:
$_ denker &
Het ’4 ’ teken aan het eind van de regel b e t ekent "start het c o m ­
mando, maar wacht niet tot het klaar i s”. De shell accepteert 
direkt nadat dit commando "gestart" is weer nieuwe c o m m a n d o’s van 
de terminal, die dan ook weer uitgevo erd worden.
Wanneer men een commando in de a c h tergrond laat draaien is het 
aan te raden, de uitvoer van dat commando naar een file te sturen
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i.p.v. naar de terminal. Anders is het n.1. mogelijk dat de 
u i t v o e r  van m e e r d e r e  c o m m a n d o 1 a die tegelijk in uitvoering zijn op 
de terminal v e rschij nt, w a a r d o o r  er geen touw m e e r  aan vast te 
knopen is. Of het kan g e b eure n dat er informatie naar de terminal 
g e s c h r e v e n  wordt terwijl u net een nieuwe regel aan het typen was.
$_ denker > d e n k e r . g e t a l  4
3257 '
Als een commando in de achtergrond gestart wordt, dan antwoordt 
UNIX met een getal dat het procesnumme r van dat commando genoemd 
wordt. Dit p r o c e s n u m m e r  kan eventueel gebruikt worden om het c o m ­
mando dat in de a c h t e r g r o n d  draait voortijdig te stoppen. Het is 
na m e l i j k  niet m o g e l i j k  een in de achtergrond draaiend commando met 
<CTRL C> te beeindigen . M.b.v. het kill commando kan een 
d e r g e l i j k  proces dan alsnog gestopt worden: kill 3257- Bent u 
intussen het p r o c e s n u m m e r  v e r g e t e n  dan kan het ps commando 
uitkoms t bieden. Voor meer informatie wordt naar ps(l) en kill(l) 
v e r w e z e n  of naar andere paragrafen in dit hoofdstuk.
M e e r d e r e  commando's die via een 
v e r b o n d e n  zijn kan m e n  ook (samen) 
d r a a i e n :
pijpleiding met elkaar 
in de achtergrond laten
$ commando 1 commando 2 i commando 3
V e rde r is het m o g e l i j k  m e e r d e r e  commando's, die in volgorde na 
elkaar u itge voerd m o e t e n  worden, in de achtergrond te laten 
d r a a i e n :
(commando 1 ; commando_2 ; c o m m a n d o _ 3 ) <&
Let hierbij op de haakjes, want typt U:
$ commando 1 ; co mmando 2 ; commando__3<5
dan wordt a lleen commando_3 in de achtergrond gestart, nadat c o m ­
mando 1 en comma ndo 2 op de gewone manier zijn afgehandeld.
S .3 shell scripts
De shell is een normaal UNIX commando c 
commando 's vana f de terminal gestart 
nieuwe shell w orde n gestart m.b.v. het sh 
shell is dan ook weer in staat c o m m a n d o’s 
u i t v o e r i n g  aan UNIX te overhandigen. Net 
het m o g e l i j k  de shell een script aan te b:
_$ cat shscript
date
who
$ sh shscript 
M on Feb 18 13 
t ty1 1
at net als alle an dere
kan wo rde n . Er k an een
command 0 . De ze ni euwe
te inte rpr e t e r e n , en ter
zoals b ij d e ed it or is
e d e n .
jans 
temp 
h jt 
maik
59:19 MET 
Jun 23 
t t y 12 Jun 22 
Jun 23 
Jun 23
1 985
t ty1 3 
t ty1 4
1 0:09 
1 7:39
TÖ:TT
1 3:48
-- 42 --
Het sh commando leeat zijn invoer nu van de file shscript ipv van 
de terminal. Het effekt i3 dat de commando's die in deze file 
staan, uitgevoerd worden alsof ze, elk apart, op de terminal 
ingetikt waren.
Het is mogel ijk het typen van 'ah ' te vermijden. Daartoe moet de 
file dat de c o m m a n d o’s bevat e z e c u t e e r b a a r  gemaakt worden. Voor 
details wordt verwezen naar chmod(l) en naar de laatste p aragrafen 
van dit hoofdstuk en naar ho ofdstuk 13- Nadat een file 
executeer baar gemaakt is kan vol staan worden met het intikken van
$_ shscript
en de commando's in de file shscript worden uitgevoerd. B e s t ande n 
als shscript waarin s h e l l - c o m m a n d o 1s zijn op genomen worden s h e l l ­
files genoemd. Deze files worden in UNIX veel gebruikt, vooral 
als men vaak bepaalde commando's in een bepaalde volgorde uit moet 
voeren.
Hiermee sluiten we de eerste inleiding tot de Shell af. 
Beginnende gebruikers adviseren wij eerst door te gaan met andere 
hoofdstukken (zie de inleiding) en daarna naar dit punt terug te 
keren en de overige paragrafen door te lezen.
8.4 De Shell comma ndo-in t e r p r e t e r  - meer informatie
Bij het woord 'UNIX' valt bijna a u t o m a t i s c h  het woord 'Shell'. 
Dit lijkt een beetje vreemd omdat de ’Shell' - zoals we zullen 
zien - een gewone U N IX -utility is, net als ' e d ' , 'ls' enzovoorts.
De laatste 'gewone' Utilities worde n echter niet of nauwelijks
genoemd in reclame- foldertjes over UNIX, terwijl aan de Shell veel
aandacht wordt besteed en er zelfs vaak een plaatje aan wordt 
g e w i j d :
> UNIX
< gebruikers
In dit plaatje komt de centrale rol die de Shell speelt duidelijk 
naar voren: de Shell is de 'laag' van de U N I X - m a c h i n e  die tussen 
de gebruiker en de rest van 'UNIX' (de UNIX kernei) zit. Als 
gebruiker / niet-progra mmeur heeft men in eerste instantie met 
deze ’Shell' te maken: het is de Shell die de $-prompt op het 
scherm zet, die het commando van de g e b r u i k e r  inleest, die de 
filenaan-eïpansie en l / 0 - r edi rection in terp r e t e e r t  en opzet en - 
zoals we straks zullen zien - nog veel meer dingen doet om het de 
gebruiker g e makkelijk te maken.
Het 'gezicht' van UNIX, de g e b r u i k e r s - (o n ) v r i e n d e l i j k h e i d , 
wordt in b elangri jke mate door deze Shell bepaald.
A propos: op nieuwere UNIX s y s t e m e n  heeft de g ebruiker de keuze 
uit meer dan èèn Shell. In dit h o o f d s t u k  (en in hoofdatuk 19) 
zullen we de z.g. Bourne Shell behandelen. Deze is de standaard 
UNIX Shell. Een andere, veel v oorko mende shell is de zogenaamde
UNIX
Shell
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C-Shell (zie h o o f d s t u k  20).
Met het b i n n e n s t e  gedeelte - de UNIX-kernel - heeft de 
g e b r u i k e r  gelukkig  niet rechtstreeks te maken. De Shell schermt 
de g e b r u i k e r  af en zet de g e b r u i k e r s - c o m m a n d o * 3 automatisch om 
naar ins tr u c t i e s  voor de UNIX-kernel.
In zekere zin kunnen we de 'kernei' verge l i j k e n  met alles wat 
onder de m o t o r k a p  van een auto zit: de motor zelf, de koppeling, 
v e r s n e l l i n g s b a k  enzovoorts.
De Shell fungeert dan als ’dashboard': als u de contact-sleutel 
omdraait wordt de accu met de electrische installatie verbonden, 
als u v e rder d o o r d r a a i t  begint de startmotor automatisch te 
draaien  en start de motor; u hoeft niet zelf elke keer onder de 
m o t orkap te d u i k e n  om de v e rbinding en te maken, aan de gaskabel te 
trekken en te kijken of er nog voldoende oliedruk is.
In een g e b r u i k e r s v r i e n d e l i j k e  auto komt alles netjes bij elkaar 
op het d a s h b o a r d  en bij de b e d i e n i n g s - o r g a n e n : de bestuurder hoeft 
niet veel meer te doen dan aan het stuur te draaien. Een super- 
g e b r u i k e r s v r i e n d e l i j k e  auto zal in de toekomst de gebruiker via 
een menu v r a g e n  waar hij naar toe wil en hem daarna daarnaartoe 
r i j d e n .
In dit h o o f d s t u k  zullen we zien hoe we de Shell kunnen 
g e b r u i k e n  om ons het leven geraakkelijker te maken. Verder zal 
ui t g e l e g d  w o r d e n  hoe de Shell zijn werk doet; kennis van de 
interne gang van zaken is niet strikt nodig om de Shell te kunnen 
gebruiken, m a a r  zeker voor gevorderde gebruikers is het handig dat 
ze een beeld hebben van de zeer eigen wijze waarop de Shell te 
werk gaat.
In een volgend hoofdstyk zullen we verder hierop doorgaan en u 
het echt g ev orderde gebrui k van de Shell uitleggen: hoe u door 
middel van zelf g e s c h r e v e n  programma's UNIX al die dingen kunt 
laten doen w a a r v o o r  in de standaard-vorm geen direct commando is.
8-5 De Shell tot nu toe
Voordat we v e r d e r  gaan met de Shell is het verstand ig om even 
terug te zien naar de voorafgaande h o o fdstukke n en hierin te 
i n v e n t a r i s e r e n  dat wat eigenlijk 'Shell' was - zonder dat dit daar 
met zoveel w o orden verteld werd.
De $-prompt
is in feite afkomstig van de Shell: hij vraagt u om een 
commando te geven.
Het door u gegeven commando
wordt door de Shell gelezen en opgevangen. Dit is ook de reden 
dat de Shell een 'c o m m a n d o - i n t e r p r e t e r ' wordt genoemd: hij zal 
uw commando u i t p l u i z e n  en besluiten wat er verder mee gedaan 
moet worden. Voordat het commando echter uitgevoerd wordt zal 
hij eerst enkele dingen doen:
Filenaam expansie
wordt door de Shell verzorgd. Dit betekent dat de Shell alle 
‘wildcard-s y m b o l e n '  eerst vervangt door een expliciete lijst
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van. filenamen, voordat hij v e r d e r  gaat.
l/0 redirection
wordt door de Shell herkend. De Shell zorgt ervoor dat de 
standaard input en output verbonden wordt met de betre ffende 
file, randapparaat enzovoorts. Als er sprake ia van pipes zal 
de Shell ervoor zorgen dat straks meer dere commando's w o rden  
uitgevoerd waarvan de standaard input en output op de juiste 
manier onderling met elkaar zijn verbonden.
Uitvoeren van commando
doet de Shell meestal niet zelf! Slechts enkele commando's 
(waarvan u alleen 'cd' tot nu toe bent tegengekomen) worden 
door de Shell zelf uitgevoerd.
Voor alle andere commando's worden de U NIX- k e r n e l  en de 
UNIX-uti lities te hulp geroepen: door de Shell wordt opdracht 
gegeven aan de kernei om de u t ility m et de naam van het 
commando op te zoeken (ze staan in het filesysteem onder 
directories /bin, /usr/bin enz.) en te starten.
Hierna verliest de Shell de directe controle over wat er 
gebeurt: het commando wordt als z e lfstandig programma 
uitgevoerd en communiceert eventueel (bv. bij de editor) 
rechtstreeks met de gebruiker.
De Shell blijft in het systeem aanwezig. Hij zal echter 
niet veel doen, namelijk:
Wachten op beëindiging van commando
Terwijl het commando (ls, ed, enzovoorts) zijn werk doet, doet 
de Shell niets. Pas als het commando stopt zal de Shell zijn 
werk hervatten: hij kijkt of het commando op een 'normale' 
manier gestopt is; is dit laatste niet het geval, bijvoorbeeld 
omdat het commando door het systeem g eforc eerd beëindigd is 
omdat het iets probeerde te doen wat niet kon of mocht, dan zal 
het hierva n een melding g even (bijv. " M emory  fault - core 
dumped", we gaan hier verder niet op in omdat het betekent dat 
er een programmeerfout in het commando z i t ) .
Als het programma netjes gestopt is, dan zal de Shell weer 
terugkeren naar de eerste stap: een prompt op het scherm 
zetten, en van af dit punt herhaalt de gehele cyclus zich totdat 
de gebruiker als commando een ' *D' geeft wat betekent dat de 
Shell geen commando meer te v e r w a c h t e n  heeft en daarom stopt 
(wat neerkomt op uitloggen).
Het volgende plaatje is hiervan een gr afische weergave:
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Bij dit alles is het van groot belang dat u zich realiseert dat op 
het m o m e n t  dat het commando actief is er twee (en als er pipes 
zijn zelfs meer) p r o c e s s e n  in het systeem aanwezig zijn voor u: de 
Shell die wacht totdat het commando klaar is en het commando zelf 
dat als o n a f h a n k e l i j k  proces door de computer wordt uitgevoerd.
V e r d e r  is het b e l a n g r i j k  dat u zich realiseert dat het de Shell 
is die iets afweet van filenaam-expansie  en 1/0 redirectio n en 
h i e r v o o r  zorgt; de commando 's zelf hoeven geen filenaam-eipans ie 
of l / 0 - r e d i r e c t i o n  m e e r  te doen: ze k r ijg en alles keurig 
klaarg ezet door de Shell. Dit is de reden dat f i l enaam-e ipansie 
en l / 0 - r e d i r e c t i o n  voor alle UNIX-utilities uniform functioneert. 
Dit is ook de reden dat als de utility eenmaal gestart is en 
rechts t r e e k s  met de gebrui ker communiceert er in principe geen 
f i l e n a a m e x p a n s i e  en l / O - r e d i r e c t i o n  meer geldt (als u als ed- 
s u bcommand o geeft:
' 1,$p > file ' w o r d t  de output NIET in een file gezet).
Het is dus van groot belang dat u steeds in de gaten houdt of 
datgene wat u intikt bij de Shell belandt (in het algemeen alles 
wat u op de regel na de $-prompt  intikt totdat u RETURtf geeft) of 
dat het bij een 'gewone' UfilX-utility terechtkomt.
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Tot op dit moment hebben we U N I X - c o m m a n d o 's steeds op de 
volgende manier uitgevoerd: *)
$ commando-regel 
• * *
... (wachten op afloop commando,
... eventueel tegen commando aanpraten)
* «  *
$ volgende commando-regel
... (wachten op afloop commando,
... eventueel tegen commando aanpraten)
enzovoorts
We zullen dit noemen: commando's in de voorgrond uitvoeren. Ala 
we deze gang van zaken in de tijd bekijken, dan ziet dit er ala 
volgt uit:
commando 1 commando 2 commando 3
start stop start stop start stop
Een nadeel van deze methode is, dat u steeds moet wach ten 
totdat het vorige commando beëind igd is, voordat u met het 
volgende kunt doorgaan; meestal is deze gang van zaken inderdaad 
de meest geschikte, maar in sommige s ituaties kan het handig zijn 
dat u meerdere c o m m a n d o’s ge l ijktijdig kunt uitvoeren. ■
Stel u bent van plan om de volgende dingen te gaan doen:
- U wilt een complete lijst m a k e n  van het d i sk-ge bruik per 
directory onder de directory '/usr* en deze lijat in een file 
met naam 'lijst' zetten. Het meest geschik te commando hiervoor 
is: 'du /usr > lijst'. Als het zich echter om een groot 
filesysteem handelt kan het nogal lang d u r e n  voordat 'du' de 
gewenste lijst klaar heeft. Laten we aann emen dat het 15 
minuten kost om dese lijst te maken.
- Onafhankelijk hiervan wilt u ook nog een file editen. Stel dit 
kost u ook nog eens 15 minuten.
Als we deze dingen achter elkaar uitvoeren, kost het ons 30 
minuten. Zouden we ze gelijktijdig  doen (terwijl ’du' de lijst 
maakt, gaan we alvast 'editen') dan kost het ons 15 minuten:
achter elkaar:
du /usr > lijst 
start stop
< ------ 15 ------- >
en naast elkaar in de tijd:
8 . 6  Commando's ln de achtergrond
*) Het onderscheid met o n d e r s trepingen  t ussen datgene wat 
UNIX afdrukt, en dat wat de g e b r u i k e r  intikt, is in de 
hierna volgende voorbeelden weggelaten.
ed file 
start stop 
<----  15 ------- >
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. du / usr > lijst 
start stop
 <   15 ------------ >
ed file 
start stop
 <   15 -------------->
In het laatste geval spreken we van: een commando in de 
'achtergrond' u i t v o e r e n  terwijl we een ander commando in de 
'voorgrond' u i t v o e r e n ' . De commando's waarmee we via het 
toetse n b o r d  m o e t e n  blijve n communiceren (in dit geval 'ed' die 
s u b c o m m a n d o’s n o d i g  heeft) moeten we altijd in de voorgrond 
uitvoeren, terwijl commando's die - na gestart te zijn - geen 
m e n s e l i j k e  tussenko mst nodig hebben (in dit geval 'du /usr > 
lijst' die geen s u b c o m m a n d o 's vraagt) in de achtergrond uitgevoerd 
k u nne n worden.
Op de volgende  manier instrueert u de Shell om 'du /usr > 
lijst' in de a chte rgrond uit te voeren en om daarna een edit- 
sessie te starten:
$ du /usr > lijst &
34675 .
$ ed file
..... (edit subcommando's)
Het & - t eken aan het einde van een commando geeft aan: start dit 
commando in de achtergrond. De Shell zal niet wachten op afloop 
van dit commando en dan pas de volgende commando-regel inlezen. 
In plaats daar van zal hij het volgende commando al accepteren en 
u i t v o e r e n  m eteen na het starten van het a c h t e r g r o n d - c o m m a n d o .
Als het a c h t e r g r o n d - c o m m a n d o  gestart is, schrijft de Shell 
daarvan het zogenaamde proces-id (het nummer van het proces) naar 
de terminal (in dit geval: 34675» maar dat verschilt van geval tot 
g e v a l ) . Dit proces-id is de manier waarop de UNIX-kernel alle 
lopende p r o c e s s e n  nummert en uit elkaar houdt. U hebt dit nummer 
nodig als u het ach tergron d - p r o c e s  om de een of andere reden wilt 
stoppen. Voor a c h t e r g r o n d - p r o c e s s e n  geldt n a m elijk  dat ze bijna 
h e l e maal van de terminal worde n losgekoppeld*). en ze reageren 
niet m e e r  op de toetse nbord-inter rupt 'DEL' en equivalente 
t o e t s e n b o r d a a n s l a g e n . We komen hier dadelijk nog op terug.
U kunt als u wilt m e e rde re commando's in de achtergrond laten 
lopen; er kan slechts èèn commando in de voorgrond lopen (logisch: 
de Shell wacht totdat een v o o rg rond-comman do afgelopen is voordat 
hij het v o l g e n d e  a c c e p t e e r t ) .
Stel u wilt in b o v e n s t a a n d  voorbeeld tijdens het meten van het 
d i s k g e b r u i k  en het editen, ook nog de tekst -formatter starten; dat 
is een commando genaamd: 'nroff' en dat is berucht vanwege het 
feit dat het veel computer-tijd nodig heeft (op een middelm atig 
snelle m a c h i n e  kan het formatteren van een boek van 100 pagina's
*) Dit geldt niet voor standaard output van het proces, die 
met de terminal v e r b o n d e n  blijft, behalve als u expliciet 
door m i d d e l  v a n  redir e c t i o n  deze ergens anders naar toe 
r i c h t .
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U geeft dan de c o m m a n d o ' 3:
$ du /usr > lijst &
45 666
$ n r o f f  -ms hoofds tuk* > boek 
45688 
$ ed file
..... (e d - 3 u b c o m m a n d o 's )
• • * • •
$ ed v o l gen de file 
.....  (e d - 3 u b c o m i a n d o 's)
15 minuten duren)
waarna u twee commando's pa rallel in de a c h t e r g r o n d  hebt lopen 
terwijl u aan het editen bent:
du /usr > lijst <$ 
start stop
< ----  15 ---------- >
nroff -ms h o o f d s t u k *  > boek 
start
< --------------------  30
3 t Op 
---->
ed file 
start
<----- 15
stop 
---->
ed v o l g e n d e _ f i l e  
start stop
<-------  15 --------->
( acht e r g r o n d )
(achtergrond)
(voorgrond)
Als u al deze p r o c e ssen a c h t e r  elkaar in de voorgrond  laat 
lopen, duurt het 75 minuten, door de d a a r v o o r  g e s c h i k t e  p rocessen 
in de a chterg rond te zetten 3lech ts 30 minuten!
Bij deze t i j d s - b e r e k e n i n g e n  moet u toch een b e e t j e  oppaasen! 
Het is n a m e l i j k  nog altijd ao dat de c o m p u t e r  slechts fefen ding 
tegelijk kan doen. Paral l e l l i t e i t  wordt g e s i m u l e e r d  door snel van 
het ene naar het andere p r o g r a m m a - p r o c e s  h e e n  en weer te springen. 
Hierbij komt v a n  pas dat r a n d - a p p a r a t e n  (met name disks) meestal 
in staat zijn om zelfstandig g e g e v e n s  v a n  en naar het c o m p u t e r ­
geheuge n te transporteren, zodat de cpu kan r e k e n e n  terwijl de 
disk be^ig is kant en klare gegevens te lezen of te schrijven. U 
profiteert met name van p r o g r a m m a ' s  in de achtergrond, als het 
geheel aan proce s s e n  een e v e n w i c h t i g  geheel is van <lezen en 
s chrijven naar disk> - < c p u - r e k e n  werk> - < i n t e r a c t i e f  met de 
terminal werken>.
Als u twee zuivere r e k e n - p r o c e s s e n  zou s t a r t e n  (geen of w e inig 
disk- en t e r m i n a l - l / O } zal de totale tijd die het kost als ze in 
de achterg rond worden uitge voerd ongeveer g e l i j k  zijn aan de tijd 
die het kost als u ze achter elkaar  in de v o o r g r o n d  uitvoert. In 
de praktijk kost het in de a c h t e r g r o n d  u i t v o e r e n  dan zelfs wat 
meer omdat er wat tijd v e r l o r e n  gaat met het (geforceerd) heen en 
weer springen tussen de beide processen.
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Het symbool ' aan het einde van een commando dat bestaat uit 
meerde re s t u k k e n  v e r b o n d e n  door middel van pipes, zorgt ervoor dat 
de hele c o m m a n d o - r e g e l  in de achtergrond wordt gestart:
$ du / u a r  ] pr ' lp 4
zal niet a l l e e n  'lp' in de achtergrond starten, m a a r  ook ' p r’ en 
'du' .
We k o m e n  op dit vo orbeeld terug in de volgende paragrafen.
8.7 Hoe pakt de Shell a c h t e r g r o n d - p r o c e s s e n  aan
Als u er voor de eerste keer tegen aan kijkt lijkt het 
u i t v o e r e n  van processen  een nogal ingewikkelde zaak voor het 
systeem. A f g e z i e n  van het feit dat diep in de kernei inderdaad 
nogal wat moet gebe uren om alle lopende processen netjes 
'gelijktijdig' af te handelen - heeft de Shell er in elk geval 
w e i n i g  m o e i t e  mee om een proces in de achtergrond te zetten.
Immers ook bij een proces in de voorgrond geldt dat, eenmaal 
gestart, het commando z elfstandig - los van de Shell - uitgevoerd 
wordt. Het enige dat de Shell bij een a c h t ergrond-pr oces moet 
doen is niet meer w a c h t e n  totdat het proces afgelopen is maar 
m eteen d o o r g a a n  met het prom pten voor een nieuw commando ( a f g e z i e n  
van het op het scherm zetten van het proces-id en wat bo ekhouding 
bijhoud e n ) .
In de volgende figuur i3 dit w eerg egeven en u moet hem 
v e r g e l i j k e n  met de o v e r e e n komstige figuur in de vijfde paragraaf 
van dit hoofdstuk.
Door het g e k o z e n  p r o c es-con cept zijn a chter g r o n d - p r o c e s s e n  op 
het nivo van de Shell uiterst eenvoudig.
Het zich 'splitsen' van een bestaand proces (in dit geval 
Shell) in twee p r o c ess en (in dit geval Shell plus commando) is 
iets wat in UNIX heel vaak gebeurt - men noemt dit een 'fork + 
exec' constructie. Als u een commando geeft, bestaande uit 
m e e r d e r e  stukken verbo nden door middel van een 'pipe', zal de 
Shell zelfs meerder e 'forks* uitvoeren.
8.6.1 Pipelinea in de achtergrond
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Stel u geeft het commando:
$ du /usr ' pr ' lp &
wat hetekent: m a a k  een lijat van diskgehruik, stuur deze naar het 
commando 'pr' om pagina's in te delen en stuur de output hiervan 
naar de line-printerspoo ler ' l p’, en doe dit allea in de 
achtergrond. Het volgende 'p r o c e s - p l a a t j e 1 zal dan ontstaan:
't
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Nadat u het commando gegeven hebt, aal de Shell drie processen 
erbij m a k e n  - onderling ve rbonden door middel van pipes - en op 
het m o m e n t  dat de S h ell- prompt terugkeert en u het volgende 
command o ingeeft lopen er voor u vier p r o g r a m m a’s: de Shell 
(voorgrond), du, pr en lp (allen achtergrond).
8.8 P r o c e s - b e h e e r  commando's
In U N I X  komt het v a a k  voor dat gebruik ers veel processen 
g e l i j k t i j d i g  h e b b e n  lopen: in de voorgrond en in de achtergrond.
Om dit geheel aan proce ssen te kunnen b e h e er sen staan aan de 
g e b r u i k e r  een aantal commando's ter beschikking. U kunt deze 
c o m m a n d o ' s  enigz ins v e r g e l i j k e n  met de f i l e - m a n a g e m e n t  commando's 
'Is* (maken van lijst), 'rm' (verwijderen van files), maar dan op 
p r o c e s - n i v o .
Deze p r o c e s - m a n a g e n t  commando's zijn: 'ps' om een lijst te 
m aken van de op dit moment actieve processen, 'kill' om processen 
g e f o r c e e r d  te stoppen, 'nice' om processen bij 3tarten een lagere 
p r i o r i t e i t  te geven, en 'nohup' om p r o c e s s e n  door te laten d r aa ien 
na u i t l o g g e n  en v e r b r e k e n  van de v erbin ding tussen computer en 
t e r m i n a l .
8.8.1 Ps - m a a k  een proces - l i j s t
Wilt u w e t e n  welke processen (voor en/of achtergrond) er op een 
b e p aald moment voor u aanwezig zijn in het systeem, dan kunt u 
h i e r v o o r  het comman do 'ps' (process-status) gebruiken, dat in het 
kort al e e r d e r  is behandeld:
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$ ps
PID TTY TIME! COMMAND
1 7348 1 3 0:19 sh
23666 13 0:01 ps
. $
Het lijgtje wat 'pa' geeft, bevat voor elk a c t i e f  proces een regel
m e t :
COMMAND = commando omschrijving
Een weergave van de com mando-regel waarmee dit proces gestart 
we r d .
Deze regel is afkomstig van de instructie die de Shell aan 
de U NIX-kern el doorgaf. Dit betekent dat de filena a m - e i p a n s i e  
symbolen al ve rvangen zijn door een lijst van filenamen en ook 
alle3 wat redirection betreft is w e g g e l a t e n  (die zijn door een 
daaraan v o o rafg aande instructie al g e r e g e l d ) .
Deze regel wordt afgekapt als hij niet m e e r  op een scherm- 
regel past.
PID = proces-id
Het interne nummer van het proces. Dit is h e t z e l f d e  nummer dat 
de Shell op uw terminalscherm zet als u een commando in de 
achtergrond start. Als u dit getal dus v e r g e t e n  bent, kunt u 
het met 'pa' dus opvragen.
TTY = controlling terminal
De terminal waarmee het proces v e r b onde n is. Dit nummertje 
correspondeert met het terrainal-nummer van het commando 'who' 
(bijvoorbeeld: tty13). Bij 'ps' is het woordje 'tty' 
weggelaten.
In feite is dit niet helemaal juist: het betreffende proces 
hoeft niet echt verbonden te zijn ( s tanda a r d - i n p u t  en -output 
kan door middel van redirect ion l o sgeko ppeld w o r d e n ) . 
'Controlling tty' betekent eigenlijk dat dit proces 
oo r s pronke lijk afkomstig is van een Shell die verbonden was/is 
met deze terminal. ¡íet als bij files k ennen processen een 
hierarchische structuur: als de Shell er een nieuw proces 
bijmaakt wordt dit een 'kind* genoemd. Als dit kind op zijn 
beurt nieuwe processen maakt, ontstaan er klein-kinderen, 
e n z o v o o r t s .
Er kan op deze manier een hele f a milie -boom ontstaan; al 
deze pro cessen hebben dezelfde 'controlling tty': de terminal 
waarop ingelogd is en vanwaaraf deze familie van processen 
uiteindelijk ontstaan is. Men zegt wel: al deze p rocessen 
behoren tot dezelfde proces-groep.
TIME - totaal geconsumeerde cpu-tijd
Geeft aan (m i n u t e n :seconden) de tijd die de centrale 
verwer king s - e e n h e i d  van de computer in totaal tot op dit moment 
aan dat proces besteed heeft.
In bovenstaand voorbeeld ziet u dat er k e n n e l i j k  twee processen
actief zijn:
proces ' sh' met procesnummer 17348
Dit is de Shell comm ando-i n t e r p r e t e r  die in het systeem 
aanwezig is om uw commando's te i n t e r p r e t e r e n  (wachtend of 
niet) .
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proces 'ps ' met p r o c e s n u a i e r  23666
Inderdaad: de door de Shell gestarte 'p r o c e s s - s t a t u s 1 die deze 
lijst p roduceerde; 'pa* haeft zichzelf ook op de lijat gezet.
Als u een c o m m a n d o  in de achtergr ond start en daarna een 
p r o c e s - l i j s t  maakt, kan de volgende' lijst ontstaaa:
$ du / us r * .Pr ' lP &
24599
$ ps
PID TTY TIME COMMAND
1 7348 13 0:19 sh
24599 13 0:00 lP
24603 13 0:00 pr
24605 13 0:01 du /usr
24636 13 0:01 ps$
U ziet dat het starten van de pipeline in de achtergro nd tot 
r e s u l t a a t  heeft dat er drie proce ssen in de lijst zijn 'bijgekomen. 
Dat deze proce s s e n  a f k o m s t i g  zijn van een enkel commando en 
o n d e r l i n g  v e r b o n d e n  zijn door middel van pipes ziet u niet in de 
l i j s t .
Merk op dat het p r o c e s - n u m m e r  dat de Shell afdrukt, het 
p r o c e s - n u m m e r  is v a n  het laatste proces op de c o m m a n d o - r e g e l .
Het pr ogramma 'ps' wil wat betreft vla ggetjes en layout van de 
tabel nogal eens v a r i e r e n  tussen de v e r s c h i l l e n d e  U N I X - v e r s i e s . 
Bij de luiere versies probeert 'ps' zelfs een selectie te maken 
t ussen 'interessante' en 'niet interessante' processen. In 
b o v e n s t a a n d e  tabel w o r d e n  dan 1sh' en 'ps ' als 'niet interessant' 
b e s c h o u w d  omdat m e n  wel weet dat er een Shell aanwezig is en dat 
'ps' zichz elf ook op de lijst zet is wel leuk, maar niet erg 
i n f o r m a t i e f .
De v o l g e n d e  vlagg e t j e s  komen in UNIX System V voor: 
geen v l a g g e t j e s
Maak geen onderscheid tussen interessante en niet interessante 
processen. B eschouw alleen processen g e a ssocieerd met deze 
t e r m i n a l .
I of f
M a a k  een lange lijst (in de breedte): naast PID, TTY enz., komt 
er nog veel m e e r  informatie op het scherm.
Geef een lijst van alle processen. Met deze vlag krijgt u alle 
p r o c e s s e n  te zien die in het systeem actief zijn - en dat 
k u n n e n  er heel veel zijn.
De mees t complete lijst wordt gemaakt door alle vlaggetjea aan 
elkaar te plakken:
$ ps -efl
... nu volgt een lange lijst
... v a n  alle p r o c essen in het systeem
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8.8.2 Kill - het stoppen van processen
Het procea dat in de voorgrond loopt kan m e es tal gestopt worden 
vanaf de terminal door in te tikken: ’RÏÏB' (of ,Jkc' afhankelijk 
van uw t e r m i n a l - i n s t e l l i n g ) . Dit geldt niet altijd: sommige 
c o m m a n d o -processen  negeren dit (bijv. 'ed' die niet helemaal stopt 
maar alleen het lopende sub-commando afbreekt).
Dit geldt ook voor processen die in de a c htergrond lopeni ze 
luisteren niet meer naar commando's vanaf het toetsenbord en wilt 
u ze stoppen dan moet er krachtiger g e r eedschap te hulp geroepen 
wo rd e n .
Het benodigde UNIX-commando heet 'kill' en wordt meestal 
inderdaad gebruikt voor datgene wat zijn naam suggereert: het 
’d o d e n’ van processen die om de een of andere reden op hol 
ge3lagen zijn en geforceerd gestopt moeten worden.
De syntax van 'kill' luidt als volgt:
kill -signaal proc esnuaier p r o c e s n u m m e r  ...
De processen met de nummers die als a r g u m e n t e n  w o r d e n  opgegeven (u 
hebt meestal 'ps' nodig om hier achter te komen), krijgen van 
'kill' een seintje om even op te letten.
Deze seintjes hebben een nummer en een naam in het UNIX jargon. 
De meest gebruikte zijn:
signaal betekent vanaf toetsenbord
2 interrupt DEL
3 quit *\
9 kill (niet mogelijk)
15 terminate (niet mogelijk)
De 'interrupt' en 'quit' signalen kunnen bij een 
voorgrondproce s ook gegeven worden zonder commando 'kill' te 
gebruiken, rechtstreeks vanaf het toetsenbord. De 'interrupt' 
heeft meestal de betekeni3 van: 'de g e b r u i k e r  aan het toetsenbord 
wil dat je stopt met datgene waarmee je bezig bent', met 'quit' 
wil hij aan geven dat er gestopt moet w or den en dat er een zgn 
core-dump geproduceerd wordt (dat is een file met de naam 'core' 
die door de kernei wordt gemaakt en v er schijnt in de huidige 
directory, en waarin men met de juiste hulp mi d d e l e n  later kan 
bekijken wat er precies met het programma aan de hand is geweest). 
Desgewenst kan door de gebruiker voor de 'interrupt' een andere 
toetsenbord aanslag dan RUB (=de toet3 met opschrift RUB of DEL) 
ingesteld worden. Zo wordt * C vaak hiervoor gebruikt.
Met het 'terminate' signaal corresp ondeert geen toetsenbord- 
code; het is primair bedoeld om van b u i t e n a f  aan het proces door 
te kunnen geven dat verdere actie ongewenst is en dat m e n  graag 
heeft dat dat proces stopt. Dit signaal w o r d t  gegeven als men 
'kill' gebruikt zonder signaalnumm er (bv: kill 2377 - stuur proces 
2377 het terminate s i g n a a l ) .
De signalen 'i n t e r r u p t ' , 'quit' en 'terminate' kunnen door het 
proces genegeerd worden. Dit is niet het geval bij het 'zwaarste' 
signaal wat er is: 9 = kill. Ala een proces het ’kill'-3ignaal 
ontvangt wordt het door het systeem gestopt en het kan zich 
hiertegen niet verzetten.
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Het a t u r e n  v a n  s i g nalen naar processe n die niet van u zijn is 
uitera ard ve rboden: deze signalen word en door het systeem niet 
d oorgegeven.
Door m i d d e l  van het speciale p r o ces -nummer *0' stuurt u het 
b e t r e f f e n d e  signaal naar alle processen in de huidi ge proce s - g r o e p  
( o v e r e e n k o m s t i g e  c o n t r o l l i n g - t t y ) . Dit is handig omdat u dan niet 
eerst m e t  'ps* alle p r o c e s - n u m m e r s  hoeft op te zoeken. Van de 
andere kant kunt u dan geen onderscheid meer maken tussen datgene 
wat wel en wat niet gestopt moet worden.
De m eest g e b r u i k t e  c o m b i n a t i e s  zijn:
$ kill 0
(geef alle p r o c e s s e n  bij deze terminal een seintje 
(het terminate aignal) dat ze moeten stoppen. Sommige 
processen, o.a. de Shell, zullen dit negeren.)
$ kill 4633
(geeft a lleen proces 4633 een seintje om te stoppen) 
r i g o r e u z e r  i3:
$ kill -9 4633
(proces 4633 kan zich hier niet tegen v e r z e t t e n  - althans 
als het een proces van uzelf betreft)
$ kill -9 0
(stop alle p r o c e s s e n  bij deze terminal; dit betekent ook 
dat de Shell stopt, en dat u meteen uitgelogd bent!)
Met het 'k i l l '-signaa l moet u een beetje oppassen: het stopt 
een proces acuut, sonder dat het de gelegenheid krijgt om een en 
ander af te ronden (laatst e gegevens weg te schrijven, tijdelijke 
files op te ruim en enz.). Deze gelegenheid krijgt het wel bij 
signalen als 'interrupt', 'quit' en 'terminate'; dat een proces 
soms van deze g e l e g e n h e i d  gebruik  kan maken om ge woon door te gaan 
is een andere zaak. Dus daarom: eerst op de zachte m a n i e r  
proberen, helpt dat niet dan als laatste redmiddel 'kill - 9 ’ 
g e b r u i k e n .
8.8.3 Niee - aa rdig zijn tegen andere gebruikers.
T i m e - s h a r i n g  en m u l t i - p r o c e a s i n g  . is een m a n i e r  om meerde re 
g e b r u i k e r s  en p r o g r a m m a ' s  min of meer g e li jktijdig in de computer 
te laten draaien. Echte g e l i j k t i j d i g h e i d  is niet mogelijk - de 
cpu b este e d t  in snelle opeenvolging om de beurt aandacht aan feèn 
van de processen. Er moet dus een methode zijn om te bepalen welk 
proces nu w e e r  aan de beurt is om een stukje cpu-aandacht te 
k r i j g e n .
UNIX kent aan elk proces in het systeem een bepaalde prioriteit 
toe. P r o c e s s e n  met de hoogste prioriteit krijgen voorrang op 
pr o c e s s e n  met een lagere prioriteit.
Als het proces gestart wordt krijgt het een b e g i n - p rioriteit 
die in princ i p e  voor alle gebruikers en pr ocessen hetzelfd e is.
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Na het starten wordt deze prioriteit verhoogd of verlaagd al naar 
gelang wat het proces doet: disk-l/0, terrainal-l/O, niet- 
interactief rekenwerk enzovoorts. Deze prior iteit is dus iets wat 
voortdurend verandert, waarbij de b e g i n - p r i o r i t e i t  als 
uitgangspunt fungeert.
Ruwweg kan men stellen dat zwaar reken- werk onder UNIX bestraft 
wordt met een lage priorit eit (aan zo'n proces wordt weinig 
aandacht besteed), terwijl pro cessen die staan te wachten op d i s k ­
en terminal-l/O een hoge prioriteit krijgen.
Zodra een proces met een hoge prioriteit niet meer voldoet aan 
de criteria die hiervoor gelden wordt het w e e r  teruggezet op zijn 
b e g i n p r i o r i t e i t . Een proces dat veel rekent en dat opeens besluit 
om zich weer normaal te gedra g e n  (= interactief) krijgt ook weer 
zijn beginprio riteit terug.
Er bestaat voor de gebruiker geen mo geli j k h e i d  om dit 
dynamische prioriteit s-schema te wijzigen. Het enige dat hij kan 
doen is zijn begin-prior iteit v e r l a g e n  (nee, niet verhogen!) en er 
daarmee voor zorgen dat het proces minder aandacht  krijgt.
Op deze m a n i e r  bent u 'aardig' tegen andere mensen, immers hun 
commando's krijgen dan relatief meer aandacht. U doet dit door 
het commando 'nice' te g e b r uiken waarmee u het betreffende 
commando strafpunten van 1 tot 20 geeft; bijvoorbeeld:
$ du /usr | pr ' lp & (= normale prioriteit)
$ nice -5 du /usr j pr j lp & (beetje aardig)
$ nice -10 du /usr j pr j lp ét (gewoon aardig)
$ nice -20 du /usr j pr \ lp & (alleraardigst)
Als u een proces-lijst maakt in de lange vorm ('ps -el') ziet u 
onder het kopje NI een Indicatie staan van de 'aardigheid' van dit 
p r o c e s .
Het is niet mogelijk om een commando dat al gestart is alsnog 
een lagere of hogere prioriteit te geven.
8.8.4 Nohup - doorgaan na v e r b rek en verbindin g
Als u processen in de achtergrond start en daarna uitlogt,
blijven deze processen gewoon doorlopen (in UNIX System V w orden
ze gestopt) en als ze output naar de terminal sturen blijft deze 
hier gewoon op verschijnen.
Als u de terminal uitzet wordt een signaal naar alle processen 
gestuurd die deze terminal als c ontrolli ng tty hebben: het 
zogenaamde 'h a n g u p - s i g n a a l’, wat betekent: 'de verbinding is 
verbroken*)'. De meeste c o m m a n d o’s zullen dan stoppen.
Toch kan het voorkomen dat u een proces door wilt laten lopen 
nadat u uitgelogd hebt en de terminal afgezet - bijvoorbeeld
*) Of dit gebeurt hangt ook af van de m a n i e r  waarop de 
terminals in hardware met de computer zijn verbonden. Soms 
kan de computer aan de li jnverbindin g niet zien of een 
terminal aan of uit staat.
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i
w a n n e e r  het erg veel tijd. nodig heeft en u geen zin hebt om daarop 
te wachten. Het commando 'nohup' (no-hangup) bewijst dan goede 
d i e n 3 t e n :
$ du /usr > lijst <S (stopt bij verbreken verbinding)
$ nohup du / u 3r > lijst & (gaat door na v e r b r e k e n  verbinding)
In b o v e n s t a a n d  v o o r b e e l d  heht u er zelf voor gezorgd dat de output 
v a n  'du' in een file terechtkomt. Gebruikt u 'nohup' met een 
commando w a a r v a n  de standaard output nog met de terminal v erbonden 
i s f dan zal 'nohup' ervoor zorgen dat de output alsnog in een file 
t e r e c h t k o m t :
$ nohup du /usr 4
(houd standaard output naar terminal)
Sending output to 'nohup.out'
(wordt door 'nohup' ongedaan gemaakt 
en toch naar file 'nohup.out' gestuurd)
Het is logisch dat dit gebeurt, omdat 'nohup' aangeeft dat de 
gebru i k e r  van plan is om de terminal af te gaan zetten; als de 
output dan toch naar de terminal zou blijven gaan zou deze 
verlore n gaan en er kunnen nog meer dingen fout gaan.
Voor r e d i r e c t i o n  van standaard input bent u altijd zelf 
v e r a n t w o ordelijk: processen die proberen te lezen van een terminal 
die uitstaat k r i jgen een end-of-file symbool (vergelijkbaar met 
toetsenbord *D) toegespeeld. De meeste zullen dan automatisch 
st o p p e n .
Als u toch van plan bent om weg te lopen terwijl het commando 
draait, kan het geen kwaad om met 'nice' de prioriteit te 
v e r l a g e n :
$ nohup nice -20 du /usr > lijst &
Het commando 'nohup' zal uit zichzelf trouwens de prioriteit ook 
al met 5 p u nten verlagen.
8.9 Shell filea
In deze para g r a a f  zullen we zien hoe de Shell gebruikt kan 
worden om van te voren in een file vastgele gde commando's uit te 
voeren. Dit in t e g e nste lling tot de wijze waarop we de Shell tot 
nu toe hebben gebruikt: elk commando werd stuk voor stuk ingetypt 
en dan m e teen uitgevoerd.
In een file van te voren vastgelegd e commando's kunnen zeer 
nuttig zijn, met name als u ze vaak gebruikt: u kunt dan - zoals 
we straks zullen zien - alleen de naam van deze file intypen en de 
daarin v a s t g e l e g d e  commando's worden automatisch uitgevoerd.
Stel dat u regelmatig een lijst van uw files en dis kg e b r u i k  
onder uw l o g i n - d i r e c t o r y  wilt maken en deze zowel gesorteerd op 
naam, als gesorteer d op d iskgebrui k naar de printer wilt sturen. 
U zou dat k un nen doen door elke keer in te tikken:
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$ du -a /usr/ikke > / u s r / i kke/lijst
$ sort -n /usr/ikke/lijst | pr | lp
. $ sort +1 /usr/ ikke/lijst j pr j lp
$ ri / u s r / i k k e / 1 ijat
(zie voor commando 'sort' in hoofd stuk 14) maar het is
gemakkeli jker om deze commando's met behulp van de editor in een
file te zetten (b.v. met naam 'm a a k l i j s t '), en om dan telkens als 
u de lijgt wil hebben, het commando:
$ maaklijst
te geven.
Bit leidt er in de praktijk toe dat u op deze wijze 'privfe- 
commando's' gaat maken en op deze wijze het bestaande UNIX 
c ommando-repertoire uitbreidt.
Be facili teiten die u bij het maken van zulke privè-commando's 
ter b eschikking staan zij.n zeer groot: in wezen is het geheel een 
complete programmeertaal. In dit h o o f d s t u k  zullen we alleen 
ingaan op de basisbe grippen - in de pr aktijk voor de meeste mensen 
voldoende. In het hoofdstuk 'Shell voor g e v o r d e r d e n’ zullen we de 
fijne kneepjes van het 'programmeren met de Shell' behandelen.
In dit hoofdstuk komen verder aan de orde:
- Het maken van een Shell-file met behulp van eenvoudige 
c o m m a n d o 's .
- Het begrip 'S h e l l - p a r a m e t e r a 1 en- 'h e r e - d o c u m e n t s '.
- Diverse topics: de '.profile' file en wat 'S h e l l o l o g i e ' .
8-9.1 E envoud ige Shell-files
Zoals gezegd: een Shell-file is een gewone UNIX-file met daarin
geen gewone tekst maar commando's die u normaliter via het
toetsenbord rechtstreeks aan de Shell geeft. In een Shell-file 
worden deze commando's als het ware opgespaard om later uitgevoerd 
te worden.
Stel we maken met behulp van de editor een file met naam 'wie' 
die de volgende U N T X - c o m m a n d o 's bevat:
echo Aantal gebruikers: |
’ who { wc -1 i
echo Gebruikers gesorteerd op naam: j
! who | sort_____________________________________ _____1
De twee samengestelde commando's: 'who | wc -1' en 'who ' s o r t’ 
kent u in wezen al: het eerste zal het aantal ingelogde gebruikers 
op het scherm zetten, het tweede zal de door ' w h o’ geproduceerde 
lijst op g ebruikersnaam gesorteerd op het scherm weergeven.
Het commando 'echo' is nog niet ter sprake gekomen: het 
'echo't' de argumenten gewoon naar het scherm terug; echo fungeert 
meestal als commando om in Shell-files zelf gemaakte kopjes en
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teksten op het s cherm te genereren.
U i t r o e r e n  van de in de file v astgelegde  en opgespaarde 
c o m m a n d o’a ia erg eenvoudig. U geeft het commando:
$ ah wie
he t g e e n  betekent: de regels die in de file 'wie' staan moeten door 
de Shell stuk voor stuk gelezen en uitgevoerd worden, en op het 
scherm verschijnt:
Aantal gebruikers:
4
Gebruikers gesort e e r d  op naam:
albert ttyl 7 Sep 1 0 12:12
ger t ty 1 3 Sep 10 1 0:03
h j t tty 1 5 Sep 1 0 06:34
ikke tty 1 1 Sep 1 0 11:22
Alle dingen die u n o r m a l i t e r  via het toetsenbord doet kunt u op 
deae m a n i e r  in een file zetten om later uit te voeren.
U kunt b o v e n s t a a n d e  'Shell-file' steeds fraaier en fraaier 
maken, b i j v o o r b e e l d  door ook nog de tijd en datum af te laten 
drukken en de h oeveel heid vrije diskruimte:
] echo Het is nu:
! date
1 echo Aantal gebruikers: !
who ! wc -1 |
echo Gebruik ers gesorteerd op naam: 
who | sort |
i echo Hoeve e l h e i d  vrije diskruimte:
! df _____________ _ _________  i
Van deze m o g e l i j k h e i d  wordt zo vaak gebruik gemaakt, dat het 
steeds maar  m o e t e n  intik ken van: .
$ sh wie
- waarbij het 3tukje 'sh' als ballast wordt beschouwd - heeft 
geleid tot een nog verdere afkorting van de commando's die in de 
file 'wie' staan. Ka het maken van de file doet men een enkele 
k e e r :
$ chraod +z wie 
en v a n a f  nu kan v o l s t a a n  worden met:
$ wi e
en de commando's in de file 'wie' worden door de Shell uitgevoerd:
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Het is nu:
Sat Sep 10 13:10:15 MET 1983 
Aantal gebruikers:
4
Gebruikers gesorteerd op n a a m : 
albert tty17 Sep 10
ger tty13 Sep 10
hj t tty15 Sep 10
ikke ttyll Sep 10
Hoeveelheid vrije diskruimte:
/usr (/ d e v / i d s k 0 2 ): 23556 blocks
/ (/ d e v / i d s k O O ) : 1962 blocks
12:12 
1 0: 03 
06:34 
11 :22
4287 i-nodes 
916 i-aodes
Het commando 'chmod + x f i l e n a a m 1 (zie ook het ho ofdstuk over 
file-protecties) zet in de b o e k h o u d i n g  van de file een aanduiding 
dat het in dit geval gaat om een file die execut eerbaar (als 
programma uitvoerbaar) is - in ons geval: de file bevat commando's 
uit te v oeren  door de Shell.
Zodra de file-boekhouding op dit punt met 'chmod' correct gezet 
is, kan men voortaan volstaan met het intikken van alleen de 
f i l e n a a m , en UNIX zal er dan uit zichzelf voor zorgen dat de Shell 
de commando's in de file gaat uitvoeren.
U kunt met behulp van 'ls' zien dat de file 'uitvoerbaar' is:
$ Is -1 wie 
-rwxr-xr-x
i
ikke groep 133 Sep 10 9:45 "wie
b e t e k e n t :
file mag uitgevoerd (gestart) worden
Op deze m anier begint een Shell-file steeds meer op 'gewone' 
U N I X - c o m m a n d o 's te lijken, immers ook deze activeert men door het 
intikken van hun naam. De gelijkenis gaat zelfs zover dat men 
Shellfiles ook in pipe-line3 mag gebruiken of op een andere m ani er 
hun standaard-input en -output mag redirecten:
$ wie > wielijst
en de output van 'wie' komt in een file terecht,
$ wie ! pr ! lp
en de output wordt gepagineerd en daarna naar de printer gestuurd.
U kunt Shell-files zelfa aanroepen vanuit een andere Shell-file. 
Stel u wilt de output van 'wie' regelmatig naar de printer sturen; 
niets is m a kkelijker dan het maken v a n  een file met naam 
'printwie' die bevat:
j wie j pr l lp &{
na het maken van de file, deze uitvoe r b a a r  te maken: 
$ chmod + x printwie 
en dan te v o l s t a a n  met het intikken van:
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$ printwie
Merk op dat in de Shellfile 'printwie' een pipe-line in de 
a chter g r o n d  wordt geatart die beataat uit een zelfgemaakte 
Shellfile ' w i e’ en de twee 'gewone' U N I X - c o m m a n d o 1s 'pr' en * l p’.
Dit zal ertoe leiden dat de Shellfile 'printwie' na het 3tarten 
Tan de p i p e l i n e  ermee stopt (de file "bevat immers alleen maar deze 
ene regel) zodat u m e t e e n  al nieuwe commando's kunt geven. In de 
a c h t e r g r o n d  b l i j v e n  dan de commando's ' w i e ' , 'pr' en *lp* 
o n z i c h t b a a r  d r a a i e n  totdat de hele output bij de p rinter-a pooler 
afgele verd is.
De conclusi e is:
Een Shel l- f i l e  gedraagt zich als ieder ander UNIX-commando» en 
in feite _ïes het ook een normaal UNIX-commando.
Er is hierop slechts èèn uitzondering: een Shell-file zal 
alleen ui tgevoerd w o r d e n  als deze file te vinden is in de huidige 
directory. Bevindt de boven g e n o e m d e  file 'wie' zich in een andere 
di r e c t o r y  dan zal het geven van het commando 'wie' leiden tot:
$ wie
wie: not found
Hoe u ook dit kunt v e r a n d e r e n  wordt uitgelegd in het hoo fdstuk 
'Shell voor gevorde rden'.
8-9-2 H e r e - d o c u m e n t 3
Bij het u i t v o e r e n  van c o m m a n d o’s die in een Shellfile staan 
blijven de s t a n d a a r d - i n p u t  en -output in principe verbon den met 
het t e r m i nalacherm tenzij expliciet anders gespecificeerd  - hetzij 
in de Shellfile zelf hetzij op de c o m m a n d o r e g e l .
Dit lijkt niets bijzonders, maar kan in de praktijk toch wel 
tot o n verwac hte effecten leiden.
Stel u wilt een nieuw commando (een Shell-file dus) maken die 
een varian t op de bestaande 'who' wordt. We zullen hem noemen: 
1w h ' en hij moet alleen n amen op het scherm zetten en de t e r m i n a l ­
en tijds- i n f o r m a t i e  niet.
De volgende procedure hebben we in gedachten:
- Maak met 'who' een complete lijst; zet deze in een file.
Deze bevat dan regels van de vorm:
ikke t t y 11 Sep 10 11:22
Edit met de editor deze file en zorg met het edi t-subcommando 
ervoor dat alles ('.*') dat volgt op een of meer spaties 
(' **) v e r v a n g e n  wordt door 'niets' (//).
Hierna bevat t e n  de regels alleen nog maar de naam ('ikke'). 
Berg het resultaat op in een file.
Verlaat  de editor.
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- Druk de file met behulp v a n  1cat' op de terminal af.
Het zou logisch lijken om de volgende S hel l-file met naam 'wh' 
te maken:
who > tempfile 
ed - tempfile 
1 » $ 3/ *.*//
W
<1
cat tempfile
tty 1 7 Sep 1 0 12:12
ttyl 1 Sep 1 0 1 1 :22
tty 1 5 Sep 10 06:34
tty13 Sep 1 0 1 0:03
maar het werkt niet. U zou krijgen:
$ w h
en de Shell-prompt verschijnt niet meer! Na wat wo rstelen met wat 
c o m m a n d o ' 3 zult u ontdekken dat de Editor met de terminal 
verbonden is en de commando's van de terminal probeert te lezen in 
plaats van uit de Shellfile! Stopt u de editor dan zelf door 
rechtstreeks het q(uit) commando te geven, dan volgt nog het 
staartj e :
1 , / : not found 
w: not found 
q: not found 
albert 
ikke 
hjt 
ger
Het volgende is gebeurd:
Alles wat in bovenstaande Shellfile staat wordt als commando aan 
de Shell doorgegeven. Zodra door de tweede regel de editor 
gestart is zal deze echter zijn a u b c o m m a n d o 's niet uit de 
Shellfile halen, maar rechtstreeks van standaard  input - zoals de 
editor immers altijd doet - en standaard input is nog altijd met 
de terminal verbonden.
Als u dan vanaf het toetsenbord het q(uit) sub commando aan de 
editor geeft, stopt de editor en de Shell gaat door met het 
uitvoeren van de c o m m a n d o ' 3 uit de Shell-file.
Het volgende commando is de derde regel - die eigenlijk voor de 
editor was bedoeld: 1,$s/ *.*// De Shell beschouwt 'IjSs/'als 
commando - dat bestaat natuu rlijk niet - en hij meldt dat als: 
’ 1 , / : not found * .
Dit gaat zo door totdat hij 'cat tempfile' tegenkomt die hij 
wel kan uitvoeren  - maar de file is uiteraar d niet op de correcte 
wijze geëdit.
In b ov enstaand voorbeeld is nog iets speciaals te zien: we 
hebben de editor gestart met een extra vlaggetje: 'ed - Dat
vlaggetje is speciaal voor shellfiles in de 'ed' editor ingebouwd. 
Het voorkomt dat de editor bij z’n starten en z’n stoppen het 
aantal verwerkte tekens op het terminal meldt.
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8.9*3 Het he r e - document
Met behulp v a n  een speciale constructie kunt u ervoor zorgen 
dat een commando dat door een Shellfile gestart wordt, de invoer 
via standaa rd input uit diezelfde Shellfile haalt (in plaat3 van 
vanaf het t e r m i n a l - t o e t s e n b o r d ) .
Het ia een speciale vorm van I/O redirection en wordt in het 
ÏÏHIX-jargon een ’h e r e - d o c u m e n t ' genoemd.
De S h e l l f i l e  'wh' zou op de volgende m anier aangepast moeten 
worden om ervoor te zorgen dat de derde tot en met vijfde regel 
via de stan daard input naar de opgeatarte editor wordt geleid en 
dus niet meer bij de Shell belandt:
who > tempfile 
ed - tempfile 
1,$s/ *.*// 
w 
<1
Eind e
cat tempfile
<< Einde
<-
<-
here document 
voor ed
Alles wat staat tussen het redirection symbool '<<Einde' en het 
woord 'Einde' zelf (als enige woord op de regel) wordt dan aan 
'ed' gegeven. Het woord 'Einde' mag willekeurig gekozen worden:
alles wat staat tussen ' << ..... .' en de ' ....... ' als enige woord
op een regel wordt als het betreffende H e r e-docum ent opgevat.
S a m e n v a t t i n g :
Zorg ervoor dat in een Shellfile pure 'S h e l l c o m m a n d o’s 1 staan. 
Vilt u s u b - c o m m a n d o’s (niet bestemd voor de Shell) opnemen dan doe 
dit als volgt:
S h e 1 1 — command o 1
Shell- c o m m a n d o 2
Shell - ö o m m a n d o 3  << Einde
sub c ommando
subcoinando
subcommando
Einde
S h e l l comm ando4
<-
<-
here document 
voor Shell-comm. 3
Special e symbolen
In S h ell- filea bli jven de file-naam-eipansie symbolen geldig. 
Er zijn zelfs andere symbole n - nog niet behandeld - die ook een 
speciale betekenis hebben. Een van deze symbolen is de
Binnen het gebied van de Here-docume nta verlie zen de file- 
n a a m - e x p a n s i e  symbol en hun speciale betekenis - het zijn dan 
gewone *, ?, [, J symbolen. Dat geldt niet voor de '$' die zijn 
speciale b e t e k e n i s  blijft houden. Vilt u in een here-document een 
echte * $’ ge b r u i k e n  dan moet u deze gebruiken in combinatie met 
een dus: in plaats van
-- 64 --
j___________  i
ed - tempfile << E i n d e \ 
j 1 ,\$s/ *.*// j <­
w { here document 
q. ' <- voor ed 
j Einde
i_________________________________ L
Bovenstaand here-document moet dua worden:
8.9*4 Commando argumenten en Shell parameters
De Shell-files in de v o orafgaan de parag r a f e n  waren van een 
speciaal type: ze bevatten een aantal v a stliggend e commando's en 
filenamen die - eenmaal in de Shell-file aangebr acht - niet meer 
te beïnvloeden waren.
Dit kan soms lastig zijn; stel u wilt een commando ('x') maken 
dat een file exeouteerbaar maakt zonder telkens *chmod +x 
filenaam' te hoeven in te tikken, De gewenste filenaam varieert 
uiteraard voortdurend, dus in het dagelijks gebruik zouden we 'x' 
willen gebruiken in de vorm:
$ x filenaam
en het commando ’chmod + x filenaam' sou dan uitgevoerd moeten 
worden.
Er moet dus een mogelijkheid zijn om het argument filenaam aan 
de Shell-file door te geven zonder de Shell-file telkens te hoeven 
veranderen.
Deze m ogelijkheid heet: 'het gebruik van de Shell positionele 
parameters' en in het zojuist voorgestelde voorbeeld  werkt het als 
volgt. Maak een file met naam ' x* die bevat:
l chmod + x $TT
Op de plaats in de Shell-file waar de a r g u m e n t e n  ingevuld moeten 
worden, zetten we symbolen van de v o r m  '$1', '$2', '$3' 
enzovoorts. De nummers verwijze n dan naar het eerste, tweede enz. 
argument op de commando-regel die gebruikt werd om de Shell-file 
te starten.
Dus als u als commando geeft:
$ x nieuweommando ‘
dan zal de Shell als hij in de Shell-file 'x* de regel: 
chmod +x $1 
tegenkomt, deze vervangen door: 
chmod +x nieuwcommando 
en dan pas het commando 'chmod' starten dat het echte werk doet.
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Nog een voorbeeld : een commando 'brief* dat u eerst in de 
editor zet zodat u op uw gemak een brief kunt opmaken, wijzigen 
enzovoorts en - zodra u de editor stopt - deze brief m e t e e n  met 
'mail' aan een of m e e r d e r e  gebruikers stuurt. De bedoeling ig dat 
u als commando geeft:
$ brief jan piet klaas 
en dat dan alles v a n z e l f  gaat;
j echo M a a k  met ed de brief
i echo type w en q om ed te verlaten
j echo en brief te ver sturen
I ed n i e u w e b r i e f
j echo Brief wordt gestuurd naar:
echo $1 $2 $3 $4 $5 $6 $7 $8 $9
j mail $1 $2 $3 £4 $5 $6 $7 $8 $9 < n i euweb rief________________
a f g e z i e n  van alle echo's die dienen om een en ander zogenaamd 
'gebru ikersvriendelijk' te m aken gebeurt er verder:
ed n i e u w e b r i e f
Er is geen here-document, dus de gebruik er kan nu vanaf de 
termina l via 'ed' converseren en zijn brief inbrengen.
mail $1 $2 $3 $4 .....  < nieuwebrief
De ’$1*, '$2', enzovoorts worden vervangen door de argumenten 
van het 'b r i e f c o m m a n d o  ('brief jan piet klaas') en daarna 
wordt uitgevoerd:
m a i l  jan piet klaas < nieuwebrief 
H e t z e l f d e  geldt voor het hieraan v o orafgaande 'echo $1 $2 $3
Als bij de p ositionele  parame ter geen argument hoort, 
b i j v o o r b e e l d  in b ovenstaand voorbeeld waarin slechts drie 
a r g u m e n t e n  w o r d e n  opg egeven maar toch $4, $5 enzovoorts in de 
Shell- file w o r d e n  gebruikt, dan wordt de positionele parameter 
v e r v a n g e n  door 'niets' - men noemt dit wel: 'een lege s t r i n g ' .
8*9*5 Beperkt aantal positionele  parameters
De n u m m e r i n g  van de positionele parameters is binnen de S h e l l ­
file beperkt tot en met nummer 9* U kunt bij het S h e l 1-commando 
zelf wel meer argument en opgeven, maar u kunt alleen de eerste 9 
p a r a m e t e r s  rechtstreeks  binnen de Shell-file gebruiken (zie 
h o o f d s t u k  'Shell voor gevorderden' voor de indirecte manier).
Gebruikt u b innen de Shell-file iets van de vorm:
$10 (dus twee cijfers)
dan zal dit v e r v a n g e n  worden door het eerste argument ($1) m e t e e n  
gevolgd door het cijfer '0*.
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Dit kunt u als volgt testen:
maak Shell-file» genaamd ' t e s t p a r 1 :
! echo $1 $2 $5 $4 $5 $6 $7 $8 $9 $10 $11 S 1 2 j 
en geef het commando:
$ testpar a b c d e f g h i j k l m n o  
en u krijgt op uw scherm:
a b c d e f g h i a O a l  a2
Omdat deze be perking vaak lastig is (en als hij er niet was zou 
leiden tot veel tikwerk) is er een a f k o rtin g bedacht: '$*' die 
staat voor een lijst (op een regel) v a n  alle o p g e geve n argumenten.
’Wijzigen we 'testpar' in deze zin dan:
j echo $* j
werkt alles wel naar behoren:
$ testpar a b c d e f g h i j k l m . n o  
en u krijgt op uw scherm:
a b c d e f g h i j k l r a n o
8-9*6 F i l e n a a m - e x p a n s i e
Uiteraard zal de Shell voordat aan de executie van de S h e l l ­
file wordt beg onnen eerst de c o m m ando-reg el aflopen op zoek naar 
filenaam expansie symbolen en redirection. Dit wordt eerst 
afgehandeld en dan pas wordt aan de S hell-fi le begonnen. U hoeft 
dus niet bang te zijn dat in de positionele parameters nog f i l e ­
naam expansie symbolen voorkomen - deze zijn alle vervangen door 
een d i e n o v e r e enkomsti ge filenaam.
Staan in de huidige di rectory de files; ' x ' , 'brief' en 
'testpar' dan zal:
$ testpar *
keurig geven:
brief testpar x
en NIET:
*
Binnen de Shell-file wordt 'brief' door ' $1 ' voorgesteld, 
'testpar' door '$2' en 'x' door '$3' (let op de alfabetische 
v o l g o r d e ) .
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8.10.1 De file .profile
Veel geb ru i k e r s  w i l l e n  altijd na inloggen een aantal standaard 
c o m m a n d o’s u i t v o e r e n  voordat ze feitelijk aan het werk gaan. U 
kunt hierbij denken aan:
- B e g r o e t i n g s - b o o d s c h a p
- Wat gewone U N I X - u t i l i t i e s  uit nieuwsgierig heid (wie zijn er nog 
m e e r  ingelogd, hoeveel vrije diskruimte is er, hoe laat is 
het) .
- Een aantal commando's om UNIX er van te v e r w i t t i g e n  dat ze een 
special e terminal hebben, om ervoor te zorgen dat speciale 
c o m m a n d o - d i r e c t o r i e s  ook afgezocht worden als ze een commando 
geven, om de U NIX-prompt  te veranderen  enzovoorts.
Dergel ijke commando's kunt u zelf maken (zie ook het hoofd stuk 
'Shell voor g e v o r d e r d e n’) en u moet ze zetten in een file met de 
naam ’.profile' in uw l o g i n - d i r e c t o r y .
Het eerste dat de Shell doet nadat hij door het inlog-proces 
gestart is, ia k ijken of er een dergelijke file bestaat en als dat 
zo is, de commando's hierin uitvoeren. Pas daarna krijgt u de 
Shell-prorapt en kunt u zelf het eerste commando geven.
8.10.2 Meer commando's per regel, en S hellologie
M e est al wordt per regel een enkel UNIX -commando gegeven of 
w o r d e n  er meer d e r e  commando's gegeven gekoppeld door middel van 
' p i p e s ' . Het afsluit en v a n  een dergelijke regel gebeurt door 
middel van RETURN waarna de Shell het commando gaat b ekijken en 
daarna uitvoeren.
Het is ook m o g e l i j k  m e e r d e r e  commando's of p i p e - l i n e - r e e k 3 e n  op 
een enkele regel te plaatsen: men moet de afzonderlijke stukken 
dan van elkaar scheiden door middel van: Bijvoorbeeld:
$ date ; du -a I sort -n ; df
In dat geval zal de Shell ervoor zorgen dat de afzonderlijke 
c ommand o * s
date ,
du -a ] sort -n
df
a c h t e r e e n v o l g e n s  (dus niet parallel!) uitgevoerd worden. In feite 
gebeurt precies he tzelfde als wanneer u gedaan zou hebben:
8-10 Diverse kleine dingen
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$ date 
+ * * * ■ + *
$ du -a * sort -n 
$ df
maar iaet "behulp van de kunt u de c o m m a n d o ' 3 nu achter elkaar
op feèn enkele regel zetten.
Let op datgene wat er zou gebeuren als u zou doen:
$ date ; du -a J sort -n ; df &
Het 'voer in de a c h t e r g r o n d '-symbool slaat alleen op het
laatste commando op de regel, n a m e l i j k  'df*. De Shell aal dus 
eerst 'date' uitvoeren, daarna 'du -a ' sort -n' en als laatste 
zal hij het programma ’ df ’ in de achtergrond starten!
Wilt u de drie commando's in b ovenst aand voorbeeld alle drie 
ac htereenvo lgens in de achtergrond laten lopen, dan moet u haakjes 
om het geheel zetten:
$ ( date ; du -a \ sort -n; df ) &
Dan wordt in de achtergrond eerst het commando 'date' uitgevoerd, 
daarna het commando 'du -a "[ sort -n' en als laatste het commando 
' d f ' .
Wilt u dat de output van bovenstaande co mmando-regel niet op 
het terminal-scherm maar b v . in een file gestopt wordt, dan kunt u 
de bekende redirection-symbolen gebruiken:
$ (date ; du -a ! sort -n; df) > lijstbes tand &
Omdat de redirection buiten de haakjes staat, is hij van 
toepassing op alle commando's binnen de haakjes.
Had u gedaan:
$ (date ; du -a \ sort -n ; df > lijstbestand) &
dan was alleen de output van 'd f ' in het bestand terecht gekomen, 
en de output van de 'date' en 'du -a ] sort -n' gewoon op het 
s c h e r m .
In plaats van file-redirection mag u zo'n commando tussen 
haakjes op zijn beurt weer in een pipe-line zetten:
$ (date; du -a | sort -n; df) [ pr J lp &
In dat geval wordt de datum, de gesorteerde lijst van disk-gebruik 
en het aantal vrije blokken a c h t e r eenvolge ns door 'pr* en daarna 
naar 'lp' geleid (en dat alles in de achtergrond).
We gaan hier nu verder niet op in omdat we ons dan gaan begeven 
op het gebied van het hoofdstuk 'Shell voor gevorderden'. Het zal 
u nu ondertusse n wel duidelijk zijn g e w o r d e n  dat de Shell allerlei 
faciliteiten biedt waarmee het m o g e l i j k  is om te spelen met 
'processen' en datgene wat processe n v i a  standaard output 
produceren, De programma's kunt u b e s c h o u w e n  als b l okken uit een 
blokkendoos die u door middel van de Shell- f a c i l i t e i t e n  naar
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9. Sen terminal sessie
Hierna volgt een terminal-sessie van g e b r u i k e r  'g e r ' . De 
onderstr epingen van datgene wat UNIX afdrukt zijn hier weggelaten.
UNIX SYSTEM V 
login: ger 
Pas s w o r d :
Dinsdag van 18.15 tot 19-45 geen UNIX i.v.m. backups 
You have mail 
$ m a i 1
Prom hjt Sat Feb 16 02:11:44 1985 
Hoe staat het met het UNIX-dictaat?
De drukker staat er om te springen!
?s mailhjt 
?<1
$ mail hjt
Ben nu bij hoofdstuk 9 (de terminalsessie)
In enkele dagen is alles klaar 
aD
$ ed p r e s . eerste 
? p r e s -eerste
*H
cannot open inputfile 
*a
de eerste president van de verienigde staten 
was George whashington.
*1 ,$p
de eerste president van de v erieni gde staten 
was George whashington.
*1
de eerste 
*s/ie/e/p
president van de verienigde staten
de eerste 
*s/ve/Ve/p
president van de verenigde stat en
de eerste 
*s/st/St/p
president van de Verenigde staten
de eerSte 
* 3 / S/s/p
president van de Ve renigde s tat en
de eerste 
* s/sta/Sta
president 
/ P
van de Ve renigd e s taten
de eerste 
*s/d/D/p
president van de Verenigde Stat en
De eerste
*1,$P
president van de Verenigde Staten
De eerste presid ent van de Verenigd e Staten
was George whashington.
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$ Is
p r e s .eerste 
$ ed p r e s . laatste
- -  71 -
*H
cannot open i n p u tfile
De huidi ege p r e s ide nt van de Verenigde Staten 
heet Ronal Reagen.
Enkele ¿aren g e l e d e n  is hij hij een moor daan3lg 
gewond geraakt, m a a r  daarvan schijnt hij 
geen ernstige g e h r e k e n  o v erge houden te hehhen. 
Maar je weet het n a t t u r l i j k n o o i t !.
* 1s/i e/i/p
De huidi ge p r e s id ent van de Verenigde Staten
* (hier wordt a l leen de return-toets aangesl 
heet Ronal Reagen.
* s/l/ld/p
heet Ronald Reagen.
* s / e n / a u / p
heet Ronald Reagan.
*
Enkele jaren geleden  is hij hij een moo rdaanslg 
*s / l g / l a g /
* p
Enkele jaren g e leden is hij bij een moordaanslag
*
gewond geraakt, maar d a a r v a n  schijnt hij
*
geen ernstige g e b r e k e n  o v ergehouden  te hebben.
•
Maar je weet het n a t t u r l i j k n o o i t ! .
* s / k n / k  n/p
Maar je weet het n a t t u r l i j k  nooit!.
* s / t t / t u / p
Maar je weet het n a t u u r l i j k  nooit!.
*1 ,$p
De h u idig e preside nt van de Verenigde Staten 
heet Ronald Reagan.
Enkele jaren g e l e d e n  is hij bij een m o o rdaans lag 
gewond geraakt, m a a r  daarvan schijnt hij 
geen ernstige g e b r e k e n  overgehouden te hebben. 
Maar je weet het n a t u u r l i j k  nooit!.
warning: e x p e c t i n g  'w*
*w
230
$ ed p r e a . v o r i g e  
? p r e s .vorige
P
cannot open i n p u t file
*De vorige p r e s ident van de Verinigde staten 
?
unknown  command
De vorige p r e s ident van de Verenigde Staten 
was Jimmy Varter.
de a a e r i k a n e n  na afloop van zijn eerste
amb tsttermi j n 20 ontevr eden over hem.
dat men de v o o r k e u r  gaf aan een nieuwe p r e s i d e n t
*/Va/
was Jimmy Varter.
* a f /Ca/p
was Jimmy Carter.
*/arae/
de a m e r i k a n e n  na afloop van zijn e erste  
* s / n a / w a r e n  na/
de a m e r i k a n e n  w a r e n  na afloop van aijn eerste
*
am b t s t t e r m i j n  zo o ntevrede n over hem.
* 3 / tt/t/p
am b t s t e r m i j n  zo o n t e v r e d e n  over hem.
* 3 /  . / , / p
,mbtsternii j n 20 o ntevrede n over hem.
* 3/ ,/a/p
a m b t s t e r m i j n  zo ontevr e d e n  over hem.
* s / \ ./,/p
a m b t s t e r m i j n  zo ontev r e d e n  over hem,
*
dat men de v o o r k e u r  gaf aan een nieuwe p r e s i d e n t
*
line out of range 
*w 
1 95 
*q
$ ls -s 
1 0tal 3
1 p res.eerst e 
1 p r e s , l a a t s t e  
1 p r e s . v o r i g e  
$ mv p r e a . e e r s t e  w h a s h i n g t o n  
$ ls -s 
total 3
1 p r e s . l a a t s t e  
1 pre s.v o r i g e  
1 w h a s h i n g t o n  
$ ep p r e s . l a a t s t e  reagan 
$ ls '
p r e s . l a a t s t e  
p r e s .vorige 
reagan 
w h a s h i n g t o n  
$ rm p r e a .la*
$ ls
pres.vor ige
reagan
w h a s h i n g t o n
$ mv v h a d h i n g t o n  Wa s h i n g t o n  
mv: cannot aocess w h a d h i n g t o n  
$ mv w h a s h i n g t o n  W a s h i n g t o n  
$ ls
pres.v o r i g e
reagan
wa shington
$ mv p r es. vorige carter
$ la 
carter
reagan 
w a s hing ton 
$ pr c arter
Feh 18 09í08 1985 carter Page 1
De v orige  p r e s i d e n t  van de Verenigde Staten 
was Jimmy Carter.
de a m e r i k a n e n  w a r e n  na afloop van zijn eerste
a m b t s t e r m i j n  zo o n t e v r e d e n  over hem,
dat men de v o o r k e u r  gaf aan een nieuwe president
$ cat r e a g a n
De h u i d i g e  p r e s i d e n t  v a n  de Verenigde Staten 
heet E o n a l d  Eeagan.
Enkele j a r e n  g e l e d e n  is hij bij een m o o r d a a n s l a g  
g ewond geraakt, m a a r  d a a r v a n  schijnt hij 
geen e r n s t i g e  g e b r e k e n  o v e r g e h o u d e n  te hebben. 
M a a r  je weet het n a t u u r l i j k  n o o i t ! .
$ cat W a s h i n g t o n  r e a g a n  c arter
De eerste p r e s i d e n t  van de Verenigde Staten
was George w h a s h i n g t o n .
De h u i d i g e  p r e s i d e n t  van de Verenigde Staten 
heet E o n a l d  Eeagan,
Enkele jaren g e l e d e n  is hij bij een m o o rdaanslag 
gewond gera akt, m a a r  d a a r v a n  schijnt hij 
geen e r n s t i g e  g e b r e k e n  o v e r g e h o u d e n  te hebben. 
Maar je weet het n a t u u r l i j k  n o o i t ! .
De v orige  p r e s i d e n t  van de Verenigde Staten 
was Jimmy Carter.
de a m e r i k a n e n  w a r e n  na a floop  van zijn eerste 
a m b t s t e r m i j n  zo ontevreden over hem, 
dat m en de voorkeur gaf aan een nieuwe president. 
$ ed Washington 
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*/wh/
was George w h a s h i n g t o n .
* b //w/p
was Geor ge W a s h i n g t o n .
*1 ,$p
De eerste p r e s i d e n t  van de Verenig de Staten 
was George Washington.
* s / w / W / p
Was Geor ge W a s h i n g t o n ,
* w / / W / p
7
no space a f t e r  command 
* s / / W / p
Was G e o r g e  W a s h i n g t o n .
* s / W / w / p
was Geor ge W a s h i n g t o n .
_ _  7 4  —
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*q
$ Is -s 
total 3
1 carter 
1 reagan 
1 W a s h i n g t o n  
$ Is *g* 
reagan 
washing ton 
$ Is :n 
:n not found 
$ Is *n 
reagan 
Washi n g t o n  
$ mkd ir p r e s i d e n t e n  
$ Is -1 ' 
total 4
-rw-r--r-- 1 ger other
drwxr-xr-x 2 ger other
-rv-r--r-- 1 ger other
* r v - r — r-- 1 ger other
$ la -s p r e s i d e n t e n  
total 0
$ mv carter presid e n t e n / c a r t e r
3> mv reagan p r e s i d e n t e n / r e a g a n
$ mv W a s h i n g t o n  p r e s i d e n t e n / w a s h i n g t o n
$ la -1
total 1
drwir- ir-ï 2 ger other
$ la -1 p r e s i d e n t e n  
total 3
195 Feb
32 Feb
230 Feb
67 Feb
18 0 9 : 0 8  carter
18 11:46 p r e s i d e n t e n  
18 0 9 : 0 7  reagan
18 0 9 : 1 0  W a s h i n g t o n
80 Feb 18 11:48 p r e s i d e n t e n
othe r 
othe r 
other
o ther 
oth e r 
other
- r w - r - - r —  1 ger 
-rw-r--r ~- 1 ger 
-rw-r--r-- 1 ger
$ cd presi d e n t e n  
$ ls - 1  
total 3
- r w - r — r-- 1 ger 
-rw-r--r-- 1 ger 
-rw-r--r- - 1 ger 
$ pwd
/ u s r / g e r / p r e s i d e n t e n  
$ cd * •
$ pwd 
/u s r/ ger
$ cd p r e s i d e n t e n  
$ pwd
/u s r/ ger/pres identen 
$ cd 
$ pwd 
/usr/ger
$ mkdir admin istratie 
$ cd a d m i n i s t r a t i e  
$ mkdir voorraad micros 
$ cd m icros 
$ pwd
/ u s r / g e r / a d m i n i s t r a t i e / m i c r o s  
$ ed 1 6bit 
? 1 6bit
195 F e b  18 11:47 carter 
230 Feb 18 11:47 reagan 
67 Feb 18 11:48 W a s h i n g t o n
195 Feb 18 11:47 carter 
230 Feb 18 11:47 reagan 
67 Feb 18 11:48 W a s h i n g t o n
-  75
*H
cannot open i n p u t f i l e
w a
f a b r i k a a t
Int e 1 
Mo torola 
N a t i onal S. 
Jeias Instr
Zilog
de v i c e  no
iAPX 8 6/88 
MG 68000 
NS 16000 
TMS 9900 
TMS 9980/1 
TMS 9995 
TMS 99000 
Z 8001 
Z 8002
direct m e m o r y
1 Mb 
1 6Mb 
1 6Mb 
64Kb 
1 6Kb 
64Kb 
1 92Kb 
8Mb 
64Kb
226
*q
$ 13 - a 
total 1
1 16b it 
$ cat 16bit 
fabrikaat
Intel 
Mo torola 
Nationa l S. 
Texas Inatr.
Zil og
d e v i c e  no
iAPX 86/88 
MC 68000 
NS 16000 
TMS 9900 
TMS 9980/1 
TMS 9995 
TMS 99000 
Z 8001 
Z 8002 
. / v o o r r a a d
direct m e m o r y
1 Mb 
1 6Mb 
1 6Mb 
64Kb 
16Kb 
64Kb 
1 92Kb 
8Mb 
64Kb
$ cd 
$ pwd
/ u s r / g e r / a d m i n i s t r a t i e / v o o r r a a d  
$ ls - 1  
total 0
$ ed t e r m i n a l s  
Ed ito r 
termi n a l s ?
*H
n u m m e r vaar
1 2345 
24356 
74210 
50613 
52017 
81112 
01 1 00
X v v  
i w  
i w
i n f o r m a tika 
i n f ormatika 
r e k e n c e n t r u m  
i n f o rmatika
-rw-r- -r-- 1 ger other 132 Feh 18 14:05 termi n a l s
$ pwd
/ u s r / g e r / a d m i n i a t r a t i e / v o o r r a a d  
$ cd 
$ pwd 
/ u a r / g e r
S cd a d m i n i s t r a t i e / v o o r r a a d  
$ oat te rminals
n u mme r waar
12345 ivv
24356 ivv
74210 ivv
50613 i nformatika
52017 i n f o r m a t i k a
81112 r e k e n c e n t r u m
01100 i n f o r m a t i k a  
$ pwd
/ u s r / g e r / a d m i n i s t r a t i e / v o o r r a a d  
$ logout
$ logout: not found 
$ *D 
UNIX SYSTEM V 
l o g i n :
10. E d i t e n  v o o r  g e v o r d e r d e n
In het n a v o l g e n d e  wordt de b e s c h r i j v i n g  van de editors zoals 
die in dit d i c t a a t  in h o o f d s t u k  3 is gegeven» in detail hekend 
v e r o n d e r s t e l d .
10.1 G l o bal c o m m a n d o ' s  'g' en 'v'
Editor c ommando's,  zoals delete (d), 3ubstitute (s), move (m) 
en t r a n s s c r i b e  (t), w e r k e n  op die regels van de file die w orden 
o p g e g e v e n  ala een i n t e r v a l  van regelnummers:
3,5d v e r w i j d e r t  regels 3 t.m. 5 uit de file.
W o rde n geen r e g e l n u m m e r s  opgegeven, dan werken ze op de 'huidige' 
regel; wordt s l echts fefen r e geln ummer opgegeven, dan werken ze op 
die a a n g e g e v e n  regel, en wordt, zoals gezegd, een interval 
opgegeven, d a n  w e r k e n  ze op dat interval. Re gel n u m m e r s  kunnen b e ­
staan uit getallen, zoals '3' of '1130', maar ook uit apeciale 
tekens zoals '$* (betekent: de laatste regel) of (betekent: de
h u i d i g e  regel), en uit eenvou d i g e  b e r e k e ningetje s zoals ' . - 3 , . +5' 
en '— ' e n a .
He m o g e l i j k h e i d  b e s t a a t  ook om een commando te laten werken op 
die r e g e l s  uit een interval van regelnummers, waarvan eerst is 
v a s t g e s t e l d  dat ze aan een bepaalde voorwaarde  voldoen. Het 
a a n g e v e n  van die v o o r w a a r d e  gebeurt met het ’ g' commando. Dat 'g' 
command o om regel s op v o o r w a a r d e  te selecteren, wordt dan m e t e e n  
gevolgd  door een ander commando dat moet werken op de 
g e s e l e c t e e r d e  regels:
1,$ g / J a n s e n / d
betekent: s e l e c t e e r  v a n  de eerste tot de laatste regel (dus uit de 
hele file) alle regels waarin de atring 'Jansen' voorkomt, en 
v e r w i j d e r  (delete) die allemaal.
g / J a n s e n / d
doet p r ecies h e t a e l f d e  (1,$ is standaard).
Een ander voorbeeld:
1 0 , 2 0 g / A B C / s / D / E / p
s e l e c t e e r  van regel 10 t.m. regel 20 al die regels wa arin ABC 
v oorkomt, en v e r a n d e r  in die regels de letter D (als die tenminste 
voorkomt) in de letter E; laat ook zien wat ver an d e r d  is (daarvoor 
dient de l e t t e r  'p' op het einde van het commando).
V e r w a r  dit 'g' commando niet met de 'g' die achter een 
s u b s t i t u t e  c o m m a n d o  g e g e v e n  mag worden, en die dan betekent dat de 
o p g e g e v e n  s t r i n g  o veral in de regel (in t e g e nstelling tot ’op de 
eerste p laats in de regel') g e s u b stitu eerd moet worden.
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Een g s l i j k a o o r t i g  commando ia 1 v' . ' v' doet m i n  of m e e r  
h e t z e l f d e  als ‘g*, alleen w o rden alle r e g els g e s e l e c t e e r d  die niet 
aan het o p g e g e v e n  criterium b e a n t w o o r d e n .
Met het 'g' commando, en ook m e t  'v' en 1,$a, kunt IT in êèn 
klap heel veel werk  doen, m a a r  soms is het ook een b eetje 
gevaarlijk. Als U b i j v o o r b e e l d  doet:
1,$s/U/je/g
dan ia niet alleen overal in de file U in je v e r a n d e r d ,  maar ook 
Unix in jenix en Ubach over Worms in j e b a c h  over Worraa. Er is 
geen simpel editco mmando om dat weer o n g e d a a n  te maken:
1, $s/je/U/ ,
maakt van v e r k l e i n w o o r d j e s  v e r k l e i n w o o r d U s , enz. enz. De chaos 
wordt alleen  maar groter.
Dit soort operatiea m o e t e n  we een b e e t j e  a n d ers aanpakken. 
Stel, we w i l l e n  overal isch in ies v e r a n d e r e n ,  en i esche in iese, 
en zo. Eerat doen we een w - comman do. Als er iets fout gaat, 
ku n n e n  we tenm inste terug. Hu doen we:
g/iach/ .
We krijgen alle regela te zien w a a r i n  isch v o o r k o m t .  De default 
r e g elnumme rs voor het g-commando zijn 1,$, en het d e fa ult commando 
is het default e ditor-co mmando p (print). Die regels w a a r  isch in 
voorkom t moet U nu goed d o o r k i j k e n  om te zien of U g e e n  ongew e n s t e  
effecten krijgt. Is alles in orde, dan kunt U doen:
gI / s / /ies/g
(met eventueel nog een p eraoh ter als U t e g e l i j k  het result aat 
wilt zien). De eerste lege atring be tekent: n e e m  d e z e l f d e  als van 
het vorige g-commando, en de tweede lege string, de eerste van het 
s-commando, betekent: neem d e z e l f d e  als v a n  het g -comman do.
V e r o n d e r s t e l  nu dat in onze te w i j z i g e n  tekst het woord 
P e t r i s c h a a l t j e  een paar keer voor  komt. Dat zien we dan als we 
d o e n : .
g/iach/
We kunnen nu niet hetzelfde s-commando g e b r u i k e n  als daarnet. We 
m oeten nu zoiets doen ala:
g/isch /
en als de output daarvan in orde is:
g / / a / / ies / g 
w
g / i sche/ 
en als dat er goed uit ziet: 
g / / s / / i e s e / g
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10.1.1 De i n t e r a c t i e v e  g l o b a l  commando *a ; G en V
De c o m m a n d o ' s  G en V (niet in TJNIX V7 aanwezig) werken als het 
g- en v - c o m m a n d o ,  a l l e e n  moet het commando dat op elke g emarke erde 
regel u i t g e v o e r d  m o e t  worden, per regel via het toetsenbord 
i n g etikt worden. De regel waarop het ingetikte commando
b e t r e k k i n g  h e e f t  w o r d t  telkens op het scherm afgedrukt. Een 
R E T U R N  f u n g e e r t  als een t,nul"-coinmando, i.e. een commando dat 
niets doet.
10.2 Het f i l e n a a m  c o m m a n d o  ’f '
Met de e d i t o r  k u n n e n  ook stukken van een file w or den 
g e m a n i p u l e e r d .  Zo k unnen b i jvoorbeel d atukken worden gecop i e e r d  
zodat ze aparte filea gaan vormen, files kunnen in elkaar gemengd 
worden, enz.
Het 'f' c o m m a n d o  laat zien welke file m o m e nteel wordt ge-edit. 
Vordt bij de ' f 1 een filen a a m  opgegeven, dan heeft dat tot effect 
dat v a n a f  dat m o m e n t  de o o r s p r o n k e l i j k e  filenaam wordt vergeten, 
en de n i e u w  o p g e g e v e n  naa m daarvoor in de plaats komt. Een 
(omslacht ige) m a n i e r  om een file te copieren zou dus zijn:
$ed f i l e 1 
1 2545
P
*f f i l e 2
*w
Ï 2 3 4 5
De f a c i l i t e i t  ia h a n d i g  als, uitgaan de van een bepaalde file, een 
a ndere file m o e t  w o r d e n  g e maakt die slechts weinig v e r a n d e r i n g e n  
b e v a t .
10.3 Het wri te c o m mando * w'.
Ook aan het 'w* c o m m a n d o  mag een filenaam worden toegevoegd. 
Dat is handig, b i j v o o r b e e l d  in combinatie met het gebruiken van 
een i n t e r v a l  van regel nummers:
$_ed filel 
1 2345 
P
00» 200w f i l e 2 
765 
* f
filel
? T ~
In dit v o o r b e e l d  w o r d t  een 'file2' gemaakt, die een copie van de 
regels 100 t.m. 200 uit 'filel' bevat. Merk op dat de 
o o r s p r o n k e l i j k e  f i l e n a a m  'filel' g ehandhaafd blijft als de naam 
van de file w a a r o p  de edit-s e s s i e  nog werkt (en die dus zal worden 
g e b r u i k t  als l a t e r  een 'w' commando zonder b ijgev oegde filenaam  
g e g e v e n  aal worden).
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Let goed op: als bij ' w' een f i l e n a a m  w o r d t  g e g e v e n ,  dan wordt 
een file van die naai aangemaakt, en als er al een b e s t o n d  wordt 
die b e s t a a n d e  eerst weggegooid.
Voor het goede begrip nog enige o e f e n i n g e n ,  w a a r i n  wordt 
a a n g e g e v e n  wat u i t e i n d e l i j k  terecht zal komen in 'file2':
g / J a n s e n / . w  file2
Een enkele regel, n.1. de laatste uit filel die de s t r i n g  'Jansen' 
bevat.
g / j a n a e n / w  file2
file2 wordt een copie van filel, w a n t  bij elke regel uit filel die 
'Jansen' bevat wordt eenmaal ’ w file2' g e daa n, m a a r  w zonder 
regel n u m m e r s  s chrijft de hele filel weg, m a a r  bij elke w wordt een 
b e s t aande 'file2' weggegooid, zodat e i g e n l i j k  de r e s u l t e r e n d e  
file2 een groot aantal keren o p ni euw g e s c h r e v e n  w ordt als een 
copie van  f i l e l .
10*4 Het read -in commando ' r 1
In een file k unne n ook copieen v a n  (gehele) a n d e r e  files w o r d e n  
ingevoegd. D a a r v o o r  dient het 'r' commando.
$ed filel 
E d ito r
I 2545 
P
*r file2
I I  
*w
1 2360
Pilei is nu uitge b r e i d  met een copie v a n  file2, omdat die copie 
achter de laatste regel ('$') van filel is b i n n e n g e l e z e n .  Blijft 
het r e g e l n u m m e r  bij de 'r' weg, dan wordt de l a a t s t e  regel v a n  de 
file aa ngenomen. Speciaal voor ' r' mag ook *0' als r e g e l n u m m e r  
w o r d e n  opgegeven; dan wordt file2 v oorin filel g e c o p i e e r d .  Bij de 
'r ’ mag de filenaam ook wegblijven; dan w o r d t  een copie van de 
file zelf b i n n engele zen: in b o v e n s t a a n d  v o o r b e e l d  zou w e g l a t e n  van 
de naam 'file2* dus filel v e r d u b b e l d  hebben. Na i n l e z e n  met 'r' 
wordt de 'huidige regel' de laatste regel v a n  de i n g e l e z e n  file.
10-5 R e g e l s  splits en en s a m e n v o e g e n
Een eenvoud ig commando, ter a f w i s s e l i n g :  de 1j' (join) om 
regels samen te voegen:
10,20j
voegt de regels 10 t.m. 20 samen tot een e n k e l e  regel. De. oude 
regels w orden 'hard' (dus zonder extra s p a t i e  of zo) tegen elkaar 
g e p l a k t .
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R e gel s s p l i t s e n  gaat met  \<RE TURN> in het * a '-c o m m a n d o , als 
volgt : .
ft
ah c
* aYh/h\ ( nu R E T U R N  intikken, terminal reageert hierop!)
*- -n _ » • P
ah
c
U ziet in dit l a atste v o o r b e e l d  n6g een toepassing van '\ T ï d oor 
een '\' te t i k k e n  vi>6r <RETURN>  wordt dit symbool ontdaan van de 
g e b r u i k e l i j k e  f u nctie als a f s l u i t e r  van de commando-re gel en komt 
l e t t e r l i j k  (al3 n e w l i n e - s y m b o o l )  in de substitut ie-1ekst te staan.
10.6 S u b a t i t u t e  met v e r w i s s e l e n  van veldjes
De editor bevat een speciale faciliteit die het mogelijk maakt 
om b i n n e n  een regel s t ukken tekst van plaats te verwisselen. Het 
is een 300rt u i t b r e i d i n g  v a n  het gebruik van de bij het a c o m ­
mando .
Met deze is het m o g e l i j k  om aan het gehele 'oude' tekstveld
te r e f e r e r e n  als o n d e r d e e l  van de nieuwe tekst: s/xyz/A&B/ zal 
o pleveren: AxyzB.
De 'oude' tekst kan echte r ook in gedeelten worden aangegeven, 
en dat gebeurt  door die g e d e e l t e n  te omgeven met \( en \) .
Stel b i j v o o r b e e l d  dat wij, als vari ant op het zojuist gegeven 
v o o r b e e l d j e ,  v a n  de string 'iyz' de string 'AyxzB' willen maken. 
D a a r v o o r  moet in de o o r s p r o n k e l i j k e  string worden aangegev en dat 
we een v e l d j e  met 'x' willen definieren, een veldje met ' y' , en 
een v e l d j e  met 'z'. D aarna w i l l e n  we in de uitkomst, tussen de 
nieuw erbij te zetten A en B, de zojuist genoemde veldjes in de 
v o l g o r d e  2, 1 en dan 3 invoegen.
In het eerste deel van het substitute commando geven we dan de 
drie v e l d j e s  aan:
s / \ ( x \ ) \ ( y \ ) \ ( z \ ) / ........
Da h a a k j e s  n o t a t i e  heeft dus geen enkele invloed op de string die 
gezocht moet worden; zo ingewikkeld als het er uitziet, wordt toch 
g e w o o n  g e z o c h t  naa r een ’xyz' zonder meer. Maar als die 'xyz' dan 
is gevonden, d a n  weet de editor als n e v en-effe ct dat de bedo eling 
is dat o n d e r s c h e i d e n  g e d e e l t e n  van die string dadelij k weer apart 
nodig zullen zijn.
In het tweede deel v a n  het 's' commando wordt dan naar die v e l d j e s  
g e r e f e r e e r d  met: \1, \2 en \ 3 ; nummers w o r d e n  gewoo n toegekend op 
v o l g o r d e  w a a r i n  de \( haakj es zojuist werden aangetroffen.
Al met al w o r d t  ons g e m o d i f i c e e r d e  voorbeeld, verande r 'xyz' in 
'Ayx z B ' dus
s / \ ( x \ ) \ ( y \ ) \ ( z \ ) / A \ 2 \ 1  \3B/
De h a a k j e s  m o g e n  zelfs genest voorkomen, m a a r  als de v e l djes 
elkaar wel o v e r l a p p e n  m a a r  niet netjes genest zijn, dan zijn de
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resultaten, nogal chaotisch.
10-7 Quit 'q ’ en restart 'e*
Wanneer  U gereed bent met het e d i t e n  van een file, en U zou 
daarna een volgende file onder h a n d e n  w i l l e n  nemen, dan kan dat 
uiteraard door het geven van een ’ q_' commando, en door daarna aan 
UNIX weer een 'ed' met de nieuwe f i l enaam te geven, m a a r  er is ook 
een intern editor commando dat een n i e u w e  f i l e - e d i t  start zonder 
dat t u s s e n d o o r  teruggegaan moet w o r d e n  n a a r  het U N I X - c o m m a n d o  
niveau. Dat editor commando is 'e'; hij die 'e' moe t u i t e r a a r d  
ook de naam van de nieuw te e dite n file w o r d e n  m e e g e g e v e n .  Doet U 
dat niet, dan neemt de editor g e w o o n  de oude file.
10.8 E d i t o r  restricties en p r o b l e m e n
Reeds eerder is verteld dat de UNIX e d i t o r  w e r k t  op een 
tijdelijke copie van de file van de gebruiker, en dat het 'w' c o m ­
mando vero or z a a k t  dat die t i j d e l i j k e  copie wordt o m ge zet in een 
p erma nente nieuwe versie van de file.
Editors die volgens dit principe w e r k e n  h o u d e n  i.h.a. een 
u itvoe r i g e  b o ekhoudin g bij van de s t r u c t u u r  v a n  die tijdelijke
file, en lijden daardoor mee stal aan het p r o b l e e m  dat er voor die 
b o e k h o u d i n g  wel eens te weinig ruimte is.
Zo ook de UNIX editor. De g r e n z e n  aijn e c h t e r  erg ruim, en 
l iggen ong eveer als volgt: 1 w o o r d  b o e k h o u d i n g  per regel .tekst, 
regels m a x i m a a l  512 charaoters lang, 64 c h a r a c t e r s  m a x i m a a l  per 
filenaam ( p a d n a m e n ! ). V e rder zal de e d i t o r  n u l - c h a r a c t e r s  
(b i n a r y - n u l 1 ), en een eventuele laatste regel die geen 'newline' 
aan het eind heeft, geruisloos laten v e r d w i j n e n .
Er zijn drie typische situa ties w a a r i n  deze b e p e r k i n g e n  de kop 
opsteken. Als foutboodschap v e r s c h i j n t  dan '? temp file too b i g’.
De eerste situatie is w a nneer de file te g r o o t  is (en d a a rvoor 
moet hij toch al meerdere d u i z e n d e n  r e g e l s  g r o o t  zijn). De 
oplossing ligt dan in het g e b r u i k  van het ( l a t e r  te behande len) 
split commando.
Een tweede situatie kan o n t s t a a n  w a n n e e r  de sc hijf r u i m t e  
waaruit de plaats voor de tijde lijke e d i t - f i l e  wordt geleend (de 
d i r e ctory  / t m p ) , vol raakt.
Dit euvel is niet denkbeeldig; UNIX h e e f t  h i e r t e g e n  geen 
b eveiligingen, en dat schijven  altijd vol z i t t e n  heeft per 
definitie geen enkele relatie met hoe groo t die s c h i j v e n  wel zijn. 
In dat geval zal een 'w' dus een i n c o m p l e e t  r e s u l t a a t  p r o d u c e r e n  
(en dat ziet U alleen maar als het U o p valt d a t  de c h a r a c t e r - c o u n t  
lager u i t v a l t  dan hij zou m o e t e n  zijn), en een 'q' zal de schade 
o n h e r s t e l b a a r  maken.
De remedie hier is op de eerste plaats p r e v e n t i e f :  houd altijd een 
ruime h o ev eelheid vrije d i s k r u i m t e  aan. Op de tweede plaats kunt 
U een 'w' doen met daaraan t o e g e v o e g d  een f i l e n a a m  (c omplete pad- 
n a a i ) , die de file terecht laat k o m e n  op een andere achijf waar 
wel plaats ia (dat vereist n a t u u r l i j k  wel k e n n i s  v a n  de relaties 
tussen p a d n a m e n  en fysieke a c h i j f g e h e u g e n s  in Uw systeem), en op 
de derde plaats zou U met b e h u l p  v a n  de '!' f e ature (hierna 
behandeld), enige files k u n n e n  r e mov en v o o r d a t  U een tweede keer
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'w' geeft in de h o o p  dat die wel genoeg plaats zal hehhen.
De derde s i t u a t i e  w a a r i n  de '? temp file too big' boodschap nog 
wel eens naar b o v e n  komt is w a nneer U in een grote file veel 
v e r a n d e r i n g e n  a a n b r e n g t .
B i j v o o r b e e l d  een g / x y z / s / x y z / A B C /  in een file v a n  enkele d u i z e n d e n  
regels, w a a r i n  de m e e a t e  regela ook inderdaad een 'xyz' bevatten, 
zal al gauw s t u k l o p e n  op g ebre k aan geh eugen voor de interne 
b o e k h o u d  i n g .
De r e m e d i e  in dat geval ia 'w', ' q' en daarna weer opnieuw de 
editor starten. V o o r  de regels w a arvan de editor de b o e k h o u d i n g  
nog kon h e r b e r g e n  w e r k t  het commando n . 1 . wel correct, dus na twee 
of m e e r  p o g i n g e n  komt U de hele file wel door.
10.9 UNIX c o m m a n d o ' s  tussendoor; 1 ! *
Het v e r s c h i l  t u s s e n  UNIX comma n d o - m o d e  en editor-commando  mode 
moet i n m i d d e l s  wel d u i d e l i j k  zijn; een goed moment dus om daar 
weer wat c o m p l i c a t i e s  in aan te brengen. Terwijl U zich in 
e d i t o r - o o m m a n d o m o d e  bevindt, . bestaat er toch een mogelijkh eid om 
UNIX c o m m a n d o ' s  te geven. Hiermee duwt U de editor als het ware 
t i j d e l i j k  even uit het zicht, laat een UNIX commando uitvoeren, en 
korat d a a r n a  w e e r  t e r e c h t  in Uw edit-sessie zonder dat daar iets 
v e r a n d e r d  is.
Dit alles doet U door voor het b etreffende  UNIX commando op 
d e z elfde regel een ! te plaatsen. Bijvoorbeeld:
jSed l i m e r i c k  
E d i t o r
1 23 
P
*! who
i kzelf t t y 11 Nov 10 15:00
b u u r m a n  tty13 Nov 10 15:01 
t
1' P
onder ons gezegd en gezwegen!
*
Deze m o g e l i j k h e i d  om even een uitstapje naar UNIX te maken is 
ingebouwd in bijna alle p r o g r a m m a ' 3 die i n teractief met de 
g e b r u i k e r  w e r k e n  (bv ook in 'mail').
10.10 R e g e l s  m a r k e r e n
Door m i d d e l  van het 'k'-commando kunt een regel een m a r k e r i n g  
(label) geven:
/ Jan/ka 
/ P i e t / k b
De e e r s t v o l g e n d e  regel met "Jan" erin wordt gemarkeerd  met de 
letter 'a' . De d a a r o p v o l g e n d e  regel met "Piet" erin met de letter 
'b' . U mag h i e r n a  deze 'labels' gebruiken i.p.v. regelnummers om 
de g e m a r k e e r d e  regels aan te wijzen; u gebruikt de enkele quote: ' 
gevolgd door de m a r k e r i n g s - l e t t e r :
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'a,'bp Om het gehele gebied af te d r u k k e n  
'a ,'bm$ Verplaats gebied naar einde file
ïï mag als "markering" slechts fefen enkel c h a r a c t e r  gebruiken.
10.11 Encrypt ie mode
Als u met een bestand wilt werken en u wilt er zeker v a n  zijn 
dat niemand anders dan uzelf dit k a n  lezen (aelfs de 
s y s t e e m b e h e e r d e r  n i e t ), dan kunt u de editor in " enc ryptie" mode 
zetten. In dat geval zal alles wat de editor naar buiten in een 
file schrijft (met behulp van 'w' of 'V' , m a a r  ook datgene wat hij 
in het w e rkbe stand schrijft) eerst w o r d e n  " g e &n crypt". Omgekeerd: 
moet hij iets uit een bestand inlezen, dan zal dit w e e r  keurig 
"ge-decrypt" worden, zodat u. in de editor w e e r  leesbare tekst 
ziet. De encryptie zet u aan door m iddel van het 1 x '- c o m m a n d o . 
De editor zal u dan om een 'sleutel' vragen. Deze sleutel (een 
reeks characters, te vergelijken met u w  password) mag u niet 
vergeten, anders kunt u straks uw g e & n c r y p t e  b e s t a n d  niet mee r 
lezen! Op sommige systemen is het 'x'-commando  (kleine letter) 
vervangen door: 'X' (hoofd letter) , om te v o o r k o m e n  dat u per 
ongeluk in encryptie-mode raakt.
10.12 Meer m o g e lijkheden met 'ex'
De tot nu toe behandelde c o m m a n d o’s vorm en v r i j w e l  d'e complete 
set die 'ed' kent. Ook bij 'ex' kunt u ze gebruiken. Hierna 
volgen globaal de extensies die 'ex' kent. Voor  details v e r w ij zen 
we naar de UNIX handleiding.
10.12.1 De standaard 1 e d 1- c o m a n d o '3
Ex herkent alle standaard 'e d * - commando * s . D a a r n a a s t  bestaat 
de m o g el ijkheid om deze commando's ook onder a n d e r e  altern atieve 
namen te geven: quit (voluit) i.p.v. 'q' e nzovoorts. De f o u t ­
b o o d s c h a p p e n  en het terug- r a p p o r t e r e n  v a n  acties die 'ex' 
uitgevoerd heeft is ook completer. We zullen h i e r o p  niet verder 
ingaan omdat deze boodschappen m e e s t a l  voor zich spreken. Koud 
hierbij in de gaten dat de f o u t b o o d s c h a p p e n  soms suggesties 
aandragen, waarmee u op weg g e h G l p e n  wordt:
-L a
nu volgt wat tekst die we toevoegen  
als we dit gedaan hebben, m e r k e n  we dat 
het helemaal verkeerd is, en dat we l i e v e r
met 'ex' stoppen, dan d o o r g a a n  .....
»
-L %
ïïo write since last change ( :q u i t ! o v e r r i d e s )
: quit!
$
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10.12.2 E n k e l e  e x t e n s i e s  van 'ei'
Hi e r n a  v o l g e n  e nk ele v a n  de f a c i l i t e i t e n  die 'ex* wèl en 'ed' 
nièt kent.
10.12.2.1 De h e r h a l i n g s - f a c t o r
So m m i g e  ex-comraando*3 m o g e n  gevolgd worden door een getal 
w a armee men a a n g e e f t  hoe v a a k  het commando uitgevoerd moet w orde n 
(te b e g i n n e n  hij de h u i d i g e  regel):
p 5 aal v i j f  r e g e l s  v a n a f  de huidige regel afdrukken
d 6 zal zes regels v a n a f  de huidige regel deleten.
let o p :
1 ,3p 5 zal v i j f  regels a f d r u k k e n  te be ginnen bij regel 3 M !
10.12. 2.2 M e e r d e r e  c o m m a n d o’s op de regel
In ex mag u m e e r  c o m m a n d o ' s  op de regel geven. U moet ze 
o n d e rling s c h e i d e n  door m i d d e l  van ' |’. Ze w orden van links naar 
rechts u i t g e v o e r d .  Dit biedt vooral p e r s p e c t i e v e n  in combinatie 
met het 'g' command o: u kunt nu uitgaande van de door 'g' 
g e m a r k e e r d e  regels m e e r d e r e  acties uitvoeren. Bijvoorbeeld: 
d o o r z o e k  een stuk tekst op het woord 'UNIX'; vervang in deze 
regels het w o o r d  *O p e r a t i n g  System' door *be sturings-systeem' en 
het woord 'UNIX' door 'UNIX System V':
g / U N I X / s / O p e r a t i n g  S y s t e m / b e s t u r i n g s - a y s t e e m /  j s/UNIX/UIÏIX System V/
10.12.2.3 M e e r d e r e  b u f f e r s
In ex kunt u regels uit de tekst halen en ze in een b uf fer 
zetten, w a a r u i t  u ze later weer terug kunt halen. Maximaal 26 van 
dit soort b u f f e r s  kent ' e x’ en ze dragen de namen 'a' t/m 'z'.
Uit de tekst h a l e n  en in een buffer zetten gaat met d(elete) 
gevolgd door de naam, t e r u g h a l e n  met het p u t - c o m m a n d o :
1 , $p
1
2
3
4
5
t_ 1 ,2 d c
i. 1
3
4
5
t_ 2 put c 
1 , $ p
3
4 
1
2
5
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Met behulp van het yank-commando kunt u regels in de b u ffers 
zetten zonder dat ze uit de workfi le w orden v e r w i j d e r d .
Door de namen A t/m Z te g e b r uiken voegt u regels aan de 
buffers toe. Bij a t/m z worden de b u f f e r 3 bij d(elete) en y(ank) 
o v e r a c h r e v e n :
10.13 Introductie tot de VI acreen-edit or
10.13.1 Al gemeen
Vi is een a creen-editor ontwikkeld door de U n i v e r s i t y  of 
California in Berkeley, Ca. Vi hoort thuis onder de Berkeley 
Software D i stributlo n (BSD). Ex en vi zijn ook o p g e n o u e n  in de 
distributie van o.a. UNIX SysTëm V "van A.T.&T.
De combinatie ex/vi wordt gevormd door een l i n e - e d i t  ge deelte 
( = '0 2’) en een full-screen gedeelte (='vi'). Het is mogeli jk om 
s c h erm-edi ten te combineren met line-editen, d o ordat v anui t _vi de 
m o g e l i j k h e d e n  van _ex voortdurend ter b e a c h i k k i n g  staan.
Bij enkelvoudige wijzigingen in een file is het erg prettig te 
zien wat men doet. Een scherm- editor is in dat geval bepaald geen 
overbodige luxe. Moet m e n  echter veel g e l i j k e  w i j z i g i n g e n  
uitvoeren op een file, dan zijn de m o g e l i j k h e d e n  van een goede 
line-editor onontbe erlijk omdat die met een enkel commando kan 
m anipu l e r e n  met stukken file die vfefel grote r zijn dan de beperkte 
termin a l - s c h e r m  omvang.
10.13.2 Het opstarten van de editor
Ex en vi zijn in feite hetzelfde programma: 
elkaar g'ëïinkt (zie het ' ln' commando). Roept 
met:
ex file
dan komt deze in line-mode op. Met: 
vi file
komt men in 3creen-mode terecht.
Wie meer dere files opgeeft kan deze a c h t e r - e l k a a r  editen: 
doorgaan met de volgende file gaat met b e h u l p  v an het 'neit' 
commando in de editor:
n
in ex en met 
: n
in v i .
Wezen l i j k  aan full-screen editors is dat ze sommige acties 
reeds ondernemen als u een enkele c o m m a n d o - t o e t s  aanslaat. In 
zoverre vo rmen de full screen editors dus een u i t z o n d e r i n g  op de 
regel dat alle commando's altijd a f g e s l o t e n  m o e t e n  w or den met een 
aanslag van de RETURN toets. Onder UNIX is het m o g e l i j k  dat een
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be i d e n  zijn aan 
men de editor aan
p r o g r a m m a  zelf u i t m a a k t  of het al actie onderneemt nadat een 
enkele toets ia a a n g e s l a g e n ,  of dat het wacht totdat een hele 
regel, a f g e s l o t e n  met RETURN, wordt ingetypt. Full screen editors 
zijn s l e c h t s  èfen v o o r b e e l d  van die eerste categorie.
10.13-3 V a n  Vi naa r Bx vioe versa
Men kan  v a n u i t  vi n a a r  ex door een 'Q' te geven. Vanuit ejt kan 
m e n  terug n a a r  vi_ d o o r  het commando "vi" te geven.
Q
Vi
--- <---- v i
B i n n e n  _vi kan m e n  jsx c o m m a n d o ' s  geven door eerst een in te
toetsen. Wie, b i j v o o r b e e l d ,  een move commando van regel 10 t/m 12 
naar regel 8 wil geven, kan v anu it vi het commando " : 1 0 ,1 2 m8 " 
geven. Als eitra effect is het resultaat direct op het scherm 
z i c h t b a a r .
10.13*4 Uit Vi of Ex s t a p p e n
Het v e r l a t e n  v a n  vi kan op twee manieren: door met "Q" naar ex 
te g a a n  en daar "w" en "q” te geven, of door vanuit _vi de 
c o m m a n d o ' s  "tw" en ":q" aan door te geven.
10.13*5 R e o h t e  b e w e g i n g e n
Het o n d e r a t a a n d e  schema geeft aan hoe men rechte b e wegingen kan 
m a k e n  met de c u r s o r  (op, neer, links, rechts). Men gebruikt 
h i e r v o o r  de toetsen; k, 1 , h en j, en/of de cursor- 
p o s i t i o n e r i n g s - t o e t a e n  van uw terminal (vooralen van pijltjes).
k
A
I
I
Ih<-------------- >1
I
I
I
V
j
Gaat m e n  omhoog n a a r  een regel die te kort ia dan komt de cursor 
aan het einde terecht.
10.13*6 S p r i n g e n  in de tekst
Men gaat een regel terug door een te geven: de cursor wordt
op de eers te l e t t e r - p o s i t i e  van de voorga ande regel neergezet: 
e v e n t u e l e  tabs en spaties w orden overgeslagen.
Met een '+' of een R E T U R N  gaat men een regel naar beneden.
Vi kan de w o o r d e n  in een regel onderscheiden: met een "b" springt 
met èèn w o o r d  terug; met een "w" feèn woord vooruit:
B i j v o o r b e e l d ,  stel dat we in onderstaande regel uit onze 
'limerick' file met de cursor ataan bij de eerste letter 'a' is
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het woord l a a t s t’ dan kunnen we stapp en zoals in de tekening is 
aangegeven: -
Was laatst met 'ed' een l i m e r i c k  aan het m a k e n
*  ] A
1 l l 
I _____ .i ______ l
h w
Met behulp van "A " kan men naar het b e g i n  van de regel springen. 
Met een "$" kan men naar het einde, gaan:
Was laatst met *ed' een l i m e r i c k  aan het m a k e n
Door middel v a n  " :100" springt men naar regel 100. Met kan
men in èfen keer naar het einde van de file. Deze laatste 
vo o r b e e l d e n  zijn weer gewone 'ex' oommando's, overee n k o m e n d  met 
bekende 'ed' commando's, die met behulp van de ':* ervoor worden 
doorgegeven vanuit 'vi' naar 'ex'.
10.13.7 Weggo oien
Het weggooien van regels, woorden of losse letters gaat volgens 
onderstaande tabelletje.
x gooit èfen letter weg.
dd gooit èfen regel uit de tekst weg.
dw gooit èfen woord v a n a f  de c u r s o r - p o s i t i t i e  met
achterliggende spatie weg.
db gooit feèn woord voor de cursor pos itie met a c h t e rli ggende
spatie weg.
d$ gooit alle letters vanaf de c u r s o r - p o a i t i e  tot het einde
van de regel weg.
d A gooit allea vanaf het begin van de regel tot de cursor-
p o sitie weg.
10.13-8 Invoegen
Met behulp van het "i" commando, kan met s t u k k e n  tekst v ó6r de 
cursor -positie invoegen. Nadat m e n  de "i" heeft ingetoetat 
bevindt men zich in i n s e r t - m o d e . Invoer kan w o r d e n  beëindig d door 
een BSC (=escape-toets van uw terminal, soms ook 'alt' geheten) te 
geven. Op eenvoudige terminals ziet men dat pas na de ESC de 
regel hersteld wordt, op m e e r  uitgeb r e i d e  t e r m i n a l s  ziet men de 
regel tijdens het invoeren kompleet.
Met het "a" commando kan m e n  tekst i n v o e r e n  im de cursor- 
positie. Ook hier moet men de invoer a f s l u i t e n  met een ESC.
Voor het invoeren van tekst op een nieuwe regel onder de regel 
met de cursor, gebruikt men het "0' commando. Moet men nieuwe 
regels invoeren boven de regel met de curaor, dan gebruikt men 
”0". Beiden moeten worden a fgesl o t e n  met een E S C .
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Het v e r v a n g e n  van tekat gaat als volgt:
Ve r v a n g  feèn w oord vanaf de c u r s o r - p o s i t i e : 
o w t e k a t E S C
V e r v a n g  fefen woord tot de cursor-positie: 
c b t e k s t E S C
V e r v a n g  fefen regel v a n a f  de cursor-poaitie: 
c $ t e k a t E S G
V e r v a n g  èfen regel tot de cursor-poaitie: 
c A teka tESC
Met het l e t t e r t j e  a c h t e r  de 'c' geeft men het aoort change 
command o aan. V i  g e e f t  met een '$' aan tot welke positie het 
'change' c o m m a n d o  werkt.
10.13*10 Z o e k e n
Z o eke n gaat net zoals in ed, of _e3c met een '/' gevolgd door een 
p a t r o o n , w a a r i n  een aantal speciale symb olen gebruikt k u n n e n  
worden. Het p a t r o o n  kan w o r d e n  afgeslote n met een RETURN.
Zoeken in de t e r u g w a a r t a e  richting gaat met "?patroon". Net als 
bij de g e n o e m d e  l i n e - e d i t o r s  wordt er rond gezocht.
10.13-11 D i v e r s e n
Het ia soms h a n d i g  de r e gelnum mers te zien. Hiertoe kan m en de 
file ".eirc" in de HOME d i r e c t o r y  (zie het nog komende hoo fdstuk 
over 'Shell v o o r  g e v o r d e r d e n’) v u l l e n  met:
set n u m b e r
Deze file ia een aoort .profile voor elke e d i t - 3essie: ejc en ^vi 
lopen deze file door alvorens gereed te zijn voor het eerste 
c o m m a n d o .
Met b e h u l p  v a n  "u" (■ undo) kan men de laatste v e ra ndering 
terug draaien. Gaat m e n  v a n  vi naar ex en geeft m e n  dan een "u" , 
dan w ordt alles wat m e n  in acreen- mode gedaan heeft teruggedraaid.
Men kan het s c h e r m  h e r s c h r i j v e n  iaat behu lp van de CTRL-L toets
10.13.1 2 En nog vele andere m o g e l i j k h e d e n
U i t e r a a r d  zijn de h i e r b o v e n  beschr e v e n  c o m m a n d o 'a niet de enige 
die 'ex' en 'vi' (her)kennen. Voor de tientallen andere 
comman d o ' s  v e r w i j z e n  we naar de standaard UNIX doc umentatie met 
name naar de a r t i k e l e n :  An i n t r o d u c t i o n  to D i s p l a y  Editing with Vi 
en het Ex R e f e r e n c e  Manué.1.
10.13*9 Vervangen
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1 1 . Omgaan met files
We hebben in het voorgaande een aantal m a n i p u l a t i e s  met files 
bekeken. Bekende commando's zijn inmiddels: oat, pr, lp, op, mv, 
ri. Ook de boom-s t r u c t u u r  van het fil esy s t e e m  i 3 behandeld, met 
de commando's la, pwd en cd.
Verder moet niet uit het oog w o r d e n  v e r l o r e n  dat ook de
e d i t o r - c o m m a n d o 's r, w en f, al of niet in c o m b i n a t i e  met een
filenaam gegeven, commando's zijn waarmee  files in hun geheel of 
in gedeelten kunnen worden gemanipu leerd.
Dit hoofdstuk aal meer commando's b e h a n d e l e n  die betr ekking 
hebben op het manipuleren  van files, en ook m e e r  details geven 
over bovengeno emde c o m m a n d o’s die al eerder zijn behandeld.
11.1 Directories maken, verwijderen, l e e g m a k e n
Maken van directories gebeurt met het 'mkdir' commando. De 
naai van de te make n directory wordt hier u i t e r a a r d  bij opgegeven. 
Met 'rmdir' kan een directory, mits leeg, ook weer worden 
verwij d e r d .
Voor het wat grotere opruimwerk, b i j v o o r b e e l d  bij het opruimen 
van hele boomstructuren in s u b - d i r e c t o r i e s ,  is z o’n rmdir 
n atuurlijk ongeschikt. Met dit commando zou n a m e l i j k  vereist zijn 
dat eerst elke directory apart s c h o o n g e m a a k t  wordt (rm *), en dan 
een stap omhoog (cd ..) en dan een rmdir.
Om dit wat te bekorten kent " r m ' de '-r' vlag. Als die wordt 
opgegeven, raet daarbij de naam van een director y, dan wordt die 
directory, i nclusief alle daarin aanwezige files, en ook alle 
daarin aanwezige sub -directories (en in die s u b - d i r e c t o r i e s  ook 
alle .....  enz) verwijderd.
Het heeft in zo'n geval wel vaak zin om ook de *-i' vlag mee te 
geven aan 'rm' (combinatie: * rm -ri directoryn aam' ) . In dit, z.g. 
interactieve geval, wordt voor elke file een vr aag gesteld via de 
terminal, en wordt de file v erwi jderd als die vraag met 'y' wordt 
beantwoord, c.q. intact gelaten bij elk ander a n t woord (inclusief 
het antwoorden met een lege regel).
11.2 Omvangrijke moves en copies
Voor omvangrijke c o p ieer-o peraties heeft het 'cp' commando een 
extra faciliteit. Als n a m e l i j k  als l a a t s t e  parameter  een 
directory wordt opgegeven, dan wordt de file die als eerste 
parameter is genoemd in de o p g e g e v e n  d i r e c t o r y  gezet, met als naam 
het laatste stuk van de o o r s p ronkelij ke filenaam. Maar, zolang de 
laatste parameter m a a r  een d i r e c t o r y n a a m  blijft, m o g e n  er meerdere 
filenamen inplaats van de (ene) eerste p a r a m e t e r  worden gegeven. 
Alle genoemde files worden dan naar de genoe m d e  directory 
g e c o p i e e r d .
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Ook het 'mv' c o m m a n d o  kent deze vorm:
cp filel f i l e 2 f i l e 3 .... d i r e c t o r y
mv filel f i l e 2 f i l e 3 .... d i r e c t o r y
Voor het v e r p l a a t s e n  v a n  een complete o n d e r - b o o m  (dus een
d i r e c t o r y  plus a l l e s  daaronder) kan mv ook als volgt gebruikt 
wo r d e n :
mv directoryl d i r e c t o r y 2
w a a r m e e  de e e r s t e  d i r e c t o r y  in z'n geheel "verplaatst" wordt, en 
di r e c t o r y 2  gaat h e t e n  - als directory2 nog niet bestaat. Als 
d i r e c t o r y 2 wèl b e s ta at, dan wordt directoryl geplaatst onder 
d i r e c t o r y 2 - als deze t e n m i n s t e  niet al bestaat.
Er w o r d t  b e w a a k t  of u o n v e r a n t w o o r d e  di ngen probeert te doen, 
zoals het v e r p l a a t s e n  van een d i r e c t o r y  naar een s u b d i r e c t o r y  van 
zichzelf.
Voor het c o p i e r e n  v a n  h e l e  o n d e r - b o m e n  kent UNIX geen aparte 
f a c i l i t e i t .  Als uw U N I X - v e r s i e  het 1 tar' commando kent dan vindt 
u op de m a n u a l p a g i n a  tar(l) een inte ressante m a n i e r  om dit werk 
toch te doen. Iets d e r g e l i j k s  kunt u ook met 'cpio' en 'find' 
doen. Zie het v o o r b e e l d  o’p de m a n u a l - p a g i n a  van cpio(l).
11.3 D i s k  usage; du
Ba v e r l o o p  v a n  l a n gere tijd heeft het b o o m - i d e e  van de UNIX 
d i r e c t o r i e s  wel eens de neiging om bepaa lde takken in de 
v e r g e t e l h e i d  te doen belanden. Als m e n  niet g e r egeld  een ls op 
een b e p a a l d e  s u b - d i r e c t o r y  doet dan kan het gebe uren dat m e n  na 
een tijd niet m e e r  zo in de g a t e n  heeft dat allerlei files nog b e ­
staan, en m i s s c h i e n  al lang opgeruimd h adden mogen zijn. Daarom 
heeft het zin om af en toe het 'du' commando te gebruiken, dat 
iemands 'disk usage' z i c h t b a a r  maakt.
du
zonder enig a r g u m e n t ,  geeft een opsomming van alle dire ctories die 
in de b o o m  o n d e r  de h u i dige d i r e c t o r y  zitten, en van elke 
d i r e c t o r y  het d i s k - g e b r u i k  (in b l o k k e n  a 512 bytes).
du -a
geeft een c o m p l e t e  lijst v a n  alle filea die in de boom zitten 
onder de h u i d i g e  d i r e c t o r y ,  met van elke file weer het disk- 
gebruik.
du - s
geeft een t o t a a l c i j f e r  v o o r  het d iskge b r u i k  van de boom b e n e d e n  de 
h u i d i g e  direct o r y .
Aan het du c o m m a n d o  mag overigens ook een d i r e c t o r y n a a m  w o r d e n  
m e e g e g e v e n ,  w a a r n a  in plaats van de huidige d i r e c t o r y  de opgegeven 
d i r e c t o r y  en de b o o m  d a a r o n d e r  wordt doorzocht. Uiteraard komen 
de s t u k k e n  v a n  de boom, waar degene die het du commando geeft, 
geen p e r m i s s i e  h e e f t  om te snuffelen, h i e r m e e  niet aan het
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daglicht. Hoe die permissies prec ies w e r k e n  zal later w o r d e n  
"behandeld .
11*4 Hoeveel ruimte is er nog vrij op de disk
Door middel van het commando 'df* (disk free) krijgt u 
informatie op het scherm die aangeeft h o e v e e l  ruimte er nog 
hesch i k h a a r  is op de disk(s). U zou "bijvoorbeeld te zien kunnen 
k r i j g e n :
$ df
/usr (/d e v / i d s k0 2 ): 23556 blocks 4287 i-nodes
/ ( / d e v / i d s k O O ) ; 1962 blocks 916 i-nodes
In feite "bestaat een U N I X - f i l e s y s t e e m  uit m e e r d e r e  stukken. 
Hierbo ven wordt aangegeve n dat op stuk van het fi le-s y s t e e m  dat 
onder de d i r e c t o r y  '/usr* valt, nog 23556 b l o k k e n  vrij zijn. Op 
de rest van het filesysteem zijn nog 1962 h l o k k e n  beschikbaar. In 
de hierna v o l g e n d e  paragrafen volgt meer i n f o r m a t i e  over de 
begrippen ' b l o k ' , het begrip 'i-node' en hoe u zich daze k o p p eling 
tussen f i l e - s y s t e m e n  moet voorstellen.
11*5 Hoe w o r d e n  besta nden op gesl a g e n
Elke UNIX computer heeft een of m e e r  s c h i j f g e h e u g e n s  (disks*). 
Daarnaast h ebben ze ook vaak floppy disks, grote m a g n e e t b a n d e n  of 
c a s s e t te bandjes enz. Al deze media dienen om b e s t a n d e n  te 
bewaren. Maar U zult in dit dictaat g e m e r k t  h e b b e n  dat bestande n 
elk hun eigen naam hebben, en dat in die n a a m  geen aandui ding 
lijkt te zitten waar te zien valt op w e l k  van de v e r s c h i l l e n d e  
opslag g e h e u g e n s  ao'n bestand is opgeslagen. De s t r u c t u u r  van de 
file-naa mgeving (het ’filesysteem') v e r b e r g t  dit soort hardware 
details voor de computergebruiker.
Toch valt er wel wat i n ter essants te v e r t e l l e n  over de manier 
waarop de b e s t a n d s - b o e k h o u d i n g  per s c h i j f g e h e u g e n  is geregeld.
Sc h i j f g e h e u g e n s  zijn meestal opgedeeld in s t u k k e n  van 512 bytes 
groot. Die stukken heten blokke n en in ao'n blok ligge n de 512 
bytes achter elkaar op een rijtje. Een aantal van deze b l o kken 
ligt als s e c t oren ge rangschikt in een cirkel, Ben d i s k o p p e r v l a k  is 
opgedeeld in een aantal concentrisc he c i r k e l v o r m i g e  s p o r e n . Elk 
spoor heeft evenveel sectoren, dus op de b i n n e n c i r k e l s  is het iets 
meer dringen  dan op de b u i t e n c i r k e l a . V a a k  w o r d e n  in een 
schijf g e h e u g e n  m e e rder e o p p e r v l a k k e n  zo benut, b i j v o o r b e e l d  
bovenkant + onderkant, of zelfs een hele stapel van s c h i j f p l a t e n : 
een 'p a c k ' .
De termen uit het vakjargon: 
se ct o r :
een blok, g e a i e n  als deel van een c i r k e l v o r m i g  spoor;
* met disk b e d o e l e n  we disk, dus geen floppy.
t r a c k :
een c i r k e l v o r m i g  spoor, b e s t a a n d e  uit sectoren; 
c y l i n d a r !
de v e r z a m e l i n g  van alle sporen die b o v e n  elkaar zitten, c . q..
die b e r e i k b a a r  zijn zonder dat de opneem - a r m  zich hoeft te
v e r p l a a t s e n .
O p g e m e r k t  m o e t  w o r d e n  dat b o v e n g e n o e m d  getal van 512 voor 
f l o p p y  d i s k s  m e e s t a l  k l e i n e r  g e n o m e n  moet w o r d e n  (128 komt veel 
voor). Ook o p g e m e r k t  moet w orde n dat in oudere UNIX s y s t e m e n  alle 
files w e r d e n  g e m a n i p u l e e r d  in e e n h e d e n  van 512 bytes. Dat ia 
b i j v o o r b e e l d  ook de eenheid waarin het comma ndo 'ls -s' zijn 
t e l l i n g  v e r r i c h t .  Op n i e u w e r e  UNIX s y s tem en w o r d e n  files v a a k  in 
g r o t e r e  e e n h e d e n  g e m a n i p u l e e r d ,  b i j v o o r b e e l d  1024- bytes (UNIX 
S y s t e m  V). De k e r n e i  zorgt er dan voor dat een 'file-block' komt 
te l i g g e n  in twee o p e e n v o l g e n d e  1 d i s k - b l o c k s ' (of meer, al naar 
g e l a n g  files in g r o t e r e  b l o k k e n  dan 1024 w orden behandeld). Het 
’ls -s' c o m m a n d o  telt altijd in ' f i l e - b l o k s ' .
Alle b l o k k e n  op een s c h i j f g e h e u g e n  hebben  een volgnummer. Bij 
d i s k - i / o  ligt de t a a k v e r d e l i n g  tussen h a r d w a r e  en software meesta l 
zo, dat in s o f t w a r e  m o e t  w o r d e n  bepaald:
- w a a r  in het c o m p u t e r (w e r k ) g e h e u g e n  een portie van 512 bytes 
k l a a r s t a a t  om naar  de schijf te schrijven, c.q,. waar een
v r i j e  r u i m t e  van 5 1 2  bytes is om een copie van een blok van een
s c h i j f  in o n t v a n g s t  te nemen;
- w e l k  b l o k n u m m e r  wordt gewenst;
- of er g e l e z e n  of g e s c h r e v e n  moet worden; 
en de h a r d w a r e  r egelt de rest.
Een b e l a n g r i j k e  taak van de UNIX kernei is nu, om hier omheen 
een h e l e  b e a t a n d s b o e k h o u d i n g  bij te houden. Als een g e h e u g e n p r o c e s  
de 1 0 e t/m 2 5 © b y t e  uit een bestand wil lezen, dan verzoekt dat 
proces  d a a r o m  aan de kernei. De kernei moet dan:
- u i t z o e k e n  in w e l k  b l o k n u m m e r  op de sc hijf het eerste atuk 
van het b e t r e f f e n d e  best and staat;
- het e e r s t e  b l o k  (= eerste 5 1 2 bytea) v a n  het bestand naar 
het w e r k g e h e u g e n  copiëren;
- d a a r u i t  de 1 0 e t/m 2 5 e byte o p n i e u w  copiëren naar de 
g e h e u g e n r u i m t e  v a n  het proces dat om de bytee vroeg.
D a a r t o e  m o e t  de k ernei door een flink stuk boekho u d i n g  ploegen. 
Die b o e k h o u d i n g  staat h o o f dza ke lijk op een apart stuk v o o r a a n  op 
het s c h i j f g e h e u g e n , het z.g. i-node gebied. Daar g a a n  we wat 
g e d e t a i l l e e r d e r  op in:
Het i - node g e b i e d  is een stuk v an het s c h i j f g e h e u g e n  w a a r o p  
i n f o r m a t i e  staat in p o r t i e s  van vaate grootte. Elke portie dient 
om de b o e k h o u d i n g  v a n  fefen b e s t a n d  te bevatten. De porties h e b b e n  
a l l e m a a l  een o p l o p e n d  v ol gnummer: de i-node nummers.
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Als zo'n v olgnumm er bekend is, dan is de k e rnei in staat om tiit 
te rekenen in welk diskblok de porti e (- de i-node) staat, kan dat 
diskblok van de schijf aflezen, en d a aruit de g e w e n s t e  i-node 
pakke n .
Be directories, waaro ver bet v orige h o o f d s t u k  handelde, zijn 
niet meer dan een bi jzonder soort files, w a a r i n  k o ppels staan van 
b e s t a n d s n a m e n  en i-node nummers. De kernei kan die lezen, en zo 
bij elke bestandsnaam het b i j b e h o r e n d e  n u m m e r  acht erhalen. Dat 
nummer is weer voldoende om de i-node zelf op de schijf te vinden, 
en daarmee is de hele b o e k h o u d i n g  van het b e s tand gevonden. In 
zo'n i-node ataan, aan b o e k h o u d g e g e v e n a , o.a. opgeslagen :
- van welke gebruiker is het bestand;
- tot welke groep behoort die eigenaar;
- hoe groot is het bestand (in bytes);
- in welke blokken op de disk bevindt zich het eerste stuk v a n  
het bes t a n d ;
- in welke blokken op de disk staat de i n f o r m a t i e  over w a a r  op 
de disk de rest van het b e s tand zich bevindt;
- hoeveel links heeft het b e s t a n d  ( d a a r o v e r  zo d a d e l i j k  meer);
- hoe staan de b e v e iligingen ( " p r o t e c t i e s " ) v a n  het bestand 
(daarover in een apart h o o f d s t u k  meer);
- w a n n e e r  is voor het laatst (een s t u k j e  van) het bestand 
gele z e n ;
- w a n n e e r  i 3 voor het laatst (een stukje van) het bestand 
v e r a n d erd/besc hreven;
- w a n n e e r  is deze i-node aelf voor het laatst veranderd, 
bijvoo r b e e l d  om de b e v e i l i g i n g e n  a n ders  in te stellen;
- is het een directory of een g ewoon b e s t a n d  (of nog wat 
speciale mogelijkheden).
Een heleboel van deze gegevens zijn z i c h t b a a r  te mak en met het 
'ls' commando. Zelfs die drie "w a n n e e r " - i t e m s  die de " t i j d s ­
stempels" beva tten zijn zo op te vragen. D a a r v o o r  moet U meestal 
wat m a n i p u l e r e n  met v l a g g e t j e s  bij het 'ls' commando. Uw m a nual 
vertelt wel meer details. Het is de mo eite w a a r d  om hiermee even 
te oefenen.
Om het nu wat g e c o m p l i c e e r d e r  te maken, m o e t  w o r d e n  gezegd dat 
grote s chijfgeh eugens v a a k  (door de UNIX kernei) w o r d e n  opgedeeld 
in meerdere ' p a r t i t i e s ' . Er is dan een aparte i-node lijst per 
partitie, en in veel o p z i chte n lijkt het er dan op dat elke 
partitie functio neert als een apart, op z i c h z e l f  staand, hardware 
schijfgeheugen.
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1 1 . 6  F i l e - l i n k s
Een korte h e r l e z i n g  van het voorafgaande zal u duidelijk m a k e n  
dat een hestand in het U N I X  systeem fefenduidig ia gekenmerkt door 
aan te g e v e n :
- een i-node nummer;
- op welk s c h i j f g e h e u g e n  c.q. welke partitie van een 
s c h i j f g e h e u g e n  staat het.
Als U zich daarhij real is e e r t  dat de koppeling tussen bes tandsnaam 
en i-node n u m m e r  p l a a t s v i n d t  in de directories, dan snapt U ook 
dat er e i g e n l i j k  gèèn reden is waarom een en dezelfde file niet 
meerdere namen kan hetohen. En dat ia dan ook inderdaad mogelijk.
In v e r s c h i l l e n d e  d i r ectories (of zelfs in een en dezelfde 
directory) kan m e e r  dan feèn bestandsnaam gekoppeld zijn met een 
enkel i-node nummer. Het UNIX jargon zegt dan: feèn en dezelfde 
file heeft m e e r d e r e  l i n k s , d.w.z feèn en h etzelfde bestand is in 
het f i l e s y s t e e m  b e r e i k b a a r  via mfefer dan een filenaam.
De m a n i e r  w aarop aan een bestand een tweede of volgende naam 
wordt g e g e v e n  ia:
ln b e s t a a n d e - b e s t a n d s n a a m  nieuw e - b e s t a n d s n a a m
Kerk wel op, met de uitle g van de i-node ln uw achterhoofd, dat 
het bestand zo w e l i s w a a r  meerdere namen kan krijgen, m a a r  nog 
steeds op naam staat van hbn eigenaar, en slechts feèn soort 
t o e g a n g s b e v e i l i g i n g  heeft, eto.
Als U een c o m p u t e r i n s t a l l a t i e  met meerde re 'filesystemen' hebt, 
dan k u n n e n  linka niet onbeperkt worden gelegd. Een link moet 
binnen een enkel f iles ysteem blijven.
Overigens: bij het "ls" commando met het "-1" vlaggetje, dat 
een lange lijst geeft van f i l e - g e g e v e n s , staat het aantal "linka" 
zichtbaar in de tweede kolom. Dat aantal vertelt dus onder hoeveel 
namen de b e t r e f f e n d e  file ia geregiatreerd over alle directories 
samen. De l i n k - c o u n t e r  staat opgeslag en in de i-node van een file.
Een voorbeeld:
$ Is -1 file
- r w - r w - r —  1 hjt other 1127 Sep 14 12:56 file 
$ ln file alias 
$ Is -1 file alias
- r w - r w - r —  2 hjt other 1127 Sep 14 12:56 file
-rw-rw-r-- 2 hjt other 1127 Sep 14 12:56 alias
$ In / u s r / i k k e / f i l e  / u s r/ger/file 
$ ls -1 / u s r / g e r / f i l e
- r w - r w - r —  3 hjt other 1127 Sep 14 12:56 /uar/ger/file
Het nut van linka ligt h o o f d z a k e l i j k  in de mogelijkheid om 
m e e r d e r e  p e r a o n e n  toegang tot een file te geven alsof die file in 
hun eigen d i r e c t o r y  aanwezig is, en dus met een korte naam te 
bereiken. Toch h o e v e n  die personen niet allemaal een eigen oopie 
te hebben. Eèn copie in het hele systeem is voldoende. Degene die
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die copie moet onderhoud en heeft dan ook een v eel g e m a k k e l i j k e r  
taak dan w a n neer hij een vee lvoud aan c o p i e S n  te o n d e r h o u d e n  
h e e f t .
Een andere manier om dit nuttig te g e b r u i k e n  is w a n n e e r  IJ hang 
hent om een file per ongeluk weg te gaan gooien. Dan kunt U in een 
andere directory een link naar de file leggen. Als U nu de file 
weggooit, "betekent dat in eerste instantie het w e g g o o i e n  v a n  een 
enkele naam. De file zelf is dan nog b e r e i k b a a r  v i a  de tweede naam, 
die U met de link had gemaakt.
11.7 File systemen aankoppelen; 'i o u n t 1
In vorige h o o f d s t u k k e n  van dit b o e k  is de b o o m - s t r u c t u u r  v a n  
het UNIX f ilesystee m behandeld. Elke file heeft een naam, die is 
opgebouwd uit stukken die elk een 'tak' in de g r o t e  boom aangeven. 
Het beginpunt van de boom heet de 'root' van het filesysteem.
Als u een c o m p u t e r i n s t a l l a t i e  hebt m e t  v e r w i s s e l b a r e  
s c h i j f geheugen s of floppies, dan moet er u i t e r a a r d  een m e t h o d e  
zijn om files die op die v e r w i s s e l b a r e  m e d i a  staan, te k u n n e n  
hanteren. Onder UNIX is dat de m o u n t / u m o u n t  c o n s t r u c t i e .  Die we rkt 
als v o l g t :
Vereist is dat het v e r w i s s e l b a r e  m e dium een complete b o o m ­
structuur bevat. Die boom. s t r u c t u u r  moet in z i c h z e l f  consis t e n t  
zijn. Met name heeft ze dus een eigen  b e g i n p u n t .  Alle files op het 
m e d i u m  hebben dus ook een naam die is o p g e b o u w d  uit stukken, die 
elk een tak aanduid en van de boom zoals die op het aparte m e d i u m  
aanwezig is. laten we als voorbe eld een een file nemen met de 
naam :
,/voor/beeld/file
Verder is vereist dat u in de boom van het o p e r a t i o n e l e  UNIX 
systeem een d i r e c t o r y  hebt a a n g e m a a k t . G e b r u i k e l i j k  is om d a a r v o o r  
een dire ctory te nemen die recht s t r e e k s  aan de 'root' zit, en om 
in die directory verder geen files of s u b - d i r e e t o r i e s  te zetten. 
Laten we die direct ory voor het g e m a k  eens de naa m '/medium' 
geven. Let wel: dít is een d i r e c t o r y  in de grote boom van het 
operationele UNIX sy3teem, en niet een d i r e c t o r y  op het 
ve r w i s s e l b a r e  g e h e u g e n - m e d i u m .
Tenslotte moet u weten in welke 'drive' u het v e r w i s s e l b a r e  
medium wilt zetten. Als uw c o m p uter m e e r d e r e  m o g e l i j k h e d e n  heeft 
om zo'n v e r w i s s e l b a a r  ding in te aetten - b i j v o o r b e e l d  als u twee 
floppy units hebt -, maakt het n a t u u r l i j k  v e r s c h i l  of u de ene, of 
de andere kiest. In elk geval moet er v o o r  het b e t r e f f e n d e  
randapparaat een special file naam zijn; die luidt dan g e w o o n l i j k  
'/dev/....' *) Laten we in ons v o o r b e e l d  eens kiezen: 
' / d e v / f l o p p y 2 ' .
*) Zie voor het begrip 'special' file het v o l g e n d e  
hoofdstuk. In wezen wordt door m i d d e l  v a n  een p s eudo-  
filenaam naar een fysiek r a n d a p p a r a a t  verwezen.
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Om nu de files op het v e r w i s s e l b a r e  m e d i u m  te k u nnen benaderen, 
moet u m e t  een. s p e c i a a l  commando, de d i r e c t o r y  van de grote 
f i l ehoom p l a k k e n  op de top (root) v a n  de d i r e c t o r y h o o m  die op het 
v e r w i s s e l b a r e  m e d i u m  a a n w e z i g  is. Uiter aard moet u daarbij ook 
opgeven in w elke unit u dat v e r w i s s e l b a r e  m e d i u m  hebt gestopt.
/ e t c / m o u n t  / d e v / f l o p p y 2  /medium [-r]
waarbij de n a m e n  */ d e v / f l o p p y ' en 1/medium' v o o r b e e l d e n  zijn die 
we h i e r b o v e n  h e b b e n  uitgelegd. Het v l a g g e t j e  '-r' moet u opgeven 
als het r a n d a p p a r a a t  ’read-only' wordt aangezet. Als u dat weglaat 
aal U N I X  a l t i j d  p r o b e r e n  om b o e k h o u d g e g e v e n s  op het medium bij te 
gaan schrijven, en als de h a r d w a r e  dat weiger t dan zijn de p opp en 
aan het dansen.
/ (root v a n  grote filesysteem) 
i 
i— ,----------------- — — j-------------r
1 i i
dev uar m e d i u m  = / (root van floppy2)
/ i\ /ï\ ! 
f l o p p y 2  |
!
_____________ I__________ _
files op floppy2
V a n a f  dit m o m e n t  kunt u bij de b e s t a n d e n  op het v e r w i s s e l b a r e  
medium, door als naam te gebruiken: de naam zoals het bestand in 
de a p a r t e  boom op het m e d i u m  heeft, o n m i d d e l l i j k  v o o r a f g e g a a n  door 
de naam van de g e k o z e n  d i r e c t o r y  in de hoofdboom:
/ m e d i u m / v o o r / b e e l d / f i l e
Aan dit v o o r b e e l d  ziet u dat u bij UNIX files nooit hoeft op te 
geven op w e l k  r a n d a p p a r a a t  ze aanwezig zijn, m a a r  dat U wel aan de 
v o l l e d i g e  na am v a n  een b e s t a n d  kunt zien waar in het systeem dat 
be stand is o p g e s l a g e n .  D a a r v o o r  moet u echter wel weten hoe in uw 
systeem de v e r s c h i l l e n d e  comman d o ' s  '/etc/mount* in het v e r l e d e n  
zijn ge geven. Want bij die mount werd de naam van een h a r d w a r e ­
device als het w a r e  o n z i c h t b a a r  gemaakt door de naam van een 
director y. Om nu toch nog te achter h a l e n  hoe de zaken in elkaar 
zitten, kunt u het m o u n t  commando zonder a r g u m e n t e n  geven:
/ e t c / m o u n t
Dan krijgt u een l i jstj e te zien w a a r i n  precies is vermeld hoe in 
het v e r l e d e n  in uw systeem de mount commando's zijn gegeven.
Als n a d e r h a n d  het v e r w i s s e l b a r e  m e d i u m  weer uit het s y steem 
moet w o r d e n  v e r w i j d e r d ,  dan moet u het eerst 'unmounten' met het 
v o l g e n d e  commando:
/ e t c / u m o u n t  / d e v / f l o p p y 2
Ook h i e r i n  is de naam ’/ d e v / f l o p p y 2 1 weer als voorbeeld g e k o z e n  
zoals h i e r v o o r  is uitgelegd. Pas nadat dit commando is voltooid 
mag u het r a n d a p p a r a a t  openen en het m e d i u m  eruitnemen. Het 
systeem w o r d t  knap zen uwa c h t i g  als u vergeet te un-mounten. Het 
kan zelfs r e s u l t e r e n  in een s y s t e e m - c r a s h . Het 'umount' commando 
c o n t r o l e e r t  of het m e d i u m  nog in gebruik is. Dat betekent met name
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“i—
i
bi n
/!\
of er nog processen zijn die een file open h e b b e n  die op dat 
medium staat, of dat er personen zijn die in een van hun ahella de 
'huidige working  directory* op het m e d i u m  hebben. IJ b e g r i j p t  dat 
het medium niet afgekoppeld kan en mag w o r d e n  zo lang dat het 
geval i s .
Vaak blijven de 'mount' en 'umount' c o m m a n d o ' 3 v o o r b e h o u d e n  aan 
de s y s t e e m - b e h e e r d e r  van een systeem. Het is ook e nigszins 
gevaar l i j k  om w i l lekeuri ge g e b r u i k e r s  toe te staan om 
verwis s e l b a r e  m e d i a  zo maar aan- of af te k o p p e l e n .  De g e v a r e n  
zitten in twee hoeken: op de eerste plaats moet de boom op het 
m e d i u m  w e r k e l i j k  in orde zijn. Als iemand een m e d i u m  a a n l e v e r t  
waarop het filesysteem een puinhoop  is, d a n  k a n  het a a n k o p p e l e n  
daarvan de gehele UHIX i n s t a l l a t i e  doen crashen. Op de t weede  
plaats is er een v e i l i g h e i d s - r i s i c o . D a a r v a n  w o r d t  een v o o r b e e l d  
gegeven  in een van de volgende h o o f dstukken, bij het 'Nawoord over 
b ev e ilig i n g ' .
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12. O p s l a g  en a r c h i v e r i n g  van files
Diska zijn m o o i e  dingen, m a a r  vooral W i n c h e s t e r  disks hebben 
het n a d e e l  dat ze k n a p  lastig v e r w i s s e l b a a r  zijn, en een s peciale 
op l o s s i n g  v e r e i s e n  v o o r  het transport van files in en uit het 
systeem. U i t e r a a r d  k a n  dat met ponaband, ook onder UNIX, terwijl 
ook p o n s k a a r t e n  nog steeda een robuuste vorm van opslag en 
tr a n s p o r t  k u n n e n  v e r z e k e r e n .
Het m e e a t g e b r u i k t e  t r a n s p o r t -  en b a c k u p m e d i u m  is uiteraard 
m a g n e e t b a n d .  Ook f l o p p y  diska, en s t r e a m e r  cassette tapea
(Scotch) w o r d e n  veel gebrui kt. Op de n i e u w e r e  systemen wordt 
f i l e t r a n s p o r t  o v e r i g e n s  ateeds v a k e r  v e r z o r g d  via t e l e c o m m u n i c a t i e  
in plaats van via r e m o v a b l e  file media.
Dit h o o f d s t u k  b e h a n d e l t  de v e r s c h i l l e n d e  stukken software die 
g e b r u i k t  w o r d e n  voo r file transfer, ba okup en opslag.
H i e r b i j  moet u zich r e a l i s e r e n  dat deze commando's va ak 
g e b r u i k t  k u n n e n  w o r d e n  op alle m o g e l i j k e  media: het progra mma dat 
t a p e - o p s l a g  v e r z o r g t ,  kan in plaats v a n  de tape v a a k  ook een 
f l o p p y - d i s k  als o p s l a g m e d i u m  en zelfs een "gewone" U N I X - f i l e  
b enade r e n .  ■
12.1 Tape a r c h i e v e n :  tar
Tar (tape a r c h i v e r )  ia een v a n  de oudere comma ndo's om files op 
m a g n e e t b a n d  op te bergen, en om files over te b r engen van de ene 
U n i x - i n a t a l l a t i e  naar de andere.
Het tar c o m m a n d o  kent de v l a g g e t j e s  r, x en t.
tar r filel file2 file^ (replace)
voegt c o p i e ë n  van de o p g e g e v e n  files toe aan het eind van de tar- 
tape die opstaat. Als een van die files een d i r e c t o r y  is, wordt 
de hele subtree op de tape gezet. Al 3 er geen file-name n w ord en 
opgegeven, wo rdt de hele subtree van de current di rectory op de 
tape g e z e t .
tar x filel file2 file3 ... (eXtract)
copieert de o p g e g e v e n  files, of de d e s b e t r e f f e n d e  subtree, terug 
naar de disk. Z o n d e r  f ile- n a m e n  wordt de hele tape 
t e r u g g e c o p i e e r d .
tar t
geeft op de t e r m i n a l  een i n h o u d s o p g a v e  van de tar-tape.
De naam v a n  de m a g n e e t b a n d - u n i t  hoeft bij tar niet te w o rden 
o pgegeven, omdat a a n g e n o m e n  wordt dat de data v a n / n a a r  de 
raagneetband-unit m o e t e n  komen. Wel is het m o g e l i j k  om, bij 
m e e r d e r e  units, een u n i t n u m m e r  op te geven. Ook moet bij tar 
s p e ciaal w o r d e n  a a n g e g e v e n  als een opgezett e m a g n e e t b a n d
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schoongeveegd moet worden voor h ergebru ik, of voor het a l l e r e e r s t e
daarin alle files die t e v i n d e n  zijn in de boom onder de huidige
wordt gedaan ('v'). B i j 'm a g n e e t b a n d e e n h e d e n  met p r o g r a m m e e r b a r e  
d u b b e 1 e dichtheid c o r r e s p o n d e e r t  unit 0 g e w o o n l i j k  met de 800 bpi
Het 'cpio' commando (niet in UNIX V7) is een k o p i e e r - p r o g r a m m a  
In combinatie met andere U N I X - u t i l i t i e s  (la, find *) enz.) wordt 
kopieren, waarbij informatie als t i j d s - s t e m p e l s  , ei genaar enz.
Leest via standaard input filenamen, c o p i e e r t  de inhoud van 
deze files naar standaard output, iedere file v o o r a f g e g a a n  door 
een header die de naam en andere s t a t u s - i n f o r m a t i e  bevat. Uit
om de filena men te genereren. (Zie v o o r  ' f i n d’ hoofd s t u k  17)*
'/usr' naar het tape-device. Het t w e e d e  doet h e t z elfde  naar 
het r a w - t ape-devi ce en g e b r u i k t  een b l o c k i n g a - f a c t o r  van 10
*) Voor 'find' zie hoofdstuk 17* Met 'find' wordt het 
filesys teem doorzocht op zoek naar files die v o l d o e n  aan 
een criterium. Van de files die v o l d o e n  w o r d t  b v . de naam 
naar standaard output afgedrukt.
-- 1 0 1 --
tape-device' zijn op deze plaat3 van mi nder belang.
- Copy i n : -i
Leest de h e a d e r a  en files via standaard input in (die input 
moet dus g e p r o d u c e e r d  zijn door middel van een vorige cpio -o) 
en haalt files met filenamen eruit die passen hij een 
f i l e n a a m - p a t r o o n  zoals dat als comm ando-regel argument 
o p g e g e v e n  wordt. De files (en eventuele subdirectories) w o rden  
o nder de h u i d i g e  direc t o r y  aangeraaakt. Bijvoorbeeld:
cd /usr; cpio -id ' ./gebruiker/subdir/*' < /dev/ratO
o f :
cd /usr; cpio -iBd 1 . / g e b r u i k e r / s u b d i r / * ' < /dev/rmtO
Op deze m a n i e r  w orden van (de in het voorafgaande voorbeeld 
gemaakte) tape alle files gehaald waarvan de filenamen passen 
bij: ",/ g e b r u i k e r / s u b d i r / * '. Het filenaam- expansiesymbool 
(en ook ? en [•-]) passen voor wat cpio betreft 6ók bij het 
s c h e i d i n g s t e k e n  " f ' . Dus alle files die vallen onder de 
complet e b o o m  ~ ./ g e b r u i k e r / s u b d i r *, worden teruggehaald. Het 
v l a g g e t j e  ~ d ’ betekent: maak directories indien nodig.
- copy pass : -p
Leest f i l e n a m e n  van 3 tandaard-input en copieert de betreffende 
files onder een andere directory die op de commandoregel als 
a r g ument o p g e g e v e n  wordt:
cd /usr; find . -print j cpio -pdl /usr2
Dit v o o r b e e l d  maakt een compleet duplicaat van het ' / u s r 1- 
f i l e s y s t e e m  naar een direct ory '/usr2' dat bijvoorbeeld op een 
apart geraount pack staat. Dit laatste voorbeeld had men ook 
k u n n e n  s c h r i j v e n  als:
cd /usr; find . -print { cpio -o ] (cd /usr2; cpio -id ' *’)
Er is fefen v e r s c h i l  (afgesie n van de efficiency): het vlaggetje 
'1' betekent: behoud de eventuele links die tussen files 
bestaan. Dit kan alleen bij de 'pass'-optie gegeven worden en 
niet bij de " in'-optie-
De v o l gende v l a g g e t j e s  zijn verder van belang:
- B
Block de i n p u t / o u t p u t  van en naar tape (5120 bytes, -i en - 0  
a l l e e n ) .
- d
M a a k  d i r e c t o r i e s  indien nodig.
- c
Gebruik een h e a d e r  in ASCII vorm. Nodig als U gegevens wilt 
u i t w i s s e l e n  met een UNIX-Systeem met een cpu van een ander 
type .
-- 1 02 --
- t
Geef inhoud sopgave (-1 alleen).
- u
Copieer over een al b e s t aand e file heen. N o r m a l i t e r  zal 'cpio' 
alleen over een file h e e n  c o p i e r e n  als deze "ouder" is dan de 
c p i o - v e r s i e .
-  1
Behoud links tussen de files ( a l l e e n  - p ) .
- m
Zet de f i l e - m o d i f i c a t i e - t i j d  volgens de i n f o r m a t i e  uit de 
header. (-i en -p uiteraard).
Voor verdere informatie zie: cpio(l) en c p i o ( 5 ) *  De S ystem V 
d i s t r i b u t i e - t a p e s  worden in cpio-forraaat a a n gele verd. Het 
programma kan files dumpen of r e s t o r e n  over m e e r d e r e  tape3. Door 
de gevolgde m e t h o d i e k  is een en ander e c h t e r  niet al te snel en 
het terugzoeken van a f z ond erlijke files ia n o g a l  moeizaam.
Zoals gezegd: u kunt 'cpio' ook g e b r u i k e n  mat f l o p p y - d i s k s  of 
met "gewone" UFIX-files als een soort p s e u d o - t a p e .  In plaats van 
de hi erhoven gebruikte naam voor de ’tape-unit' moet u dan de 
f l o p p y - d e v i c e - n a a m  (bv. /dev/if dkOO) of de n a a m  v a n  een ÜNTX-file 
geb ruike n .
12.3 Andere m e t h o d e n  voor t a p e - f i l e s
Tapes van n i e t - U n i x - i n s t a l l a t i e a  k u n n e n  in het a l g e m e e n  alleen 
gelezen worden met speoiale pr ogramma's. S o m m i g e  in stal l a t i e s  
hebben voor sommige typen tapes s t a n d a a r d p r o g r a m m a ' s .  In andere 
gevallen loont het soms de moeite even een w e g g o o i - p r o g r a m m a a t j e  
te maken. Ongelabelde en s t a n d a a r d - g e l a b e l d e  I B M - t a p e a  met record 
format F of FB (fixed of fixed blocked) k u n n e n  g e l e z e n  w ord en met 
het U n i x-commando d d , dat v e r d e r o p  in het d i c t a a t  b e h a n d e l d  wordt. 
Tapes waarop de files u i t s l u i t e n d  A S C I I - c h a r a c t e r s  b e v a t t e n  
leveren meestal ook geen al te grote pr oble m e n .  Er zijn evenwel 
m e e r  versch i l e n d e  conventies voor i n f o r m a t i e  op m a g n e e t b a n d e n  dan 
er operating systems bestaan.
12.4 F lopp y disk opslag
Ben essen tieel verschil tussen m a g n e e t b a n d e n  en floppy diska 
is, dat een floppy disk de m o g e l i j k h e i d  biedt om files en 
director ies op te schrijven, uit te wissen, al of niet in 
ge d e e l t e n  te lezen enz, wat op een m a g n e e t b a n d  a l l e e n  m a a r  kan als 
de band van voren naar achteren wordt afgez o c h t .  F lop py diaka 
hebben dus wat dit betreft de s t r u c t u u r  v a n  gewone disks, in 
t e g enstell ing tot magn eetbanden. Daarom is het g e b r u i k e l i j k  om 
files op floppy'a op te slaan op de m a n i e r  w a a r o p  dat op een 
gewone disk gebeurt, met raount en u m o u n t  zoals h i e r b o v e n  
b e s c h r e v e n .
Op een nog nooit gebruikte f loppy  moet dan wel, evenals op een 
nog nooit gebruikte schijf, een d i r e c t o r y - s t r u c t u u r  w o r d e n  
geschr e v e n  voordat er een mount mee kan w o r d e n  gedaan. Dit 
i n i t ialiseren is een pr ivil e g i e  dat de b e h e e r d e r  v a n  een syst eem
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M inder g e b r u i k e l i j k ,  hoewel wel mogelijk, zijn het gehruik van 
tar of het g e h r u i k  op een 'p a p e r t a p e - a c h t i g e ' manier, n.1. vooraan 
b e g innen met s c h r i j v e n  en ophouden als de file klaar is. Een 
co m p l i c a t i e  met floppy's  is echter dat het niet g e bruikeli jk is om 
a f z o n d e r l i j k e  delen (sectoren) ervan te lezen in dezelfde volgorde 
als ze op de omtrek van zo'n diskje aanwezig zijn. Over de 
volgord e die wel g e kozen moet worden v erschille n helaas de 
meningen. D a a r o m  moet, voordat floppy's op een UNIX systeem 
w orden gelezen, wel g e c o n t r o l e e r d  worden welke conventies daarvoor 
zijn aangehou den.
12.5 Backup, wat de g e b r u i k e r  moet weten
Met elk f i l e s y s t e e m  kunnen ongelukjes geheuren, die de inhoud 
van een, meer, veel of alle files schade toebrengen. Het UNIX 
systeem is, door z'n g e voelighe id voor hardware defecten, en door 
de m a n i e r  w aaro p de b o e k h o u d i n g  van files geschiedt, notoir om dit 
soort problemen*
Hoewel de m o d e r n e r e  UNIX versies al een stuk beter zijn dan de 
oudere, zal een s y s t e e m b e h e e r d e r  altijd moeten zorgen voor 
r e s e r v e - c o p i e e n  van files die op een schijfgeheugen aanwezig zijn. 
De h u l p m i d d e l e n  die daarvoor ter beschikking staan vallen buiten 
het k ader van dit verhaal, ma ar twee dingen moet iedere gebruiker 
wel w e t e n .
Op de eerste plaats uiteraard dAt die copieen bijgehouden  
(behoren te) worden, en dat bij problemen een copie van een file, 
desnoods in een enkele dagen verouderde vorm, terug te vragen is. 
Op de tweede plaats dat hij het maken van die copieen m e estal 
wordt u i t g e g a a n  van alleen die files, die in een bepaalde tijd een 
v e r a n d e r i n g  h e bben ondergaan. Van elke file wordt n amelijk 
b i j g e h o u d e n  w a n n e e r  dat voor het laatst gebeurde.
Het kan nooit kwaad om van die paar werkelijk belangrijke files 
zelf copie'ên a chter de hand te houden.
12.6 Special files
R a n d a p p a r a t e n  onder UNIX worden benaderd via een methode die 
veel lijkt op de methode die wordt gebruikt om "gewone" files te 
lezen en te schrijven. U moet maar eens een blik werpen onder de 
d i r e c t o r y  "/dev".. De files die voorkomen onder deze direc tory 
zijn geen gewone files. Het zijn zogenaamde 3pecial f i l e s , en het 
zijn als het ware 'poorten' naar de randapparaten  die op de 
comput er zijn aangesloten.  Informatie die naar zo'n 'special 
file' wordt g e s c h r e v e n  wordt niet in het file-systeem opgeslagen, 
m a a r  d o o r g e s t u u r d  naar het r a n d - a p p a r a a t . Hetzelfde geldt voor 
lezen: het lezen van een 'special file' betekent dat men de 
i nfor matie kome nde van het randapparaat leest.
Als v o o r b e e l d  n e m e n  we de special files met namen: /dev/tty* 
(bv ttyOO, t t y O I , tty02 enz.). Iedere file van de vorm 
' / d e v / t t y . .', c o r r e s p o n d e e r t  met een t erminal-lijn lopend van de 
compu t e r  naar een van de a a ngesloten terminals. (Deze t t y - n u m m e r 3 
w o r d e n  door het commando 'who' op het scherm afgedrukt samen met
over het a l g e m e e n  o nd er  zijn eigen controle houdt.
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de l o g i n - n a a m  van de peraoon die h i e r o p  werkt.)
Laten we aannemen dat t e r m i n a l l i j n  tty02 ( c o r r e s p o n d e r e n d  met 
special file /dev/tty02) v e r b o n d e n  is m e t  de t e r m i n a l  v a n  login- 
naam : 'ikke'. Als u naar de special file ’/dev / t t y 0 2 '  schrijft, 
b i j v o o r b e e l d  door middel van:
cp boodscha p /dev/tty02
zal de inhoud van de file 'boodschap' r e c h t s t r e e k s  d o o r g e a l u i a d  
•worden naar de terminal en hij g e b r u i k e r  'ikke' op het scherm 
v e r s c h i j n e n  (tenzij die m a a t r e g e l e n  heeft g e t r o f f e n  om dat te 
verhinderen). Andersom, als u zou doen:
cp /d ev/tty02 a f l u i s t e r e n
dan probeert u datgene wat van de t ermi n a l  naar de computer 
gestuurd wordt (dus dat wat g e b r u i k e r  'ikke' op het t o e t s e n b o r d  
intikt) naar de file met naam 'afluisteren' te cop iëren. Dat is 
in zoverre een ongelukkig v o o r b e e l d  omdat i n g e t y p t e  letters die u 
afluistert niet m eer worden d o o r g e g e v e n  naa r de plek w a a r h e e n  ze 
w e r k elijk h a d den gemoeten. Overigens k u n n e n  deze 'special files' 
net als gewone files tegen lezen en s c h r i j v e n  door o n b e v o e g d e n  
beschermd worden.
Alle r a n d - a p p a r a t u u r  is op deze wijze te b e n a d e r e n :  f l o p p y - d i s k s , 
terminals, printers, kaartlezers, t a p e - u n i t s  enz. Het mooie van 
deze constructi e is, dat alle p r o g r a m m a ' s  die op files w erken op 
deze m a n i e r  ook met r a n d - a p p a r a t e n  k u n n e n  c o m m u n i c e r e n  zonder dat 
er speciale v o o rzienin gen in dat p r o g r a m m a  v e r e i s t  zijn. 
Uiteraard moet u wel de b e p e r k i n g e n  van de r a n d - a p p a r a t e n  in de 
gaten houden: lezen van een r e g e l d r u k k e r  kan nu eenmaal niet en 
een commando van de vorm:
ed /dev/tty02
is ook vrij zinloos: de editor zal eerst de hele file 'dev/tty02' 
proberen te lezen (dit wil zeggen totdat de g e b r u i k e r  aan 
/dev/tty02 het symbool *D intikt), da arna kunt u datgene wat hij 
ingetikt heeft gaan editen en als u het c o m m a n d o  'w' geeft wordt 
het resultaat naar het t e r m i n a 1 - scherm van / d e v / t t y 0 2  geschr even.
Soms wordt aan een en hetzelfde r a n d a p p a r a a t  m e e r  dan feèn special 
file naam gegeven. Dat zien we b i j v o o r b e e l d  met
ma g n e e t h a n d e e n h e d e n .  Die heten m e e s t a l  1/ d e v / r m t X ' , met op de 
plaata van de 'X' een v o l g n u m m e r  (u n i t - n u m b e r )  ingevuld. Dezelfde  
unit kan meestal ook worden a a n g e s p r o k e n  met de naam '/dev/nrmtX* 
(of iets dat daarop lijkt). In dat g e v a l  zal de band niet 
a u t o m a t i s c h  w o r d e n  teruggespoeld  als een b e s t a n d  van de band is 
gelezen ('no-rewind mode'). Om te chni s c h e  r e d e n e n  wordt er zelf 
nog onderscheid gemaakt tussen de naam '/dev/mtX' en '/dev/rmtX'. 
Op dat v e r s c h i l  gaan we in dit b o e k  niet in.
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13• P r o t e c t i e s  en privilegies.
In h o o f d s t u k  7 i3 al een uitleg gegev en van de protectie- 
b i t v l a g g e n  die voor elke file worden b i j g e h o u d e n . Het zijn de 
- rw-rw-rw- vlaggen, die zichtbaar gemaakt kunnen worden met het la 
-1 c o m m a n d o . Een kl eine repetitie: de wereld ia verdeeld in drie 
partijen: de e i g e n a a r  v a n  een file zelf, de groep waartoe hij 
behoort, en de rest van de wereld. Yoor elk van deze drie 
pa r t i j e n  wordt een aparte bescherming bijgehouden. w betekent; 
s c h r i j f p e r m i s s i e  , en r b e t ekent l e e s p e r m i s s i e .
Op het m oment dat iemand een login naam krijgt toegewezen, 
stelt de s y s t e e m b e h e e r d e r  tevens vast bij welke groep hij wordt 
ingedeeld. Het g r o e p s m e c h a n i s m e  is overigens m a a r  van matig nut, 
omdat het geen voorzi e n i n g e n  kent voor mensen die aan 
v e r s c h i l l e n d e  p r o j e c t e n  tegelijk werken, en dus eigenlijk per 
project bij een andere groep ingedeeld zouden moeten zijn.
13*1 B x e c u t e  en S earch  permissie
Behalve  lezen  ( r) en schrijven (w) wordt er nog een hit 'x* 
b i j gehoude n, evene e n s  in drievoud. Dit bit heeft, afhankelijk van 
de situatie, een v a n  beide volgende betekenissen.
Als de file een p r o g r a m m a  is, dat startklaar op het sch ijfgeheugen  
staat, dan geeft de *x ’ hit aan wie permissie heeft om het te 
s t arten (x staat voor eXecute) . In een van de vorige 
h o o f d s t u k k e n ,  over de 'Shell', werd behandeld dat ook files die 
comman d o ' s  b e v a t t e n  (shell scripts) desgewenst gestart kunnen 
w o r d e n  alsof ze pr ogra m m a c o d e  zouden bevatten. Ook in dat geval 
heeft de 'x' bit betekenis.
Het 1 x ’ bit wordt echter ook gebruikt bij directories, die in 
de UNIX b o o m s t r u c t u u r  zoveel lijken op gewone files. In dat geval 
geeft de 'x* aan wie permissie heeft om die directory te 
doorzoe ken, d.w.z. wie mag kijken welke files zich bevinden in de 
directory. T e g e n o v e r  iemand die voor een bepaalde directory geen 
z o e k - p e r m i s s i e  (search) heeft, zal bet systeem het bestaan van 
elke file in zo'n d i r e c t o r y  ontkennen: ls werkt niet, maar ook cat 
en zelfs du ge ven geen informatie meer.
13*2 R emove is g e e n  Write
Er is bij deze hele structuur een onverwachte c o m m p l i c a t i e : 
removen van een file heeft niets met schrijfpermissie voor die 
file te maken. Formee l gesproken is dat helemaal juist, maar het 
is een d o o r d e n k e r t j e  dat wel beseft moet worden.
R e m o v e n  van een file b e s t a a t  niet uit iets schrijven in die file, 
maar uit het v e r w i j d e r e n  van de naam van de file uit de di rectory 
w a a r i n  die werd bijgehouden. Dèt is dan ook waar de protectie 
w ordt g e c o n t r o l e e r d :  removen van een file mag, als U 
s c h r i j f p e r m i s s i e  (en zoekpermissie) hebt in de directory waarin de 
naam van die file staat.
Het 'rm' commando houdt hier o v e r i g e n s  wel r e k e n i n g  mee. Als 
gevraagd wordt om een file te removen, waarbij  de p r o t e c t i e s  van 
de directory geen belemm ering vormen, m a a r  w a a r  v o o r  de file zelf 
geen w r i t e - p e r m i s s i e  bestaat, dan aal het s y s t e e m  de file 
permissies even m elden aan de terminal, en als a n t w o o r d  een 'y ’ 
ver w a c h t e n  voordat verdere actie wordt gepleegd.
Als het 'rm' commando geen contact m e e r  heeft m e t  de termina l via 
standaard input (bijvoorbeeld omdat hij in een shell file zit, 
waarvan standaard input g e - r e d i r e c t  is), dan w o r d t  er niets g e ­
vraagd maar alleen gedaan! Evenzo kan, ter v e r m i j d i n g  van teveel 
gevraag, bij het 'rm' commando de vlag *-f* (van * f o r c e ' ) w o r d e n  
meegegeven, waarna het systeem geen v e r d e r e  v r a g e n  zal stellen.
13-3 V e r a n d e r i n g e n  van Mode
Elke file en elke directo ry die in het f i l e s y s t e e m  w o r d e n  
gecreeerd, wo rden voorzien van een d e f a u l t  (standaard) 
protectiebit patroon. Dat default p a troon kan i e d e r e e n  voor zich 
k iezen als onderdeel van zijn shell (zie l a t e r ) . Om voor een eens 
gemaakte file dat patroon naar wens w e e r  te w i j z i g e n  dient het 
'chmod' commando.
In z'n eenvoudigste vorm a c c e p t e e r t  het c o m m a n d o  een 3 - c i j f e r i g  
getal, dat het octale b i t p a t r o o n  v o o r s t e l t  v a n  de te z e tten 
p r o t e c t i e s :
chmod 777 filenamen ...
zet van de o p g e geven files alle v l a g g e t j e s  op - r w x r w x r w x  (de 
betekenis van het eerste streepje ia al eerder uitgele gd: als het 
een streepje is, dan heeft het b e t r e k k i n g  op een g ewone file; als 
het een 'd' is dan is het een d i r e c t o r y ) .
Een ander voorbeeld:
chmod 410 filenamen ... 
zet de vla ggetjes op - r ---- 2 ---  enz.
Het chmod commando accepteert, in plaats van zo'n getal, ook 
een meer symbolische vorm als argument; er valt over te t w i s t e n  of 
de zaken daarmee duidelijker worden. De s y m b o l i s c h e  vorm zit als 
volgt in elkaar:
wie wat welkemode
Het 'wie* gedeelte bestaat uit de l e t t e r  'a' of uit een of m e e r  
van de letters 'u,g,o'; 'a' staat voor alle, en u,g,o staan voor 
user, group of other, dus de drie p a r t i j e n  w a a r i n  de w ereld is 
v e r d e e l d .
Het 'wat' gedeelte geeft aan wat er moet g e b e u r e n ;  '+' b e t e k e n t  
nieuwe mode toevoegen, b e t e k e n t  mode w e g h a l e n ,  en '=' beteken t
helemaal nieuw zetten.
In het 'welkemode' ged eelte k u n n e n  de letters u,g en 0 ge bru i k t  
w o rde n om aan te geven dat de h u i dig e u s e r / g r o u p / o t h e r  mode 
gehandhaafd kan blijven, en van de zo niet o p g e g e v e n  p a r t i j e n  kan 
met de letters ' r ' , 'w' en/of 1 x' w o r d e n  a a n g e g e v e n  wat er v e r d e r
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moet gebeuren.
Bi j vo o rbe eld :
chmod u g + x  file
zet voor de e i g e n a a r  en zijn groep execute permissie  erbij aan;
chmod a=rx file 
zet voor i e d er een allèfen lees- en ex ecutie-p e r m i s s i e  ; en: 
chmod o-wx file
haalt v o o r  de rest van de wereld schrijf en execut e/search 
p e r m i s s i e  weg.
Het chmod c o m m a n d o  heeft nog enkele mogelijkheden, die allemaal 
zijn b e h a n d e l d  in het UNIX Programmers Manual. In elk geval kan 
men zich met een chmod geen permissies toeeigenen, die men uit 
p r o t e c t i e - o o g p u n t  ook niet behoort te hebben. Het systeem zal in 
zo'n geval de o p d r a c h t  geheel of g e d e e l t e l i j k  weigeren uit te 
v o e r e n .
De shell heeft v e r d e r  een ingebouwd commando umask, waarmee men 
het systeem kan v e r t e l l e n  dat bepaalde mode bits voor nieuw te 
m aken files altijd afge zet moeten worden. Met
u m a s k  022
zet m e n  voor n i e u w e  files write permissie, af voor alle andere g e ­
bruikers .
13*4 P a s s w o r d s
Pa s s words w o r d e n  onder UNIX op een interessante m anie r 
behandeld. De i d e n t i t e i t  van alle gebruikers wordt in het systeem 
h i j g e h o u d e n  in de file ' / e t c / p a s s w d ', en die van de groepen in 
'/e t c / g r o u p ' .
Daarin staan van elke g ebruiker/groep de login naam, z'n 
g e b r u i k e r s c o d e n u m m e r , idem van z'n groep, en de login-directory.
Ook besta at er de m o g e l i j k h e i d  om aan bepaalde login namen 
beperkte f a c i l i t e i t e n ,  d.w.z. geen shell m a a r  bijvoorbeeld slechts 
een enkel p r o g r a m m a  dat bij inloggen a u tomatisch start, toe te 
kennen. Zo b e st aat er op sommige systemen de login naam ' c h e s s ' ; 
iemand die als zodanig inlogt krijgt meteen het schaakprogramma 
v o o r g e sc hoteld; en op het m omen t dat hij dat programma stopt wordt 
hij ook a u t o m a t i s c h  weer uitgelogd. Datzelfde is handig voor de 
commando's who, en tty, en date enz.
13» 5 P a s s w o r d  E n c r y p t i o n
De b o v e n g e n o e m d e  files, laten we ons eenv oudigheidsh alve m a a r  
b e p e r k e n  tot /etc/passwd, bevatten ook het password van de 
gebruiker. De files zijn echter voor iedereen te lezen (niet te 
sc h r i j v e n  of te removen!). Dat kan omdat onder UNIX deze 
passwo rds niet in hun lett erlijke vorm worden bewaard, maar in een 
gecodeerde, ’e n c r y p t e d’ vorm. Dit levert een zeer gedegen
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b e s c h e r m i n g  op: geen enkele i n b r e k e r  kan w a a r  dan ook in het 
systeem vinde n wat de passtrords van de v e r s c h i l l e n d e  g e b r u i k e r s  
zijn: die informatie is l e t t e r l i j k  n e r g e n s  a a n w e z i g .
Steeds als het systeem een p a s s w o r d  van een g e b r u i k e r  vraagt, 
dan wordt dat m e t e e n  na i n t y p e n  g e c o d e e r d ,  en de g e c o d e e r d e  
versies worden verder gebruikt w a a r v o o r  ze nodig zijn. Dat stelt 
uiteraard hoge eisen aan de m e t h o d e  die g e b r u i k t  wordt voor het 
coderen, met name voor wat betreft de o n - o m k e e r b a a r h e i d  van het 
proces. Er zijn tot op heden e o h t e r  geen g e v a l l e n  bekend w a a r  
door t e rug rekenen een gecodeerd p a s s w o r d  tot zijn o o r s p r o n k e l i j k e  
vorm kon worden herleid.
Vaar wel voor moet worden gewaakt is, dat er te e envou d i g e  
p asswords w orde n gekozen, in die zin dat iemand die erg veel 
gewone w o o r d e n  omrekent (met de c o m p u t e r  u i t e r a a r d ) ,  en dan steeds 
de gecode erde uitkom sten gaat v e r g e l i j k e n  m e t  de g e c o d e e r d e  
woorden uit de /etc/passwd file, al te g e m a k k e l i j k  op zo'n m a n i e r  
a chterhaalt wat iemands password geweest  m o e t  zijn. Te korte 
passwords, met name als meisjes- en a u t o n a m e n  w o r d e n  g e p r o b e e r d  
(sorry voor de combinatie), k u n n e n  m a k k e l i j k  g e r a d e n  worden.
Passwords m oeten uiteraard ook ger egeld v e r a n d e r d  worden, ter 
besche rming tegen b i j voorbe eld m e n s e n  die aan Uw v i n g e r s  k u n n e n  
zien wat U typt (en die zijn er!). D a a r v o o r  is het 'passwd' c o m ­
mando :
pas s wd
start een d i s o u s s i e , die eerst het oude p a s s w o r d  vraagt, en d aarna 
het nieuwe (tweemaal, ter v o o r k o m i n g  van v e r g i s s i n g e n ) .  U i t e r a a r d  
versch ijnt op het moment dat U typt die tekst niet op de terminal. 
Het is mogel ijk om bij 'passwd' ook een login  naam op te geven, 
als niet het password van Uzelf (d.w.z. de i n g e l o g d e  persoon) 
veranderd moet worden. N a t u u r l i j k  m o e t e n  ook in dat geval de 
d e s b e t r e f f e n d e  passwords foutloos aan het s y s t e e m  gemeld w o r d e n  
voordat de actie wordt uitgevoerd.
15*6 Setuid en Setgid
Een van de inte ressantste features v a n  het U N I X  p r o t e c t i e - m e -  
chaniek is de z.g. s e t u i d / s e t g i d - b i j - e x e c u t i e  m o g e l i j k h e i d .  Het 
is een m e c h a n i s m e  om aan bepaal de p r o g r a m m a ' s  a n d e r e  p r i v i l e g i e s  
te geven dan de gebr uiker normaal heeft.
Het is dus m o g eli jk om een bestand (file) voor iemand 
o n t o e g a n k e l i j k  te maken, m a a r  die iemand w e l  de m o g e l i j k h e i d  te 
geven een program ma te starten w a arme e hij die file mag benaderen. 
De a c h t e r l i g g e n d e  gedachte hier is dat met b e h u l p  van een b e p a a l d  
programma m e e r  b escherming opgebouwd kan worde n, dan w a n n e e r  
iemand onbeperkt, d.w.z. met alle m o g e l i j k e  UNIX commando's, 
ergens aan mag zitten.
Bij dit alles moet U de v o l g e n d e  drie i d e n t i t e i t e n  in de g a t e n  
houd e n :
a) de persoon aan de terminal die een p r o g r a m m a  start
b) de eigenaar van het progr amma (ook een p r o g r a m m a  is een file)
c) de eigenaar van de file waarop het p r o g r a m m a  werkt.
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N o rma al g e s p r o k e n  wordt, bij controle van toegankelijkheid, de 
i dentiteit v a n  de p e r a o o n  aan de terminal (hekend van zijn login 
n a a m ) , a f g e w o g e n  tegen de identiteit van de eigenaar van de file 
die hij benadert. De eigenaar van de programma 's waarmee hij dat 
doet, b i j v o o r b e e l d  het programma 'c a t ' , doet daarbij niet ter 
zake .
De mode van het p r o g r a m m a - f i l e  kan echter zo gezet worden, dat 
bij starten van dat progra mma de identiteit van de eigenaar van 
het p r o g r a m m a - f i l e  e f f e ctief in de plaats komt van de identiteit 
van de p e r a o o n  aan de terminal. Als het programma later stopt, 
dan komt de oude identi t e i t  weer effectief terug, en is weer 
gelijk aan de ’e c h t e’ identiteit van de persoon aan de terminal.
Dit hele v e r h a a l  kan zowel voor de u s e r - i d e n t i t e i t , als voor de 
g r o u p - i d e n t i t e i t . Het 'chmod' commando heeft hiervoor de letter 
's' in het 'welkemode' stukje aoals hiervoor behandeld, of de 
hit-p o s i t i e a  04000 voor het uaer-id, en 02000 voor het groeps-id.
Dus als voorbeeld:
chmod ug + s file
zet v o o r  het o p g e g e v e n  'file' de 'setuid' en de 'setgid' bits aan, 
zodat als de file, als programma, wordt uitgevoerd, de eigenaar 
van de file, en niet de peraoon aan de terminal, degene is waara an 
de t o e g a n g s p r o t e c t i e s  w o r d e n  afgewogen.
In het 'la -1' commando fcijn deze hita zichtbaar; ze staan op de 
plaats waar n o r maal g e s p r o k e n  het 'x' vlagget je staat (want 's' 
zonder 'x ’ is b e t e k e n i s l o o s ) .
Bell L a b o r a t o r i e s  heeft het setuid/setgid idee gepatenteerd.
13.7 Files weggeven; chown en chgrp
In UNIX S ystem  V (niet in UNIX V 7 ) kunt u een file ook aan 
iemand anders weggeven. Hiermee wordt bedoeld: de eigenaar- 
g r o e p - i n f o n a t i e  v a n  de file veranderen. De commando's hiervoor 
zi j n :
chown nieuws_eig enaar filel f i l e 2 ....
chgrp n i e u w e _ g r o e p  filel f i l e 2 ....
Het is u i t e r a a r d  niet m o g e l i j k  om u een bestand van iemand 
anders toe te eigenen. De eigenaar- en groep- informatie van files 
v e r a n d e r e n  mag a l l e e n  de (oorspronkelijke) eigenaar van de files 
(en u i t e r a a r d  de systeembeheerder ).
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14* Piles en Filters
Een UNIX file ia een reeks bytes.
Die bytea zijn er allemaal door de e i g e naar van de file zelf 
ingezet. ■
Track allocaties, records, fileheaders, i m p l i c i e t e  regeln u m m e r s ,  
en wat er nog m e e r  aan h o r r i b e l e  d in gen op a n d e r e  m a c h i n e s  te 
vinden is, b e staan onder UNIX a l l e m a a l  niet.
Elke byte heeft een adres (=v o l g n u m m e r ) ; elke byte is 
desgewenst apart bereikbaar. Files k u n n e n  ' o n b e p e r k t 1 groeien; de 
p rogrammeur  hoeft tevoren niets op te geven, en het s y s t e e m  zorgt 
dat alles wat een p rogrammeur in een file wil z e t t e n  n etjes wordt 
o p g e b o r g e n .
Als iemand behoefte heeft aan een m e e r  g e s t r u c t u r e e r d e  file 
lay-out, dan moet hij daar m a a r  zelf v o o r  z o r g e n  (maar dat kan ook 
makke l i j k ) .
R a n d a p p a r a t u u r  die niet f i l e - g e s t r u c t u r e e r d  is, zoals 
papertape, ponskaarten, terminals (!), inter-coraputer interf a c e s  
enz enz, he bben ook elk een p s e u d o - f i l e n a a m , de z.g. s p e c i a l - f i l e  
name, die toegang verschaft tot het apparaat.
B i j v o o r b e e l d :
cp filel f i l e 2 copieert filel naar f i l e 2 .
cp filel /dev/ppt stuurt filel naar de p a p e r t a p e  punch
cp /dev/cr f i l e 2 leest f i l e 2 in van de k a a r t l e z e r
Zelfs disks en g e h e u g e n  zijn d e s g e w e n s t  als een h y t e s t r e a m  te 
lezen/ schrijven, omdat ook d a a rvoor  een s p ecial file bestaat. 
Uiteraard komt dat laatste in het dage lijks g e b r u i k  niet voor, 
maar voor een systee mprogrammeu r is het een n u t t i g  en n o o d z a k e l i j k  
h u l p m i d d e l .
14*1 File tekst manipulaties
UNIX kent een grote vari eteit aan Utilit ies, die a l l e m a a l  een 
of ander ding doen met de inhoud van een tekstfile . M e r k  op dat 
bij Unix utility, commando en p r o g ra mma drie v e r s c h i l l e n d e  w o o r d e n  
voor he tzelfde ding zijn. Veel van dit soort U t i l i t i e s  w o rde n wel 
filters genoemd. Een filter is een p r o g r a m m a  dat g e g e v e n s  uit een 
bestand leest (meestal in e e n h e d e n  van "regels") en deze 
informatie in een andere vorm (b v . g es orteerd) w e e r  n a a r  sta ndaard 
output schrijft. De me este v a n  die U t i l i t i e s  w e r k e n  dus als 
filters, en zijn m oeiteloos  aan e lkaa r te k o p p e l e n  (met p i p e s ) , te 
v oeden vanuit files (met '<*)» of zo te s t u r e n  dat hun output naar 
files gaat (met '>' of ’>>').
We hebben al enkele van dat soort U t i l i t i e s  gezien: cat en pr. 
Een flink aantal nieuwe zal nu aan bod g a a n  komen. Bij al deze 
moet wel worden bedacht dat:
a) de meeste Utilities nog meer m o g e l i j k h e d e n  en v a r i a t i e s  k e n n e n  
dan hier zullen worden behandeld.
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b) er nog v e e l  m e e r  u t i l itiea zijn, en dat bij elke aotieve club 
UNIX g e b r u i k e r s  er steeds meer (zelfgemaakte) bijkomen.
Het UNIX P r o g r a m m e r s  M a n u a l  bevat v a n  elke u t i l i t y  een complete 
beschrij v i n g .
1 4-• 2 ïïotatie c o n v e n t i e s
Bij de v o l g e n d e  p r o g r a m m a  b e s c h rijvi ngen word en argumenten, die 
niet per se o p g e g e v e n  h o e v e n  te worden, omgeven door [ en ] . 
B i j v o o r b e e l d :
cat [inputf ile]
wil zeggen: laat de inhoud van ’inp u t f i l e’ aien op het scherm, 
maar cat kan ook zonder argumente n gebruikt worden (cat leeat dan 
van standaar d input). Ook vlagge tjes die niet per se opgegeven 
hoeven, te worden, w o r d e n  met [] aangeduid.
Drie puntjes g e v e n  aan dat van het voor afgaande argument 
desge w e n s t  m e e r d e r e  m o g e n  voorkomen:
cat [inp ut f i l e  ...]
beteken t dat U d e s g e w e n s t  meer dan een inputfile naam achter 
elkaar mag opgeven.
14.3 S o r t e r e n : S ort
sort [ -bfidnrtxu] [+posl] [ -pos 2 ] [ file ...]
S o r t e e r  de o p g e g e v e n  files (of standaard input).
S o r t e r e n  gaat over hele regels tegelijk, maar met de +pos1 en 
~ p o a 2 kan dat b e p e r k t  worden tot aangegeven posities binnen een 
regel. Pos1 geeft de eerste te besc houwen positie aan; poa2 geeft 
de eerste p o s i t i e  die niet meer m e e d o e t  aan. Beide waarden h e b b e n  
de vorm n.m waarbij n een aantal velden (l e e s : woorden) aangeeft, 
en m een aantal p o a itiea binn en het woord dat overgealagen moet 
worden. B i j v o o r b e e l d  3-5 betekent: de 5e letter in het 3e woord. 
Voor g e w o o n  op k o l o m  sorteren kunt U het gemakkelijkst geb ruiken 
+ 0 .x en. -O.y m e t  x de kolom w a arachter het sorteren moet beginnen, 
en y de kol om die niet m e e r  m e e g e n o m e n  hoeft te worden.
Met het ’-b' v l a g g e t j e  doen spaties (en tabs) aan het begin van 
het te s o r t e r e n  stuk niet mee.
Met het '- f ' v l a g g e t j e  w o r d e n  hoofd- en kleine lettera als gelijk 
b e s c h o u w d .
Met het ’-i' v l a g g e t j e  worden de z.g. n i e t - a fdrukh are tekens (in 
een later h o o f d s t u k  komen die uitgebreid aan de orde) niet 
meegeno men.
Met het '-d' v l a g g e t j e  w orden alleen letters, cijfers en apaties 
(dus geen leesteken s) meegenomen.
Met het '-n' v l a g g e t j e  kan op numerieke waarde gesorteerd worden, 
als het v o o r a a n  in het te sorteren gebied getallen ataan 
( v o o r a f g a a n d e  spaties en nullen, minte kens en decimale punt worden 
correct behan deld)
Met het *-r* v l a g g e t j e  wordt gesorteerd in een volgorde omgekeerd 
aan n o rm aal.
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Met het '-tx* vlaggetje, w a ar bij de * x’ staat voor een 
willekeurige letter, wordt als s c h e i d i n g  t u s s e n  w o o r d e n  (voor het 
'pos1 ' en 'pos2' evalueren) geen spatie m a a r  het t e k e n  a a n g e g e v e n  
met de 'x' genomen.
Met het '-u' vlagg etje (unique) w o r d t  v a n  alle r e g e l s  die m e e r  dan 
eenmaal v o o r k o m e n  (let op, alleen het stuk t u s s e n  'pos!' en 'pos2' 
wordt vergeleken) er maa r een steeds d o o r g e l a t e n .
Er zijn nog veel meer vlaggetjes en s u b - v l a g g e t j e s .
14*4 Uniq, voor dubbele regels in een g e s o r t e e r d e  file 
uniq [-udc] [ + n] [-n] [input [output ]]
Uniq leest een input file, en neemt aan dat die a l f a b e t i s c h  
gesorteerd is, De notatie [ input [ o utput ]] beteken t: als er 
een filenaam wordt opgegeven, dan is dat een i n p u t f i l e ;  w o r d e n  er 
twee namen opgegeven, dan is de eerste v o o r  input en de tweede 
voor output; wordt geen enkele naam gegeven, dan w o r d e n  s t a n daard 
input en standaard output gebruikt.
Het '+n' vlaggetje  betekent: sla de eerste 'n' letters op elke 
regel over. Het '~n' v l a g g e t j e  betekent: sla de eerste 'n' 
woorden op elke regel over. ï o r d e n  beide v l a g g e t j e s  gegeven, d a n  
worden eerst woorden, en dan letters geteld.
Het '-u' vlaggetje (unique) betek ent: geef a l l e e n  de regels die 
niet dubbel v o o r k o m e n  terug; het '-d' v l a g g e t j e  (double) b e t e k e n t  
dat alleen van regels die m i n s t e n s  twee keer v o o r k o m e n  een 
exemplaar wordt teruggegeven. Bij geen v l a g g e t j e  uit de 'udc' 
serie wordt een combinatie van deze beide gemaakt; dat heeft tot 
resultaat dat alle regels weer w o r d e n  t e r u g g e g e v e n ,  behal ve de 
tweede en volgende die dubbel voorkomen.
Het '-c' vla ggetje (count) maakt '-d' en *-u' ongeldig. Met 
*-c' worden alle regels weer teruggegeven, b e h a l v e  de tweede en 
volgende van dubbele regel3, maar bij elke regel wordt ook verteld  
hoe vaak die voorkwam.
14-5 Wordcount: wc
wc [-lwc] [file ...]
Wc telt regels ('JLines'), w o o r d e n  ('jwords') en letters 
( '_characters' ) van de opg egeven file(s) of van s t a n d a a r d  input.
Met de v lagg etjes 1, w en c kan h i e r u i t  s e l e c t i e f  een keus 
w o rde n gemaakt als niet alle drie u i t k o m s t e n  g e w e n s t  zijn.
14*6 Splits een file: split
split [-n] [ file [ o u t p u t n a a m ]  ]
Split splitst een file in delen. Die delen zijn elk 'n' regels 
lang (behalve uiteraard het laatste deel); wordt geen 'n*
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opgegeven, dan w o r d e n  het 1000 regels per deel.
De d e l e n  k r i j g e n  als filenaam de opgegeven outputnaam, met 
d a ara an v a s t g e p l a k t  de letters aa, ah, ac ... ha, bh enz. Wordt 
geen o u t p u t n a a m  gegeven, dan heten de files xaa, xab enz.
Dit split c o m mando moet gebruikt worden als een file te groot 
is voor de editor. De a f z o nderlij ke delen mo eten dan apart w orde n 
ge-edit, en na a f l o o p  kan dan met 'cat xa* >> r e s u l t a a t’ de boel 
weer aan elkaar w o r d e n  geplakt (wel even opletten of xa* de juiate 
namen g enere ert, dwz of er geen files bij b e t r o k k e n  worden  die 
niet uit split k w a m e n  enz.)
14-7 C s p l i t  - a p l i t s e n  op context
csplit [-a] [-k] [-f prefix] file a r g 1 [■•• argn]
Met het p r o g r a m m a  'csplit' *) wordt een file in stukken gesplitst 
waarbij de te s p l i t s e n  atuk ken worden bepaald aan de hand van op 
de o o m m a n d o - r e g e l  te g even regelnummers of reguliere expressies. 
B i j v o o r b e e l d :
csplit file 100 1 5 0 200 3 1 2 566
splitst de o o r s p r o n k e l i j k e  "file" zes stukken: het eerste stuk 
bevat regels 1 t/m 99 van "file" en komt te staan in een file met 
naara "xxOO" , het tweede stuk bevat regels 100 t/m 149 van "file"
en komt te sta an in een file met naam "xx01 " ,..... , het laatse
stuk bevat regels 566 t/m einde van de file en komt te staan in 
" x x 0 5 " .
De door de a r g u m e n t e n  opgeg e v e n  regelnummers bepalen dus het 
begin v a n  het v o l g e n d e  af te splitsen stuk van de file.
Een argument van  de vorm {getal} geeft een her hal i n g s - f a c t o r  
a a n :
csplit file 100 {9 } 200 {9 }
splitst "file" in tien stukken xxOO t/m x09 die ieder 100 
o p e e n v o l g e n d e  regels van "file" bevatten en tien stukken x x 1 0 t/m 
x x 19 die ieder 200 o p e e n v o l g e n d e  regels bevatten.
Als er een fout optree dt (bv. in bovenstaand voorbeeld doordat 
de o o r s p r o n k e l i j k e  file niet voldoende regels bevat om alle 
o p g e g e v e n  s t u k k e n  te maken) gooit csplit alle nieuw gemaakte files 
weg. Met het v l a g g e t j e  "-k" kunt u v erhi nderen dat dit gebeurt:
csplit -k file 100 {9 9 }
zal ook een file v a n  m i n d e r  dan 1 0 . 0 0 0 regels in stukjes van 100 
regels opsplitsen. Als de file groter is dan 10.000 regels komt 
het laatste stu k (en dat kan m e e r  dan 100 regels lang zijn!) in 
x x 1 00 te staan.
De s c h e iding tussen de te splitsen stukken kan ook met 
reguliere e xpressies  aange g e v e n  worden:
# ) Nie t a a n we z ig  in UNIX V7
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csplit -k file '/ * H o o f d s t u k /’ [99]
Splitst de file in stukken,: 
xOO
Van het hegin tot aan de eerste regel die 'Hoofdstuk' 
vo o r a f g e g a a n  door een w i l l e k e u r i g  aantal a p a t i e a  bevat.
x01
Van de eerste regel die voldoet aan de r e g u l i e r e  e x p r e s s i e  
/ *Hoofdstuk/ tot aan de tweede regel die h i e r  aan voldoet.
enz. enz.
x1 00
Van de honde rste regel die voldoet aan de r e g u l i e r e  e x p r e s s i e  
tot aan het einde van de file.
Door midde l van een reguliere e x p r e s s i e  v a n  de vorm: % .......%
geeft u aan dat er geen file gemaakt moet w o r d e n  voor het gebied 
voorafgaand aan de regel die vold oet aan de r e g e l i e r e  expressie. 
Bijvoorbeeld:
csplit -k file '% *Hoofdstuk$' '/ * H o o f d s t u k /’ [98]
zal het stuk met daarin de eerste regel van de file tot aan de 
eerste regel die voldoet aan de r e g u l i e r e  e x p r e s s i e  niet aanmaken, 
in tegenstel ling tot het hieraan v o o r a f g a a n d e  v o o r b e e l d  (hierin 
zou bv. het "voorwoord" staan).
Met de optie "-f prefix" kunt u k i e z e n  v o o r  een ander "prefix" 
dan de default "xx" .
De optie ”-s" (silent) laat csplit werken, z onde r de (default) 
b o o d s c h a p p e n  w a a r i n  hij verteld welke files hij m a a k t  en h o e veel 
characters erin zitten.
14*8 Tail, laat het staartje van een file zien 
tail [+-n[lbcf]] [file]
Tail laat het laatste stukje van een file zien, g e r e k e n d  v a n a f  het 
begin van de file (bij vlaggetje ’ + n' ) of v a n a f  het eind ('~n'). 
De letter 'n' ataat daarbij voor een getal, en aan dat getal kan 
weer een van de letters 1, b of c w o r d e n  v a s t g e p l a k t .  In zo'n 
combinatie betekent dat dan dat geteld moet w o r d e n  in regels ( l ) , 
d i s k - b l o k k e n  van 5 1 2  tekens (b) of tekens (c v a n  'characters'). 
Wordt geen letter bij het getal gegeven, dan w o r d e n  regels geteld.
Bij het ‘- n ’ vlaggetje wordt tijdens de rit een stuk file 
tijdelijk ergens opgeslagen; de p l a a t s r u i m t e  daar is niet 
onbeperkt groot; een al te groot g e k o z e n  'n' l evert dan ook 
p r o b l e m e n  op.
Als geen echte file wordt gekozen, m a a r  een spec ial file (dus 
een randapparaat) , dan werkt tail v a a k  niet zoals U graag zou 
w i 1 1 e n .
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Met het v l a g g e t j e  '-f' plaatst u 'tail' In de zogenaamde 
" f o l l o w " - m o d e . Als 'tail' de laatste regel van het bestand heeft 
laten zien aal hij even w a chten en daarna ki jken of het bestand 
inmiddels g rot er g e w o r d e n  is. Als er nieuwe regel(s) bijgekomen 
zijn zal hij die èók laten zien, daarna weer wachten, enzovoorts. 
Op die m a n i e r  kunt u een file die langzaam groeit op de voet 
v o l g e n .
PS : deze optie werkt niet als 'tail' uit een pipe leeat en ook 
niet bij UNIX V7-
14-9 Octal dump; od
od [-bcdox] [file]
Od laat zien w e l k e  tekens er in de opgegeven file (of standaard 
input) zitten. Daarbij worden ook tekens die normaal geen 
z i c h tbaar res ultaat g e v e n  zichtbaar gemaakt. Meer details over 
deze zaken w o r d e n  g e g e v e n  bij de, nog volgende, bespr eking van 
t e r m i n a l s .
Het z i c h t b a a r  m a k e n  gebeurt in een codering die opgegeven mag 
worden (deze codes zijn technisch, wie ze niet begrijpt hoeft ze 
ook niet te kennen): de '-b' vlag geeft octaal (bytes), de '-o' 
vlag geeft octaal (woorden), de '-c' vlag geeft lettertekens 
(ASCII), de '-d' vlag geeft decimale getallen (woorden), en de 
x' v l a g  geeft h e x a d e c i m a l e  waarden.
Er zijn met 'od' ook m o g e l i j k h e d e n  om het eerste stuk van een 
file over te slaan.
14-10 T r a n s l a t e  (vertaal l e t t e r s ) : tr
tr [-cds] [stringl [ a t r i n g 2 ]]
Tr copieer t tekst van standaard input naar standaard output, en
vertaalt onderweg a f z o n d e r l i j k e  letters. De letters die vertaald
moeten worden, en w a a r i n  ze vertaald moeten worden, worden 
o pgegeven met de twee strings.
Normaal  g e b r u i k  is zonder vl aggetjes '-c' '-d' of '-s'. Dan 
w orden lettera die w o rden opgegeven in stringl vertaald in het 
l e t t e r t e k e n  op de c o r r e s p o n d e r e n d e  positie in string2. Als 
s t r i n g 2 k o r t e r  is dan stringl, dan wordt atring 2 ala het ware in 
g e d a c h t e n  achter zichzelf steeds herhaald. Bij het opgeven van 
stringl en s t r i n g 2 b e a t a a t  de m o ge lijkheid om met patroontjes van 
letters te w e r k e n  (bijv: [a-z] betekent alle letters van a t.m. z) 
*)
Bij ' — d * w o r d e n  alle tekens die zijn opgegeven in stringl 
weggegooid; bij '-s' w ord en alle tekens die zijn opgegeven in 
s t r i n g 2 , ala ze met m e e r d e r e  achter elkaar v o o r komen (nadat de 
v e r t a l i n g  met stringl heeft p l a a t s g e v o n d e n ) , tot feèn teken 
t e r u g g e b r a c h t  voor de output ('a' staat voor 'aqueeze'; om
*) Let op: In UNIX V7 ia de notatie hiervoor: a-z
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bi j v o o r b e e l d  reeksen spaties in te k o r t e n  tot e n k e l e  spaties).
Bij '-c' worden  niet alle tekens die in stringl zijn o p g e g e v e n  
behandeld, m a a r  juist alle tekens die niet in stringl zijn 
opg egev e n .
14-11 P a t r o o n  zoeken: grep, fgrep en egrep.
grep [-cvn] z o ekpat roon [file] ...
De patroonzoeker a van tTITIX zijn p r a chtig en erg nuttig. Ala U 
v e r g e t e n  bent in welke file een b e p a a l d  a t u k j e  tekst ook al weer 
voorkwam, dan doet IJ een 'grep' , laat het s y s t e e m  een tijdje 
soeken, en de namen van de files w a a r i n  het p a t r o o n  werd g e v o n d e n  
komen mooi te voorschijn. V e r s l a a f d e  m e n s e n  k u n n e n  er niet m e e r  
buiten, en g e b r u i k e n  het vele m a l e n  per dag.
Zonder vlaggetje wordt aan standaard  output gemeld: de naam v a n  
de file w a a r i n  het patroon werd gevonden , en de tekst v a n  de 
betreffende regel(s). Het '-v' v l a g g e t j e  e c h t e r  laat juiat alle 
regels m elden waarin het patroon  niet werd gevonden.
Het * — c * vlaggetj e geeft niet de teksten v a n  de regels, m a a r  
vertelt alleen hoeveel keer het p a t r o o n  werd gevonden; het f-n' 
vlaggetje vertelt op de h oeveelste  regel van elke file het p a t r o o n  
werd gevonden.
Omdat de grep's zo veel w orde n gebruikt, en er g e e n  m e t h o d e  te 
bedenke n was om ze zowel supersnel, als met m a c h t i g e  z o e k p a t r o o n  
notaties, als op de gulden m i d d e n w e g  daar t u s s e n i n  te laten lopen, 
zijn er drie ve rsch i l l e n d e  versies.
Fgrep is toegespitst op zoeken naar veel e e n v o u d i g e  s t r i n g e n  
tegelijk. Voor het zoekpatroon a c c e p t e e r t  fgrep alleen m a a r  
letter lijk o p g e geven reeksen letters (maar er m o g e n  er m e e r d e r e  
voorkomen, als ze maar van elkaar w o rden g e s c h e i d e n  door een 
l i n e f e e d ).
Egrep heeft erg uitgebreide  p a t r o o n - f a c i l i t e i  t e n , Zo kan bij 
het opgeven van het zoekpatroon d e z elfde n o t a t i e  g e b r u i k t  w o r d e n  
als bij een 'substitute' patroon  in de editor (dus met *$.[]*), en 
bestaat zelfs de mogelijkh eid om weer m e e r d e r e  p a t r o n e n  met elkaar 
te combineren. Het UNIX P r o g r a m m e r s  Manu al g eeft alle d e t a i l s  
(zie ook hieronder).
Grep b ewandelt de gulden m i d d e n w e g  t u s s e n  snelheid en 
flexibiliteit. De z oekpatronen k u n n e n  w o r d e n  o p g e g e v e n  volgens de 
notatie zoals die ook in de editor g e b r u i k e l i j k  is, ma ar extra 
m o g e l i j k h e d e n  zijn er niet bij. Toch ia dat v o l d o e n d e  voor het 
merendeel van het dagelijks gebruik.
Er moet even speciaal op w o r d e n  gelet dat het z o e k p a t r o o n  niet 
door de shell wordt beschouwd ala iets w a a r v a n  hij f i l e n a m e n  moet 
gaan maken. De beste oplossing d a a r v o o r  is om p a t r o n e n  die 
moeilijke tekens, b i j voorbeeld *, b e v a t t e n  h e l e m a a l  te omal u i t e n  
met quo t es 'f .
De familie grep heeft nog veeeel meer v l a g g e t j e s  en andere 
toeters en bellen.
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14.11*1 De a l g e m e n e  en u i tgebreide reguliere eipreaaiea
H i e r o n d e r  v ol gt een s a m env atting van de reguliere expressies: 
de algemene, de e x t e nsie s hierop binnen de Utilities ' e d 1 , 'sed' 
en ’grep' en de zeer u i t g e b r e i d e  die bekend zijn binnen 'egrep' en 
'awk'. Merk op dat een combinatie van reguliere expressies 
volgens o n d e r s t a a n d e  notatie weer een reguliere expressie vormt. 
Een p a t r o o n  w o r d t  altijd zo 'gepast' dat een zo lang mogel i j k e  
'matoh' p l a a t s v i n d t :
R e g u liere e xpre ssies, algemeen:
\c o n tneem  aan teken 'c' een eventueel speciale betekenis
b e g i n  v a n  de regel (vóór het eerste teken)
$ einde v a n  de regel (na het laatste teken)
. èèn w i l l e k e u r i g  teken
[ ] èèn teken uit de ve rzam e l i n g  tuasen de haken.
Als het eerste teken binnen de haken een A is, 
dan keert de b e t e kenis om: gfeèn van de (verdere) 
tekens b i n n e n  de haken  mag passen. Het ia toege- 
ataan om ranges aan te geven conform de ascii- 
volgorde: b v . a-z of 0- 9 «
R* Nul of m e e r  v o o r k o m e n s  van de reguliere expressie R
Regul i e r e  expressie, u i t b r e i d i n g e n  'ed', 'aed' en 'grep':
\(B\) a f b a k e n i n g  v a n  een reguliere expressie R 
\ n  (met n = 1 ,2 ,?..) a a n d u i d i n g  dat op deze plaats de,
eerder afg eba k e n d e ,  n'e reguliere expressie wordt 
bedoeld .
& (alleen bij 'ed' en 's e d ' ): aan de rechterzijde van
een a u b a t i t u t i e  b e t e k e n t  dit: hetzelfde als aan de 
l i n k e r z i j d e  aangegeven.
R e g u l i e r e  expressie, u i t b r e i d i n g e n  'egrep' en 'awk':
R+ èèn of m e e r  v o o r k o m e n s  van de reguliere expressie R
R? nul of m e e r  v oork o m e n s  van de reguliere expressie R
R1R2 o p e e n v o l g e n d e  voorko m e n s  van de reguliere expressies 
R1 en R2
R1[R2 v o o r k o m e n  van reguliere expressie R1 óf reguliere 
expressie R2
(R) reguliere ex pre s s i e  R; h a akjes mogen worden genest.
14.12 V e r g e l i j k e n  van files: cmp, diff, bdiff en adiff
Evenee ns veel gebruikt, om niet te zeggen mee rmalen daags 
gebruikt, zijn de comman d o ' s  cmp en diff.
cmp [ - 1 ] f i l e 1 f i l e 2
V e r g e l i j k  de filel en file2 met elkaar; wordt in plaats van filel 
een gegeven, dan wordt daarvoor standaard input genomen.
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Als beide files gelijk zijn, dan heeft cmp v e r d e r  g e e n  commentaar.
Zijn beide files ongelijk, dan wordt de p l aa ts van het eerst 
gevonden v e r sc hil (regel en positie) gemeld. Met de '-1' vlag 
worden alle g e v o n d e n  v e r s c h i l l e n  g emeld (en dat kan oplopen!)
diff [-eb] filel f i l e 2
Geeft regel voor regel de v e r s c h i l l e n  tussen filel en file2 aan; 
de output bestaat uit copieen van de t e k s t e n  die v e r s c h i l l e n d  zijn 
bevonden, en uit indicaties die a a n g e v e n  uit w e l k  van b eide files 
die teksten afkomstig zijn.
De '-b' vlag laat reeksen spaties en tabs g e e n  o n d e r l i n g e  
versch i l l e n  veroorzaken.
De '-e' vlag laat output p r o d u c e r e n  die als script kan d i e n e n  
voor een edit sessie die filel g e l i j k  maakt aan file2. Er zijn 
met deze a u t omatische  f i l e c o n v e r t e r  nog een aantal extra 
mogelijkheden, zo uitgebreid zelfs dat ze k u n n e n  dienen om 
m eerdere versies van een file te r e p r o d u c e r e n  als al leen een 
oorspronkelijk e file, en daarna files met v e r s c h i l l e n d e  a p arte 
e d i t - s e s s i e s , bewaard blijven. Voor m e n s e n  voor wie dit 
interessant is, is het de m o e i t e  waard om de b e s c h r i j v i n g  van 
'diff' in het UNIX Pr ogrammers Manual te be stud e r e n .
Het programma 'bdiff' *) wordt g e b ru ikt als de file(s) zo groot 
zijn dat ze niet door 'diff' v e r w e r k t  kunnen worden. In feite zal 
'bdiff' de files in stukken split s e n  (waarbij het eerste deel v a n  
de files dat g e m e e n s c h a p p e l i j k  is wordt o v e rgeslag en) en dan 
'diff' geb ruiken om de v e r s c h i l l e n  tussen de k l e i n e r e  stukken te 
ontdekken. De output van 'bdiff' is h e t z e l f d e  als die v a n  'diff' 
waarbij g e corri geerd wordt voor de door het s p l i t s e n  ontstane 
(incorrecte) regelnummers.
Door de gevolgde procedure ia het niet m o g e l i j k  om te 
g a r a n d e r e n  dat 'bdiff' de kleinste subset van v e r s c h i l l e n  ontdekt.
Syn t a x :
bdiff filel f i l e 2 [n]
waarbij met ’n' a angegeven  kan w o r d e n  hoe groot de te s p l i t s e n  
stukken moeten worden (default 3500). Een f i l e n a a m - a r g u m e n t  
betekent: standaard input.
Het programma 'sdiff' **) ( s i d e - b y - s i d e  d i f f e r e n c e )  geeft een 
voor het m e n s e l i j k  oog o v e r z i c h t e l i j k  b e e l d  v a n  de v e r s c h i l l e n  
waarbij de regels van beide files naast e l k a a r  w o r d e n  a fged r u k t  
met indicaties of ze gelijk zijn, v e r s c h i l l e n d  zijn of in de ene 
file wel en in de ander niet voorkomen.
*) Niet in UNIX V7
**) Niet in UNI X V7
14*15 Cut - laat stukjes van iedere regel zien
cut -clist [filel f i l e 2 ...]
cut -flist [-dchar] [-s] [filel f i l e 2 ..»]
Met b e h u l p  van 'cut' *) kunt u een op te geven onderdeel van 
iedere regel in de file(s) of s t a n d aard -input op sta ndaard-output 
afd r u k k e n .
Met de optie ’- c ’ moet u de absolute characterpoaities van de 
af te d r u k k e n  delen van de regel opgeven. Bijvoorbeeld:
cut - c 1 , 1 0 ,2 0 - 3 0
copieert van s t a n d a a r d - i n p u t  naar -output het eerste, tiende en 
twintigste tot en met dertigste character van iedere regel.
Met de optie *-f* wordt de regel eerst in "velden" opgedeeld 
(default dmv tabs gescheiden, als u anders wilt dit dmv de optie 
- d < s c h e i d i n g s - c h a r a c t e r >  opgeven) en werkt 'cut' in eenheden van 
velden:
cut - f 1 , 5
drukt het eerste en v i jfde veld (gescheiden onderling door tabs) 
op s t a n d a a r d  o u t p u t  af. Door:
who J cut - f 1 "-d " 
drukt u a l l e e n  de name n van de ingelogde gebruikers af.
Bij de 1 - f 1 optie w o r d e n  regels die geen veld-s c h e i d i n g s - t e k e n s  
be v a t t e n  o n a a n g e t a s t  van standaard input naar standaard output 
gecopieerd. Met de opte '-s' worden deze regels niet van 
standaard input n a a r  stan daard output gecopieerd.
14.14 V o e g  regels samen - paste
paste [-a] [-dlist] filel f i l e 2 ...
Door m idd el van 'paste* **) kunt u meerdere regels uit een file of 
o v e r e e n k o m s t i g e  regels uit meerde re files aan elkaar plakken. De 
aan elkaa r g e v oegde regels w o r d e n  gesch eiden door middel van een 
t a b - c h a r a c t e r  en op a t a n d a a r d - o u t p u t  afgedrukt afgesloten met een 
n e w l i n e - s y m b o o l  . Met de optie '-d' kunt u een ander character in 
plaats van de tab gebruiken.
Voorbeelden.*
filel 
ger 
hj t 
s j ora
fi le 2 :
1000 blocks 
1 2000 blocks 
5000 blocks
filej :
20 files 
100 files 
40 files
*) Niet in UN IX  V7
**) Niet in UNIX V7
-  1 2 0  -
Dan wordt door m i d d e l  van:
pa3te filel file2 filej > totaal 
een grote sameng e v o e g d e  lijst gemaakt:
t o t a a l :
ger 1000 blocks 20 files
hjt 12000 blocks 100 files '
sjors 5000 blocks 40 files
Gebruikt u in plaats van een filenaam, het s y mbool  dan wordt
hiervoo r standaard input gebruikt. U raag dit zelfs m e e r d e r e  m a l e n  
op de c o m m a n d o - r e g e 1 doen:
ls * paste - - - - 
drukt de output van 'ls' in vier k o l o m m e n  op het scherm.
Bij de optie '-s' worden de files s e q u e n t i e e l  g e l e z e n  en w o r d e n  
o p e envolge nde regels aan elkaar geplakt. U m o e t  dan met de optie 
'-d' expliciet aangeven de s c h e i d i n g s - s y m b o l e n  en het n e w - l i n e  
c h a r a c t e r :
paste -s '-d\t\t\n' file ...
voegt drie op eenvolgende  regels samen tot een n i e u w e  waarbij een 
tab-symbool wordt gezet tussen de eers te en t w eede en de tweede en 
d e r d e .
Voor verdere details zie: paste(l)
14*15 nl - geef regels een nummer
Het commando * nl ’ *) wordt g e b r u i k t  om regels uit files te 
lezen en naar standaard output te c o p i e r e n  v o o r a f g e g a a n  door een 
r e g e l n u m m e r :
nl file > genu mmerde_file
Behalve b o ve nstaande eenvoudige s e q u e n t i e l e  n u m m e r i n g  kunt u 
door middel van allerlei v laggetjes  'nl' i n s t r u e r e n  om de tekst op 
te delen in pagina's (o n d erverde eld in een kop, een centraal 
gedeelte en een voetnoot) die o n a f h a n k e l i j k  v a n  e lkaar g e n u mmer d 
dienen te worden. De sche iding in pagina's, k o p t e k s t e n  en 
voetnoten geschiedt door speciale regels in de tekst. O p g e g e v e n  
kan worden of de nummering bij elke pagina o p n i e u w  moet beginnen, 
of alleen regels die voldoen aan een r e g u liere e x p r e s s i e  g e n u mmerd 
m oeten worden, wat er moet gebeure n met lege r egels enzovoorts.
Voor verdere details zie: nl(l).
14*16 Regels omkeren: rev 
r ev [file]
*) Niet in UNIX V7
1 21

15* 0 ver terminals
15-1 Hoofd- en kleine letters
UNIX werkt met de zogenaamde AS CII-96 c h a r a c t e r a e t .  Deze bevat 
de volgende letter tekens (de a s o i i - w a a r d e  van het c h a r a c t e r  staat 
in octaal links van het teken):
] 000 nul 001 s oh 002 s tx 003 e tx 004 eo t 005 enq_ 006 ack 007 bel|
j 010 b s 01 1 ht 01 2 nl 01 3 v t 014 np 01 5 c r 01 6 so 017 s i
¡020 die 021 d c 1 022 d c 2 023 dc3 024 dc4 025 nak 026 syn 027 etb j
i 030 c an 031 em 032 sub 033 esc 034 f s 035 ga 036 rs 037 us
I 040 Sp 041 1 042 11 043 044 $ 045 % 046 & 047 f 1
! 050 ( 051 ) 052 * 053 + 054 t 055 - 056 . 057 /
¡0 60 0 0 61 1 062 2 063 3 064 4 065 5 066 6 067 7
! 070 8 071 9 072 : 073 5 074 < 075 = 076 > 077 ?
' 1 00 @ 101 A 1 02 B 1 03 C 1 04 D 1 05 E 1 06 F 1 07 G
¡ 1 1 0 H 1 1 1 I 1 1 2 J 1 1 3 K 1 1 4 L 11 5 M 1 1 6 N 117 0
| 1 20 P 1 21 Q 1 22 R 1 23 S 1 24 T 1 25 U 1 26 V 1 27 W j
j 1 30 X 131 Y 1 32 Z 1 33 [ 134 \ 135 ] 1 36 A. 1 37
I 1 40 1 41 a 1 42 b 143 c 1 44 d 1 45 e 1 46 f 1 47 g 1
] 1 50 h 151 i 1 52 j 1 53 k 1 54 1 155 m 1 56 n 1 57 0 1
! 1 60 P 1 61 q 1 62 r 1 63 s 1 64 t 1 65 u 1 66 V 1 67 W 1
! 1 70 X 171 y 1 72 z 1 73 { 1 74 1 175 ï 1 76 1 77 del ]
Br zijn echter ook terminals met een z.g. A S C I I - 6 4  (ook wel 
genoemd TTY -co m p a t i h l e  in strikte zin) set; die h e b b e n  alleen 
hoofd l e t t e r s , en van de leestekens m i s s e n  ze de
Deze tekens worden in allerlei c o m m a n d o ' s  en in de p r o g r a m m e e r t a a l  
C wel b e s c h i k b a a r  verondersteld. De b e p e r k t e  t e r m i n a l s  werken, 
omdat ze alleen maar h ó ófdl etters kennen, b e s l i s t  niet prettig 
onder UNIX: ingetypte tekst wordt als k l e i n e  l e t t e r s  begrepen, en 
waar U een h o o f d l e t t e r  wilt moet U voor de l e t t e r  een \ typen. 
Evenzo moet U dan de b o v e n g e n o e m d e  l e e s t e k e n s  typen als resp. \' 
\( V  \) en \~ • Een \ moet U typen als \\ .
Overigens: als U tijdens de login een naam met a l l e e n  h o o f d l e t t e r s  
typt, zal UNIX denken dat Uw terminal a l l e e n  h o o f d l e t t e r s  kent, en 
zal hij al zijn output verta len zodat k l e i n e  l e t t e r s  op Uw scherm 
h o o fdlette rs worden, en h o o f d l e t t e r s  w o r d e n  v o o r a f g e g a a n  door een
V
15-2 Full duplex terminals
UNIX terminals m o eten z.g. 'full duplex' zijn. Dat b e t e k e n t  
dat ze tegelijk getypte tekst na ar de c o m p u t e r  k u n n e n  sturen, en 
tekst van de computer m o e t e n  k u n n e n  o n t v a n g e n  om naar het 
b eeldscherm  te sturen. Deze f a c i l i t e i t  wordt ook volop benut, 
doordat U alvast tekst voor v o l g e n d e  c o m m a n d o ' s  in kunt typen 
terwijl op Uw scherm nog m e d e d e l i n g e n  v a n  v o r i g e  comma ndo's 
verschijnen. De letters die U intypt v e r s c h i j n e n  dan wel v e r m e n g d
-- 123 —
met de andere tekst op Uw scherm, maar het systeem houdt de zaken 
v e r d e r  netjes uit elkaar. U kunt niet onheperkt in het vooruit 
typen, m a a r  zo'n 250 lettera lukt wel ( m a a r  alles wat tl daarboven 
te veel intypt word t zonder waarschuwing w e g g e g o o i d ) .
15*2.1 G e t y p t e  tekst wel of niet opsparen
UNIX s paart een i n g e typte regel op totdat aan de terminal een 
RETUEN wordt In getypt, of tot een speciaal teken zoals <ctrl O  of 
Cctrl U> w o r d t  getypt. *) Het is echter mogelijk om dat zo te 
v e r a n d e r e n  dat elke a f z o n d e r l i j k e  letter, m e t e e n  als hij wordt 
ingetypt, d o o r g e g e v e n  wordt aan het programma dat erop staat te 
wachten. Dat laatste kan weer op twee manieren: of de h ierboven 
g e n oemde s p e ciale tekens b e h oude n hun speciale betekenis, n. 1 . 
een p r o g r a m m a  s t o p p e n  of een getypte regel uitvegen enz, of zelfs 
dat w o r d t  afgezet, en elk ingetypt teken wordt zonder m a n keren 
d o o r g e g e v e n  aan het p r o g r amma w a a rvoor het bestemd is. Dit 
laatste is m i n d e r  g e w o o n  dan U denkt; er zijn maar weinig 
c o m p u t e r s y s t e m e n  w a a r  het m o g e l i j k  is om letterlijk alle bestaande 
tekens ongest o o r d  te transp o r t e r e n  tussen een terminal en een 
p r o g r a m m a  vice versa!
15*3 T e r m i n a l - k a r a k t e r i s t i e k e n
Terminals h e b b e n  v a a k  allerlei speciale eigenschappen. Zo zijn 
er t e r m i n a l s  die, als een regel volg etypt is en de cursor 
teruggaat naar het be gin van de volgende regel, een tijdje pauze 
nodig hebben. A l 3 de computer toch doorgaat met tekst sturen dan 
gaat dat verlor en. V o oral bij schrijvende terminals doet zich dat 
voor, m a a r  ook bij sommige oudere v i d e o - t e r m i n a l s . Aan UNIX kan 
v e rte ld w o r d e n  dat gepau z e e r d  moet worden, en voor de duur van de 
pauze zijn er ook een paar keuzen. Dat gaat met het commando **)
stty [ c r N ] [nlN] [tabN]
De N staat daar voor het cijfer 0, 1 2 of 3» die de duur van de 
pauze aangeven. De 'cr' betekent: pauzeren na een 'wagen 
terugloop' (dus c u r s o r  wel naar de linker kantlijn, maar niet naar 
een ni euwe regel); de 'nl' staat voor Nieuwe Regel (die niet 
inhoudt dat de c u r s o r  ook naar de linker kantlijn gaat) , en de Tab 
staat v o o r  tabulatie.
T a b u l a t i e s  zijn bij terminals primitiev er dan bij gewone 
typemachines. Tenzij de gebruikte terminal speciale faciliteiten 
heeft, b e t e k e n e n  t a b u l a t i e s t o p s  niets anders dan dat de cursor 
gaat naar de v o l g e n d e  k o l o m - p o s i t i e  die 1 + (een veelvoud van 8 ) 
is. Somm ige terminal s kennen helema al geen tabulator stops; voor 
die termina ls kan UNIX in plaats van het tab ulatie-teken een 
u i t g e r e k e n d  aantal spaties sturen. Dat dat moet gebeuren kan aan 
UNIX w o r d e n  v e r t e l d  met:
*) Zie ook h o o f d s t u k  2.2 voor gangbare toetsenbord- 
conven ties
**) De in dit h o o f d s t u k  beschr e v e n  faciliteiten gelden voor 
UNIX S-V. Onder andere UN IX-versies kunnen bepaalde opties 
o n t b r e k e n  of a nders luiden.
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stty -tabs
stty tabs
Ook voor 'volgende regel' bestaat zoiets: de m e e s t e  terminals 
produceren, als de RETURN toets wordt ingedrukt, een teken voor: 
w agen terugloop. Onder normale o m s t a n d i g h e d e n  zal UNIX dan naar  
het scherm zowel een wagen terugloop, als een nieuwe regel teken 
retourneren. Dat kan worden afgezet , m a a r  omdat UNIX als einde 
van een regel eigenlijk het 'nieuwe regel' teken, ook wel 
'linefeed' genoemd, wil zien, moet v a n a f  het m o m e n t  dat die zaak 
wordt afgezet ook ter afslu iting van een regel de 'linefeed' in 
plaats van de 'return' worden gegeven. A f z e t t e n  gaat met
stty nl 
en weer aansetten  met:
stty -nl
Dat UNIX alle tekens die van het to ets e n b o r d  n a a r  de com puter g a a n  
weer terugstuurt om ze op het scherm te laten v e r s c h i j n e n  kan ook 
w o r d e n  afgezet (de 'echo' kan w o r d e n  afgezet). Dat heeft wel tot 
gevolg dat op die momenten dat UNIX net even iets anders echo't 
als werd ingetypt, het verwachte extra effect ook wegblijft. Er 
zijn b i j voorbe eld terminals die ingetypte tekens r e c h t s t r e e k s  op 
het scherm zetten, zonder dat ze eerst naar de c o m puter en dan 
terug hoeven. Bij typen van het k i l l - s y m b o o l  zullen deze 
terminals dan een o nzicht baar res ultaat geven, en niet mooi de 
oude regel verlaten» Echo á f z e t t e n  gaat met
stty -echo
en aanzetten gaat bijna hetzelfde, a l l e e n  het - streep je weglaten.
en het kan weer w orde n afgezet met:
1 5 - 4  Getypte l e tters u i t vegen
Een volgend ding dat naar wens in te s t e l l e n  is, is de toets 
die ingedrukt moet worden om een letter uit te v e g e n  ( b i j v o o r b e e l d  
de RUB, die ook wel DEL heet) en om een hele regel uit te v e g e n  
(bijvoorbeeld de <ctrl U > ) .
Dat gaat m e t :
stty erase X en stty kill Y
Waarmee resp. letters uitvegen met de X, en r e g e l s  u i t v e g e n  met de 
Y gaat. Voor de c o n t r o l - c h a r a c t e r s  op het t o e t s e n b o r d  wordt een 
speciale notatie gebruikt: *U voor <ctrl U > , v o o r  <ctrl C>.
Als speciale notatie geldt ook *? voor de RUB (DEL) toets. Om te 
voorkomen dat de Shell de ' * ' als een p i p e - 3y m b o o l  opvat moet u er 
een '\' voorzetten.
Over dit uitvegen van getypte tekens nog het vol gende: als U 
aan een b e e l d s c h e r m  werkt, dan moet bij h e t  u i t v e g e n  van een 
getypt teken de cursor een stapje terug maken, en het foute teken 
ook inderdaad uitwissen.
- 125 -
Als u het e r a s e - c h a r a c t e r  intikt wordt door UNIX een speciale 
t e k e n c o m h i n a t i e  teru ggekaatst; backspace - spatie - backspace. 
Dit zorgt er op de m e e s t e  terminals voor dat het character ook 
inderd aad op het scherm wordt uitgeveegd. Het uit zetten van deze 
speciale echo gaat met:
atty -echoe (UNIX System V)
en dan zal het erase- s y m b o o l  zonder v e r a n d e r i n g  teruggegeven 
worden als de eoho-vla g aanstaat. Door middel van het vlaggetje 
1 echok' kunt u o n d e r  Sy stem V regelen of er iet3 speciaals 
t e r u g g e g e v e n  moet w o r d e n  bij het k i l l-sy mbool (een newline- 
c h a r a c t e r ) .
V o o r  een b e e l d s c h e r m - t e r m i n a l  werkend in full-duplex mode zet u 
op de v o l g e n d e  m a n i e r  de specificaties: erase = RUB, kill = *U, 
i nterrupt = A C, veeg charact er op beeldscherm uit bij erase, ga 
naar n ieuwe regel bij kill:
stty erase \*? kill \*u intr \*c echo echoe echok
15-5 S p e c i f i c a t i e s  o p v r a g e n
U kunt o p v r a g e n  hoe alle i n stelling en van Uw eigen terminal 
staan door het commando  's t t y’ zonder parameters te geven.
Veel i n s t a l l a t i e s  h e b b e n  het 'stty' commando zo uitgebreid, 
dat, als U bij dat commando de typenaam van een soort terminal 
opgeeft, de juiste c.q_. meest gebruikelijke instelling voor die 
terminal in een klap goed gezet wordt. (onder System V: t t T 
tty37, vt05, t n 3 0 0 , ti70O of t e k ) .
Stty zonder p a r a m e t e r s  geeft een verkorte lijst. Met het 
v l a g g e t j e  f- a ’ krijgt u een complete lijst te zien.
Nog leuker is om op te vragen hoe de instelling van andermans 
terminal i s : dat gaat met
atty < / d e v / t t y x x
waarbij de 1n '  staat voor het codenummer van zijn terminal. *) 
Als U dit echter probeert voor een terminal waaraan  niemand zit te 
werken, dan kan het commando vast komen te zitten, en pas weer met 
<ctrl C> in het gareel te krijgen zijn. Als de boel echt 
ve r k n o e i d  is, helpt a l l e e n  uit loggen en opnieuw inloggen nog maar.
15-6 Het stop- start protocol
De door een commando g e p r o d u c e e r d e  output op de terminal kunt u 
t i j d e l i j k  s t o p p e n  door op de terminal een speciale toets in te 
tikken (<ctrl S>). Met een andere toets (meestal <ctrl Q > ) , laat 
u d aarna de u i t v o e r  weer doorgaan. Ook dit kunt u naar believen
*) Dit werkt m e e s t a l  niet omdat u geen le espermissie hebt
op a n d e r m a n s  terminal. Onder UNIX Versie 7 wordt van
standaa rd output g e b r u i k  gemaakt: 'stty > /dev/ttyxx', en 
dan gaat het (meestal) wel.
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stty ixon
zet <ctrl-S> als stop- en <ctrl~Q> als s t a r t - s y m b o o l  . Met: 
stty isany
kunt u i.p.v. <ctrl-Q> een w i l l e k e u r i g e  toets a l 3 3 tart-s y m b o o l  
g e b r u i k e n .
Als u met een t e r minal-lijn  wilt w e r k e n  om zeer snel veel data 
naar UNIX toe te sturen (bv. c o m p u t e r - c o m p u t e r  c o m municatie ) dan 
is het gewenst om deze s t a r t - s t o p  c o n v e n t i e  ook a n d e r s o m  te 
hanteren: als UNIX het niet bij kan h o u d e n  (de UNIX t e r m i n a l ­
b u f f e r  raakt vol) geeft hij een s t o p - s i g n a a l  en als hij w e e r  data 
kan ontvangen een s t a r t - s i g n a a l . A a n z e t t e n  h i e r v a n  gebeu rt met:
stty ixoff
aan/ui t zetten:
15*7 Niet zichtbare tekens
'De ASCII tekenset kent een aantal a.g. U n p r i n t a b l e  characters. 
Dat zijn tekens die door de c o m p u t e r  wel als een le tter w o r d e n  
behandeld, m a a r  op de terminal geen letter of c ijfer of l e e s t e k e n  
weergeven. Sommige van die u n p r i n t a b l e s  h e b b e n  wel een andere 
zichtbare functie; zo zijn b i j v o o r b e e l d  de zojui st g e n o e m d e n  
wa g e n - t e r u g l o o p  en n i e u w e - r e g e l , en ook de tab, zulke u n p r i n t a b l e  
tekens. Ook de ’een positie ter ugspringen* en de 1 scherm- 
schoonveeg' commando 's zijn e i g e n l i j k  zulke u n p r i n t a b l e  tekens.
Als die tekens in een file, of nog erger, in een filenaam 
terecht komen, dan is er enig inzicht  v o o r  n o d i g  om de zaak te 
snappen. Het '1' commando van de editor is het b e l a n g r i j k s t e  
hulpm idd e 1 .
Het ' 1’ commando doet nagenoeg  h e t z e l f d e  als ' p ' , maar geeft 
ook voor alle tekens die normaal niet z i c h t b a a r  zijn een of andere 
a a n d u i d i n g .
Een ander b e l a n g r i j k  h u l p m i d d e l  is het od commando, dat al 
eerder besch r e v e n  is. Als U niet snapt w a a r o m  b e p a a l d e  f i l e n a m e n  
niet lijken te bestaan, terwijl U ze bij een 'ls' toch in Uw 
direct ory ziet, dan is een 'ls j od -c' de m e e a t  a a n g e w e z e n  manier 
om te kijken of tussen de zichtbare tekens m i s s c h i e n  o n z i c h t b a r e  
zitten (de \n geeft het 'einde regel' a c h t e r  elke naam aan; dat 
hoort 20 te zijn!).
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16. A l l e r l e i  f a c i l i t e i t e n
16-1 De '.profile' file
. Iedere keer w a n n e e r  U inlogt, kijkt het systeem of er in Uw 
login d i r e c t o r y  een file mat de naara ".profile" bestaat. Als zo' n 
file wordt gevonden, dan zal het systeem, die starten (als het een 
p r o g r a m m a  is), of als de file regels met commando's bevat, dan 
zullen die c o m m a n d o ' s  w o r d e n  uitgevoerd.
Op deze m a n i e r  kunt U steeds als U inlogt allerlei instelbare
zaken aan het systeem, zoals de k a r a k t e r i s t i e k e n  van Uw terminal
b i j v o o r b e e l d ,  naar Uw pers oonlijke smaak zetten. Een ander 
raogelijk g e b r u i k  w o rdt hierna beschreven.
16.2 Uw a g e n d a  en a f s p r a k e n b o e k  'Calendar'
Het p r o g r a m m a  c a l e n d a r  kijkt of in Uw huidige directory een 
file met de naam c a l e n d a r  bestaat. Als dat 20 is, dan wordt de 
file g e l e z e n  en d o o r z o c h t  op regels waarin de datum van vandaag of 
die v a n  m o r g e n  staat» Al die regels worden dan naar standaard 
output geschr e v e n .  Op vrijdag verstaat de 'calendar* onder het 
begrip  m o r g e n  alle dagen tot en met de volgende maandag; hij is 
echter niet zo slim dat hij ook met feestdagen rekening houdt.
A l l e r l e i  n o t a t i e s  voor de datum worden herkend, maar de naam 
van de maa nd moet op z 'n engels worden gespeld:
Dec . 25 s m a y  1> 5/1 (betekent ïtei,l)
worden g e a c c e p t e e r d ,  maar niet
14 july, 5/1 (in de betekenis van de 5e januari)
De b e h e e r d e r  v a n  het c omput ersysteem kan automatisch op 
regelm a t i g e  t i j d s t i p p e n  de ’calendar' voor het hele systeem 
g e s a m e n l i j k  laten starten. Alle login directo ries worden dan 
doorlopen, en alle relevante regels uit ieders 'calendar' file 
w o r d e n  dan naar de 'mail' van die betreffende persoon gestuurd. 
Als dat op Uw systeem niet het geval is, dan kunt U het 'calendar' 
command o b i j v o o r b e e l d  in Uw .profile zetten.
16.3 At: w e r k  doen op b e p a a l d e  tijden.
Het het 'at' c o m m ando *) is het mog elijk om werk te starten op 
uren dat de m a c h i n e  anders toch niets te doen heeft, aoals 
*s nacht s en t i j dens de weekends.
*) K I E T  in U K I X - S y s t e m  V. Wel in UHIX-V7-
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aal de inhoud van de 'file' op de a a n g e g e v e n  tijd door de Shell 
laten uitvoeren (het ’at' commando m a a k t  d a a r t o e  m e t e e n  een copie 
van de 'file'). Als de m a c h i n e  stil staat op het o p g e g e v e n  
ogenhlik wordt de c o m ma ndo-file bij eerste g e l e g e n h e i d  daarna 
uitgevoerd. Er wordt a u t o m a t i s c h  v o o r  gezorg d dat zaken zoals de 
current directory, shell enviro n m e n t  gegevens, user* en group 
i dentificat ies enz goed worden a f g e h a n d e l d .  M a a r  input en o utpu t 
worden niet aan een terminal gekoppeld, dus m o e t e n  d a a r v o o r  de 
nodige v o o r z i e n i n g e n  worden g e t r o f f e n  m e t  r e d i r e c t e d  s tandaard 
input en output (de <, >, >> faciliteiten)
Allerlei ( e n g e l s t a l i g e t ) notaties voor de tijd en de datum 
worden herkend, maar de eenvo u d i g s t e  zijn:
at 1530 jan 19 [file] 
at 9 friday [filel 
at 9 friday week [file]
waarbij de extra aanduiding 'week' bet ek e n t  dat niet a a n s t a a n d e  
vrijdag, maar vrijdag over een week b e d oeld wordt.
16.4 De p i j p f i t t e r  ' Tee1 .
Het tee programma wordt g e b r u i k t  w a n n e e r  m e n  een copie wil 
bewaren van data die door een 'pipe' passeren.
sort inputfile ' lp
pakt de inhoud van de inputfile, s o r t e e r t  die, en stuurt de 
g esor teerde informatie door de pipe (|) naa r de spooler van de 
regeldrukker. Als U een copie v a n  de g e s o r t e e r d e  info rmatie zou 
willen beware n in, bijvo orbeeld, de file 'savefile* , dan gaat dat 
met:
sort inputfile j tee s a v e f i l e  { lp
Op het eerste gezicht lijkt deze tee h a n d i g  om een 'opname' te 
maken van wat er tijdens een t e r m i n a l s e s s i e  a l l e m a a l  wordt getypt. 
Maar helaas spaart 'tee' eerst een stuk i n f o r m a t i e  op v o o rdat die 
wordt doorgegeven; het hoeft geen b e t o o g  dat dat nogal v e r s t o r e n d  
werkt op een t e rm inal sessie waar men m a a r  k ort e zin.net j es zit te 
typen. UNIX heeft helaas geen goede s t a n d a a r d  f a c i l i t e i t  om een 
sessie vast te leggen.
16.5 De co a t r o 1 e-sommatie (checksum)
Het sum commando berekent een z.g. c h e c k s u m  van  de file die als 
argument wordt opgegeven. Een c h e cksum is een c o d e g e t a l  dat wordt 
gevormd bijv. door alle w o orden uit de file 'op te tellen' zonder 
acht te slaan op het feit dat het r e s u l t a a t  m i s s c h i e n  te groot 
wordt om in de computer te passen. Als e e n z e l f d e  o p telme thode 
wordt toegepast op twee v e r s c h i l l e n d e  files, d a n  is er een kans 
van m i n d e r  dan 1 op 65000 dat de twee u i t k o m s t e n  g elijk zijn. 
Daarom is het 'sum' commando een goede m e t h o d e  om te kijke n of een 
file nog wel 'dezelfde' is, b i j v o o r b e e l d  n a d a t  er transport over 
een t e l e f o o n l i j n  heeft p l a a t s g e v o n d e n ;  i n  zo'n geval kunt U
at tijd [dag] [file]
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n a m e l i j k  het ’c m p’ commando niet gebruiken omdat dat vereist dat 
de twee te v e r g e l i j k e n  files op dezelfde computer aanwezig zijn.
16.6 V e r s l e u t e l e n
Als de inhoud v a n  een file niet voor ieders ogen bestemd is, en 
als U aelfs de b e h e e r d e r  van Uw comput ersysteem niet vertrouwt 
(die kan n . 1 . b u i t e n  alle proteoties om toch aan alle files 
k o m e n ) , dan k a n  met het
crypt key < i nputfile > outputfile
commando de i n p u t f i l e  zodanig v ersl euteld (gecodeerd) worden dat 
alleen m e n s e n  die de ’key' (sleutel) kennen de t e k 3 t weer in de 
o o r s p r o n k e l i j k e  staat kunnen terugbrengen.
De 'key* is een p a s s w o r d - a c h t i g e  reeks lettertekens die U zelf 
mag k i e z e n  (het is o n v erst andig om die te kort te kiezen; 8 tekens 
is wel v ei lig genoeg).
Het o n t c i j f e r e n  gaat met behulp van dezelfde 'key', dus de 
o m g e k e e r d e  o p e r a t i e  van het h ierb o v e n  gegeven commando is:
crypt key < g ecode erde file > ontcijf erde^file
In de m o d e r n e  U N I X - v e r s i e s  die v erspreid worden buiten de USA 
zijn deze v e r s l e u t e l - c o m m a n d o 's niet opgenomen ( s t a a t s - g e h e i m ) .
16.7 I n t e r a c t i e f  lezen van zeer grote bes tanden - bfs
Het p r o g r a m m a  'bfs' (big file scanner) *) werkt bijna hetzelfde 
als 'ed' b e h a l v e  dat u hiermee file(s) alleen maar kunt lezen en 
a f d r u k k e n  (dus niet wijzsigen!) en dat ' b f s’ veel grotere bestanden 
a a n k a n  ( m a x i m a a l  1 0 2 4 kbytes en 32768 regels).
Naaat de g e b r u i k e l i j k e  'e d’-commando 's (behalve uiteraard die 
comma n d o ' s  w a a r m e e  u een bestand wijzigt) ondersteunt 'bfs' iets 
u i t g e b r e i d  ere r e g u l i e r e  expre ssies en nog enkele zaken zo als de 
m o g e l i j k h e i d  om c o m m a n d o ' s  die in een file staan uit te voeren, om 
de output naar het scherm tijdelijk naar een file te re-directen, 
om m e t  interne v a r i a b e l e n  te werken (die rechtstreeks gevuld 
k u n n e n  w o r d e n  of via een ander UNIX-commando) en een primitieve 
t e s t - e n - s p r i n g  in structie.
Voor v e r d e r e  d e t a i l s  v e r w i j z e n  we naar bfs(l).
16.8 C o m p r i m e r e n  van files
Als u grote b e s t a n d e n  op de disk wilt bewaren maar u bent niet 
van p l a n  om ze v o o r l o p i g  te gebruiken, dan kunt u - om ruimte te 
b e s p a r e n  - deze files c o m p r i m e r e n . **) Comprimeren doet u als 
v o l g t :
*) Biet in UNIX V7
**) N i e t  in UNIX V7
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pack file
en 4e gec omp r i m e e r d e  (gepackte) files k r i j g e n  n a m e n  e indigend op 
' .z' . Deze files zijn niet meer r e c h t s t r e e k s  leesbaar. Weer 
herste l l e n  in het oorspronkelij ke formaat doet u met:
unpack file ....
Als u alleen maar even een g e c o m p r i m e e r d e  file wil lezen dan kunt 
u gebruik maken  van het commando ' p c a t ' .
16-9 De help- en nevs -f a c i l i t e i t
News wordt gebruikt om de g e b r u i k e r s  op de h o o g t e  te h o u d e n  van 
allerlei zaken van algemeen belang. *) Deze f a c i l i t e i t  wordt door 
de s y s t e e m b e h e e r d e r  beheerd. Als u inlogt en er zijn "nieuwtjes" 
waarvan  u nog niet op de hoogte bent, dan k r i j g t  u de boodschap:
n e w s : (gevolgd door een lijst van o n de rwerpen)
Door m i d d e l  van het commando 'news' krijgt u deze nieuwtjes  op 
het scherm. Sr wordt b i j g e h o u d e n  w e l k e  d i n g e n  u al g e l e z e n  hebt. 
Die krijgt u niet nogmaals op het s c h e r m  te zien. Als u iets dat 
u al eerder gezien hebt n o g m a a l s  wil l e z e n  dan moet u het 
onderwerp opgeven:
news onderwerp
Wilt u alle nieuwtjes (ook de oude) d o o r l e z e n  dan moet u de vlag 
' - a ' opgeven.
Op sommige UNIX System-V s y s t e m e n  is een 'h e l p’-fac i l i t e i t  
aanwezig. Deze kan gebruikt w o r d e n  ora f o u t - b o o d s c h a p p e n  of het 
gebruik van een commando te v e r d u i d e l i j k e n .  Als comman do's een 
f o u t boodschap geven wordt deze gevolgd door een nummer. U kunt 
dit nummer als argument van het c o m m a n d o  'help' g e b r u i k e n  om m e e r  
informatie over de f o u t - b o o d s c h a p  te k r i j g e n .  Als u meer wilt 
w eten over het gebruik van het c o m mando kunt u v o l s t a a n  met als 
argument de c o m m a n d o - n a a m .
16.10 De l i n e-p rinter commando's
In h o o f d s t u k  4 bent u het commando 'lp' t e g e n g e k o m e n .  **) De 
meest invoudige m a n i e r  om iets af te d r u k k e n  is daar beschr even:
lp file ....
Het is nu tijd om het gebrui k van dit c o m m a n d o  wat m e e r  toe te 
lichten. Als u het commando 'lp file g e g e v e n  hebt w ordt de
file meestal  niet direct afgedrukt. De p r i n t e r  k a n  n a m e l i j k  net 
bezig zijn om iets anders af te drukken. In feite wordt door 
m i d d e l  van het commando 'lp' a l l e e n  een a d m i n i s t r a t i e v e  h a n d e l i n g
*) Niet in UNIX V7
**) In UNIX V7 1 l p r ' . De h i e r n a  b e s c h r e v e n  f a c i l i t e i t e n  
gelden alleen voor UNIX System V.
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verricht: U v e r t e l t  UtïïX dat de file afgedrukt moet worden«. Het 
eigenlijk e a f d r u k w e r k  wordt door UNIX a u t o m a t i s c h  verzorgd ala de 
p r i n t e r  v r i j g e k o m e n  is. Op deze m a n i e r  kunt u gewoon doorgaan met 
w erken en hoeft u niet te w a chten totdat de file ook inderdaad 
echt a f g e d r u k t  is.
U m o e t  wel in de gaten houden dat u de file niet mag 
v e r w i j d e r e n  v o o r d a t  hij echt afgedrukt is -■ anders wordt niets 
afgedrukt. itfilt u de file w e g g o o i e n  meteen nadat u het 'lp' 
commando heht g e g e v e n  dan moet u dit aangeven door middel van de 
vlag *-c' . In dat geval aal eerst een cople (naar een systeem- 
directory) w o r d e n  gemaakt en dan zal deze copie in plaats van de 
o o r s p r o n k e l i j k e  file w o rden afgedrukt.
Door m i d d e l  v a n  de v l a g g e t j e s  '-m' en '-w' kunt u aangeven dat 
u b e r i c h t  wil k r i j g e n  als de files inderdaad afgedrukt zijn (via 
-m(ail) of -w(rite)).
Als u m e e r d e r e  c o piee n wilt afdrukken geeft u ops -n<aantal>. 
Wilt u de k o p - p a g i n a  (de 'b a n n e r ' ) v o o r z i e n  van een speciale titel 
dan b e w i j s t  de -t vlag goede diensten: -t'Dit ia de titel*.
Als er op de c o m pu ter meerder e printers zijn aangesloten kunt u 
met de vlag '-d* a a n g e v e n  op welke printer de output moet komen. 
B i j v o o r b e e l d :
lp - d l p 1 -c ~ n 5 filet
drukt op de p r i n t e r  met naam 'Ipl' vijf copieen van bestand filel 
af. Als u geen specifieke printer opgeeft wordt een vaste 
s y s t e e m - p r i n t e r  g e k o z e n  (de "default d e s t i n a t i o n " ). Voor namen 
van print e r s  op uw systeem moet u te rade gaan bij uw 
s y s t e e m b e h e e r d e r  (of bij het commando 'Ipstat' dat hieronder 
b e h a n d e l d  wordt).
Het c o m m a n d o  ’lp' geeft u een boodschap terug waarmee u kunt 
zien onder wat voor een naam de af te drukken filea in de UïïIX- 
p r l n t e r - a d m i n i s t r a t i e  zijn opgenomen. Heestal hoeft u zich hier 
niets van aan te trekken. 2 e komen van pas als u zich (later) 
bedenkt en wilt dat b e p a a l d e  file(s) alsnog niet afgedrukt moeten 
worden (zie 'c a n c e l ' ) of als u wilt weten hoe het met het printen 
staat; nog in de wa chtrij, bezig met afdrukken of al afgedrukt 
(zie? 'Ipstat'). Deze n a m e n  worden "request ids" genoemd;
$ lp l i m e r i c k
request id is I p 1 -32 (1 files)
Als een p r i n t e r  niet aanwezig is of om de een of andere reden 
bu i t e n  w e rking is gesteld, dan zal !lp' dit aan u melden.
let o p :
A l l e e n  files die door iedereen gelezen m o g e n  worden kunt u 
r e c h t s t r e e k s  door m iddel van * l p’ afdrukken. U moet dus ofwel de 
p r o t e c t i e  (tijdelijk) op l e z e n - v o o r - i e d e r e e n  zetten ofwel u moet 
g e b r u i k  m a k a n  van de v o l g e n d e  truuk door het te printen spul via 
standa ard input aan te l e v e r e n ;
$ cat s u p e r g e h e i m  \ lp
request id is I p 1 - 4 3 (standard input)
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Het commando 'Ipstat' wordt g e b r u i k t  ora een blik te w erp en in 
de b oekh ouding van het U H T X - p r i n t e r - p a k k e t . G e b r u i k t  u het zonder 
ar g u m e n t e n  dan krijgt u op uw scherm een lijst te zien van al 
datgene dat u met 'lp' hebt a a n g e l e v e r d  en dat nog níet v o l l e d i g  
i 3 a f g e d r u k t .
Als u het argument '-t* (van "total") g e b r u i k t  dan krijgt u 
alle informatie die er ia: w e l k e  p r i n t e r s  er zijn, wat hun 
toestand is, wat staat te w a c h t e n  en wat b e z i g  is om a f g e dr ukt te 
wo r d e n  (van u of van andere men sen). B i j v o o r b e e l d :
$ Ipstat - t 
scheduler is running 
system default destination: Ip1 
device for lpl: /dev/lp1 
device for lp4: /dev/lp4
Ip1 accepting requests since Feb 4 15:46 
lp4 accepting requests since Mar 2 16:26
printer 1 p 1 now printing lp1-37- enabled since M a r  2 16:18 
printer lp4 d isabled since Mar 2 16:28 - 
Papier wordt verwisseld 
Ip1 -37 ger 2445 M a r  2 16:30 on lpl
lp1-?8 ger 2900 M a r  2 16:34
l p l -39 jan 9485 Mar 2 1 6 : 3 9
Hieraan  kunt u o.a. zien dat er twee p r i n t e r s  zijn (lpl en lp4) 
dat printer lpl bezig is met het a f d r u k k e n  v a n  *lp1-37' en dat 
* l p 1 - 3 8’ en 'lpl-39' nog staan te wachten. P r i n t e r  lp4 ia 
tijdelijk b u i t e n  werking omdat er p apier wordt verwisseld.
16. 10.2 P r i n t e r - m a n i p u l a t i e  : c ancel , enable, d i s a b l e
Ala u een reeds aangeleverd e print wilt t e g e n h o u d e n  dan kunt u 
hiervoo r het commando 'cancel' g ebr uiken. Als a r g u m e n t e n  moet u 
de request-ids gebruiken. Als u d a t g e n e  wilt a f b r e k e n  waarme e de 
printer net bezig is hoeft u alleen maar de naam van de p r inter op 
te geven. De 'gecancelde' p r i n t - j o b a  w o r d e n  w e g g e g o o i d  en niet 
meer afgdedrukt.
TJ kunt op deze m an ier ook spullen van a n d e r e  m e n s e n  weggoo i e n ,  
bi j v o o r b e e l d  als u in de gaten k r i j g t  dat i e m a n d  een fout gemaakt 
heeft in de vorm van het a f d r u k k e n  van een b i n a r y - f i l e ,  het 
blokkeren van de print er door een g i g a n t i s c h e  h o e v e e l h e i d  werk aan 
te leveren, enzovoorts..
Als u dat doet wordt de b e t r e f f e n d e  p e r s o o n  h i e r v a n  echter wel 
v erwi ttigd (via 'mail').
U kunt als gebruiker ook de 
s y s t e e m b e h e e r d e r  deze faciliteit 
A f z etten gaat met ' d i s a b l e ' :
disable -r'Papier wordt e v e n  v e r w i s s e l d 1 lp.4
en weer aanz e t t e n  met 'enable':
enable lp4
16-10.1 Hoe staat het met a fd rukken; Ipstat
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p r i n t e r  a f z e t t e n  (tenzij de 
voor zich h e e f t  g e r e s e r v e e r d ) .
17 * E n k e l e  g r otere p r o g r a m m a  1 3
1 7•1 De c a l c u l a t o r  'dc'
, Het 'dc' p r o g r a m m a  is een rekenmach ine simulator van bijna 
o n b e p e r k t e  precisie: de lengte van gebr uikte getallen wordt 
slechts b e p e r k t  door de grootte van het computergeheugen. De 
c a l c u l a t o r  w e r k t  in z.g. * reverse polish' notatie, en dat betekent 
dat de o p e r a t o r e n  (de +, de - enz) worden ingegeven nadat beide 
o p e r a n d e n  zijn gegeven. Bezitters van een Hewlett Packard 
c a l c u l a t o r  zijn h i e r m e e  wel vertrouwd: om twee getallen op te 
tellen moet U i n t y p e n  3 <enter-toets> 2 + en dan verschijnt het 
r e s u l t a a t  *5' in het d i s p l a y  v an de calculator.
De dc c a l c u l a t o r  a c c e p t e e r t  input (en produceert output) in elk 
talstelsel. Als niets speciaals wordt opgegev en werkt hij 
tientallig, m a a r  met * Ui* zet je de input naar het 'N*-tallig 
stelsel, en met 'No' de output ('N' staat hier voor een 
w i l l e k e u r i g  n a t u u r l i j k  getal). Het oommando 'Nk' geeft aan dat er 
*ïï' cijfers a c h t e r  de komma in elke berekening moeten worden 
m e e g e n o m e n .
De v o l gende o p e r a t i e s  zijn mogelijk: op tellen ( + ) f a f t r ekken  
(-)> v e r m e n i g v u l d i g e n  (*), delen (/), rest nemen na deling {%) en 
m a c h t s v e r h e f f e n  (*)• Het m i n - t e k e n  om een negati ef getal aan te 
duiden  is het o n d e r s t r e p i n g s t e k e n t j e  (_).
T u s s e n r e s u l t a t e n  k u n n e n  o p g e s l a g e n  worden door ze een naam te 
geven; als n a m e n  k u n n e n  alle lettertekens worden gebruikt (namen 
zijn een letter lang). Bijvoorbeeld: 'sm' betekent: bewaar het 
h u idige getal (het getal dat momenteel in het ’display* van de 
c alcul a t o r  staat') in een hokje met etiketje 'm'. Dat getal kan 
later weer w o r d e n  o p g e r o e p e n  met het commando 'lm* waar de '1' het 
commando ia, en de 'm' het etiketje dat bij het voorafgaande ' s' 
commando was opgegeveu, Het is zelfs m ogelijk om de 
o p b e r g p l a a t s e n  te laten f u n c t i o n e r e n  als een 'stack' (je kunt er 
o n b e p e r k t  veel instoppen, maar wat je er het laatst hebt ingestopt 
moet je er het eerst weer  uithalen). Daarvoor moeten de *S " en 
' lt' in h o o f d l e t t e r s  w o r d e n  getypt.
De hele c a l c u l a t o r  werkt als een ataok, d.w.z. dat het getal 
dat op een b e p a a l d  m o m e n t  'zichtbaar* is in het display van de 
c a l c u l a t o r  s l e c h t s  het bovenste getal van z o’n stack is. H e r i nner 
tl het o p t e l - v o o r b e e l d j e  hierboven: eerat werd het getal *2* op de 
stack gezet, toen het getal '3' , ei* toen daarna de operatie ' + ' 
werd o p g e g e v e n  w erde n de bovenste twee geta llen van de stack 
gehaald, bij elkaar opgeteld, en werd het resultaat weer op de 
atack gezet. Alle operaties (+, - *, /, %, *) werken zo: b o v e n s t e  
twee g e t a l l e n  v a n  de stack af, operatie uitvoeren, resultaat weer 
op de stack. Het 'p* commando laat het bo venste getal van de 
stack zien (bij een gewone pocket calculator is dat altijd 
zichtbaar, h i e r  moet U er dus speciaal om vragen). Het *f 1 c o m ­
mando laat de hele stack zien, plus alle getallen die mom enteel 
ter b e w a r i n g  zijn opgeborgen.
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Nog enkele operaties met de stack: 'c* v eegt de hele stack 
schoon, 'd' d upliceert het b o v enste getal op de stack.
W o r t e l t r e k k e n  is ook mogelijk: fv' g e e f t  de wo rtel uit het 
getal dat b oven op de stack staat (en zet die u i t k o m s t  inplaats 
van dat getal zelf op de stack). K o r t h e i d s h a l v e  gaat ook: '225vp' 
geeft de wortel uit 225 (de 'p* dient om het r e s u l t a a t  z i c h t baar 
te maken). In het algemeen geldt voor  de c o m m a n d o ' s  dat het 
m o g elijk is om er meerdere op een regel te geven, zoals hier het 
zetten van '225' op de stack, g e v olgd door het t r e k k e n  van de 
wortel uit het getal dat b o venop de stack staat, w a n n e e r  dat geen 
a anleiding tot verwar r i n g  geeft.
De ’dc' c a l c u l a t o r  heeft ook de m o g e l i j k h e i d  om c o m m a n d o’s zelf 
inplaats van getall en op de stack en in de o p b e r g p l a a t s e n  te 
houden. In combinatie met c o m m a n d o ' s  om die o p g e s l a g e n  commando's  
te starten levert dat een erg k r a c h t i g e  p r o g r a m m e e r b a r e  
tafe1 r e k enmac hine op.
Het 'bc' calculator programma is een u i t b r e i d i n g  op 'dc'. Bc 
is een soort vertaler van een c o m m a n d o t a a l t j e  w a a r i n  u i t v o e r i g e  
b e r e k e n i n g e n  k u n n e n  worden o pgegeven. Bij 'bc' hoort ook een 
biblio t h e e k  van w iskun d i g e  functies, e v e n e e n s  in o n b e p e r k t e  
precisie, zoals de g o n i o m e t r i s c h e  functies, l o g a r i t m e n  en 
Be s s e l f u n c t i e s .
Dc wordt gestopt met het 'q' c o m m a n d o  (of end of file 
Cctrl D>).
17*2 De file omvormer 'd d '
Het 'dd' p r o g r a m m a  copieert een i n p u t f i l e  (of standa ard input 
als geen file wordt opgegeven) na ar een o u t p u t f i l e  (of st andaard 
output). Tijdens dat copieren w o r d e n  de g e g e v e n s  omgevormd 
volgens op te geven wensen. Over het a l g e m e e n  gaat dat zo:
dd [ if=inputfilena am] [of=out p u t f i 1 e n a a m ] wat = hoe
Het dd commando wordt b i j v o o r b e e l d  g e b ruikt om een file naar 
magnee t b a n d  te schrijven, met een s p e c i f i e k e  blocksize, of om 
files te lezen vanaf m a g n e e t b a n d e n  die v a n  een n i e t - U N I X  
installatie komen. Voor het w a t = h o e  g e d e e l t e  kan b i j v o o r b e e l d  
w orden opgegeven:
conv= ebcdic
wat betekent dat de data naar EBCDIC (de t e k e n s e t  die w o r d t  
gebruikt op IBM computers) w o r d e n  vertaald; als U o p g eeft 
'conv=ibm' dan wordt zelfs een nog meer I B M - s p e c i f i e k e  v e r t a l i n g  
genomen. Verder zijn onder ander e m o g e lijk:
bs=n copieer in b l o k k e n  van 'n' t e k e n s  t e g e l i j k
ibs=n lees de input in b l o k k e n  van 1n' tekens ineens
obs=n schrijf de output  idem.
count=n copieer 'n' van d e r g e l i j k e  b l o k k e n  en stop
skip=n sla de eerste 'n' b l o k k e n  v a n  de input over
Achter het getal 'n' mag de l etter 'b' w o r d e n  gezet, om aan te 
geven dat het getal met 512 moet w o r d e n  v e r m e n i g v u l d i g d  (512 is 
het aantal tekens dat in een 'blok' op het s c h i j f g e h e u g e n  staat). 
Zo kunt U b i j v o o r b e e l d  een fl oppy disk in z'n g e h e e l  c o p ieren naar
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een andere (lege!) floppy met het commando:
dd if=»/dev/floppy 1 o f = / d e v / f l o p p y 2  bs=1b count=N
waarbij  'N' het aa ntal van dergelijke 512-tekens grote blokken is 
dat op de f l o p p y  past.
Het 'dd' comma n d o  k a n  ook gebruikt worden om tekst helemaal 
naar k l e i n e  lettera, of naar hoofdletters, te vertalen met resp 
' c o n v = l c a s e t en 'c o n v = u c a s e * .
Ben r e a l i s t i s c h  voorbeeld is het geval dat gelezen moet worden 
v a n  een m a g n e e t b a n d  (de naam van de 'special file' voor de 
m a g n e e t b a n d  is /dev/rmtO),  waarbij de tape blokken van 800 tekens 
elk bevat, en w a a r  U de tweede file van de band wilt hebben, en de 
zaak ook nog wilt c o n v e r t e r e n  van EBCDIC naar ASCII, en naar 
a l l e m a a l  k l e i n e  letters:
dd i f = / d e v / r m t 0  of=/dev/null bs=10000
dd i f = / d e v / r m t 0  o f = o u t p u t f i l e n a a m  iba=800 c o n v = a s c i i ,lease
waarbij de eerste regel dient om de eerste file over te slaan, 
d o o r  die file wel te lezen, m a a r  'm te sturen naar '/dev/null'. 
Die / d e v / n u l l  is in het UNIX systeem het 'zwarte gat' waarin alles 
wat je erin stopt spoorlo os verdwijnt; de opgegeve n b lokgro otte in 
die regel is g e w o o n  een erg groot getal dat geen functie heeft, 
m a a r  a lleen m a a r  g r o t e r  moet zijn dan wat U verwacht dat de 
b l o k g r o o t t e  op de tape is, De tweede regel leest dan de bedoelde 
file, en doet de conversie. Als de echte blokgrootte van de tape 
on b ek end is (of w i s s e l e n d  is), dan kan gewoon een willeke urig 
groot getal o p g e g e v e n  worden, zolang het ma ar zeker groter is dan 
de g r o o t s t e  b l o k g r o o t t e  die op de tape is gebruikt.
17*3 Het find p r o g r a m m a  om files te vinden
Find is een p r o g r a m m a  om een gehele (sub-)boom te doorzoeken, 
of zelfs m e e r d e r e  bomen', en daarbij alle files te v i nden die 
v o l d o e n  aan een op te geven criterium.
find d i r e c t o r y  ... criterium .. criterium .. criterium
Het s p e c i f i c e r e n  van het gewenste criterium is helaas nogal 
ingewikk eld. Op de eerste plaats moet U opgeven wat gesocht moet 
worden, en op de tweede plaats moet U ook nog aangeven wat moet 
g e b e u r e n  als g e v o n d e n  is wat gezocht moet worden (zelf zoiets 
e e n v o u d i g s  als het afdrukken van de naam van een gevonden file 
m o e t  U speciaal aan geven!).
U kunt b i j v o o r b e e l d  aangeven dat U files zoekt van een bepaalde 
g e b r u i k e r / e i g e n a a r , of met een bep aalde naam, of van een bepaalde 
grootte. Dat a a n g e v e n  doet U met een bepaald a a n d u i d - w o o r d , dat 
begint m e t  een minteken» D aa rachter geeft TJ dan op welke 
e i g e n a a r ( s ) , w e l k e  naam/namen, welke grootte enz.
-name b e s t a n d s n a a m  
- user hj t
- 1 3 6 -
-type d 
-size 20
soeken r e s p e cti evelijk de files m e t  n a a m  ' b e s t a n d s n a a m’, met 
eigenaar 'h j t ', van type d i r e c t o r y  ( v a n w e g e  de 'd'; met een 'f' 
geeft U aan dat U een gewone file bedoelt), en met grootte '20' 
blokken (1 blok = 512 posities).
Er zijn meer a a n d u i d - w o o r d e n  waarna, zoals bij 'size' , een 
getal wordt opgegeven. In z o 'n geval kunt U, als U dat wilt, v o o r  
dat getal een '+' typen, en dat bet ekent d a n  'meer dan', of een 
en dat betekent 'minder d a n ' . V o o r b e e l d e n  d a a r v a n  zijn ook 
de volgende t i j d s - i ndi caties die a a n d u i d e n  of een file al sinds 
een bepaald aantal dagen niet meer v e r a n d e r d  is, of zelf niet 
aangeraak t (gelezen) is:
-atime +7 langer dan 7 dagen niet m e e r  aanger a a k t
-mtime -2 m i n d e r  dan 2 dagen g e l e d e n  nog v e r a nderd
Merk op dat dit hetzelfde soort i n f o r m a t i e  is dat U van een 
bepaalde file kunt o p v r a g e n  met het 'Is' commando als U daar de 
juiste v l a g g e t j e s  meegeeft.
Zoals gezegd: vinden is een ding, m a a r  wat te doen als iets 
g e v o n d e n  is moet ook w o r d e n  o pgegeven. Daarbij hebt ïï de keuze 
uit het a f d r u k k e n  van de naam van de g e v o n d e n  file, het u i t v o e r e n  
van een door U gewenst commando, of het u i t v o e r e n  van een c o m m a n ­
do, maar niet voordat U ter v e r i f i c a t i e  eerst te zien hebt 
g e k r e g e n  wat er is gevonden, en daarna een 'y' (van 'yes') hebt 
g e t y p t .
-print druk de naam af
-exec commando v o e r  het commando uit
-ok coaimando 1 ; ' idem, m e t  v e r i f i c a t i e
Merk op dat het commando a f g e s l o t e n  moet w o r d e n  met een De ;
daarbij is de eigenlijke afsluiter, maar h e e f t  ook b e t e ken is voor 
de Shell die de door U ingetyp te regel als e erste te lezen krijgt. 
Om te zorgen dat die Shell de ; n e t j e s  d o o r g e e f t  aan het 'find* 
commando (inplaats van er de b e t e k e n i s  aan toe te kennen v a n  het 
s c h e i d i n g s t e k e n  tussen twee c o m m a n d o ' s  op een regel, zoals dat is 
uitgelegd in het dictaat ' UNIX voor Beginners' ) moet U de 1 '-a er 
omheen zetten. Ook de spatie d a a r v o o r  is b e s l i s t  noodza k e l i j k .
Bij het uit te voeren commando wilt U m o g e l i j k e r w i j s  m e e r d e r e  
filenamen opgeven. Dat kan zoals g e b r u i k e l i j k  met behulp van de
enz. Ook hierbij speelt echter weer het 
p robleem dat de shell daar niet zelf aan mag z itt en interpreter en, 
maar dat alles ongewijzigd d o o r g e g e v e n  moet w o r d e n  aan het find 
commando. Daarom moet ook in dit g e v a l  een v o o r z o r g  worden 
genomen: om het b e t reffende stukje tekst heen typt U ''-s. Voor 
het speciale geval dat U aan het uit te v o e r e n  c o m m a n d o  de zojuist 
gevond en filenaam wilt opgeven, duidt U die aan m e t  {}.
Dus, bijv o o r b e e l d  w a nneer U een ' lg -1' wilt u i t v o e r e n  op alle 
files die langer dan een w e e k  niet v e r a n d e r d  zijn, in de gehele 
boom beneden Uw huidige d i r e c t o r y  (die, zoals bekend, met . wordt 
a a n g e g e v e n ) :
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find . - m t i m e  +7 -exec Is -1 {} s;‘
Of, als U alle files met een naam die eindigt op .o wilt 
weggoo ien, m a a r  toch even elke file wilt verifieren:
find . -name '*.o' -ok rm {}
Er b e s t a a t  aelf de m o g e l i j k h e i d  om de z o e k-aanduidi ngen met 
m e e r d e r e  te combineren, b i j voo rbeeld als U wilt zoeken naar of het 
een of het ander. Bat gaat door tusse nvoegen van een -o 
a a ndu iding. Aan te geven zaken worde n gecombineerd door ze te 
o m g e v e n  met haakjes, die worden gesch r e v e n  als '(' en ')' •
find o '(' -name '*,o* -o -name '*.o' ')* -print
b e t e k e n t : zoek, v a n u i t  de huidige directory naar beneden, alle 
files met een naam die eindigt op .o of op .c, en als er een wordt 
g e v o n d e n  druk z'n naam dan af. Het een ! kunt U ook nog 'niet' 
aangeven, b i j v o o r b e e l d  in
find . ! -user ikzelf -print
zoekt U u i t g a a n d e  van Uw huidige direct ory alle files die niet van 
uzelf zijn, w a a r n a  hun naam wordt afgedrukt.
17*4 Awk - de p r o g r a m m e e r b a r e  filter
Xn U H I X  wordt veel met programma's gewerkt die regels lezen van 
s t a n d a a r d i n p u t , met deze regels iets doen, en vervolgens het 
resulta at n a a r  s t a n d a a r d - o u t p u t  schrijven. Voorbeelden hiervan 
zijn:
Leest regels, telt letters, woorden  en regels, schrijft dit 
aantal n a a r  s t a n d a a r d  output.
grep
Leest regels, en schrijft alleen regels die bij een bepaalde 
r e g u l a r  e x p r e s s i o n  passen naar standaard output.
crypt
Leest regels, maakt er geheims chrift van en schrijft ze naar 
standaa rd output:.
D e r g e l i j k e  p r o g r a m m a ' s  noemt men f i l t e r s .
Het p r o g r a m m a  ’awk' is ook een filter. De naam is afgeleid van 
de b e g i n l e t t e r s  v a n  de namen van de ontwerpers: Aho - K e r n i g h a n  - 
W e i n b e r g e r ,  m e t  een knipoog naar het Engelse woord 'a w k w a r d '. In 
t e g e n s t e l l i n g  e c h t e r  tot de meeste andere filters, waarbij precies 
v a s t g e l e g d  is wat ze horen te doen (het filt er-mechanis me is vast 
in g e bouwd in de u t i l i t y ) , moet bij 'awk*, via een in een apart 
t a altje g e s c h r e v e n  stuurfile, door de gebrui ker nog vastgelegd 
w o r d e n  w elke d i n g e n  er met de regels die via standaard input 
b i n n e n k o m e n  m o e t  gebeuren, voordat het resultaat naar standaard 
o u tpu t wordt g e s c h r e v e n .  Schematisch:
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input data ->| AWK f -> o u t p u t
i i 
i
, 1 ■ ■ ■ -A  —
3 tuurfile
We gaan in deze p a r a g r a a f  vrij u i t v o e r i g  op de 
" p r ogramme ertaal" die in de s t u u r f i l e  moet staan.
De werking van 'awk' is als volgt:
Standaard input wordt regel voor  regel i ngele zen. Het is 
b e l a n g r i j k  dat u beseft dat elke keer nadat een regel i n g e l e g e n  is 
het hele awk s t u u r p r o g r a m m a a t j e  u i t g e v o e r d  wordt, op die ene regel 
die zojuist ingelezen is. Na u i t v o e r i n g  van het awk 
s t u u r p r o g r a m m a  wordt de volgende  regel van s t a n d a a r d  input g e l ezen 
en het programma wordt d aarop u i t g e v o e r d .  Dit gaat net zolang 
door totdat het einde van standaar d input is bereikt.
Als er via standaard input dus 100 regels b i n n e n k o m e n ,  zal het 
s t u u r - p r o g r a m m a  in principe 100 maal u i t g e v o e r d  w o r d e n  - voor elke 
ingelezen regel èèn keer.
Het programma ziet er g l ob aal gezien als v olgt uit:
1 Acties die moeten g e b e u r e n  v h ór dat de eerste regel v a n  
standaard input wordt gelezen. Dit stuk m a g  wegblijven.
2 Datgene wat er moet g e b e u r e n  als er v a n  s t a n d a a r d  input een 
regel ia ingelezen.
Dit wordt in het programma w e e r g e g e v e n  door m i d d e l  van een of 
meerdere paren die bevatten:
- Een s e l e o t i e - o r i t e r i u m  w a a r a a n  de regel moet voldoen.
- Ben specificatie van de actie die moet g e b e u r e n  als aan dat 
criterium wordt voldaan.
3 Acties die nog moeten g e b e u r e n  nadat de laa tste regel is 
gelezen. Dit stuk mag ook w e g g e l a t e n  worden.
Schema t i s c h  ziet een s t u u r - p r o g r a m m a  eruit als:
BEGIN j actie(s)
criteri um { actie(s)
criteri um j actie(s)
END 1 actie(s)
Een eenvoud ig awk-p r o g r a m m a  k a n  er u i t z i e n  als:
/jan/ { print $0 }
Hierin is ’/ j a n /’ het s e l e c t i e - c r i t e r i u m  (past de zojuist 
ingelezen regel bij de r e g u l a r  e x p r e s s i o n  'jan') en 'print $0' de 
b i jbehoren de actie (print de i n g e l e z e n  regel op st andaard output
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uit) .
A l lee n díe regels die de tekst 'jan' "bevatten worden op deze 
wijze op s t a n daa rd output afgedrukt. Dit programma doet dus 
h e t a e l f d e  als het UNIX-coramando ' grep jan'.
Een ander a w k - p r o g r a m m a a t j e  is;
END { print NE }
en s p e c i f i c e e r t  a l l e e n  de actie die moet g e h e u r e n  na het lezen van 
alle regels v a n  standaard input. In dit geval is ' E N D’ het 
s e l e c t i e - c r i t e r i u m  w a a r a a n  alleen voldaan is als de end-of-file 
i n d i c a t i e  van s t a n d a a r d  input ontdekt is. In dat geval moet de 
inhoud van de v a r i a h e l e  !NR* - die gelijk is aan het aantal 
g e l e a e n  regels - n a a r  standaard output w orden geschreven. Dit 
a w k - p r o g r a m m a a t  j e' v e r r i c h t  dus ongeveer dezelfde taak als 'wc -1* .
En met een p r o g r a m m a a t j e  van de vortnj 
{ print NR $0 }
zal v o o r  iedere regel die via standaard input wordt gelezen het 
r e g e l n u m m e r  (NR) gevo lgd door de inhoud van de regel zelf ($0) 
naar stand a a r d  output worde n geschreven. In dit geval ontbreekt 
het selectie-criteriura , wat betekent dat de 'bijbehorende" actie 
op felke regel m o e t  w o rden uitgevoerd. Dit a w k - p r o g r a m m a a t j e  
v e r r i c h t  dus o n g e v e r  d e z e l f d e  taak als 'nl'.
Het s t u u r p r o g r a m m a  kan op twee m a n i e r e n  aan awk worden 
d o o r g e g e v e n :
- Als eerste a r g u m e n t  (en let op de q u o t e s ) , b v :
awk ’{print NR $0}* [datafile...]
- Of in een file (die bijv oorbeeld "atuurfile" heet):
awk -f stuurfile [datafile ...]
In de h i e r n a  v o l g e n d e  h o o f d s t u k k e n  zullen we iets dieper ingaan 
op de m o g e l i j k h e d e n  van de a w k - 1p r o g r a m m e e r t a a l 9 . Voor verdere 
i nform a t i e  v e r w i j s e n  we naar de UNIX manual pagina awk(l) en het 
a r t i k e l  'Awk ~ A P a t t e r n  Scanning and Process ing Language* in het 
UNIX P r o g r a m m e r s  M anual (suppl e m e n t a r y  documents).
17.4*1 S e l e c t i e - c r i t e r i a  en acbiea
Het 'h o o f d g e d e e l t e 1 v a n  het awk-pr o g r a m m a  bestaat uit een of 
m e e r d e r e  s e l e c t i e - c r i t e r i a  waarbij een bepaald e aotie hoort. Er 
w ordt een regel v a n  stan da a r d - i n p u t  gelezen, bekeken wordt of 
v o l d a a n  is aan b e p a a l d e  a e l e c t i e- criteria en de daarbij behorende 
acties w o r d e n  u i tgevoerd.  Het a w k - p r o g r a m m a  wordt hierbij 
s e q u e n t i e e l  u i t g e v o e r d  b egi nnende bij het eerste sel ectie-actie  
p a a r »
V o o r b e e l d  - s e l e c t e e r  regels die de tekst 'Jan' bevatten en 
druk deze op s t a n d a a r d  output af:
/Jan/ | pr int $ 0  }
-- 1 4 0 —
Het s e l e c t i e - c r i t e r i u m  ia de regular e x p r e s s i o n :  / Jan/, de actie 
die daarbij hoort wordt begrensd door de ( en } en geeft aan dat 
de hele regel ($0) moet w o r d e n  afgedrukt.
Meerdere s e l e c t i e - c r i t e r i a  zijn mog elijk:
/ Jan/ | print $0 }
/Piet/ ( print $0 $0 }
zal regels die 'Jan' bevat t e n  n a a r  s t a n d a a r d  o u t p u t  s c h r i j v e n  en 
regels die 'Piet' bevat t e n  zelfs 'dubbel' ( g e c o n c a t e n e e r d )  naar 
standaard output. Merk op dat regels die zowel 'Jan' als 'Piet' 
bevatte n zelfs twee keer naar standaard o u t p u t  w o r d e n  geschreven: 
de eerste keer volgens het selectie-criterium. /Jan/ (enkelvoudig) 
daarna volgens het s e l e c t i e - c r i t e r i u m  /P iet/ (dubbel).
De speciale patronen 'BEGIN' en 'END' w o r d e n  g e b ruikt om aan te 
geven wat er moet g e b e u r e n  aan het b e g i n  en aan het einde van 
gehele operatie. Bijvoorbeeld:
BEGIN f print "Nu alleen regels die Jan b e v a t t e n "  }
/Jan/ j print $0 }
END ( print "Dat waren ze allemaal " }
Als het s e l e c t i e - c r i t e r i u m  wordt w e g g e l a t e n  wordt de actie op 
alle regels uitgevoerd (is dus equiv a l e n t  met: /.*/):
{ print $0 j
copi'éert st andaard input naar s t a n d a a r d  o u tput.
Als de actie wordt w e g g e l a t e n ,  w ordt de (passende) regel 
onveranderd v a n  standaard input naar s t a n d a a r d  o u t p u t  gecopi&erd.
Bovenstaand voorbeeld had dus ook g e g e v e n  k u n n e n  w orden  als: 
/.*/
Als s e l e c t i e - c r i t e r i u m  en actie b e i d e n  w o r d e n  w e g g e l a t e n  wordt 
deze regel van het a w k - p r o g r a m m a  gewoon o v e r g e s l a g e n .
De actie, tussen [ en }, mag m e e r d e r e  'statements' bevatten. 
Men scheidt ze door middel van newline s of ' ; ' :
{ print $0 ; print $0 }
{ print $0 
print $0
drukt iedere regel t w e e m a a l  a c h t e r  e lkaar af (niet 
g e c o n c a t e n e e r d ) .
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Als Awk een regel inleeet wordt deze (intern) a u tomatisc h 
o p g e d e e l d  in velden. Velden worden bij default van elkaar 
g e s c h e i d e n  d o o r  m i d d e l  van spaties of taba. Door middel van de 
v a r i a b e l e n  $1, $2, ... kan men deze v elden in het a w k - p r o g r a m m a  
afdruk ken, w i j z i g e n  en op andere m a n ie ren gebruiken. De nummering 
slaat u i t e r a a r d  op het eerste, tweede enz. veld.
Om het e e r s t e  woord van elke input-regel af te drukken kan men 
g e b r u i k e n :
{ p r i n t  $1 }
Zoals we sagen g e e f t  ’$0' de hele regel weer.
M e n  kan de v e l d - v a r i a b e l e n  ook gebruiken  om in de regel de 
c o r r e s p o n d e r e n d e  v e l d e n  te veranderen;
/Jan/ ( $1 => "Regel met Jan erins" $1 
print $0
17*4.2 R e c o r d s  en v e l d e n
geeft d e z e l f d e  output als;
/ J a n / { print ’Regel met Jan erin;" $0 }
Merk op dat u door een veld te wij zigen ook de v ariabele '$0' 
b e i n v l o e d  t .
Bij d e f a u l t  w o r d e n  in voer-regels voor 'awk' afgesloten door 
m i d d e l  van newlines, en velden van elkaar gesch eiden d.m.v. tabs 
en spaties. Er zijn twee variab e l e n  waarmee men deze defaults kan 
v erand e r e n ;  I'S v o o r  de v e l d - s e p a r a t o r , RS voor de r e g e l - s e p a r a t o r ;
BEGIK ! FS=" }
t print "loginnaaraï " $1 " user ids " $3 )
is een p r o g r a m m a  dat v a n  een file waarin de v elden  d.m.v» een 
« o r d e n  g e s c h e i d e n ,  het eerste en derde veld op standaard output 
a f d rukt met wat tekst ertussen. Een voorbeeld van een dergel ijke 
h i e r m e e  b r u i k b a r e  d a t a f i l e  ís de U N I X - p a s s w o r d - f i l e : /ete/passwd.
17* 4- 3 S e l e e t i e - e r i t e r i a
Het s e l e c t i e - c r i t e r i u m  waar aan een regel moet voldoen wil de 
actie u i t g e v o e r d  w o r d e n  mag een enkele regular expression zijn. 
De synta x is u i t g e b r e i d e r  dan in 5ed' en is dezelfde als de 
r e g u l a r  e x p r e s s i o n s  v a n  'egrep' (zie UNIX m a n u a l ) . Bijvoorbeeld:
/ J a n ' P i e t ] K l a a s /
past op regels die 'Jan* of 'Piet' of ’Klaas* bevatten.
Het s e l e c t i e - c r i t e r i u m  mag echter ook een expressie zijn die 
veel m e e r  bevat: velden, v a r i a b e l e n  en v e r g e l i j k i n g s - o p e r a t o r e n . 
B i j v o o r b e e l d ;
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$0 ~ /jan!Pi et | K la a s/
ia een andere schrijfwijze voor het v o o r a f g a a n d e  voorh eeld: past 
de va riabele *$0' (de gehele regel) bij de r e g u l i e r e  expressie 
/ J a n 'P i e t [K l a a s / . De o p e r a t o r  b e t e k e n t  dus : bevat het stuk
links van de operator (in ons v o o r b e e l d  de $0) een d e e l - s t r i n g  die 
voldoet aan het stuk rechts v a n  de o p e r a t o r  (in ons v o o r b e e l d  de 
regular e xpressio n / j a n | P i e t \Klaas/) .
En het voorbeeld:
$ 1 ~ / [ J  j ] a n /
selectee rt die regels w a a r v a n  het eerste v e l d  de tekst 'Jan* of 
'jan' bevat (maar past dus ook op: Jansen, M a r j a n  enz.).
In het voorbeeld:
$2 > $1
worden die regels g e s e lecteerd w a arvan het t weede veld 'groter' is 
dan het eerste veld, 'Groter' b e t e k e n t  in dit geval
l e x i c o g r a f i s c h  groter: "Jan" < "Jans", "Jan" > "Ja" is dus 
allemaal ' w a a r * .
Komt in een d ergelijke  (s u b ) e x p r e s  sie een e x p l i c i e t e  n u m e r i e k e  
waarde voor, dan vindt c o n v e rsie naar g e t a l l e n  plaats en wordt de 
numerieke waarde vergeleken:
$1 > $ 2 + 1 0
zal regels selecteren w a a r v a n  veldl een n u m e r i e k e  waarde heeft die 
m i n stens 10 groter is dan die van veld2. Strings die geen 
numerieke waarde hebben zullen in het a l g e m e e n  de n u m e r i e k e  waarde
0 krijgen (bv 10 > "elf").
De vo lgende oper atoren staan ter b e s c h i k k i n g :
<, <=, ==, ! =■, >=, >
Kleiner, kleine r gelijk, gelijk, niet gelijk, g r o t e r  g e l i j k  en 
gro t e r .
!! , !
De logische operatoren: 'of', 'en' en 'niat'.
( ) Om. de expressies en s u b - e x p r e s s i e s  te g r o e p e r e n .
~  i ~  t ‘
Bevat, bevat niet. (Bv een string  of r e g u l a r  expression).
Om alle regels af te d r u k k e n  w a a r v a n  het eerste veld 
l e x i c o g r a f i s c h  ligt t u ssen  'ja' en 'nee' zou m e n  dus moeten 
opgev e n :
"ja" < $1 && $1 < "nee"
( $1 > "ja" ) ( $1 < "nee" )
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S e l e c t i e  ge bied a a n g e v e n ;
Twee s e l e c t 1 e - c r i t e r i a  g e s c h e i d e n  door middel van een kom ma 
geven een gebied aan wa artu s s e n  de actie moet geschieden. Een 
'gebied' b e t e k e n t  hier; een stuk van de datafile, tussen een 
b e p a a l d e  regel en een verde r daarna volgende regel. Als in een 
regel aan het e e r s t e  c r i t e r i u m  vold aan is wordt de actie 'aan' 
gezet, en deze w o r d t  op de b etref f e n d e  regel uitgevoerd 
(uiteraard) plus op alle d a a r o p v o l g e n d e  regels totdat een regel 
w o r d t  g e v o n d e n  die aan het tweede criterium voldoet.
/ begin hiermee/, /eindig bij deze/ { print $0 j
zal alle regels tussen (en inclusief) de twee regels die voldoen 
aan de eerste  en tweede regular expression naar standaard output 
c o p i ë r e n  ,
17*4*4 Acties
Als aan een s e l e c t i e - c r i t e r i u m  is voldaan. worden de daarbij 
b e h o r e n d e  acties uitgevoerd. Men kan met v a r i a b e l e n  m a n i p u l e r e n  
waarin g e t a l l e n  of stri ngs staan, bepaalde ingebouwde functies 
h i e r o p  laten werken, met loop- en contr o l e - s t r u c t u r e n  w erk en - 
k ortom a l l e r l e i  d i n g e n  zoals die ook in een 'normale' 
p r o g r a m m e e r t a a l  voorkomen.
17-4-5 I n g e b o u w d e  functies
De v o l g e n d e  functies zijn in awk ingebouwd en mogen in de 
ac t i e s  en s e l e c t i e - c r i t e r i a  (indien van toepassing) worden 
gebru i k t  *
prin t
Dient om naar standaard output te schrijven. Bijvoorbeeld:
print "Veld 1; n $1 "Veld 2: " $2
p r o d u c e e r t  een enkele regel met de inhoud van de eerste twee 
v e l d e n  en de tussen de aanhali ngstekens aangegeven teksten. 
Als de te p r i n t e n  items d . r a .v . een komma worden ges che i d e n  
w o r d e n  ze o n d e r l i n g  g e s c h e i d e n  door middel van een field- 
s e p a r a t o r  (de inhoud van F S ) . ïn het andere geval worden de 
v a r i a b e l e n  g e o o n c a t e a e e r d .  Bijvoorbeeld:
print $ 1 p $2
geeft h e t z e l f d e  als;
print $1 FS $2
p r i n t f  string, expressie, expressie,
Wordt g e b r u i k t  om de aan geg e v e n  expre ssies volgens een bepaald 
formaat af te drukken. Hiermee is dus een output lay-out in 
aller l e i  v a r i a t i e s  te bouwen. Gebruik is als de C-functie 
‘p r i n t f  (aie printf(3)). De uitleg hiervan  valt een beetje 
b u i t e n  het kader van dit boek, omdat printf(3) een typisch stuk 
p r o g r a m m e u r s g e r e e d s c h a p  is. Voor degenen die awk willen 
g e b r u i k e n  om g e a v a n c e e r d e  output te maken, is het toch nodig om 
over 'printf* het UNIX Progra mmers Manual na te slaan. De tekst
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i 3 ook met enige moeite voor n i e t - p r o g r a m m e u r s  te 'begrijpen.
sprintff string, expresáis, ex pressie, • ••)
Idem als ’p r i n t f 1 m a a r  geeft het r e s u l t a a t  niet af n a a r  
standaard output maar als string die b i j v o o r b e e l d  gebruikt kan 
worden om in een variabele te zetten.
var = s p r i n t f (" ^ s - ^ s " , $1, $2)
geeft hetzelfde als:
var » $1 $2
length, length( string )
Geeft de lengte van het h u idige record (in c h aracters) of van 
het o p g e g e v e n  argument terug.
print length($0) 
print length
geven beiden hetzelfde resultaat: a f d r u k k e n  van de h u i d i g e  
reg e l 1 e n g t e .
s u b s t r ( s t r i n g , beginpositie, aantal posities)
Dient om van een string een sub string terug te geven:
print 3ubstr( "Apestaart", 2, 4)
zal de tekst: "pest" op s tandaard output afdruk ken.
i n d e x (stringl , string2)
Om de positie uit te rekenen van string2 b i n n e n  stringl. Er 
wordt gezocht naar het eerste v o o r k o m e n  van string2 binnen 
stringl en als string2 niet v o o r k o m t  b i n n e n  stringl wordt de 
waarde 0 teruggegeven.
sqrt, log, exp, int ( getal)
Dit zijn de ingebouwde r e k e n - f u n c t i e s .
split( string, array, fieldsep)
Wordt gebruikt om de string op te delen in v e l d e n  en de inhoud 
van deze velden in het a rra y 'array* te zetten. Zie voor 
gebruik arrays hieronder.
17*4.6 Varia belen, expressies en t o e k e n n i n g e n
We zijn de variabelen en to eken n i n g e n  al op sommige p l a at sen 
hierbo ven tegengekomen. Awk kent een a a n t a l  'hard' ingebouwde  
variabelen; daarvan hebben we FS, RS en NR al in de v o o r b e e l d e n  
gezien. Verder mag u in een 'awk' p r o g r a m m a  net zoveel nieuwe 
v a r i a b e l e n  erbij maken als u wilt. Door een v a r i a b e l e  de eerste 
keer te g e b r uiken wordt hij a u t o m a t i s c h  in het l e v e n  geroepen. In 
v a r i a b e l e n  kunnen getal l e n  en strings w o r d e n  gezet. Wat er 
gebeurt hangt v a n  de context afi
var = "nu wordt er een string- in gezet"
(hier roepen we dus een v a r i a b e l e  ’v a r’ in het leven) en voor een
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g e t a l :
v a r  = 1234
Intern werkt awk alleen m a a r  met strings: moet een getal in een 
v a r i a b e l e  w o r d e n  gezet dan zal dat eerst in een atring omgezet 
worden en deze s tring  wordt opgeslagen:
var = 1234
- print 3 u b atr(var, 2, 2)
drukt de string "23" op standaard output af.
Om g e keerd : moet in een bepaalde context een variabele als 
n u m e r i e k  w o r d e n  g e ï n t e r p r e t e e r d  dan zal deze string eerst in een 
fl o a t i n g  po int getal worden omgeaet voordat er mee gerekend wordt.
D o o r  m iddel van de o perat oren +, *, / en % kan men optellen, 
aftrek ken, v e r m e n i g v u l d i g e n ,  delen en modulo (rest) nemen. 
B e r e k e n i n g e n  g e b e u r e n  altijd met drijvende komma. Dat is ook de 
reden dat 'awk' v r e s e l i j k  langzaam is op computers die geen 
h a r d w a r e  h e b b e n  v o o r  d r i j v e n d e  komma berekeningen. Strings worden 
u i t e r a a r d  n a a r  een numerieko waarde omgezet (indien mogelijk, 
anders naar 0). Er komen ook wat exotische operatoren voor zoals 
+=, - = , ++, -- enz. V o o r  de betekenis hiervan raadplege men een 
boek over de syntax van de p rogrammeertaal C.
De ' v e l d - v a r i a b e l e n *  gedragen zich als gewone variabelen: men 
raag er mee rekenen, er een waarde inzetten enzovoorts.
Aan het b e g i n  van het programma zijn alle v ariabel en op de lege 
string (en dus op de numerieke waarde 0) g e ï n i t i a l i s e e r d .
Een v o o r b e e l d  om regels, woorden en characters van standaard 
input te t e l l e n  en het resultaat naar standaard output te 
sc h r i j v e n  zou zijn:
{ nregel= nregel + 1
n woor d = nwoord + NF 
n c h a r  = nchar + length +1
END | print nregel "," nwoord "," nchar }
Hierbij is g e b r u i k  gemaakt van de in awk ingebouwde variabele ' N F f 
die a u t o m a t i s c h  bij elke data-regel de waarde van het aantal 
v e l d e n  van de regel aanneemt. (Waarom wordt er bij nchar telkens 
het getal 1 opgeteld?)
Een fi lter die gebruikt kan worden om de output van ' ls - 1’ te 
f i l t e r e n  en a l l e e n  de namen van de files te rapporteren waarv an de 
lengte g r o t e r  is dan 100000 bytes: (voor de duidelijkheid 
g e b r u i k e n  we hie r namen in h o of dletters om onze zelf ingevoerde 
v a r i a b e l e n  te benoemen, dat is uiteraard gewoon toegestaan; de 
i n g e b o u w d e  awk v a r i a b e l e n  hebben allemaal een naam in 
h o o f d l e t t e r s )
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$4 > 100000 BIGEILE = BI Gl? ILE + 1 
NBYTES = K B Y T E S  + $4 
print $8 " " $4 '* bytes"
END print "Aantal grote filea
print "Deze b e v a t t e n
print "Dat is g e m i d d e l d
print N B Y T E S / B I G E I L E  " per
B I G E I L E  
N B Y T E S  ’ bytes"
file"
Eèn-diraenaionale arrays zijn in awk ook m ogelijk. Een s p e c i a a l  
feature hiervan is dat de index ook een string mag zijn. 
Uiteraard: awk werkt intern altijd m e t  strings. Bijvoorbeel d:
a r r a y T 1 ] = 3 
a r r a y T " j a n t j e”] = 5
array[l0] = arrayil] + a r r a y [ " j a n t j e”]
In b o v e n s t a a n d  vo orbeeld zou z o’n array g e b r u i k t  k u n n e n  w o r d e n  
om namen en gegevens van de e i g e n a r e n  van files op te slaan:
$4 > 100000 { BI GE ILE = BI GEILE + 1
END
NBYTES = N B YTE S + :54
BIGE .$3. = BI GF ‘$3* + 1
NBYT _$3. = NBYT .$3 + $4
b y t e s”
print "Aantal grote files; " B I G E I L E  
print "Deze b e v a t t e n  : " NBYTES "
print "Dat is gemiddeld : " 
print N B Y T E S / B I G E I L E  ” per file" 
print "De s c h u l d i g e n  zijn:" 
for (eigenaar in BIG?) { 
print e i g e n a a r
print “aantal grote filea:" BI G E [ eiganaar] 
print " beslaan: " ÏTBYT [ e i g e n a a r  ] " b y t e s”}
In dit laatste voorbeeld zien we het g e b r u i k  v a n  een ’ f o r’ 
statement dat wordt gebruikt om alle m o g e l i j k e  a rray i n d e x - w a a r d e n  
af te lopen.
17.4.7 Elow of control s tatemen ts
Zoals we zagen is er in een a w k - p r o g r a m m a  i m p l i c i e t  altijd een 
iteratie ingebouwd:
lees regel
voer s tuur- p r o g r a m m a  seque n t i e e l  uit 
lees regel
voer s t u u r -pro gramma s e q u e n t i e e l  uit 
lees regel
- 147 -
Binnen het s t u u r - p r o g r a m m a  kan men echter ook nog iteraties 
i n h o u w e n  en kan men het awk -programma opnieuw laten beginnen met 
de v o l g e n d e  regel (zie 'next') of voortijdig  laten stoppen (aie 
* exit * ) .
In het ' a ctie-gebied* (tussen { en }) mag men gebruik maken van 
if..elae.., wh^le.. en for ... constructies. Voorbeeld (weer ge- 
ent op het 'la -1' filter):
END
i f ( $4 > 100000 ) { 
BIGF » BI GF + 1 
KBYTES = NBYTES 
} else {
SMALLE - SMALL? 
NSBYTE => NSBYTE}
print
print
print
print
$4
1
$4
totaal: " BIGE +SMALLE " f i l e s” 
totaal: " NBYTES + NSBYTE " bytes" 
kleintjes; " SMALLF " files" 
beslaan " NSBYTE * 1 0 0  / ( NBYTES + NSBYTE) 
% van de ruimte"
De w h i l e - l o o p  wordt gebruikt om herhalingen uit te voeren:
$4 > 100000  
END
n b [n r ] = $4 } 
i = 1
w h i l e ( i <= NE) j
KBYTES = NBYTES + NB[i]
i - i + 1}
print "grote files beslaan;" NBYTES " bytes'
in dit geval w o r d e n  de resultaten opgespaard tot aan het einde van 
de standaard input en pas daarna wordt alles opgeteld. Merk op 
dat de a r r a y - e l e m enten die niet zijn toegekend ('gevuld') de 
numerie ke w a a r d e  0 blijven houden, want dat is de waarde van de 
leg® striQg, De s p e ci ale variab ele ’NR' neemt bij lezen de waarde 
aan van het aantal regels dat tot op dat moment is ingelezen.
De for-Ioop komt voor in twee varianten:
Ten eerste: zoals in de taal C:
$4 > 100000  
END
N B [ n r ] - $4 }
for( i=*1 ; i<=a NE; i = i+1 ) |
N B Y T E S“ NBYTES + N B [i ]}
printf "grote files beslaan:" NBYTES " bytes"
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wat exact hetz elfde doet ala in h o v e n a t a a n d e  w h i l e - l o o p .
Ten tweede: in een apeciale v a r i a n t  om a l l e e n  de g e d e f i n i ë e r d e  
waarden  van een array af te lopen:
$4 > 100000 j N B [ n r ] = $4 }
E O  f for ( i in NB ) {
NBYTES = N B Y T E S  + NB[i] 
printf "grote filea h e s l a a n : "  N B Y T E S  ” bytes"
Als laatste noemen we nog enkele a p e c i a l e  s l e u t e l w o o r d e n :  
'break* om een for of w hile-l oop g e forceerd te stoppen, 'continue' 
on geforceerd met de volgende i t e r a t i e  van een for- of w h i l e - l o o p  
te beginnen, 'next' om o n m i d d e l l i j k  het v o l g e n d e  i n p u t - r e c o r d  te 
lezen en daarna weer met het eerste s e l e c t i e + a c t i e  paar in het 
a w k ~ p r o g r a m m a  te beginnen, 'exit' om g e f o r c e e r d  het einde van de 
input te simuleren.
Voor overige niet genoemde d e t a i l s  v e r w i j z e n  we naar het UNIX 
Pr og ramm. era Manual.
17*5 Sed - de niet interactieve tekst editor
Sed ia een editor die ala een filter w o r d t  gebruikt, dus niet 
interactief. De werking van Sed lijkt in veel o p z i c h t e n  op die 
van 'Awk'. Elke da ta-regel v a n  standaard  input, of van een 
opgegeven datafile, wordt gelezen, en c o m m a n d o ' s  uit de st uurfile 
die van toepassing zijn worden erop uitgevoerd. De ayntax van de 
ed ito r-command o ' s lijkt sterk op die van de' editor 'Ed' .
Men gebruikt Sed met name in si tuaties w a a r i n  de files te groot 
zijn voor Ed en als e d i t - c o m m a n d o ' s erg v a a k  h e r h a a l d  m o e t e n  
worden. Dit laatste komt voor als men v a k e r  v o o r  de taak staat om 
een bepaalde datafile volgens een s y s t e m a t i s c h  patroon om te 
zetten in een v erande rde datafile.
Sed werkt op een regel voor regel basia. A l h o e w e l  c ommando's 
sterk op interactieve  e d it-comm and o 's lijken, en m e n  geneigd ia om 
net te doen alsof Sed zich h e t z e l f d e  g e d r a a g t  als Ed (maar dan met 
onbeperkt grote files), moet m e n  h ier toch e n i g 3 z i n a  v o o r z i c h t i g  
mee zijn.
Voor commando'a en details die we niet n o e m e n  v e r w i j z e n  we naar 
de m a n u a l - p a g i n a  Sed(l) en het artikel 'SED - a N o n i n t e r a c t i v e  
Text Editor' in het UNIX P r o g r a m m e r s  M anual ( t w e e d e  deel).
17*5-1 Globale wer king van Sed
Net ala Awk c o p i’êert Sed regels stuk v o o r  stuk van standaard 
input naar standaard output, en h a n t e e r t  een s e l e c t i e - c r i t e r i u m  
voor commando's die op elke regel u i t g e v o e r d  m o e t e n  worden. Het 
'S e d - p r o g r a m m a a t j e ' kan in een file o p g e s l a g e n  w o r d e n  maar ook als 
argument w e e r g e g e v e n  worden:
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sed '/Jan/d' [datafile...]
zal regels die het p a t r o o n  /Jan/ hevatten niet naar atandaard 
output d oorgeven. De regel: / Jan/d had ook in een stuurfile 
k u n n e n  staan:
sed -f st uurfile [datafile ...]
Om aan te geven dat m e n  v o o r z i c h t i g  moet zijn:
- 3ed '/Jan/p'
is niet h e t z e l f d e  ala: *grep Jan' ! In het Sed geval worden alle 
regels van sta ndaard input naar standaard output gecopiëerd, maar 
de regela die de regular expression /Jan/ hevatten zelfs duhbel!
Aan Sed mag hij het starten de agn 'nocopy* vlag *-n’ worden 
me egegeven,  die het defaul t copi&ren van standaard input naar 
standaard output onderdrukt. In dat geval wordt alleen nog output 
g e p r o d u c e e r d  als daarom met commando's uit de stuurfile (zoals 
b o v e n s t a a n d e  'p * ) expliciet wordt gevraagd.
Sed werkt in drie stappe n die cyclisch herhaald worden:
1 Lees een regel van standaard input in in een buffer (deze 
b u f f e r  wordt de zgn ' p a t t e r n - s p a c e’ genoemd).
2 Paa g e s e l e c t e e r d e  c om mando's hierop toe. Deze selectie gebeurt 
net als bij Ed door m iddel van adressen:
a d r e s ! ,adres2 commando .....
De a d r e s s e n  k unne n n u m e r i e k  zijn (absoluut), in welk geval ze 
naar de zoveelste regel refereren die van standaard input wordt 
gelezen, of r e g u l a r  expresions (tussen / en /) , die worden 
v e r g e l e k e n  met de inhoud van de 'pattern-space'.
Ala er geen adres ataat wordt hierdoor elke regel 
g e s electee rd; als er èfen adres staat wordt alleen die 
b e t r e f f e n d e  regel ge selecteerd, als er twee adressen staan 
wo r d e n  alle regels tussen en inclusief de beide geadresseerde 
regels geselecteerd.
Het c o m m a n d o  wordt uitgevoerd op de geselecteerde regels.
3 Als alle c o m m a n d o’s v a n  de Sed-stuurfile zijn uitgevoerd word.t 
de 'pattern-space* naar standaard output geschreven (behalve 
als bij hot s t arten de vlag '-n* wordt opgegeven). Voor of na 
het u i t s c h r i j v e n  van de pattern spaoe wordt ook nog datgene 
naar stan daard ou tput g e s c h r e v e n  dat door middel van commando's 
als i(nsert), a(ppend) of r(ead) aan de invoer van standaard 
input is * t o e g e v o e g d '.
V o o r b e e l d e n  :
Zet voor aan elke regel een spatie:
s / V  /
Zet voor aan elke regel die /Jan/ bevat een spatie:
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/ j a n / s / V  /
Zet voor aan regels 100 t/m 200 een spatie: 
100, 2 0 0 s / V  /
We sullen hier verder niet inga an op de v o r m  v a n  de regular 
expres s i o n  adressen. Ze zijn h e t z e l f d e  ala die van 'Ed' met als 
enige u i t b r e i d i n g  de m o g e l i j k h e i d  om een 'neuline' in de p a ttern 
space te kunnen aangeven door middel van de escape sequence '\n' . 
Hoe deze newlines in de pattern space terecht k u n n e n  komen zullen 
we later zien.
17•5•2 C ommand o '3
De comma ndo's die door middel van hun adres g e s e l e c t e e r d  zijn, 
worden suc ce s i e v e l i j k  op de i n g e l e z e n  regel (de 'patte rn-space') 
losgelaten. Er zijn v e r s c h i l l e n d e  soorten c o m m a n d o’s:
Regel - g e o r i ö n t e e r d
h a n t e r e n  de regel in zijn geheel: de leten, tekst er voor of 
erachter toevoegen enz.
Substituties
om in de regel stukken tekst te v e r v a n g e n
Expliciete l/0 functies
om,(naast het default u i t s c h r i j v e n  in fase 3) i/O' te k u nnen 
doen naar standaard output of files.
Functies om meerdere regels in de p a t t e r n - s p a c e  te hanteren.
Hold en Get functies
De pattern-space kan naar een zgn 'hold-area' g e c o p i & e r d  w o r d e n  
die als een ’tijdelijke opbergplek' fungeert. Ook omgekeerd: 
van h o l d - a r e a  naar p a t t e r n - s p a c e  is moge lijk.
F low-of-con trol
Geen u itgebrei de while, if, of for-loops, slechts e e n v o u d i g e  
test- en spring -instructie s .
Van alle c ategorieën  zullen we de b e l a n g r i j k s t e  behan d e l e n .
17*5*2.1 R e g e l - g e o r i ë n t e e r d
H i e r onder  vallen:
d - delete
V e r w ijder  de regel. Comm ando's die h i e r n a  v o l g e n  w o r d e n  niet 
meer uitgevoerd. Een nieuwe cyclus - b e g i n n e n d  met het lezen 
van een nieuwe regel - wordt begonnen. E en v o o r b e e l d  om lege 
regels te verwijderen:
/ A$/d
n - next line
Copiëer eerst de inhoud van de p a t t e r n - s p a c e  naar standaard 
output. Lees v ervol gens een nieuwe regel in, en ga door met
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het volgende commando. Dit veroorzaakt dua niet het begin van 
een nieuwe cyclus in de stuurfile. Bijvoorbeeld om elke tweede 
regel uit een file te verwijderen:
n
d
a - append, i - insert, c - change
Door middel van deze commando's kan een stuk tekst aan de 
-output worden toegevoegd. Het is niet zo dat deze tekst aan de 
pattern-space wordt toegevoegd. Hij wordt als het ware apart 
opgespaard en voor of na (of in plaats van) de pattern-space 
(in fase ‘3) naar standaard output geschreven. De tekst doet 
dus niet mee in de ad res-vergelijkingen, en het regel-nummer 
wordt hierdoor ook niet aangetast.
De tekst moet op een 3peciale manier worden opgegeven 
waarbij de newlines door middel van \ worden ge-escaped:
a\
Deze tekat aal\ 
achter de ingelezen regel\ 
op standaard output worden geplaatst 
i\
Deze tekst zal voor de ingelezen\
regel op standaard output worden geplaatst
c\
Deze tekst komt in plaats\
van de ingelezen regel op standaard output\
D mag meerdere adressen bij dit\ 
commando geven:\
in dat geval worden de hierdoor gespecificeerde\ 
regels niet, en deze tekst (eenmaal)\ 
naar standaard output geschreven
ITog een voorbeeld : voeg lege regels toe na een 'Hoofdstuk­
titel ' :
/Hoofdstuk/a\
\\
17•5 * 2.2 Substituties
In feite is hier maar fefen commando voor; a(ubstitute). Het 
heeft de gebruikelijke gedaante:
s/vervang dit/ door dat/
en het vervangt in de pattern-space het ene stuk tekst door een 
ander. liet als in Ed kan men werken met het symbool '4' en met 
veldjes, afgescheiden door \( en \)
Achter dit commando kan men nog wat vlaggetjes toevoegen:
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g(lobal)
Net als in Ed : vervang in de pattern-space alle voorkomens van 
de opgegeven zoek-string.
p(rint)
Als substitutie gelukt is, print de regel meteen uit op 
standaard output. Het uitachrijven van de pattern-space in 
fase 3 (onder besturing van de '-n' vlag) wordt hierdoor niet 
aangetast.
w(rite) filenaam
Idem als p(rint), maar nu niet naar standaard output maar naar 
de genoemde file. Datgene wat succesievelijk naar een file 
wordt geschreven komt er allemaal achter elkaar in, maar de 
inhoud van de file aoala die was voordat Sed gestart werd gaat 
verloren.
Voorbeeld: vervang twee of meer spaties door èèn enkele en schrijf 
de aangetaste regel behalve naar standaard output, ook nog naar 
een file.
s/ */ /gw file
merk op dat alle regels in fase 3 naar standaard output worden 
geschreven. De aangetaste regels worden alleen naar de file 
uitgeschreven als de substitutie ia gelukt.
17-5-2.3 I/O-functies
Door middel van expliciete commando's kan l/0 worden gedaan 
onafhankelijk van het default uitschrijven naar standaard output:
p(rint)
Schrijf de regel meteen naar standaard output. Met andere 
woord en:
P
P
zal tot gevolg hebben dat de regels van standaard input drie­
dubbel (achter elkaar) naar standaard output worden geschreven.
w(rite) filenaam
Schrijft de regel naar de betreffende file.
w filenaam
heeft dus hetzelfde effect als het UNIX-c oznmando: ' tee 
filenaam'
r(ead) filenaam
Lees de file en plaat3 de gelezen tekst als ware het een 
a(ppend)-commando achter de ingelezen regel van standaard 
input.
/Janssen/r commentaar
zal achter elke regel die de naai 'Janssen' bevat de inhoud van 
de file 1 commentaar* plaatsen.
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Er bestaan mogelijkheden om de pattern-space, die meestal maar 
feèn enkele regel bevat, te vullen met meerdere regels. Ala de 
pattern-space meerdere regels bevat, worden deze onderling 
gescheiden door middel van newline symbolen (\n). Merk op dat in
De volgende regel van standaard input wordt aan de pattern-
De eerste regel van de pattern-apace wordt naar standaard 
output geschreven. Merk op dat p(rint) de hele pattern space 
(dat^ kunnen dus meer regels aijn) naar standaard output
De eerste regel van de pattern-space wordt verwijderd. Er 
wordt met een nieuwe cyclus in de stuurfile begonnen, en de
Er zijn nog enkele andere functies die Sed wat controle- 
informatie geven en de pattern-space niet rechtstreeks aantaaten:
Ben commando voorafgegaan door ! aal toegepast worden juist op 
dia regels die NIET door het bijbehorende adrea-deel worden
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alleen regels die /Jan/ ‘bevatten gaan naar standaard output. 
De anderen worden 'deleted*.
{ ....  ]
Om verschillende commando’s bij feèn enkel adrea te groeperen:
/Jan/ [ 
w eeratefile 
s/Jan/Plet/ 
w tweedefile1
d
er wordt niets op standaard output gezet; regels met 'Jan' erin 
worden naar 'eerstefile' gecopi&erd en ook naar 'tweedefi1e’ 
maar daarbij wordt 'Jan' vervangen’ door 'Piet'.
: 1 ab eltj e
Om in het Sed-programmaatje een regel te markeren waarheen 
gesprongen kan worden.
b labeltje
Om naar de betreffende regel in het Sed-programma te springen, 
t labeltje
Spring naar de betreffende regel alleen als er al een 
aucceavolle substitutie op de huidige regel in de pattern-space 
heeft" plaatsgevonden. Zoniet: ga door met het volgende 
commando.
= Print regelnummer uit
q - quit
Spring naar fase 3 (schrijf uit wat er nog uitgeschreven moet 
worden) en stop.
Voorbeeld: verwijder regels met ’Jan' en 'Piet' (beide) erin.
/jan/s/Piet/Noppes/ 
t ganaarl
b (geen label is: ga naar einde programma)
: ganaarl 
d
17.5*2.6 De Hold en Get functies
Sed heeft de beschikking over èfen enkele buffer waar de 
pattern-3pace naartoe gecopi'éerd kan worden, en andersom, waaruit 
de pattern-space gevuld kan worden. Vijf commando's staan 
hiervoor ter beschikking:
h, H - hold
Om de pattern-space naar de buffer (de 'hold'-area) te 
copiëren. Bij het commando 'h' wordt de hold-area 
overschreven, bij 'H' wordt de pattern-space achter de vorige 
inhoud van de hold-area gezet - hiervan gescheiden d.m.v. een 
newline symbool.
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g» G - get
Om de hold-area naar de pattern-spaca te copiSren. Bij het 
commando * g' wordt de pattern-space overschreven, hij 1G ' wordt 
de hold-area achter de oude inhoud van de pattern-space gezet - 
hiervan gescheiden d.m.v. een newline symbool.
x - exchange
Verwissel de inhoud van de hold-area en de pattern-space
Voorbeeld; verzamel regels met de tekst 'Hoofdstuk'; en druk deze 
aan het einde van de input nog een keer af
/ïïoofdstuk/H
$G
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18. Verbindingen tuasen UNIX machines - UUCP
Onder UNIX is een pakket software beschikbaar, UUCP genaamd, 
dat verbindingen kan exploiteren en data kan transporteren tuaaen 
twee (of meer) UNIX computers. Het voor de gebruikers zichtbare 
deel van dit pakket bestaat uit een aantal commando's waarmee werk 
kan worden aangeleverd aan het 'postbode programma' dat voor het 
transport moet zorgen.
De commando's kunnen alleen gebruikt worden bij verbindingen 
tussen twee (of meer) computers die aan bepaalde eisen voldoen. 
Van de beheerders van de betrokken computers vereist dit nogal 
wat extra installatiewerk, zowel voor hardware als voor software. 
Daarom moet u even speciaal informeren bij uw beheerders in 
hoeverre het navolgende wordt ondersteund, en goed werkt (dat 
mankeert er bij UNIX-versie 7 nog wel eens aan) .
De hardware verbindingen tussen de computers hoeven niet permanent 
operationeel te zijn. UUCP heeft de mogelijkheid om aangeleverd 
werk op te aparen, en het dan allemaal achter elkaar af te werken 
wanneer de verbinding wordt gemaakt (bijvoorbeeld door een 
telefonische aansluiting te kiezen). De UUCP software kan in 
principe werken met elke datacommunicatie-hardware waarover met 
een terminal kan worden ingelogd.
Computers moeten, voor gebruik in dit netwerk, een naam hebben. 
Enkele voorbeelden van zulke namen zijn:
kunivvl Kath. Univ. Nijmegen, afdeling IVV-W&N 
kunivv2, kunivv^, kunivv4, kunivvS idem, andere machines 
mcvax Centrum voor Wiskunde en Informatica, Amsterdam
In de volgende tekst zal, in voorbeelden, steeds gebruik gemaakt 
worden van deze namen. Daarbij gaan we ervan uit dat de machine 
'kunivvl' een rechtstreekse verbinding heeft met elk van de andere 
genoemde machines. De andere genoemde machines hebben verder geen 
onderlinge verbindingen.
18.1 Mail naar andere machines
Het gewone UNIX-mail commando kan uitgebreid worden met de 
mogelijkheid om mail te sturen naar personen op andere machines. 
Daarvoor moet u echter weten:
- de loginnaam van degene aan wie u mail wilt sturen
- de naam van de machine waar die persoon zijn loginnaam heeft
- de namen van alle machines die gepasseerd moeten worden 
onderweg van uw machine naar zijn machine, in de juiste 
volgorde!
Dan gaat het ala volgt:
mail [machinenaam! ...Jmachinenaam!loginnaam
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De volgorde van machinenamen ia de volgorde die, "beginnend vanuit 
uw eigen machine, moet worden doorlopen om tenslotte te eindigen 
in de machine die ala laatate wordt genoemd. De naam van uw eigen 
machine hoeft u niet te noemen. Het ! -teken dient ala 
scheidingsteken tussen de verschillende namen.
Vaak is het 'mail* commando ook 20 ingericht, dat aan u wordt 
gevraagd om het onderwerp waarover de 'mail' gaat even in een 
regel tekst samen te vatten. De computer vraagt: 'Subject:' en u 
typt dan eerst die samenvatting, en pa3 in de volgende regels het 
eigenlijke bericht. De reden hiarvoor i3 dat het op sommige UNIX 
computers mogelijk is dat de ontvanger van 'mail* snel zijn post 
inspecteert door alleen de subject-regels te lezen. (*)
Herinner u dat het niet noodzakelijk is dat de verzender van mail 
zijn boodschap expliciet achter het mail commando aantypt. Mail 
kan zijn input krijgen uit een, naar atandaard-input, ge-redirecte 
file : .
mail kunivvf !hjt <file
Om redenen van veiligheid is dit zelfs de aangewezen methode om 
files over te sturen. In de volgende paragrafen van dit hoofdstuk 
zal dit duidelijk worden. ïï moet dan in de file wel zelf een 
eerste regel opnemen die luidt:
"Subject: het onderwerp van de brief".
18.2 Hachinenamen.
Een nuttige faciliteit van UUCP (niet in alle versies 
beschikbaar) is de mogelijkheid om de namen op te vragen van de 
machine waarop u werkt, en de namen van de machines die met uw
machine een verbinding hebben.
uuname -1
vertelt u de naam ondsr welke uw machine bekend is in de wereld
van UUCP.
uuname
vertelt u de namen van alle machines die u kunt bereiken, in e en 
enkele stap, vanuit uw huidige machines.
Voor het achterhalen van de namen van, en routes naar, meer veraf 
gelegen computers moet u bij uw systeembeheerder te rade.
De computers die zijn aangesloten aan het netwerk van de 
Nederlandse Local Unix-Systems User Group konden einde 1984 ruim 
6000 computers over de gehele wereld bereiken.
(*) In sommige UNIX System V varianten vraagt 'mail* niet 
eerst naar een "Subject". Het is verstandig om dan zelf 
als eerste regel van de brief in te tikken: "Subject: het 
onderwerp van deze brief".
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18.3 Unix to Unix file copy: uacp, uuaend
Behalve de hiervoor reeds geschetste manier om filea per 'mail' 
te verzenden, bestaan er twee expliciete commando's voor dit doel:
uucp voor copiëren van een of meer files. Per file kunt u apart 
opgeven hij- welke computer die file gehaald moet worden. 
De filea worden dan gebracht naar een computer waarvan u 
machinenaam en een directory-naam moet opgeven. Alle 
betrokken computers moeten hooguit op een enkele stap 
afstand liggen van de computer waarop u het commando 
geeft. (in UNIX Syatem V geldt deze beperking niet.)
uuaend voor copiëren van een file, vanaf de computer waarop u het 
commando geeft, naar een computer elders. Van die computer 
eldera moet u, precies zoals bij 'mail' , opgeven langs 
welke weg die bereikt kan worden.
Uuaend is bij sommige UNIX installaties niet beschikbaar 
als onderdeel van UUCP. In UNIX System V is 'uusend' niet 
aanwezig omdat zijn functie door 'uucp' overgenomen is.
De commando's worden als volgt gegeven (elk commando in z'n geheel 
op fefen regel typen):
uucp [optie-vlaggen]
machine! filel [machine!file2 •••] 
machine!directorynaam
uusend [optie-vlaggen] file
[machine!...Jmachine! filenaam
In UNIX System V mag ’uucp' gebruikt worden om files te versturen 
naar computers die verder dan een enkele atap van uw eigen machine 
liggen. Hierbij geldt wel een beperking: de doel-file moet dan 
liggen in de aigenaaade public-directory van de doel-machine. 
Deze public-directiry ia een verzamelplaats waar iedereen filea 
naar toe kan stu.-en. Met deze beperking geldt dus voor UNIX 
System V:
uucp [optie-vlaggen]
[machine! ...]machine!filel [[machine! ... ]machine!file2 •••] 
[machine!...]machine!directorynaam
Bij de mogelijke opties van uucp hoort een voorziening om aan 
uzelf automatisch een 'mail' te laten sturen als de verzonden file 
ia aangekomen. -
In alle namen moet u de naam van uw eigen machine weglaten. De 
plaats van bestemming geeft u bij uucp aan met een directorynaam. 
Als u slechts een enkele file verstuurt, mag u bij de bestemming 
ook een volledige filenaam opgeven. Uusend moet per. se een 
filenaam (geen directory) als destination hebben.
Voor UNIX systemen bestaat er geen standaard manier om de naam van 
iemands login directory op te bouwen. Het is vaak moeilijk om te 
achterhalen hoe de volledige login directory heet van iemand op 
een UNIX computer elders. Voor UUCP hoeft u dat ook niet te 
achterhalen. Als u iemands login naam kent, dan mag u in 
bovenstaande commando's de login directory van die iemand opgeven
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~loginnaam
Dus, bijvoorbeeld
uucp file kunivvl !“hjt
stuurt de opgegeven 'file' naar de logindirectory van gebruiker 
'hjt' op machine 'kunivvl *.
U begrijpt dat dit niet zonder gevaar is. Ala iedereen files in uw 
directories zou kunnen schrijven, en zelf namen mag kieaen, dan 
zou nogal eens wat van uzelf overschreven kunnen worden. Dit is de 
belangrijkste reden dat files beter per mail gestuurd kunnen 
worden. Uitzondering hierop is eigenlijk alleen het geval dat 
uzelf op beide machines werkt, en een file van uzelf op de ene 
machine naar uzelf op de andere machine wilt sturen.
Een extra punt om op te letten is ook; op alle computers onderweg 
wordt het eigenlijke transportwerk gedaan door een pseudo- 
gebruiker. Die logt dan automatisch - via een gesimuleerde 
loginaessie - op die systemen in met meestal de login-naam 'uuop' . 
Deze loginnaam kunt u beschouwen als de naam van de postbode die 
het werk doet.
Als deze postbode de verzonden file op de plaats van bestemming 
wil afleveren, dan is daarvoor vereist dat de directory waar de 
file moet komen, beschri j fbaar is door deze postbode. Het is 
riskant om directories te hebben waarin iedereen mag schrijven; 
herinner u ook de paragraaf 'remove is geen write' uit het 
hoofdstuk over protecties en privileges.
Voor het kopieren van files naar de public-directory van een 
machine bestaat een afkorting:
"/log innaam
Dus, bijvoorbeeld
uucp file kunivvl !~/hjt
stuurt de opgegeven file naar de public directory van machine 
kunivvl (meestal i /usr/spool/uucppublic) en plaatst hera hier onder 
de directory 4 hjt'«, De file komt dan te heten:
/usr/apool./ uucppublic/hj t/file. Voor het versturen naar de public 
directory van een machine die een enkele stap verder ligt bestaat 
onder System V een gespecialiseerd commando: uuto(l). verder is 
er een commando 'uupickil)* waarmee de public-directory doorzocht 
kan worden op aangekomen files.
18.4 Commando’s uitvoeren op afstand; uux
Met 9uux' kan een commando gestart worden op een andere 
computer. Ook hij de datafi3.es van dat commando mag, voor elk file 
apart, de naam van een computer worden opgegeven.
Dus: als argumenten aan 'uux* geeft u de naam van een commando 
(met naam van een machine), en bij dat commando geeft u namen van
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uux "kunivvl!diff kunivv2!fileg kunivvl!file8
> kunivv4!f ile7"
wil zeggen:
voer het diff commando uit op machine 'kunivvl1'. De ' diff ’ moet 
werken op twee files, nl. 'fileg' (die gehaald moet worden van 
machine kunivv2) en 'file8' (die gehaald moet worden van machine 
’kunivvl*)• Het resultaat moet komen in 'file7' op machine 
1kunivv4'.
Let op de dubbele quotea, waartuaaen al datgene moet staan dat ala 
argument voor uux ia bedoeld. Let er ook op dat alle machinenamen 
via een enkele 3tap in het netwerk bereikbaar moeten zijn: de 
machine die ia genoemd bij het commando moet op hoogatena een stap 
afstand liggen van de machine waarop u alles intypt, en de 
machines bij de filenamen moeten op hoogatena een stap afstand 
liggen van de machine waarop het commando draait. Haar; het is 
toege3taan om deze conatructiea te neaten. Het commando binnen de 
uux mag weer een uux zíjn, enzovoort.
Een apeciale mogelijkheid van 'uux' ia, dat standaard input van 
een pipe doorgegeven kan worden aan een commando dat op een andere 
machine moet draaien. Dan moet het eerste argument na 'uux' een 
(minteken) zijn:
pr file | uux - kunivvl!lpr
wil zeggen: ^
maak de 'file' printklaar (met 'pr') en koppel de atandaard output 
van 'pr' aan de atandaard input van het * lpr' commando, dat moet 
draaien op machine 'kunivvl'. Hiermee maakt u dus ' pipea' over 
een netwerk verbinding heen.
Uiteraard moet het 'uux' commando met de nodige bescherming worden 
omgeven. Niet iedereen moet zo maar, vanaf een wildvreemde 
machine, commando's op uw machine kunnen laten uitvoeren. Dat zou 
natuurlijk levensgevaarlijk zijn. Daarom is in het uucp pakket
o.a. een bescherming ingebouwd die ala volgt werkt:
iedere systeembeheerder die 'uucp* op zijn installatie beschikbaar 
stelt, moet expliciet opgeven welke commando'3 op zijn machine 
mogen worden uitgevoerd. Meestal kiest men daarvoor een heel kort 
rijtje commando's: who, mail en nauwelijks meer.
Daar zit nog een apeciale valkuil in: de ' faciliteit zoals u 
die ook kent van de editor. Iemand die 'mail' mag uitvoeren, mag 
in mail als commando ook geven ' ! ah' . Daarna mag hij alle andere 
commando's van die machine ook geven. Dat moet dus worden 
geblokkeerd. Gebruikelijk ia dan om een aangepaste versie van mail 
te maken, 'rmail' genaamd, die precies hetzelfde kan ala 'mail', 
behalve de '!' faciliteit. Die aangepaste ’rmail' mag dan wel 
worden aangeroepen vanaf een andere machine omdat die wordt 
opgenomen in het betreffende rijtje, en 'mail* zelf niet.
Commando's die worden uitgevoerd op verzoek van een gebruiker op 
een andere machine, draaien met ala gebruikersidentificatie de 
gebruiker 'uucp'. Dat is een paeudo-gebruikeranaam, die fungeert
filea (eveneen3 met namen van machines). Bijvoorbeeld:
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als de 'postbode' in het UUCP pakket. Op naam van 'uucp* wordt dus 
ook alle accounting geboekt.
18.5 C al 1 UNIX: cu
Met het programma 'cu' kunt u een ander UNIX-syateem "opbellen" 
en als gebruiker op het andere systeem inloggen. Uw systeem moet 
dan de beschikking hebben over een aogenaamd "autodial-modem" (dat 
zelf een nummer kan draaien) of over een "directe’' verbinding naar 
een modem of terminal-poort van het andere systeem»
Ga bij uw systeembeheerder te rade over de mogelijkheden, de 
terminallijn-nummers die er zijn, de snelheden (baud-rates) 
enzovoorts. Dit is nogal installatie-afhankelijk. Verder zijn er 
vlaggetjes waarmee u dingen op kunt geven als: lokale echo of 
niet, even of oneven pariteit enzovoorts.
Na het opzetten van de verbinding gedraagt 'cu' zich als een 
terminal via welke u op het andere systeem, kunt werken;
ïïw UNIX-systeem Andere
terminal <--«■-> waarop u 'cu' UNIX machine
ge3tart hebt waarop u inlogt
De andere machine hoeft eigenlijk helemaal geen UNIX machine te 
zijn, maar enkele commando’s die hieronder beschreven staan zullen 
dan niet werken.
Via *cu' kunt u niet alleen een login-seasie op een andere 
machine uitvoeren, u kunt ook files tussen de machines 
overhevelen, u kunt tussendoor commando's op uw lokale machine 
uitvoeren enzovoorts.
Een korte samenvatting van de voornaamste faciliteiten:
- alles wat u intikt wordt door 'cu' doorgestuurd naar de andere 
machine. Alles wat de andere machine naar uw lokale machine 
stuurt, wordt door ‘cu* op uw terrainalseherm gezet. Op deze 
manier wordt in feite een terminal-sessie gesimuleerd.
- Een ” als eerste character op de regel die u intikt betekent: 
let op 'eu'! nu volgt een commando dat je zelf moet uitvoeren. 
Deze regel wordt dus niet naar de andere machine doorgestuurd. 
Begint een regel niet met een *~' dan zal 1cu' de characters 
gewoon doorsturen naar de andere UHIX-machine, en hij laat dan 
ook meteen aien wat de andere UNIX-machine hierop te antwoorden 
heeft. Vilt u een '"* als eerate character op de regel echt 
naar de andere machine doorsturen, dan moet u intikken.
- ~!
is de bekende !~faciliteit naar de lokale machine (zie 
hoofdstuk 10)
- take vanfile [naarfile]
Betekent; copiÖer de file 'vanfile* op de andere machine naar 
de file 'naarfile' op de lokale machine.
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- ~^put vanfile [naarfile]
Betekent: copiêer de file 'vanfile' op de lokale machine naar 
de file 'naarfile' op de andere machine.
Wilt u de * put' sn 'take' faciliteit gebruiken dan moet de andere 
machine een UNIX-machine zijn met daarop de commando's ' stty' , 
' cat' en 'echo' (onder deze namen en zonder plaatselijk 
doorgevoerde, incompatibele modificaties!) en bovendien moet het 
era3e, kill, en End-of-input character op beide machines hetzelfde 
zijn.
- 1 6 3  --
1 9 ■ Gevorderd, programmeren met de Shell
In dit hoofdstuk zullen we met name die faciliteiten, van de 
Shell "behandelen die het u mogelijk maken om complexe programma's 
te schrijven. We zullen zien dat de Shell in feite een 
interpreter ia van een hogere programmeertaal met al die zaken die 
daar bij horen: variabelen, test- en spring-instructies, iteraties 
enzovoorts .
Dit hoofdstuk is het vervolg op het hoofdstuk waarin de basis­
begrippen aan de orde kwamen: de globale werking van de Shell, het 
manipuleren met processen gestart door de Shell en het schrijven 
van eenvoudige Shell-script-filea.
19-1 De Shell-variabelen
U kunt de Shell instrueren om een bepaald stukje tekst onder 
een interne naam op te bergen:
$ list=cat
en de tekst "cat" wordt opgeborgen in een zogenaamde Shell- 
variabele met de naam "list". In tegenstelling tot de gewoonte 
zoals die uit de algebra bekend is, wordt de term 'variabele' hier 
dus niet gebruikt voor iets, dat een naam heeft, en dat een 
getals-waarde kan bevatten, maar voor iets, dat een naam heeft, en 
dat dat een stukje tekst ("string") kan bevatten. Deze tekst kan 
daarna weer hieruit gehaald worden en wordt op de gegeven 
commando-regel terug-gesubstitueerd door:
$ . ........... $ liat ............
A
wordt vervangen door: 
v
$ . . .......... cat ............
In feite beschouwt de Shell het teken als een speciaal
symbool: op deze plaats op de regel moet komen de inhoud van de 
variabele waarvan de naam volgt meteen achter het 1 $ ' - teken. (de 
naam is alfa-numeriek). Als we ala commando zouden geven:
$ $list /etc/passwd
dan zou de Shell dit eerst vervangen door:
$ cat /etc/passwd
en pas daarna zou de regel uitgevoerd worden.
Deze variabelen noemt men ook wel 'keyword'-parameters en het
substitueren van de naam door de inhoud ook wel 'keyword-
substitutie' . Men gebruikt Shell-variabelen om stukjes tek3 t
tijdelijk op te slaan, om ze later hieruit weer terug te kunnen
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halen en er ieta mee te doen.
19*1*1 Het zetten van een tekat in een Shell-variabele
Boor middel van het '='-3yrabool wordt iets in een Shell- 
variabela gezet:
$ naam_variabele=inhoud
Tussen de naam van de variabele, het '='-teken en de inhoud mogen 
geen spaties staan. Als de "inhoud" uit meerdere woorden bestaat 
moet die inhoud tussen aanhalingstekens staan; dus:
$ tekat=* "Hallo daar”
en niet:
$ tekat=Hallo daar
Een Shell-variabele die al een. inhoud heeft kunt u een nieuwe 
inhoud geven door er opnieuw iets in te zetten:
$ tek3t=*"Halo daar" dan: 'tekst' bevat 'Halo daar'
$ tekst3"Hallo daar" nu: 'tekst' bevat 'Hallo daar'
Wilt u hem "leeg" maken dan:
$ tekst*
Als u iets in een Shell-variabele zet, blijft dit er net zo lang 
in staan als de Shell actief ia, of totdat u het weer overschrijft 
met een nieuwe inhoud.
19-1*2 Het terughalen van tekst uit een Shell-variabele
De inhoud van een Shell-variabele wordt opgehaald en op de 
commando-regel teruggezet als de Shell op de regel het '$'-teken 
tegenkomt gevolgd door een naam:
$ langcommando="du -a [ sort -n j pr"
zal de variabele met naam 'langcommando' vullen, en:
$ Slangcommando
zal de tekst
du -a | sort -n ' pr
hiervoor in de plaats zetten, waarna de shell het commando:
du -a ] sort -n j pr
uit zal voeren. Op dezelfde manier geldt:
$ ÏILBS="file1 file2 file3 file4 file5"
$ cat $FILES .
zal resulteren in uitvoering van:
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cat fiXe1 file2 file? file* file5 
En daarna zal:
$ echo $FILES 
resulteren in. uitvoering van:
echo filel file2 file3 file4 file5
' Het vullen en terug-subatitueren van Shell-variabelen mag zowel 
interactief via de terminal, als niet interactief in een Shell­
file gebeuren.
19.2 Het 'read’-commando
Het commando 'read' instrueert de Shell om een Shell-variabele 
te vullen met een regel die gelezen wordt van standaard input;
1 : $ read tekst
2: Nu tik ik een regel in, afgesloten met RETURN
3 : $ echo $ teks t
4: Nu tik ik een regel in, afgesloten met RETURN
In regel 1i wordt het commando gegeven om de Shell-variabel e 
'tekst' te vullen met invoer vanaf standaard input.
In regel 2 wordt de regel via de terminal ingetikt.
In regel 3 wordt het commando ’echo Itekst' gegeven om de Shell- 
variabele 'tekst' op het scherm af te drukken.
In regel 4 verschijnt het resultaat van 'echo $tekst' op het 
scherm .
We zouden dit kunnen gebruiken door vanuit een Shell-file een 
dialoog met de gebruiker aan te gaan. Bijvoorbeeld een Shell-file 
met daarin:
echo Welke van de files moet afgedrukt worden:
! Is l pr -5 -t -11 !
echo geef de namen:
| read FILENAMEN !
S pr $FILENAMSN j lp j
Eerst wordt de tekst 'Welke van de files moet afgedrukt worden:' 
op het acherm gezet; door middel van 'ls | pr -5 -t -11' worden de 
filenamen uit de huidige directory in vijf kolommen (-5) op het 
scherm gezet (-t en -11 zijn vlaggetjes die 'pr' instrueren om 
zijn gebruikelijke pagina-header weg te laten en om een pagina- 
lengte van èèn regel te gebruiken - resulterend in een vijf-koloms 
uitvoer in horizontale richting opgevuld).
Hierna kan de gebruiker de gewenste filenamen invoeren (read 
FILENAMEN), deze worden in de variabele 'FILENAMEN* gezet en 
daarna in het commando * pr 35FILENAMEN j lp’ teruggesubstitueerd.
1' 66
let op: het commando 1read' leest altijd van standaard input en 
deze kan niet geredirect worden. Op de regel waar het 'read'- 
commando voorkomt mag u geen gebruik maken van het '<'-teken:
read FILENAMEN < lijstje
werkt niet: de Shell zal van de bestaande atandaard invoer blijven 
lezen en de redirection '< lijstje* niet uitvoeren.
Als de atandaard invoer al van te voren geredirect was naar 
'lijstje' (bijvoorbeeld omdat het 'read*-commando voorkomt in een 
Shell-file wiens invoer bij aanroep geredirect is, dan werkt het 
wel!) -
19*3 Commando-substitutie
We hebben nu twee vormen van substitutie op de commando-regel 
gehad:
Parameter-substitutie
Van de vorm: $1, $2, $3 enzovoorts, die ervoor zorgt dat ter 
plekke de waarde van de corresponderende parameter wordt 
ingevuld.
Keyword-substitutie
Van de vorm: $naam, die ervoor zorgt dat ter plekke de waarde 
van de corresponderende Shell-variabele wordt ingevuld.
Er bestaat nog een derde vorm van substitutie - de zgn. commando- 
subatitutie - waarmee de uitvoer van een commando op de regel kan 
worden gesubstitueerd. Bijvoorbeeld:
$ echo Het i3 nu precies: 'date'
Voordat de commando-regel in zijn geheel wordt uitgevoerd, zal 
eerst datgene ala apart commando worden uitgevoerd wat tussen de 
' ... ' (accent graves) staat. In dit geval dus het commando date 
dat de huidige tijd en datum naar zijn standaard output schrijft. 
Maar deze standaard output wordt door de Shell onderschept (komt 
dua niet op het scherm) en wordt na afloop in de commando-regel op 
de plaats van het commando teruggesubstitueerd. Bijvoorbeeld: 3tel 
dat date via zijn standaard output de volgende tekst produceert:
Sat Sep 10 13:10:15 MET 1983
dan wordt dit gezet op de commando-regel:
echo Het ia nu precies: Sat Sep 10 13:10:15 MET 1983
Pas na deze ’commando-substitutie' wordt de gehele regel 
uitgevoerd en het commando echo aangeroepen. Dan verschijnt op de 
dan geldende standaard output, dus meestal uw scherm, de tekst:
Het is nu precies: Sat Sep 10 13:10:15 MET 1983
Hiervan kan op alle mogelijke manieren gebruik worden gemaakt. 
Meestal gebruikt u het als u op de commando-regel een stukje tekst 
wilt invoegen dat alleen door middel van een ander UNIX-commando 
verkregen kan worden.
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Bijvoorbeeld u trilt in fefen keer alle gebruikers op de machine 
post sturen. Als u dat met de hand zou willen doen, zou u eerst 
in de file */etc/passwd' kijken naar alle geldige login-namen, 
deze op een kladpapiertje schrijven en daarna een commando geven 
van de vorm;
mail gebruikerl' gebruiker2 gebruiker^ .....
A.ls u slimmer bent doet u het volgende: eerst copi&ren we de 
file '/etc/passwd' naar een eigen file met naam 'mailinglist'. Nu 
editen we de file en zorgen door middel van het commando:
1,$s/ : .*//p
ervoor dat op de regel alleen de loginnamen blijven staan (de 
password-file bevat, zoals eerder behandeld, regels van de vorm: 
.......... ........
Hierna saven we de file en voeren het commando uit:
$ mail 'cat mailinglist" < brief
Het commando cat mailinglist wordt eerst uitgevoerd: de uitvoer 
hiervan (waarbij nieuwe-regel symbolen worden vervangen door 
spaties) wordt dan op de commando-regel gezet en daarna pas wordt 
mai1 aangeroepen die de brief verstuurt naar alle personen.
We kunnen de zaak nog verder verkorten door gebruik te maken 
van de 'stream-editor’ Sed. waarmee het editen en afdrukken van 
namen in fefen keer kan gebeuren:
$ mail 'sed 's/:.*//' /etc/passwd' < brief
UNIX-coramand o dat uit de passwordfile 
alleen de loginnamen afdrukt.
Een laatste voorbeeld: stel u wilt een complete afdruk van het
UNIX online-manual maken. De standaard UNIX-commando's staan als 
files opgeslagen in de directories '/bin' en '/usr/bin'. Door
middel van l^s krijgt u de lijst van namen, door deze lijst als
argument aan man mee te geven krijgt u een afdruk van alle
online-manual pagina's (voor zover alle commando's onder hun eigen 
naam zijn gedocumenteerd):
$ man 'ls /bin /usr/bin'
Opmerking: op dezelfde wijze kunt u de uitvoer van een commando 
in een Shell-variabele zetten:
$ STARTTIJD='date'
$*.**« .
$ .... andere commando's 
$ . . . . .
$ EINDTIJD*'date'
$ echo Begonnen op: SSTARTTIJD 
$ echo Geeindigd op: $EINDTIJD
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19*4 Meer over poaitionele parameters; 'ahift* en 'aet'
In hoofdstuk 8 zagen we dat de bij de aanroep van een Shell­
file gebruikte parameters binnen in de Shell-file 
teruggesubstitueerd worden door middel van ' $2 ' , tot en met
' $9 ' : de zogenaamde parameter-aubstitutie. Ala u meer dan 9 
parameters op de regel zet, dan kunnen alleen de eerste 9 op deze 
manier gebruikt worden. Voor parameter 10 ,  1 1 , enzovoorts, be­
staat een indirecte manier.
Door middel van het shift commando 3chuift u alle parameters 
èën positie naar links;
$1 <-  $2 
$2 <- $3 
$3 <- $4
• ■ • » ■
$9 <- tiende parameter 
enzovoorts
Dus de Shell-file (laten we hem noemen; echoparm):
echo $1 $2 $3 $4 $5 $6 $7~$8 $9]* 
shift j
echo $1 $2 $3 $4 $5 $6 $7 $8 $9! 
shift
echo $1' $2 $3 $4 $3 $6 $7 $8 S9!
zal bij executie geven, bijvoorbeeld;
f
$ echoparm A B C D E F G H I  J K L M H
A B C D E F G H I
B C D E F G H I  J
C D E F G H I  J K$
De eerste parameter wordt dus overschreven door de tweede, de 
tweede door de derde, enzovoorts. De oude waarde van de feferste 
parameter gaat op deze wijze verloren; "terugschuiven” is niet 
meer mogelijk.
Een ander commando dat handig kan zijn bij parameters, i3 het 
's e t c o m m a n d o . Parameters worden door het systeem bij het 
starten van een commando overgenomen van de o ommand o-regel en 
neergezet in de "parameter-variabelen": $1, $2 enzovoorts. U kunt 
ze daarna niet "overschrijven" door middel van:
$1' = nieuwe_waarde 1
$2=*nieuwe^waarde2 Werkt niet!
Hiervoor is een speciaal commando;
set nieuwe^waardel nieuwe_waarde2 nieuwe^waarde3 ....
dat achtereenvolgens $1', $2, $3,.... overachrijft met een nieuwe 
waarde. De oude waarde van $1, $2, ... gaat op deze wijze 
verloren. Bijvoorbeeld, maken we een ahellfile, genaamd
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'testaet1:
! echo $11 $2 $3 $4 $5 *6 #7 $8 S9T 
set a b c d e f g h i j k
echo $1' $2 $3 $4 $5 $6 $7 $8 $9 i 
shift
echo $1' $2 $3 $4 $5 $6 $7 $8 $9
set 1 2  3
echo $1 $2 $3 $4 $5 $6 $7 $8 $9i
geeft bij uitvoering van:
$teataet 1 2 3 4 5 6 7 8 9  
1 2 3 4 5 6 7 8 9  .
a b c d e f g h i  
b e d  e f g h i j 
1 2 3 $
Een leuke toepaaaing van 'aet' ia de volgende Shell-file, genaamd 
'datum * : ■ .
! "set 'date' ' T 
echo Dag: $1, Datum: $3 $2 $6 j j echo Tijd: $4_____ _ _______ _ __J_
Op de eerste regel ziet u een aet gevolgd door een coraraando- 
substitutie: 'date', Dez© laatste wordt eerst uitgevoerd; stel 
dat de 'date' geeft:
Tue Sep 27 13!10 ï 1 5 MET 1 983 '
dan wordt uiteindelijk uitgevoerd:
set Tue Sep 27 13:10:15 HST 1983
dat de afzonderlijke woorden overcopi&ert naar $1f $2 enzovoorts. 
Bij executie krijgen we op het scherm:
$ datum
Dag: Tue, Datum: 27 Sep 1983 
Tijd: 1 3 : 1 0 : 1 5
19-4-1 De nul-de parameter
Er is nög een parameter die nog niet behandeld is: $0. Deze 
parameter wordt gevuld met de commando^naam zelf. Bijvoorbeeld, 
een Shell-file met de naam: wie ben ik:
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echo' 'i'k ben: $of
$ wie ben ik 
Ik ben; wie ben ik 
$ ~
Hiervan kan soms op een heel subtiele manier gebruik worden 
gemaakt (met dank aan Kernighan en Pike);
e c h o - ’t zijn eigen naam naar het scherm:
1 pr -$0 -t -11 j
is een Shell-file die door middel van het 1pr1 - commando de via 
3tandaard invoer komende regels in meerdere kolommen naar 
standaard uitvoer copiëert. Het aantal kolommen wordt bepaald 
door de waarde van *$0', i.e. de naam van het commando zelf.
Stel we geven dit bestand de naam '1' en geven hem door middel 
van "links" een aantal aliassen: '2', '3' enzovoorts. Dan:
ls j 1 geeft feèn-koloms uitvoer
la i 2 geeft twee-koloms uitvoer
la \ 3 geeft drie-koloma uitvoer
enzovoorts
Ofschoon ar maar fe^fen enkele programma-file ia, kunnen we hem dan 
toch op meerdere manieren gebruiken (we sparen ons op deze manier 
gewoon het intikken van een extra parameter uit).
19*5 Speciale Shell-variabelen, en nogmaals 'aet*
Er zijn een aantal Shell-variabel en (keyword-parametera) die 
een speciale betekenis hebben en die u niet zonder meer voor 
andere doeleinden mag gebruiken. De volgende namen zijn 
gereserveerd:
- PS1
Bevat de zogenaamde "primary promptstring" waarmee de Shell aan 
de gebruiker om een nieuw commando vraagt. De default ínhoud 
van deze variabele is de bekende U kunt de inhoud echter
overschrijven, en na:
$ PS1' = "Eoept u maar: "
zal de Shell op een wat vriendelijker manier om nieuwe 
commando's vragen.
- PS2
Bevat de "secundary prompt string". Deze prompt ziet u als de 
commando-regel volgens de Shell nog niet compleet is. 
Bijvoorbeeld:
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$ pr file I
waar het commando na het pipe-aymbool ' j' nog niet ingetikt ia, 
is een incomplete commando-regel. De Shell zal dan door middel 
van de "secondary prompt-string" (default een ’>') om een 
aanvulling vragen:
$ pr file I
> 1P $
- HOME
Bevat de naam van de "home-directory". Dit is de directory 
waarin u geplaatst wordt ala u het commando:
$ cd (zonder parameter)
geeft. De default-waarde van deze directory ia gelijk aan de 
"login-directory". Deze "login-directory" kunt u niet
veranderen, de waarde van de "home-directory" echter wel:
$ HOME=/usr/ikke/subdir 
$ cd 
$ pwd
/usr/ikke/subdir
- TEEM
Op de meeste UNIX-systemen bevat de Shell-variabele 'TERM* een 
type-aandui&ing van de terminal waarmee u werkt. Deze 
variabele wordt onder meer door full-screen editors gebruikt om 
te bepalen hoe de stuur-codes (maak scherm achoon, voeg regel 
in, enzovoorts) - die van terminal tot terminal kunnen 
verschillen - moeten zijn. Deze variabele moet u zelf vullen.
- PATÏÏ
Bevat het zogenaamde 'zoekpad' van de Shell. Ala u een 
commando geeft zal de Shell een aantal directories in het 
file-syateem afzoeken naar een executeerbare file, waarvan de 
naam overeenkomt met de commando-naam. De eerste file van die 
naam zal dan uitgevoerd worden. De PATK-variabele zou er uit 
kunnen zien als:
r
$ echo $PATH 
.:/bini/usr/bin
De ":" dienen als scheidingsteken, en het geheel betekent:
. 2oek eerst in de huidige directory
/bin
Daarna in de directory /bin 
/usr/bin
En als laatste in de directory /usr/bin.
Als er dan nog geen file gevonden is met een naam gelijk aan 
de commando-naam: dan geeft de shell de boodschap: 
" ......... . : not found" .
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Ben lege direotory-naam ia identiek met "*"» dus het 
bovenstaande "zoek-pad" had ook geschreven kunnen worden ala:
$ PATH=:/bin:/uar/bin
Ala u een tijdje met UNIX werkt zult u zien dat u zelf een 
aantal programmaatjes maakt die u telkena waar opnieuw wilt 
gebruikeu. Het is dan handig om die programmaatjes neer te 
zetten in een aparte directory en om die directory automatisch 
te laten doorzoeken door de Shell. Meestal kiest men hiervoor 
een directory met de naam 'bin', geplaatat onder de login- 
directory:
$ PATH=:/bin:/usr/bin:/usr/ikke/bin
Het zoekpad zoals dit in PATH opgeslagen staat wordt van 
links naar rechts afgezocht. Hiervan kunt u gebruik maken als 
u bepaalde standaard UNIX-commando's wilt vervangen door zelf­
gemaakte versies:
$ PATH^/usr/ikke/bin^bint/usr/bin
Nu wordt eerst de privfe-directory "/usr/ikke/bin afgezocht 
voordat de standaard-reeks /bin en /usr/bin aan de beurt komt. 
Als u in /usr/ikke/bin een executeerbare file zet met de naam 
'ls' dan zal deze ls uitgevoerd worden en niet de standaard 
"UNIX ls". (Als u dan toch een keer de standaard 'ls’ nodig 
hebt, dan zult u de volledige filenaam daarvan moeten intypen; 
die luidt meestal '/bin/ls').
- MAIL
A.ls u in deze Shell-variabele de naam van uw UNIX-brievenbus 
zet (voor een gebruiker met login-naam 'ikke' aeeatal 
/usr/spool/mail/ikke of /usr/mail/ikke) dan zal de Shell u 
meteen waarschuwen als iemand u post stuurt (normaliter gebeurt 
dit alleen vlak na inloggen). Leze ahell service kost nogal 
wat computer-capacIteit!
-  #
Le variabele '$#' bevat altijd het aantal parameters waarmee 
deze Shell aangeroepen is; laten we eens het voorbeeld bekijken 
waarin we een shell file, met de naam 'hoeveel*, hebben 
gemaakt:
! echo aantal parma:' $# ¡~
geeft:
$ hoeveel 1 2  3 4 
aantal parms: 4 
$ hoeveel a b 
aantal parms: 2
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-  $
De variabele ’$$' bevat het 'proces-nummer' van deze Shell.
Br zijn nog enkele speciale variabelen maar deze zijn van minder 
belang.
t' 9 - 5 - 1 Nogmaals 1 set'
Als u er snel achter wilt komen welke variabelen uw Shell 
allemaal kent (zelfgedefiniSerde of met speciale betekenis) dan 
kunt u in feèn keer een lijstje op standaard output krijgen door 
mi’ddel van ’set' (zonder argumenten):
$ set
HOME=/usr/ikke 
IFS =
PATH=:/bin:/usr/bin:/usr/ikke/bin 
PS1 =$
PS2 = >
WAIL=/usr/spool/mail/ikke 
zelfgemaakt=deze heb ik zelf gemaakt
19*6 Hoe Shell-files uitgevoerd worden
Als de Shell besluit om het gebruikers-commando uit te gaan 
voeren (na filenaam-expansie enzovoorts) wordt volgena het zoekpad 
'PATH1 een file (met x-permissie) in het file-systeera opgezocht en 
daarna als apart proces n&kst de Shell gestart. Het volgende 
plaatje zag u ih het inleidende hoofdstuk over de Shell.
VI
Shell prompt ! 
en leeat j
commandoregel
I
VII
Shell
interpreteert 
c ommando: 
filenaam exp. 
l/0 redirect.
Shell geeft 
opdracht om 
commando te 
starten
I
VI1
Shell wacht 
op stoppen 
c ommando
Commando wordt 
ala apart 
proces uitgev. j
Als het zich handelt om een commando, dat gemaakt en geschreven 
ia in een programmeer-taal zoals C, en dat daarna vertaald is in 
pure machine-instructies, dan zal de file praktisch ongewijzigd in 
het geheugen geladen worden, en letterlijk door de computer­
hardware uitgevoerd worden. Bij een Shell-file die beataat uit 
Instructies voor de Shell, is dat niet mogelijk: er ia immers een 
programma (de Shell) voor nodig om deze instructies uit te voeren.
Er zal dan door de eerste Shell een tweede Shell in het 
geheugen geladen worden, en deze tweede Shell zal de commando's in 
de Shell-file gaan uitvoeren.
Let op: het ia dus niet die Shell die de commando-regel gelezen 
heeft, die de Shell-file gaat uitvoeren; maar er wordt een aparte 
Shell per She11-file gestart:
- T 7 5 -
IShell prompt 
en leest
comraandoregel : i 
commando is 
een Shell-fileî
I
VII
Shell
interpreteert
c ommando: 
filenaam exp-
- I/O redirect
I
VI
, I
Shell geeft 
opdracht om 
commando te
3 tarten
I
VII
V
Shell wacht 
op stoppen 
commando
S Hulp-Shell als 
apart procea 
! uitgevoerd: 
j zal comm and o's 
j uit Shell-file 
interpreteren
Bese constructie is gekozen om de volgende redenen:
- Op deze manier spreekt het vanzelf dat ook Shell-filea in de 
achtergrond kunnen worden gestart.
- Vanuit een Shell-file kan opnieuw een Shell-file aangeroepen 
worden (er wordt dan gewoon een tweede hulp-Shell te hulp 
geroepen vanuit de eerste Hulp-Shell).
In feite was het commando 'sh' dat we in het inleidende 
hoofdstuk over de Shell tegenkwamen die 1 hulp-Shell ’ : hij staat 
opgeslagen in de file: /bin/sh. Als u zou doen:
$ 3h 
$ (zonder filenaam-argument)
dan lijkt er niets te gebeuren, maar in feit© gebeurt er wel iets: 
de tweede Shell wordt gestart; en omdat u geen argument opgeeft 
zal hij zijn invoer verwachten via standaard input (het toetsen­
bord) en hij zal beginnen om een commando te vragen (de bekende 
'$'). Dat er inderdaad twee Shella lopen ziet u als u met 'ps' de 
aanwezige processen opvraagt:
ps
PID TTY TIME
2835 5 1 :01
9855 5 0:00
9880 5 0:04
COKMAND
sh
sh
ps
Het proces ' 3h' met proceaa-id 2835 is de eerste Shell (de 
"login-shell"), die het process 1sh' (de tweede Shell) heeft 
gestart. Het proces 'sh' heeft daarna het commando 'pa' gestart!
Ala u de tweede Shell wilt stoppen geeft u het end-of-file 
teken en u komt weer in de eerste terecht:
$
$
‘D
ps
PID TTY TIME
2835 5 1 :02
9982 5 0:04
COMMAUD
sh
ps
19-7 Het doorgeven van Shell-variabelen
Aan de Shell's die vanuit een eerdere Shell worden aangeroepen 
wordt niet automatisch de waarde van alle Shell-variabelen 
doorgegeven:
$ TEST =“hier ben ik" 
$ echo $ TEST 
hier ben ik 
$ sh
$ echo $TEST 
$ *D
$ eoho STEST 
hier ben ik
(ok, hij is hier gedef ini'êerd) 
(nu een tweede "hulp"-shell)
(hm, hier bestaat hij niet)
(nu de tweede Shell stoppen)
(ja, in de eerste staat hij nog)
Dit geldt dua ook voor Shell-filea; die worden immers ook door een 
tweede Shell uitgevoerd. Stel we maken een Shell-file 'prTEST' 
met daarin:
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Dan:
"echo TEST is: $TEST
$ TEST ="hier ben ik" 
$ prTEST 
TEST is :
$
(niet bekend)
Willen we een variabele laten doorgeven van de eerste Shell aan 
een tweede (derde enzovoorts) Shell, dan moeten we dit expliciet 
opgeven. Hiervoor wordt het commando export gebruikt:
$ export TEST 
$ prTEST
TEST is: hier ben ik 
$
(ja, hij is "ge-exporteerd")
Vooral voor Shell-variabelen die een speciale functie hebben is 
het van belang dat ze " ge-ex po ? teerd" worden: PA.TH, TERM, HOME en 
dergelijke. Met name als u speciale zelfgemaakte commando's in uw 
eigen "bin" directory hebt staan moet u PATH doorgeven aan een 
volgende Shell, anders kunt u deze commando's niet op een 
gemakkelijke wijze vanuit een Shell-file aanroepen:
$ export PATH HOME
is een veel gebruikt commando voordat men aan het werk 
komt vaak in de .profile-file voor).
gaat (dus
Door middel van "export" wordt een Shell-variabele voortaan aan 
alle Shell ' 3 doorgegeven. Het omgekeerde - teruggeven - is niet 
mogelijks Stel u kou doen:
$ TEST-"dit is 1" 
$ export TEST 
$ sh
$ echo $TEST 
dit is 1
$ TEST="dit is 2M 
$ echo $TEST 
dit is 2 
$ ad
$ echo $TEST 
dit is 1
(geef voortaan door aan sub-Shell’s) 
(roep sub-Shell aan)
(hij is doorgegeven)
(nu veranderen in de sub-Shell)
(hij ia veranderd in da sub-Shell) 
(terug naar de eerste Shell)
(in de eerste Shell nog de oude inhoud)
Exporteren is dus eenrichtingsverkeer: vanuit de Shell die het 
commando gelegen heeft, naar de door deze Shell gestarte 
(sub)Shell, U hoeft dus niet bang te zijn dat vanuit een 
uitgevoerde Shell-fil© de Shell-variabelen in uw oorspronkelijke 
Shell veranderd worden.
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Naast het laten uitvoeren van commando's door een sub-Shell is 
het ook mogelijk om de huidige Shell in een file vastgelegde 
commando's uit te laten voeren. Door middel van het '.'-commando 
draagt u hem dit op.
U zou deze faciliteit bijvoorbeeld kunnen gebruiken als u 
regelmatig van terminal-merk, HOME-directory en zoekpad verandert. 
Laten we eens aannemen dat we de volgende commando's in een file 
met de naam 'gewoon' hebben staan:
19.8 Het ' (p u n t )-commando
! TÏÏHMHmerk gewoon T
! HOMS = /us r7 ikke
i PATH*:/bin/:/usr/bin j
1 export PATH HOME TERMi
en eveneens dat we een file hebben, met de naam 'graphics', die 
b evat:
’ ~TERM = merk graph’ics_terminal " J~
H0ME=/usr7 ikke/graphics 
cd
! PATÏÏ = :/bin:/usr/bin:/usr/ikke/graph'
! export PATH HOME TEEM j
Op deze wijze kunt u ’schakelen' met de volgende twee commando's: 
. gewoon
en ook:
. graphics
(Waarom werkt dit niet als gewone Shell-file?)
19-9 Spring- en herhalings-instructiea in de Shell
De Shell kent een aantal instructies waarmee u commando's kunt 
herhalen, commando’s uitvoeren als aan een zekere voorwaarde is 
voldaan en waarmee u kunt "springen" in een Shell.
Gebruik makend hiervan kunt u "echt programmeren": bijvoorbeeld 
de gebruiker om iets vragen, kijken of hij een geldig antwoord 
geeft en daarna een bepaalde reeks commando's uitvoeren.
Of: kijken of een commando gelukt is, indien dat zo is het ene 
doen, en anders het andere.
In de moderne UNIX systemen wordt veel van Shell-files gebruik 
gemaakt om "menu-syatemen" op te zetten: de Shell-file heeft de 
rol van een soort laag tussen de gebruiker en UNIX zelf. De 
Shell-file controleert wat de gebruiker doet en "vertaalt" dit dan
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in gewone UNIX-commando's . Met een beetje handigheid kunt u deze 
Shell-files "begrijpen en zelf veranderen en opnieuw opzetten.
19*9*1 De for-loop
Door middel van de for-loop kunt u commando's herhalen met 
telkena een nieuwe waarde van een Shell-variabele:
for SHELLVAR in 1 2 5 4 
do
echo $SHELLVAR 
done
aal op het scherm produceren:
1
2
3
4
Het commando dat tussen 'do' en 'done' staat zal vier keer 
uitgevoerd worden: de eerste keer wordt de Shell-variabele 
'SHELLVAR' gevuld met ' 1'' , de tweede keer met '2' , dan met '3' en 
de laatste keer met '4'*
In feite is deze for-loop het aflopen van een woorden-lijst die 
na het woordje 'in' moet volgen:
for NAAM in woord! woord2 woordj ........
d o
• * * * ■  ^—
..... j voer uit voor:
..... | NAAM=woord1', NAAM=woord2, ....
. • . « * ^
d one
File-naam-expansie-symbolen, commando-substitutie enzovoorts mogen 
ook weer gebruikt worden:
for FILE in * 
do
echo $FILE 
done
Het symbool * * 1 aal eerst ge-expandeerd worden tot een complete 
lijst van file-namen onder de huidige directory; daarna aal door 
middel van de for-loop deae woorden-lijst afgelopen worden en elke 
file-naam wordt door middel van 'echo $FILE' apart afgedrukt (in 
feite geeft het commando 'ls' dezelfde output, alleen veel 
sneller. Waarom?).
Nog een voorbeeld; het commando:
for FILE in * 
do
cp $FILE $FILE.backup 
d one
maakt snel een duplicaat van alle files onder de huidige
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directory. En:
for GEBRUIKER In hjt ger sjora 
do
write $GEBRUIKER <<eind eboodachap 
Bijeenkomat morgen om 14:00 
eind eboodschap
d one .
Stuurt aan drie personen meteen een boodschap (hier wordt tevens 
gebruik gemaakt van een 'h e r e d o c u m e n t , zoals dat in hoofdstuk 8 
ia behandeld) .
Een uitgebreid voorbeeld;
Stel we willen aan alle gebruikers die op dit moment ingelogd 
zijn een boodschap sturen. Het commando 'writer schrijft maar febn 
gebruiker per keer aan; we moeten 'write* dus een aantal keren 
herhalen: voor elke gebruiker moet de boodachap apart verstuurd 
worden. De hieronder volgende Shell-file: 'write_all' vraagt 
eerst aan u om de te versturen boodschap in te tikken, gaat daarna 
met 'who' na wie er ingelogd zijn, verwijderd daarna met behulp 
van de stream-editor de overbodige informatie uit de lijat van 
'who' en "loopt" door middel van een 'for-loop' door de 
overblijvende namen-lijat:
echo Geef boodachap |
echo Sluit af met: \*D '
BOODSCHAP3'cat'
NA.MEN = 'who l aed 's/ .*//p'i 
for naara in SNAMEW 
do i
echo Naar: $naam 
write $naam <<boodachap \ 
$B00 DSCHAP 
boodachap S
echo Boodschap verstuurd ' 
done
U aiet hoe door middel van commando-substitutie van 'cat' de 
boodschap in een Shell-variabele wordt gezet, die verderop ln een 
'here-document' voor de standaard invoer van 'write' wordt 
gebruikt. Merk ook op dat de string boodachap op de plaats waar 
het einde van het here-document ia, niet mag inspringen. Voor de 
ahell ia die atring als ze wordt voorafgegaan door apaties of 
tabulaties helaas niet hetzelfde als zonder die dingen (maar ze 
was wel zonder die dingen gedefiniëerd) . Merk ook op dat het A 
teken moet worden 'gequote' omdat het letterlijk op het scherm 
moet verschijnen, en de ahell het bij de uitvoering van het 'echo' 
commando niet als pipe-aymbool mag interpreteren.
1'9*9.2 Kiezen door middel van 'case'
Als u Shell-files bouwt, die met behulp van parametera of door 
een vraag- en antwoord-spel met de gebruiker "gestuurd" worden, 
zal het vaak voorkomen dat u, al naar gelang de waarde van een 
parameter of zojuist ingelezen Shell-variabele, sprongen in uw
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programma moet maken: "bij da ene waarde moet dit gedaan worden, 
bij een andere wat anders.
De ’case'-constructie kan dan handig zijn:
case SVARIABELE in <- al naar gelang waarde ga naar: 
waardel ) deze plaats als gelijk aan 'waardel'
waard e2)
esac
<- betekent: ga naar 'esac'
deze plaats als gelijk aan 'waarde2'
<- betekent: ga naar 'esac'
<- 'eaac' = einde case-constructie
Bijvoorbeeld: maak een commando 'dir' met twee opties:
- dir lang
Moet hetzelfde geven als 'ls -1'
- dir kort
Moet hetzelfde geven als 'ls'
- dir <andere opties>
Moet een foutmelding geven
case $1 in -------------------------------- —  — — T
lang)
1 s -
kort)
j 5
ls
*)
\ 5
echo Foute parameter: $1|
echo Of: lang
echo Of: kort j
esac i
De "waarde" betekent: al het a,ndere. Als $1 niet gelijk is
aan "lang" of "kort” worden de hierna volgende commando's 
uitgevoerd. U mag bij de waarden gebruik maken van dezelfde 
expansie-symbolen als bij de file-naam-generatie (vandaar dat 
alles betekent). Bovendien mag u door middel van ' ' ' 
verschillende waarden scheiden die behoren bij een en dezelfde 
reeks commando's.
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Het volgende programmaatje copi’éert files naar een directory 
met de naam '/usr/ikke/backup' , maar aal eerat om toestemming 
vragen alvorens dit te doen; geldige antwoorden zijn: j, J* ja, 
Ja, JA, n, N, nee, Nee en NSB; bij een fout antwoord geeft hij een 
boodschap en copi&ert niet:
for i in * 
do
echo File $i copieren? 
i read antwoord 
! case iantwoord in
1 j|jSja]JaSJA)
cp $i /uar/ikke/backup 
echo $i gecopleerd
1 J *
n 1 N 1 nee’Nee] NEE)- 
i echo $i niet gecopieerd
f f J
i *)
echo Fout antwoord 
echo $i niet gecopieerd
!; * •1 t t
esac
j d one_____ _____________'______ __
Ala u wenst te volstaan met geldige antwoorden: j, J, n en N had u 
het (gebruik makend van regular-expreasie symbolen) ook zo kunnen 
schrijven:
1 II .... ................ \
! [jj]> !
1 cp $i /usr/ikke/backup'1 Ii ..... i
! [nH]) !
i echo Fout antwoordi ii . . . . .  i
Als laatate opmerking: de Shell loopt de diverse waarden in de 
tabel in de volgorde af zoals ze in de file staan; bij de eerste 
"passende" stopt hij en voert de daarop volgende commando's uit en 
zoekt daarna NIET MEER de volgende waarden af (ook al zouden ze 
ook "passen"):
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I • • • I •
case $antwoord in! *) .
echo DIT VOEDT ALTIJD GEDAAN
ï;
ietsanders)
echo SN DIT DUS NOOIT
i * *. r j1I ....
19.9-3 Teaten en springen
Elk commando dat stopt eal aan de Shell een zogenaamde 'exit- 
code' teruggeven- Deze exit-code is een klein geheel getal, 
waarmee het programma aan de Shell doorgeeft of het zijn taken al 
of niet met succes heeft kunnen uitvoeren. Een exit-code 0 
betekent (bij conventie): alles is goed afgelopen, een exit-code 
ongelijk O betekent: om eeq of andere reden kon ik de aan mij 
gestelde opdracht niet uitvoeren. Door middel van de waarde kan 
bovendien de reden van het falen worden teruggegeven.
Deze exit-code krijgt u normaliter nooit onder ogen (als u er 
prija op stelt om deze te zien: de Shell-variabele $? bevat de 
exit-code van het laatst uitgevoerde commando). We kunnen hem 
echter wel gebruiken: U kunt de exit-code testen en al naar gelang 
de uitkomst bepaalde commando's al of niet uitvoeren. 
Bijvoorbeeld: verwijder alle files onder de huidige directory 
waarvan de inhoud het woordje "UNIX" bevat:
for i in * 
d o
if grep UNIX $i > /dev/null
then
rm $ i
fi
done
Door middel van de for-loop worden alle files in de huidige 
directory afgelopen. Voor elke file wordt met behulp van het 
commando 'grep' gekeken of het woordje UNIX hierin voorkomt; de 
normale uitvoer van 'grep' schrijven we naar de file ’/dev/null’ - 
zodat we deze uitvoer niet op het scherm krijgen. De exit-code 
van 'grep' zal O zijn als hij iets vindt en ongelijk 0 als hij 
niets in de file vindt. Alleen als 'grep' een exit-code gelijk 0 
geeft wordt het commando 'rm $i' uitgevoerd: hiervoor zorgt de 
if-then-fi constructie.
if Gewoon UNIX commando 
then
.......... ......  <- uit te voeren wanneer exit-code
........... . gelijk is aan nul
fi
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Men. ziet deze constructie ook wel op de volgende manier:
if Gewoon UNIX commando 
then
.... ....... ......<- uit te voeren wanneer exit-code
............ . .. gelijk ia aan nul
elae
. .............. .. <~ uit te voeren wanneer exit-code
............ ......ongelijk ia aan nul
fi
Dus
if grep UNIX $i 
then
echo $1 bevat het woordje UNIX 
echo we gooien hem nu NIET weg
el se
echo $i bevat NIET het woordje UNIX 
echo we gooien hem nu WEL weg 
rm $ i
fi
In Shell-files zult u in het bijzonder gebruik maken van de 
exit-code van een speciaal soort commando: 'teat'. In feite 
"doet" dit commando nie'ts, het "test" alleen of datgene wat u als 
parameters meegeeft "waar" ia of "onwaar". Door middel van exit- 
code 0 rapporteert 'test' aan de Shell dat het "waar" is, door 
middel van exit-code 1 dat hst "onwaar" is. Bijvoorbeeld: gooi 
alle files onder de huidige directory weg die lengte nul hebben:
for i in * 
do
if test -s $ i
then
echo $i heeft lengte ongelijk nul
el se
echo $i heeft lengte nul 
rm $i
fi
d one
De parameter '-s' van 'test' betekent: ga na of het volgende
argument de naam is van een gewone file met een lengte ongelijk 0;
als dit het geval is geef exit-code "waar" (* 0) terug, anders 
exit-code "onwaar" (ongelijk 0) terug.
Met "test" kunt u tasten op alle mogelijke zaken:
- Ga na of een file voldoet aan:
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- test -r filenaam.
Ia de file te lezen.
- teat -w filenaam
I3 de file te beschrijven
- teat -f filenaam
Beataat de file en is het geen directory
- test -d filenaam
Bestaat de file en ia het een directory 
■ - test -a filenaam
Bestaat de file en heeft deze een lengte groter dan 0
- Voldoet een string (bv. zoals opgealagen in een Shell- 
variabele) aan bepaalde normen:
- teat -z string"!1
Is "stringi" de nul-atring; i.e. heeft hij lengte 0
- teat -n string!1
Ia "atringi" niet de "nul-atring"; i.e. heeft hij een lengte 
ongelijk O.
- test atringi = atring2
Zijn "atringi" en "string2" aan elkaar gelijk
- teat atringi != string2
Zijn "atringll** en "string2" ongelijk '
- test atringi .
Ia "string!1" de nul-string; in feite equivalent met: test -z 
a tringt1
- Beschouw de inhoud van de atring-argumenten als gehele getallen 
en kijk of ze voldoen aan:
- test atringi -vergelijking string2
Hierbij ataat vergelijking voor: eq ® gelijk aan, ne =■ niet 
gelijk aan, gt =* groter dan, ge ** groter of gelijk, lt =* 
kleiner dan, le » kleiner of gelijk.
- Combinaties van voorafgaande 'testen' door middel van;
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t 6 S t .*»».»•. ■* &
De "logische ENH operator
t S S t lí«»«»*» — 0 ...*.»»»**
De "logische OP" operator
test ! .............
De "logische NIET" operator
en haakjes ( en ) om stukken te groeperen.
Bijvoorbeeld:
- Is "/usr/ikke" een directory EN mag ik er in schrijven: 
test -d /usr/ikke -a -w /usr/ikke
- Bevat de Shell-variabele GETAL een getal dat groter is dan 1 EN 
kleiner dan 10:
test SGETAL -gt 1 -a $ GETAL -lt 10
Let goed op de spaties tussen de argumenten! Elke optie en 
waarde is gescheiden door middel van een spatie.
Het volgende Shell-programmaat j e "copytree", copl'éert alle 
files en directories die vallen onder een bepaalde directory, naar 
een andere plaats in het filesysteem, -waarbij de "boomstructuur" 
behouden blijft. Het doet dit op de volgende manier:
- Maak: de nieuwe directory
- Doorloop de file-laag vlak onder de oorspronkelijke directory 
file voor file.
- Kijk of de file een "gewone" file of een "directory" is
- Indien het een "gewone" file is: copi'èer hem door middel van
cp .
- Indien het een "directory" is: copi'èer de directory en alles 
wat hieronder valt door het programma "copytree” nogmaals aan 
te roepen (recursiviteit).
Syntax: copytree van-direotory naar-directory 
Het centrale stuk wordt:
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1 -feweede arg is nieuwe dir.
] ga naar oorspronkelijke dir. 
doorloop alle files
ia het een gewone file ? 
ja, dan:
copiSer met "op" 
anders ia het een dir:
$ 2 / $ i j doe het met "copytree"
I i
Uiteraard is dit programma niet compleet: voordat aan het copiëren 
geslagen wordt zal het programma nog moeten controleren of:
- Het inderdaad met twee argumenten aangeroepen ia 
(oorapronkelijke en doel-directory):
if test $# -ne 2 
then
echo Gebruik: copytree van-dir naar-dir 
exit 1
fi
Door middel van het 'exitcommando stopt de Shell-file en 
geeft de hierbij horende waarde als exit-code terug.
- Of het eerste argument inderdaad een directory ia en of deze 
leesbaar i3 zodat we erin kunnen kijken:
if test ! \( -d $1 -a -r $1 \) 
then
eoho Directory $fi bestaat niet of is niet leeabaar 
exit 1
fi
(De "\" voor de haakjes staat er omdat ( en ) een speciale 
betekenis voor de Shell hebben en dua "gequote" moeten worden; 
dat had ook gemogen door ze tussen quotes te zetten: '(' en *)1
- Of het inderdaad lukt om de "doel-directory" aan te maken:
if mkdir $2 
then
echo Directory $2 gemaakt
else
echo Directory $2 kan niet gehaakt worden 
exit 1
fi
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Heel "belangrijk: is de ndoel"-directory geen. "sub-directory" 
van de oorspronkelijke directory. Ia dat het geval dan moeten 
we stoppen omdat anders het programma 3teeds maar door blijft 
gaan met copiSren. In de volgende paragraaf zullen we een 
Shell-file "subdir" maken die dit doet:
if aubdir $11 $2 
then
echo $2 is subdirectory van $1 
exit 1
Zoals het programmaatje boven ataat werkt het alleen goed als 
het tweede argument een volledige padnaam ia (waarom?). Daarom 
vervangen we dit argument na het maken van de tweede directory 
door de volledige padnaam:
* ♦ * *
HIERBENIK='pwd' 
cd $2
NAARDÏR^'pwd' 
cd SHIERBENIK 
set $1 SNAARDIR 
cd $1
Het complete programma wordt dan:
if teat $# -ne 2 
then
echo Gebruik: copytree van-dir naar-dir 
exit 1‘
f i
if test ! \( -d $1< -a -r$H \) 
then
echo Directory $1* beataat niet of is niet leesbaar 
exit 1
if mkdir $2 
then
echo Directory $2 gemaakt
el se
echo Directory $2 kan. niet gemaakt worden 1 
exit 1
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| if subdir $1' $2 
then
echo $2 is subdireo tory van $1* 
ex it 1
fi
HIBRBENIK3'pwd'
! cd $2
|NAARDIR='pwd'
! cd $HIERBBNIK 
! set $11 $NAARDIR 
! cd $1
I for i in *
{ do
if test - f $i 
] then
cp $i $2/$i
else
copytree $i S2/$i
! fi 
done '
Het nadeel van dit Shell-programma is dat het vrij traag is: 
per over te copiëren file worden minstens twee andere commando'a 
(teat en cp) aangeroepen. Vandaar dat veel UNTX-syatemen een 
speciaal in C geschreven commando voor het copiSren van file-bomen 
hebben. Vandaar ook dat in UNIX System V de 'test' geen apart 
commando (= programma) meer is, maar in de phell is ingebouwd. In 
System V ia nog een andere notatie voor 'test' beschikbaar. In 
plaata van:
test expressie
mag u ook gebruiken:
[ expressie ]
waarbij om de haken heen spaties moeten staan. Het sleutel-woord 
'test' vervalt hierbij. Deze notatie komt meer overeen met 
datgene wat in "normale" programmeertalen gewoonte is. De prijs 
die u voor deze notatie betaald is dat uk shell-programma's niet 
zonder meer op andere UNIX-systemen overdraagbaar zijn. (Opgave 
voor gevorderden: maak een ahell-file met de naam '[* waardoor 
System-V 3hellfiles wèl zonder meer overdraagbaar zijn)
19*9.4 De while-loop om commando's te herhalen
Terugspringen in Shell-scripts is niet rechtstreeks mogelijk: 
een "goto" - zoals in Basic voorkomt - is niet aanwezig. Er is 
echter wel een test- en herhaal-inatructie:
whlle gewoon UNIX commando 
do
<- te herhalen commando's
done
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Het 'gewoon UNIX-commando* wordt uitgevoerd, en als dit exit-code
0 geeft worden de commando’s tussen de 'do' en de 'done' 
uitgevoerd. Daarna wordt het ’UNIX-commarido' weer uitgevoerd en 
als dit weer exit-code 0 geeft worden de commando's nog een keer 
uitgevoerd. Dit net zolang totdat het 1UNIX-commando' exit-code 
ongelijk 0 geeft.
Bijvoorbeeld (ieta voor de UNIX-syateembeheerder): Kijk elke 60 
seconden of de hoeveelheid vrije ruimte op de disk /dev/rp03 
beneden de 2000 blokken ligt en atuur alle gebruikers in dat geval 
een boodschap om files op te ruimen. We nemen aan dat het 
programma 'df' dat de vrije ruimte uitrekent uitvoer geeft van de 
vorm :
/dev/rp03 lí
waarbij het getal 'N' het aantal op dat moment vrije blokken is. 
(Let op: bij UNIX System V ziet de uitvoer van 'df' er iets anders 
uit). Dan volgt hier de shell-file:
j set 'df /dev/rp03" ~~ j*
while test $2 -lt 2000 
! do
/etc/wall < <EINDE
Nog altijd te weinig disk-ruimtei
Eerst files opruimen 
i Dan paa verder werken '
EINDE
sleep 60
set 'df /dev/rpO?' 1
i donei Ii i
/etc/wall < <EINDE 
t Dank uvoordemedewerking j 
Er ia nu weer voldoende vrije ruimte 
1 EINDE ____ ______________ _ ______ ______ |_
Het nu volgende programmaatje *subdir' bepaalt of het tweede 
argument een subdirectory van het eerste argument is. We zullen 
de triviale controles (zijn er twee argumenten, zijn het inderdaad 
directories enzovoorts) aan de lezer overlaten.
Het programmaatje werkt als volgt: het onthoudt eerat de 
volledige padnaam van het startpunt, en ook die van de eerste 
directory. Het gaat dan naar de tweede directory en wandelt door 
middel van "cd ,." naar hoven in de file-boom totdat het 6f in de 
eerste directory terecht komt (en dan is de tweede dus een 
subdirectory), of totdat het in de root-directory terecht komt (en 
dan is de tweede dus geen subdirectory).
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! IËR B ËNIK “ ' p w d ' ' T
cd $1
EERSTEDIR-'pwd'
! cd $HIERBEKIK
! cd $2 i i
while test 'pwd' ! - $EERSTEDIR -a 'pwd' !=* / 
do
cd . .
| done i
j if teat 'pwd' = / 
then
exit 1
| else
! exit 0
l_fi______________________________________
Wilt u commando’s blijven herhalen dan kunt u gebruik maken van 
commando's ala ’true’ en 'false' die niets anders doen dan exit- 
code 0 en 1 teruggeven. Bijvoorbeeld:
Kijk elke 10 minuten naar de hoeveelheid vrije ruimte op disk 
/d ev/rp03•
Indien beneden 2000 blokken; verstuur elke minuut een boodschap 
naar iedere gebruiker:
while true 
do
sleep 600
set 'df /dev/rp05' 
while test $2 -It 2000 
do
/etc/wall <<B00DSCHAP
Files opruimen;
er is ta weinig ruimte!
BOODSCHAP
set 'df /dev/rp0 5' 
sleep 60
done
done
Erg krachtig is 'while' ook in combinatie met het 'read' 
commando. Met z o ' n combinatie kan een loop zó gecontroleerd worden 
dat ze èfenmaal wordt uitgevoerd voor elke regel output die door 
een voorafgaand commando wordt geproduceerd. Bijvoorbeeld:
ls l while read x 
do
echo de volgende file is $x
done
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Break en Continue
Het commando 'break' zal een for- of while-loop geforceerd 
beëindigen, bet commando 'continue' zal de volgende herhaling van 
de for- of while-loop doen inzetten.
1:9 • 10 Allerlei ■ '
Van de Shell zijn nog een heleboel zaken meer te leren. In de 
volgende paragrafen worden in het kort allerlei topics behandeld, 
bedoeld voor de Shell-fijnproever. Voor gedetailleerde informatie 
verwijzen we naar het UNIX Programmera Manual.
19.10.1 Quoting
Door middel van "quoten" vertelt u tegen de Shell dat een of 
meerdere charactera hun "apeciale" betekenis verliezen en 
letterlijk opgevat moeten worden. Het gaat onder meer om de 
volgende apeciale symbolen: ■
* ? [] $
I; & ( ) I 
< >
spatie,tab 
new-line
File-naam expansie symbolen 
Parameter-* en keyword-substitutie 
Commando-substitutie
Andere symbolen: redirection, achtergrond enz. 
scheiding van parameters 
beëindiging command o-regel
U kunt een dergelijk symbool ontdoen van zijn apeciale
betekenis door er een 'V voor te zetten. Als dit echter al te
vaak op een regel voorkomt wordt het geheel nogal 
onoverzichtelijk.
Door middel van de quotes ' en " kunt u hele stukken "quoten". 
Voor beide notaties geldt, dat alles wat tussen de quotes staat 
als een enkel argument wordt 'opgevat:
of :
geeft
terwijl
geeft:
set "eerste argument” "tweede argument"
set 'eerste argument' 'tweede argument'
echo $1
eerste argument 
echo $2
tweede argument
set eerste argument tweede argument
-- 1*93 —
echo $1 
eerste 
echo $2 
argument
Verder geldt voor de enkele quote: '..... ' , dat elk
afzonderlijk character hierbinnen (behalve de ' zelf), ontdaan 
wordt van zijn apeciale betekenis. Voor 4® dubbele quotes:
"..... ..." geldt dat de $ en de ~ (back-quote) voor parameter-,
keyword- en commando-subatitutie, hun speciale betekenia blijven 
houden, terwijl de andere symbolen hun speciale functie verliezen. 
B i’j v o o rb e e 1 d :
$ echo ’ $H0HE ’ ’'who am i''
* $H0ME 'who am i'
$ echo "$H0ME" "'who am i'"
* /usr/ikke ikke ttyl1 Sep 30 13:10
19-10.2 Nog meer met het commando 1aet*
Het commando 'set' heeft nog een derde toepassing: u kunt 
optiea aan- en uitzetten waarmee u de loop van een Shell-programma 
kunt volgen, waarmee u een ¡jShell-programma automatisch kunt laten 
stoppen als er een fout optreedt, enzovoorts:
set -v
Zodra de Shell een commando-regel gelezen heeft, maar voordat 
hij filenaam expansie enz. doet, zal hij deze naar het scherm 
(standaard uitvoer) gcho-en. ïï kunt ao de loop van het 
programma volgen.
set -x
De Shell zal de commando-regel naar het scherm echo-en zoals 
deze in feite uitgevoerd gaat worden (dus nk variabele-, 
commando-sub stitutie en fil e-naain-generatie) .
set -
Zet de voorgaande opties (-x en -v) af. 
set -n
Lees de commando’s, maar voer ze niet uit. 
set ~u
Beschouw het als een fout wanneer er geprobeerd wordt om een 
ongedefiniSeerde variabele te gebruiken (normaliter wordt dan 
de "nul-string" hiervoor gesubstitueerd).
set - e
Als er een fout optreedt (bv. commando bestaat niet, bij 
redirection kan een file niet geopend worden enz.) stop dan 
meteen met de executie van de Shell-file (normaliter gaat de 
Shell door met de volgende oommando-regel).
19.10.3 Opvangen van interrupta: trap
Shell-programma*a reageren net als elk ander ÏÏNIX-commando' a. 
op seintjes die u het geeft - bijvoorbeeld met het 'kill' 
commando, of met de DEL toeta of met de ctrlA\ toets. Ook als u
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de terminal uitzet zullen ze stoppen omdat dan door het systeem 
een "hangup"-signaal verstuurd wordt (behalve als u ze gestart 
hebt door middel van 'nohup'). Door middel van het 'trap'- 
commando kunt deze 1signals' binnen in uw Shell-file opvangen, dat 
wil zeggen: ze negeren of een apeciale actie ondernemen.
Bijvoorbeeld: een Shell-programma maakt gebruik van een 
tijdelijke werk-file, bijvoorbeeld /usr/tmp/tmp$$ (merk op dat de 
$$ betekent: substitueer hier de shell variabele '$', en die 
betekent: het huidige proces codenummer). Het is wel zo netjes 
dat deze opgeruimd wordt, ook als het commando geforceerd gestopt 
wo rdt :
j trap " rm /usr/tmp/ tmp$$; exit " f 2 f 5 j"
Als het Shell-programma een van de signals 1=hangup, 2=interrupt,
15~terminate ontvangt, dan wordt uitgevoerd:
rm /usr/tmp/tmp$$ ; exit
De 'exit' moet er staan als u de Shell na het ontvangen van het 
signal wil laten stoppen. Laat u het weg dan zal de Shell na 
uitvoeren van "rm /usr/tmp/tmp$$" rustig doorgaan met executie van 
het commando dat werd onderbroken toen het 3ignal arriveerde.
Een "leeg" commando betekent: negeer het signaal totaal. De 
syntax van 'trap' is dus:
trap argument-dat-command o's-bevat 
lij st-van-signaal-nummers
Hierbij moet u in de gaten houden dat het eerste argument twee 
maal door de Shell worden "gezien": de eerste keer bij het 
uitvoeren van 'trap' zelf, de tweede keer als het aignal wordt 
ontvangen. Er bestaat dus een subtiel verschil tussen:
trap "rm /usr/tmp/tmp$$" 2 5 15
trap 'rm /usr/tmp/tmp$$' 2 3 15
In het eerste geval wordt *$$' gesubstitueerd op het moment dat 
het trap commando zelf wordt uitgevoerd, in het tweede geval wordt 
'$$' gesubstitueerd op het moment dat het signal wordt ontvangen 
en het commando: '* rm /usr/tmp/tmp$$" wordt uitgevoerd.
19-10.4 Wachten op afloop van andere commando's: wait
Door middel van het-commando 'wait' laat u de Shell wachten op 
de afloop van commando's die in de achtergrond zijn gestart (op 
commando's in de voorgrond wachtte hij uit zichzelf al).
Stel u hebt een teat-programma waarmee u de snelheid van uw 
systeem wilt meten. U wilt nu bijvoorbeeld nagaan hoe het systeem
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zich gedraagt als er fefen, twee, drie enzovoorts, van deze testen 
tegelijkertijd lopen (men noemt dit wel: een benohtark waarmee men 
de multi-procesaing capaciteiten van een aysteem meet).
Stel we noemen het teat-programma: unixteat. We drukken de 
stopwatch in en tikken razendsnel in:
$ unixteat &
1 555
$ unixteat &
1 588
$ unixteat 4 
1 593 
$ wait
en atarten dus drie programma's in de achtergrond. Door middel 
van 'walt’ wacht de huidige Shell totdat de drie achtergrond­
programma's alle afgelopen zijn. Hierna verschijnt de '$' weer en 
we drukken de gtop-watch nogmaals in. Op deze manier hebben we de 
tijd die ervoor nodig was om drie programma's tegelijk uit te 
voeren (min of meer, waarom?)
Het bepalen van de tijd kunnen we ook dpor UNIX laten doen, en 
het razend-snel intikken kunnen we voorkomen door alles in een 
file te zetten. Ziehier een shellfile met de naai 'draai':
j for i in 
do
unixteat &
i done
wait ________
U ziet de subtiele manier waarop een aantal processen worden 
gestart: het aantal wordt bepaald door het aantal argumenten dat 
we bij het geven van het commando 'draai' opgeven (de waarde van 
die argumenten zelf is irrelevant).
De tijd bepalen we door middel van het UNIX commando 'time' (op 
dezelfde regel gevolgd door het commando dat "getimed" moet 
worden) .
$ time draai 1 2 3
2355 
2358 
2362
real 
user 
sys 
$
De tijd wordt opgeven (minuten:seconden.fractie) voor wat betreft 
drie zaken:
real
De tijd die veratreken is tussen atarten en stoppen van het 
commando (deze yarièert sterk naarmate het systeem drukker ia).
1 5 . 0
5.0
2.0
-  1 l 9 6  -
uaer
He tijd die het commando zelf nodig gehad heeft van 
(maar zonder de hierna genoemde 'sys' time component).
d e cpu
aysDe tijd die de ÜNIX-kernel heeft besteed om allerlei diensten 
voor het proces te verrichten (lezen, achrijven en al die 
dingen die via de kernei lopen).
0 pmerking
Het commando 'wait' wacht alleen op processen die direct vanuit 
de Shell die moet "wachten” zijn gestart. Bus niet op processen 
die in de achtergrond door een aub-Shell van deze Shell zijn 
gestart (tenzij de sub-Shell er weer op wacht, dan gaat het goed). 
Een ahell wacht alleen op zijn "eigen" kinderen.
19*10.5 Rekenen in de Shell: expr
In de Shell zelf zijn geen expliciete numerieke reken­
faciliteiten opgenomen. De Shell ia nu eenmaal niet gemaakt om 
rekenwerk op variabelen uit te voeren maar om processen te sturen. 
Wilt u toch wat rekenwerk doen (bv. om een tellertje op te hogen) 
dan kunt u gebruik maken van het UTÏIX-commando 1 expr' : de 
argumenten horen een rekenkundige expressie te zijn en het 
resultaat hiervan wordt door ’expr' naar standaard output 
geschreven:
$ expr 1 + 2 
3
$ expr 1(2 \* 2 
1 6
$ expr 3 \> 1' 
t
$ expr 2 \>= 1'0 
0
- 8
(let op de spaties !)
( 1' = waar)
( 0 = onwaar )
Let op de backslashes die ervoor moeten zorgen dat de shell van 
die speciale tekens afblijft die ook voor de shell betekenis 
hebben (*, >) maar die ongeschonden aan 'expr' zelf gegeven moeten 
wo rd en.
Als de uitkomst van het rekenwerk '0' is, wordt exit-code 1 
gegeven. Als de uitkomst ongelijk '0' is wordt exit-code 0 gegeven 
(inderdaad, precies omgedraaid aan wat u verwacht! Dit is 
afkomstig van de C-conventie voor "waar" en "onwaar").
Bijvoorbeeld: de Shell-file ' repeat' herhaalt een UÏTTX-commando 
een aantal keren. Starten van de shell file gaat als volgt:
repeat aantal keren UNIX-commando argumenten ..
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COUJTT-il1 
I shift
maak een tellertje 
$11, $2, ... bevat nu 
UNIX-commando
|while expr $C0UNT \> 0 
! do! *-* ia: $1' $2 $3 $3 ---
conn, substitutie om 
teller te verlagen
COUNT3' expr $COUNT - 1>
I done
Het commando 'expr' kent de volgende operatoren, en operatoren 
zowel als operands moeten altijd door middel van spaties van 
elkaar gescheiden worden op de commando-regel (en vergeet niet dat 
sommige symbolen door een \ uit handen van de shell moeten worden
Optellen, aftrekken, vermenigvuldigen, delen en modulo van 
gehele getallen!
< < = = ■ ! = ■ > >  =
Kleiner, kleiner gelijk, gelijk, niet gelijk, groter en groter
De logische 01 en EN operatie. Ook hiervoor geldt: 0=onwaar, 
1=waar (en ook deze moet u bij de ahell weghouden).
Om te groeperen (Deze ook weghouden bij de shell).
Verder is er nog een operator ':' waarmee u strings kunt 
vergelijken met reguliere expressies:
De 1 string' wordt vergeleken met de 'reguliere expressie' . Indien 
ze "paaaen" krijgt u het aantal passende symbolen op standaard 
output (en exit-code 0), als ze niet passen krijgt u 0 op 
standaard output (en exit-code 1). De 'reguliere expressie' moet 
passen vanaf het eerste character van de 'string’:
Net ala in de editor 'ed' kunt u gebruik maken van de 3ymbolen 
\( en \) om stukken uit de string te selecteren:
De gevonden "substring" wordt in dit geval naar standaard output 
geschreven (nu krijgt u dus niet meer het aantal) en de exit-code 
ia 0 indien dit niet de nul-atring is.
gelijk. Ala beide argumenten numeriek zijn wordt de 
vergelijking numeriek uitgevoerd', anders lexicografisch. De 
uitkomst is: 0 indien onwaar, 1 indien waar.
( )
expr 'string' : 'reguliere expreaaie'
$ expr 'hier zit eeeeeeeen in’ : ' e*'
0
$ expr 'eeeeeeeen zit hierin' : 'e*'
8
$ expr 'hier zit Jan in' : ’.*\(Jan\)' 
Jan
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Het programmaatje ’ auhdir’ dat nagaat of het tweede argument 
een subdirectory ia van het eerste argument, kan dan iets 
eenvoudiger geschreven worden:
] HIERBENIK='pvd' '
1 cd $11
1 3UBDIR='pwd'
\ cd $HIERBEtïIK
| cd $2 j
' niR^'pwd'
! if ex pr "$DIR" : "$SUBDIR" > /dev/null| 
then
exit 0
else
exit 1
(waarom nu in plaats van: ?)
20. De C-Shell
20.1 Inleiding
De C-Shell is een alternatieve commando-interpreter die - naast 
de klassieke Bourne-Shell - op veel systemen in gebruik is. De 
C-Shell is ontwikkeld door ¥. Joy aan de Universiteit van 
Californiö te Berkeley. Vandaar dat men de C-Shell dan ook altijd 
op de BSD-Systemen aantreft, maar tegenwoordig ook vaak op andere 
UUIX-gy3temen (zoals System V) naaat de Bourne-Shell.
De C-Shell bevat de volgende kenmerkende verschillen met de 
Bourne-Shell:
- Uitgebreide 1proces-controle' faciliteiten waarmee processen 
van voorgrond naar achtergrond (en omgekeerd) kunnen worden 
geschoven, tijdelijk kunnen worden gestopt en de 
administratieve gereedschappen die hierbij nodig zijn.
- Een 'history-list' waarmee commando’s die eerder zijn gegeven, 
al of niet gewijzigd, op de huidige commando-regel kunnen 
worden herhaald.
- Een programmeer-syntax die veel weg heeft van de taal C. 
Uitgebreidere operatoren ingebouwd in de Shell waarmee 
gerekend, getest en waarmee met atringa kan worden 
gemanipuleerd In de Bourne Shell moeten hiervoor aparte 
Utilities, zoals expr, worden aangeroepen.
Ten nadele van de C-Shell kan worden gezegd:
- De programmeer-faciliteiten zijn - alhoewel in eerste instantie 
fraaier ogend - niet zo flexibel als die van de Bourne-Shell:
- Controle-structuren (bijv. if-then-else) kunnen vaak niet 
genest worden.
- Controle-structuren kunnen niet in hun geheel in de 
achtergrond worden gestart; de output van een controle­
structuur kan niet in zijn geheel geredirect worden, 
enzovoorts.
Deze laatste punten zijn een direct gevolg van de manier waarop de 
C-Shell zijn commando's interpreteert: hij leest regel voor regel, 
slaat bij controle-structuren regels over of gaat regels in de 
input terug. De Bourne-Shell leest een controle-structuur in zijn 
geheel en bepaalt aan de hand hiervan hoe de structuur is en wat 
er gedaan moet worden (hij 'parseert' de input). In feite lijkt 
de C-Shell wat dit betreft'op de Versie-6 Shell - hij is hier 
inderdaad ook uit ontwikkeld, maar gigantisch uitgebouwd - terwijl 
de Bourne-Shell een nieuwere ontwikkeling in UNIX-Versie 7 is.
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Samengevat zouden we durven stellen:
- De C-Shell is superieur in interactief gebruik
- De Bourne-Shell biedt betere programmeer-faciliteiten, alhoewel 
op sommige punten iets omslachtiger dan de C-Shell.
In het volgende zullen we een overzicht geven van de 
faciliteiten van de C-Shell, waarbij kennia van de Bourne-Shell 
bekend aal worden verondersteld. Verdere informatie ia te vinden 
in het UNIX Programmers Manual (cah(l)), en in het artikel 'An 
introduction to the C-Shell', dat deel uitmaakt van de atandaard 
Berkeley UNIX-documentatie.
2 0.2 Het atarten van de C-shell
De C-shell kan op twee manieren gestart worden:
- Automatisch bij inloggen in plaats van de Bourne-Shell, als 
logln-ahell.
- Vanuit de Bourne-Shell door middel van het commando: 1 cah' .
U kunt met het commando 'chsh* uw default login-ahell veranderen 
(dan wordt het betreffende veld in de ' password' file voor u 
gezet) :
chsh loginnaam /bin/sh (Bourne Shell)
chsh loginnaam /bin/csh (C Shell)
De C-login-ahell aal eerst de commando's in de file '.login' in uw 
login-directory uitvoeren. Die file komt dus in de plaats van de 
. prof ile file bij de Bourne Shell. “Wilt u er zeker van zijn dat u 
gebruik kunt maken van alle faciliteiten van de C-shell, zorg er 
dan voor dat de terminal-driver op de juiate manier is afgesteld, 
bij voorbeeld:
stty eof \ AD intr \AC kill \*U erase \A? 
stty susp \*Z dsusp \*Y
De 'susp'- en 'dsusp' houden verband met de proces-controle 
faciliteiten die hierna behandeld worden. Merk de \'s op, die 
dienen om te voorkomen dat de shell de A als een plpe-aymbool 
beschouwt.
De default prompt van de C-shell is het ^-teken.
20-3 Shell variabelen in de C-ahell
Ook de C-Shell kent variabelen die alfa-numerieke stringa 
bevatten. Op de volgende punten moet u letten als u de Bourne- 
shell gewend bent:
- Een Shell-variabele bevat altijd een of meerdere "woorden” . 
Het de '-quote kunt u ervoor aorgen dat een "woord" spaties 
bevat.
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Toekennen van een waarde:
Dit gebeurt met het commando 'set': ■
% set varl=woord
% set var2=’een woord met spaties erin’
% set var3=(woord1 iroord2 woord3 'het vierde woord’)
Substitutie van de inhoud van een variabele in een regel:
Zoals in de Bourne-Shell door middel van de $-prefix. Bevat 
een variabele meerdere "woorden", dan kunnen deze afzonderlijk 
gesubstitueerd worden door middel van een [«••] notatie:
% echo $var1 
wo o rd
% echo $var3
woord! woord2 woord3 het vierde woord
% echo $var3[2]
woord2
% echo $var3[4] 
het vierde woord 
% echo $var3[l-2] 
woordl woord2
De gebruikelijke regels t.a.v. "quoting” zijn van 
toepassing.
Speciale variabelen
De belangrijkste zijn:
$#naam
Het aantal "woorden" in de variabele "naai".
$argv
Equivalent met de lijst van commando-regel argumenten ($*).
$argv[getal]
Een enkel argument (equivalent met: $getal)-
path
Het commando-zoekpad van de Shell. Elke directory wordt als 
apart woord opgegeven. Een ". * betekent uiteraard: huidige 
directory. Bijvoorbeeld:
set path (, /bin /usr/bin /usr/ikke/bin)
home
De HOME-directory. Er bestaat overigens een extensie van de 
filenaam-expansie waarin met het teken de home-directory
als prefix van een filenaam aangegeven wordt.
prompt
De Shell-prompt
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history
Moet een numeriek getal bevatten dat aangeeft de grootte van 
de history-list.
status
Bevat de exit-atatua van het laatst beëindigde commando, 
ignoreeof
Indien gezet (waarde onbelangrijk) dan negeert de ahell 
end-of-file indicaties van de terminal.
noclobber
Indien gezet (waarde onbelangrijk) dan zal bij output- 
redirection een fout gegenereerd worden als u een bestaande 
file probeert te overaohrijven (>) of als u aan niet 
bestaande file probeert te appenden (>>).
Exporteren van variabelen
Geschiedt door ze expliciet in de 'environment' te zetten door 
middel van het commando 'setenv';
setenv doorgeven, 'dit wordt doorgegeven'
De waardes van de "gewone" variabelen 'path', 'user' en ’term' 
worden automatisch gecopiëerd naar en van de environment- 
variabelen PATH, USER en TERM.
Het :-suffix bij variabele-substitutie
Om slechts een gedeelte van de variabele te substitueren, met 
name geschikt voor filenamen: ':t' voor de 'basename*)' ':h' 
voor de filenaam zonder de 'basename' , ’ :gh' en ' :gt' om deze 
substitutie-modificatie toe te passen op alle fi1e-namen in een 
variabele (als er meerdere in voorkomen). Bijvoorbeeld:
% set filea=( /usr/ikke /usr/jij /uar/ikke/a.out )
% echo $files:t
ikke /usr/jij /usr/ikke/a.out
% echo $filea:gt
ikke jij a-out
% echo $files:gh
/usr /usr /usr/ikke
Het is mogelijk om de inhoud van een van de woorden van een 
variabele te vervangen; het woord moet dan wel al eerder
*) De basename van een file is het laatste staartje van de 
complete pad-naam. Dus de padnaam, minus alles wat voor de 
laatste schuine streep staat, inclusief die streep zelf. 
Er beataat een apart commando dat de basename produceert 
van een filenaam die als argument wordt opgegeven:
$ basename /usr/dirname/subdir/nogdieper/file.xyz 
file.xyz 
$
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gedefinieerd zijn:
% set naam=( woordl woord2 woord3)
% set naara[2] = * het tweede woord'
% echo $naam
woordl het tweede woord woord3
Het bovenstaande ia uiteraard niet volledig. Zie csh(l) voor 
meer detaila.
20.4- Se job-controle faciliteiten
De job-controle faciliteiten zijn de belangrijkste voordelen 
van de C Shell boven de Bourne Shell. Ze vereisen echter speciale 
aanpassingen aan de kernei. Veel leveranciers die een UNIX product 
leveren waarvan ze zeggen dat het "Berkeley enhancements" bevat, 
leveren wel de C-Shell, maar daarin werken de job-controle 
faciliteiten niet omdat de kernei aanpassing ontbreekt.
20.4*1 Het begrip job
Met het woord 'job' wordt bedoeld een commando (evt een 
complete pipeline) dat als apart proces (c.q. samenatel van 
processen) wordt uitgevoerd. Elke 'jób' die in voor- of 
achtergrond loopt wordt door de Shell geregistreerd in een tabel 
waarin voorkomt: de commando-regel - het proces-id - de status 
(running of atopped) . Elke job die gestart is wordt een nummer 
toegekend (het job-number) waarmee voortaan naar deze job kan 
worden gerefereerd. Als een job beëindigd ia wordt dit nummer 
weer opnieuw gebruikt voor een daarna gestarte job.
20.4-2 Het jobs commando
Als een job in de achtergrond wordt gestart print de Shell het 
job-nummer gevolgd door het proces-id op het scherm. Door middel 
van het * jobscommando kunt u kijken welke jobs er op een gegeven 
moment allemaal draaien (de 'notify' en de + en - worden later 
verklaard):
% set notify 
% du /usr > lijst &
[1] 1998
% du -a /usr ( sort j pr | Ipr &
[2 ] 2040 2041 2043 2044 
% joba
[ 2
%
+ Running du /usr > lijst
~ Running du -a /usr j sort [ pr ¡ lpr
20.4.3 Het stoppen en herstarten van processen
Door middel van het 'stop' commando kunt u een job in de 
achtergrond tijdelijk stopzetten (suspenden). Als argument geeft 
u de job-number s mee - elk nummer voorafgegaan door een ^-teken:
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% stop %2
[2
%
+ Stopped (signal) 
obs
- Running 
+ Stopped (signal)
du -a /usr j sort ' pr j Ipr
du /usr > lijst
du -a /usr ' sort j pr | Ipr
Ook een proces dat in de voorgrond loopt kan tijdelijk gestopt
worden. Dit doet u door vanaf de terminal het STOP-signal te
genereren. Dit is meestal de toets: *Z (tenzij anders toegekend 
dmv het stty-commando):
% ed groteflle
Stopped
obs
Running 
- Stopped 
+ Stopped
du /usr > lijst 
du -a /usr ' sort 
ed grotefile
I pr ! Ipr
Herstarten van een gestopt proces doet u met het fg (foreground) 
of bg (background) commando. De gespecificeerde job wordt dan in 
voor- of achtergrond vervolgd:
% bg %Z
[2] du -a / usr j sort | pr j Ipr &
% j obs
[1] - Running du /usr > lijst
[2 ] Running du -a /usr \ sort { pr ] Ipr
[3 ] + Stopped ed grotefile 
% fg %3
ed grotefile
.......... (de edit-sessie wordt in voorgrond vervolgd)
20.4-4 Achtergrond-jobs en terminal-communicatie
Jobs die in de achtergrond lopen, en die input van het 
toetsenbord willen, hebben worden automatisch gestopt. We zetten 
de edit-sessie van de vorige paragraaf nog even voort:
1,$s/woordje/anderwoordje/ (kan een tijdje duren)
AZ
Stopped 
% bg
[3 ] ed grotefile & (in de achtergrond doorgaan,
% ....... en doen we in de
% ......  tussentijd wat anders)
% .......
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[3 ] + Stopped (tty input)
% .........
% ioliS
j1 j - Running 
_2] Running 
3j + Stopped (tty input) 
% fg
ed grotefile
w
145666  
<1 
%
¥ordt bij commando's die 
weggelaten, dan werken 
paragraa f)-
Het is ook mogelijk om een achtergrond-job te laten stoppen op 
het moment dat het naar het terminalacherm wil schrijven. II moet 
dan wel eerst de terminal-driver zo aetten dat hij het stop­
signaal geeft op het moment dat een achtergrond-proces dit 
probeert:
% atty tostop 
% man csh &
[3] 3122
yi ! ( * » ■ » *
[3 ] + Stopped (tty output) man csh
^ . . . « • B
% fg 
man csh
CSH(f) UNIX Programmers Manual CSH(1 )
20.4*5 Refereren naar jobs
Wordt bij commando's die een job-id nodig hebben dit laatste 
weggelaten, dan werken ze op de zgn. huidige job - dit ia de 
eerst in de achtergrond gestarte job of de laatst gestopte. In de 
door 'jobs' gemaakte lijst wordt de huidige job met een +-teken 
aangegeven.
Verder is het mogelijk om jobs te identificeren met hun nummer 
($.,.)> of o® de huidige job weer te geven met '%+' of '%%1 en de 
vorige huidige job met
Ook kunt u een job aangeven door middel van een prefix van de 
commando-regel, of door een substring hiervan;
een job-id nodig hebben dit laatste 
ze op de zgn. huidige job (aie volgende
ed grotefile
du /usr > lijst
du -a /usr ' sort [ pr ' lpr
ed grotefile
(edit-sessie wordt voortgezet)
-- 206 -
jobs 
1_ Running 
2] Running 
% kill j6\?-a 
[2 ] Terminated 
% kill idu 
[1] Terminated
du /uar > lijst 
du -a /uar ' sort j pr ' lpr 
(stop job waarvan cmd '-a' bevat) 
du -a /usr } sort I pr J lpr 
(stop job met 'du'-prefix in cmd) 
du /uar > lijat
20.4*6 Status rapportering
Als een proces van status veranderd (gestopt wordt of 
beëindigd) zal de Shell u hiervan verwittigen op het moment dat ze 
een prompt naar de terminal wil schrijven.
Door de shell-variabele 'notify' te zetten kunt u ervoor zorgen 
dat u onmiddellijk op de hoogte wordt gesteld ala een proces van 
status veranderd. Met het commando 'notify' kunt u dit ook 
selectief toepaaaen op bepaalde processen (proces-nummera 
meegeven).
Als er nog gestopte jobs aanwezig zijn op het moment dat u de 
Shell wilt verlaten, zal de Shell u hiervan op de hoogte stellen. 
U kunt dan al3nog op uw beslissing terugkomen. Doet u dit niet 
dan zullen de jobs beëindigd worden.
20.4*7 Delayed su3pending
Op het moment dat u het STOP-signal genereert vanaf het 
toetsen-bord (AZ), zal de voorgrond-job meteen gestopt worden en 
input die u alvast vooruit getypt had en die nog niet door het 
commando is gelezen, wordt weggegooid. U kunt ervoor zorgen dat 
het STOP-signal gegeven wordt op het moment dat het voorgrond- 
procea om input vraagt, door middel van het teken “Y:
% ed grotefile 
145666
1,$s/woordl/anderwoordl/
1,$3/woord2/anderwoord2/
1,$s/woord3/anderwoord5/
* Y
St opped
Op deze wijze wordt de edit-sessie automatisch 
moment dat 'ed' het *Y-teken probeert te lezen.
gestopt op het
20.5 History substituties
Naast substituties op de commando-regel in de vorm van 
parameter- en variabele-substitutie, file-naam-expansie en
commando-substitutie, bevat de C-shell ook nog een faciliteit die
wordt genoemd: history-aubatitutie. Op deze wijze kunnen vanaf de
terminal gegeven commando s geheel of gedeeltelijk geaubstitueerd 
worden op een nieuwe commando-regel.
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De commando’s die u geeft worden hiertoe in de zgn. history- 
list "bewaard. De grootte van deze lijst moet u opgeven door een 
numerieke waarde in de history-variabele te zetten:
% set history=20
zorgt ervoor dat de 20 laatst gegeven commando' s worden bewaard. 
Door middel van het history-commando kunt u de history-list op het 
scherm zetten:
% history 
12 ed prog.c 
1? lint prog.c
14 cc -o prog prog.c libs.a
15 prog
16 history
De nummers die verschijnen zijn de zogenaamde event-nummers. Na 
het geven van dit commando is het nummer van het huidige event 17 
geworden (history zelf was de 16-de).
U kunt nu (stukken uit) vorige commando-regels herhalen. Het 
teken waar de C-shell op 1st is het ’!'. Hierachter typt u een 
specificatie die aangeeft:
- Om welk event het zich handelt (default: de vorige).
- Om welke woord(en) uit het event het zich handelt (default: 
alle) .
- Welke veranderingen nog aangebracht moeten worden (default: 
geen).
Syntactisch ziet een dergelijke substitutie eruit als:
.....  ![event-spec][:woord-apec][tveranderings-spec
Bijvoorbeeld :
% !12 (substitueer event 12)
% led (substitueer event beginnend met 'ed')
% !-5 (substitueer 5-de event voor huidige event)
Op dese wijse herhaalt u in wezen het commando 'ed prog.c'. U 
kunt een event ook substitueren door te verwijzen naar een 
substring in het betreffende event:
% !?lib? (substitueer event 14)
Het vorige oommando kunt u ook substitueren door middel van ' !! ':
% prog
% time ! ! (zelfde als: time !-1 dus time prog)
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Naast het terugsubstitueren van de hele regel, kunnen ook delen 
ervan gebruikt worden door de event-specificatie te laten volgen 
door een en een aanduiding:
% cc -c progl.c prog2.c progl.c
% cat !cc:2 (wordt : oat progl.c)
% cat !cc:$ (wordt : cat progl.c)
Door middel van !event:N substitueert u het N-de woord van dit 
event (de commando-naam heeft nummer 0), met !event:$ het laatste 
woord van het event, en met !event:A het eerste (nummer 1) woord 
van het event. Ala u geen zin hebt om te tellen, kunt u ook door 
de zoekstring te laten volgen door :% het woord
substitueren waarin de zoekstring aangetroffen ia:
• % cc -c -0 helelangenaam.c
% cat !?he?:$ (wordt: cat helelangenaam. c)
Zelfs een aantal woorden tegelijk:
% cc -c progl.c prog2.c prog3*c
% cat ! c : 2-$ (wordt: cat progl.c prog2.c progl.c)
Bij dit soort substituties zijn vele verdere afkortingen mogelijk:: 
als het zich handelt om het vorige event (of om de eerder op de 
regel aangegeven event) hoeft alleen maar een '!' als event- 
specificatie gegeven te worden. De mag weggelaten worden als
hij meteen gevolgd wordt door een ’$' , '* 1 , ' en nog enkele 
andere (niet behandelde symbolen). De woord-specificatie '1-$' 
mag afgekort worden tot: enzovoorts. Voor verdere details
zie csh(1).
Er zijn ook faciliteiten om een of meerdere woorden van vorige 
events gedeeltelijk of veranderd te herhalen:
% write jjansen (moet zijn: write jansen)
% ! :s/jj/j/
deze laatste substitutie mag ook worden gegeven als (speciale 
afkorting als het zich handelt om het vorige event):
%
Net als bij de editor hebben de modificaties alleen plaats op het 
eerste te modificeren woord op de event-regel. Moeten 
modificaties over de hele event-regel plaatsvinden, dan moet u een 
suffix 'g' achter het geheel zetten.
Event-woord specificaties en eventuele veranderingen hierin 
kunnen gecombineerd worden door ze achter elkaar te aetten:
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% cat langeaaaml.c
% cc ! : 1 : s / 1 / 2 /  (wordt: cc langenaam2.c)
20.5*1 De alias-subatitutie
Gerelateerd aan het history-mechaniame, hestaat de mogelijkheid 
om commando'a een aliaa te geven: een beperkte vorm van macro- 
3u_bstitutie.
Het baais-qpmmando is alias:
alias [naam] [lijst van woorden]
In de vorm:
alias naam woord ....
wordt aan de alias ’naam' de woordenlijst 'woord .... ' toegekend.
Ala u daarna ala commando 'naam' gebruikt, dan wordt hiervoor de 
woordenlijst 'woord gesubstitueerd:
% alias liat ls -1
en vanaf nu kunt u volstaan met het commando 'list' als u 'ls -1' 
bedoelt; argumenten die u geeft blijven staan waar u ze op de 
ooMando-regel neergezet hebt - alleen het eerste woord op de 
regel - ’liat' in dit geval - wordt vervangen door *ls -1':
% list /uar (wordt dus: la -1 /usr)
Het commando 'alias' zonder argumenten, geeft een lijat van de 
bestaande alias-sen, 'alias naam' geeft op het scherm het alias 
van 1naam’.
In de definitie van de 'alias' kunt u gebruik maken van 
faciliteiten van het history-mechanisme. Voordat tot alias- 
substitutie wordt overgegaan, wordt de commando-regel op de 
history-list gezet en is dan het 'vorige* event geworden. Door in 
de alias-definitie te refereren aan (stukken uit) het vorige event 
kunt u parameters van het commando op willekeurige plaatsen in de 
alias-definitie substitueren:
% alias print 'pr \ !\ !:1-$ ¡ Ipr'
Het commando:
$ print filel file2 file3 ,
wordt op de history-list gezet en de alias wordt dan
gesubstitueerd. De history-substitutie: !!: 1-$ wordt dan
toegepaat, waardoor 'filel file2 file3’ achter het 'pr' commando 
wordt gezet; uitgevoerd wordt dus:
pr filel file2 file3 j lpr
In het ' alias'-commando zifef, moet u met '\' werken omdat andera 
meteen history-aubstitutie plaata vindt.
2 1 0
Nog een voorbeeld (verdere afkortingen zijn mogelijk bij de 
history-subatitutie) :
% alias print 'pr \!* | lpr' (zelfde als boven)
% alias watdoet ' ps -alxg | grep "*....... " 1
% alias watdoet ' ps -alxg | grep "*....... * \ !A " '
De alias voor 'watdoet' kunt u gebruiken als u wilt weten wat een 
gebruiker uitvoert (u moet het numerieke user-id ala argument bij 
'watdoet' gebruiken) Omdat 'ps' nogal variêert van UNIX tot UNIX, 
kan het zijn dat u details moet aanpassen.
20.6 Programmeren met de G-ahell
In de volgende paragrafen zullen we de programmerings- 
faciliteiten van de C-Shell onder de loep nemen. Een en ander 
zullen we nogal globaal behandelen omdat de begrippen al duidelijk 
moeten zijn van de Bourne-Shell.
20.6.1 Expressies
Een aantal van de ingebouwde commando’s in de C-shell zijn in 
staat om met expressies te werken. Het handelt zich om het 
exit, if en while commando. In deze expressies worden variabelen 
en strings gecombineerd met operatoren en het geheel wordt ge- 
evalueerd, resulterend in een numerieke waarde (welke overigens in 
de vorm van een string wordt gegeven). De volgende operatoren 
staan ter beschikking (in volgorde van hoge naar lage 
precedentie) :
-  (  )
Haakjes om precedentie te forceren.
De unary ones-complement operator 
- !
De unary logische NIET-operator.
- *, / en % .
De vermenigvuldigings, delings en modulo operator.
- + en -
Optellen en aftrekken
- << en >>
Bit left- en right-shift operatoren.
- <=, >=, <, >
De numerieke vergelijkings-operatoren: kleiner gelijk, groter 
gelijk, kleiner en groter dan.
■ ** 1 km- =**, ! *, = en !
Beschouwen hun operanden als strings die onderling worden 
vergeleken: gelijk, niet gelijk aan string, gelijk aan patroon, 
niet gelijk aan patroon (met 'patroon' wordt een file-naam-
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expansie patroon bedoeld).
- <S
He bit3-gewijze AND-operator
A
De bita-gewijze excluaive OR operator 
i- t
De bita-gewijze OR operator 
- ' &&
De logische EN operator
I !“ I !
De logische OP operator
Bij het evalueren van expressies die logische operatoren bevatten 
worden de uitkomsten WAAR en ONWAAR -weergegeven door de numerieke 
waardes 1 en 0.
Er zijn een aantal operatoren waarmee files getest kunnen 
worden: -r (lee3permiasie), -w (schrijfpermisaie), -x 
(executieperraisaie), -e (bestaat de file), -o (is file van "mij"), 
-z (heeft file lengte 0), -f (is file een gewone file), -d (is 
file een directory).
Door middel van de operatoren: { ........ }, waartussen een
commando-regel hoort te staan, wordt eerst het betreffende
commando uitgevoerd en de j ...... } wordt dan vervangen door het
getal 0 als de exit-oode van het commando ongelijk 0 ia (onwaar) 
en het getal 1 als da exit-code van het commando gelijk 0 (waar) 
is .
Met de operator @ kan de uitkomst van een expressie in een 
variabele gezet worden» Bijvoorbeeld:
% @ naara - 1 + Sanderevariabele / 5 (let op spaties!)
% @ leespermissie - -r filenaam 
% @ filesgelijk = { cmp filel file2 ]
Als de expres3ie de tekens <, >, * of & bevat dan moet dit
gedeelte van de expressie tussen haken staan om te voorkomen dat
ze door de Shell als redirection-, pipe- of achtergrond-symbool 
worden geïnterpreteerd.
20.6.2 De control-flow
De volgende control-flow statements staan ter beschikking:
- if .. else .. endif
Syntax:
- 2 1 2 -
if (expressie) then 
commando's
else
commando 1s
endif
Als de 'expressie' na evaluatie een waarde ongelijk O oplevert 
worden de commando's tussen de if en de else uitgevoerd. Als 
de expressie 0 oplevert de commando's tussen de else en de 
endif.
Varianten hierop zijn:
if (expressie) commandonaam arg1 arg2 arg3 .......
(het commando mag dus geen pipeline zijn!)
if (expressie) then
else if (andere_expressie) then
else if (-weer andere expressie) then
endif
De Bourne-Shell if ... elss ... fi, kan in de C-Shell 
geschreven worden als:
if ( ( commando-regel } ) then 
enzovoorts
Door middel van de 'test' en *expr' kunnen binnen de Bourne- 
Shell expressies worden ge-evalueerd. Dat zijn aparte 
commando's, waarvoor dus steeds een programma moet worden 
gestart. Om redenen van efficiency heeft men daarom in ÏÏNIX- 
System. V de 'test' als apart programma afgeschaft, en de test 
functie in de Bourne shell ingebouwd.
Waarschuwing:
Probeer niet om 'if .. else .. endif' te gebruiken binnen 
een andere 'if .. else .. endif* constructie. Onverwachte 
resultaten kunnen dan optreden.
Het sleutelwoord 'then' moet op dezelfde regel als het 
sleutelwoord 'if' staan.
while ... end
Syntax:
\ \
\ i
,/ 1
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vervolgt executie gehoon met het volgende commando - dus ook 
met commando's als; case string...
VaarachuBing; ' ■
Ook bij deze constructie geldt: gb kn 'switch .. endsw' 
gebruiken binnen een andere 'switch .. endsw’ conBtruotie.
foreacb . . . „ end ■
Syntax t
foreach varnaam (lijst van woorden)
Q * 4 « 0 4 •
a G O «  ik $ o
end
Is equivalent met de Bourne-Shell constructie:
for varnaam in lijst van ■woorden 
d o
« *  a> e • o •
# o » * » *
done
repeat 
Syn tas::
repeat aantal commandonaam arg1 arg2 arg3 .
Het commando wordt een "aantal" kerea■herhaald. Het commando 
mag geen pipe-line aijn!
continue, break
Met 'continue* wordt de volgende herhaling van de nauwst 
omsluitende while- of foreaoh-lus geforceerd ingezet. Met 
'break' wordt de nauwst orasluitende while- of foreach-lus 
afgebroken. Wilt u uit meerdere 1luasen' "breken", dan kunt u 
meerdere break-commando*s op de regel geven - gescheiden door 
middel van ';'«
20.7 Overigen
20*7-1 De commando hashing»tabe1
Als u de C-Shell een commando uit laat voeren, wordt dit - als 
het tenminste geen in de shell zelf ingebouwd commando betreft - 
via het Shell-zoekpad opgezocht, Ala u inlogt, dan bouwt de shell 
meteen voor zichzelf een tabel op, waarin van alle mogelijke 
commando's de directory staat aangegeven waarin dat commando zich 
bevindt. Als u hu een commando geeft kan meteen in de goede 
directory gezocht worden. Voordeel is de winst in snelheid.
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Nadeel ia dat, als u of de systeembeheerder tijdens uw login- 
seasie commando’s in het filesysteem gaan toevoegen, de tabel in 
de Shell niet meer up-to-date is met de werkelijke situatie. U 
kunt uitloggen en daarna weer opnieuw inloggen (de tabel wordt dan 
weer van voorafaan opgebouwd), maar u kunt dit nieuw aanmaken van 
de tabel ook forceren door middel van het commando: rehash.
Het zoeken via de interne tabel kunt u afzetten door middel van 
het unhaah commando.
20.7*2 De directory-stack
Naast het gebruikelijke ’cdcommando om van directory te 
veranderen, heeft de C-Shell nog een alternatief: het puahd 
commando. Het commando: ■
pushd directory_naam
zet eerat de naam van de huidige directory op een stack in de 
Shell, en doet daarna een 'cd' naar de nieuwe directory. Door 
middel van het commando popd wordt de laatst op de stack gezette 
directory hier vanaf gehaald en keert u naar die directory terug. 
Als u 'pushd’ zonder argumenten gebruikt, dan gaat u naar de 
directory die het laatst op de stack gezet is en de directory waar 
u vandaan komt wordt in plaats hiervan op de stack gezet (op deze 
manier kunt u snel tussen twee directories heen en weer springen).
Het commando dirs vertelt u de huidige inhoud van deze 
directory-stack.
20.7*3 Het source-commando
Door middel van het commando
source filenaam
geeft u de huidige C-Shell opdracht om de commando's in de file 
met naam 'filenaam' uit te voeren (equivalent met het 1 .'-commando 
in de Bourne-Shell). . Er wordt dus geen nieuwe Shell gestart die 
de commando's in deze file staan gaat uitvoeren - iets wat wel het 
geval is als u een Shell-file door middel van zijn (commando)naam 
oproept.
20.7*4 C-ahellfiles en Bourne-shellfiles
TJ kunt Shellfiles voor de C-Shell en de Bourne-Shell door 
elkaar heen gebruiken. De Shell’s zullen bij uitvoering eerat 
kijken voor welke Shell deze bedoeld is, voordat ze de 
bijbehorende Shell starten die de ahellfile moet gaan uitvoeren.
Hiervoor wordt gekeken naar de eerste regel van de shellfile. 
Is dit een commentaar-regel bestemd voor de C-Shell, dan wordt een 
C-Shell gestart, in het andere geval een Bourne-Shell.
Een commentaar kan in de Shell-file gezet worden door middel 
van het '#’-teken:
who 1 wc -1 # tel aantal ingelogde gebruikers
Alles wat volgt op het wordt door de C-Shell genegeerd. Het
eerste character van een ahellfile voor de C-shell moet dua een
- 2 1 6 -
De Bourne Shell kent het sgn trap-commando waarmee precies 
aangegeven kan worden wat er aioet gebeuren als een bepaald signal 
wordt opgevangen. In de C-shell kunt u door middel van het onintr 
commando een plaats aangeven in de ahellfile waarnaartoe 
gesprongen moet worden als de shell een lnterrupt-aignal ontvangt. 
Andere soorten signals leiden altijd tot stoppen en kunnen niet 
afgevangen worden» Als argument bij het *onintr'-commando kunt u 
gebru iken:
- geen: leidt tot stoppen van de ahellfile
- - : leidt tot negeren van het interrupt-signal.
- een naam; dan wordt naar die regel in de Shell-file gesprongen 
waarop het label staat met deze naam:
onintr opruimensen wegwezen
b t  * * e « e
A C « « » « «
4 • « « 9 * «
o pruimen_en wegwe zen: .
■ ..... verwijder alle tijdelijke files bv......
2 0 .7 - 5  Interrupts opvangen binnen shell-filea
20.7.6 Verdere verschillen
De Bourne-Shell programmeur moet verder nog even de volgende
dingen bestuderen, waarin de C-Shell verschilt van de Bourne-
Shell :
- De uitbreiding van de file-naara-expansie met de '{* en *}1 
tekens.
- Bij de l/0-redirection de mogelijkheid om aan te kunnen geven 
dat files niet overschreven kunnen worden (zie ook: noclobber).
- De uitgebreide mogelijkheden van de Bourne-Shell om in het 
variabele-substitutie patroon aan te kunnen geven wat er moet 
gebeuren als de shell-variabele niet gezet is, ontbreken.
- En nog wat subtiele detailss geen $! (proces-auimer laatst in 
achtergrond gestarte proces), wel de mogelijkheid om variabelen 
te verwijderen (unset en unsetenv) enzovoorts»
2 1 . T e k s t v e r w e r k i n g  o nder U NIX
De UNIX tekstverwerking wordt vaak geroemd, en toch zijn er de nodige 
bedenkingen tegen aan te voeren. In het algemeen kan worden gezegd dat 
de gereedschappen die UNIX voor tekstverwerking levert meer op hun 
plaats zijn naarmate het karwei zwaarder is. Voor het allereenvoudigste 
werk, bijvoorbeeld het uittypen van brieven, is elders zeker betere 
software te krijgen. Voor grotere werkzaamheden, met uitvoerige 
tabellen, of zelfs met eenvoudige lijntekeningen, is de UNIX software 
wel uitstekend geschikt.
21.1 Het drie-staps proces.
De UNIX tekstverwerking gaat uit van het klassieke 3-traps proces.
1 Er wordt een mengsel ingetypt van tekst die uiteindelijk moet worden 
afgedrukt, en van lay-out codecommando's .
2 Het bestand dat zo is gemaakt wordt aan een 'formatting' programma 
gegeven. Deze term 'formatting1 betekent zoveel als: het klaarmaken 
van de lay-out. Dat formatting programma maakt dan een nieuw 
bestand, waarin nog steeds de ingetypte tekst staat, maar waarin de 
codecommando1s zijn vervangen door extra spaties, lege regels, 
paginanummers, paginakopjes, een pagina met inhoudsopgave, stuurcodes 
voor het afdruk-apparaat enz.
Deze tweede stap wordt vaak nog onderverdeeld in een of meer 
vó*rbewerkingsstappen, een hoofdstap, en soms zelf nog een of meer 
nabewerkingsstappen. Daarover volgt later in dit hoofdstuk meer.
3 De derde stap is de afdrukstap. Daarmee wordt het bestand dat in stap 
2 is geproduceerd naar een afdrukapparaat gestuurd.
Tekstverwerking met behulp van deze drie stappen is minder gerieflijk 
als wordprocessing. Pa3 na het (langdurig) formatteren verschijnt het 
resultaat op het terminal Deze ouderwetse manier van werken kent echter 
een aantal oorzaken. ■
Alle tekst kan vanaf gewone terminals met een gewone teksteditor 
worden ingevoerd; er zijn geen oontrol toetsen voor nodig.
Veel constructies hebben een asynchroon karakter: bijvoorbeeld de 
voetnoot, die ingevoerd wordt op de plek van aanroep, maar pas bij de 
eerste gelegenheid, dat er onderaan een bladzijde ruimte Is, op papier 
verschijnt. Dit maakt het nauwelijks mogelijk een acceptabele 
f,wordprocessing show” op het scherm te geven; we spreken daarom 
uitdrukkelijk over tekstformattlng.
De formatting programma's kunnen voor bepaalde typen 
kwaliteitsprinters, of nog betere afdrukapparatuur, variabele spatiering 
verzorgen. Dit heeft tot gevolg dat de regels gelijkmatiger uitgevuld 
kunnen worden, wat in principe een andere uitvoer geeft dan op een 
gewoon beeldscherm of regeldrukker. In dergelijke gevallen geldt dat 
dat wat geformatteerd op een gewoon beeldscherm komt niet representatief 
is voor het uiteindelijke resultaat.
De tekstformatter onder UNIX is in feite een keuze uit twee 
programma's: met nroff kan men tekst formatteren voor een kwaliteits 
printer en met troff kan men dezelfde tekst formatteren voor een 
fotozetmachine of goede laserprinter.
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Nroff en troff kennen talloze opdrachten om de tekst te formatteren; 
eigenlijk zijn het Interpretators voor een» zij het wat toegespitste, 
programmeertaal,
21=2 Basis behoeften bij het formatteren van teksten
Bij het formatteren van teksten ontstaat de behoefte aan een aantal
faciliteiten. In deze paragraaf lopen we die behoeften na:
- De meeste teksten worden ingedeeld in hoofdstukken, paragrafen . en 
alinea's. Hoofdstukken kennen doorgaans een onderlinge hierarchie: 
men spreekt van het niveau van een hoofdstuk.
- Tekstformatters vullen de tekst uit, waardoor een strakke rechter 
kantlijn ontstaat. Bepaalde stukken tekst wil men precies zoals ze 
ingevoerd zijn op papier hebben. Men noemt een dergelijke faciliteit 
een display. Displays worden veel toegepast voor het weergeven van 
vo-orbeelden,
- Tekstf orrnatters verzorgen de indeling in bladzijden met de 
bijbehorende paginateliing. Soms ís het wenselijk daarop invloed uit 
te oefenen.
Naast de mogelijkheid naar een nieuwe bladzijde te springen zonder 
de huidige bladzijde vol te maken9 bestaat er vaak de mogelijkheid om 
aan te gevens dat men een bepaald stuk tekst bij elkaar wil houden. 
Een dergelijke faciliteit wordt wel keep genoemd en forceert de 
overgang naar een nieuwe bladzijde als dat nodig is.
- Artikelen, wetenschappelijke verhalen e.d. zijn doorgaans opgebouwd 
uit blokken tekst. Een blok met een bepaalde bewering wordt vaak 
gevolgd door een blok met een nadere toelichting. Dat laatste blok 
is vaak ingesprongen; de linker kantlijn is een stukje naar rechts 
geschoven. Een dergelijke paragraaf heet een indented paragraph.
- Woorden of zinnen hebben vaak een speciale betekenis of nadruk. Men 
wil ze vaak vet, onderstreept of cursief (resp: bold, underlined en 
italic) afgedrukt hebben*
Men moet voetnoten kunnen maken, waarbij de tekstformatter zelf de 
tekst van de voetnoot onderaan de bladzijde moet plaatsen.
- Veel teksten bevatten puntsgewijze opsommingen, die met een 
overzichtelijke layout op papier moeten komen.
- Naast al de bovenstaande faciliteiten zijn er vaak nog een aantal 
speciale: o.a, het maken van abstracts, titelpagina’s, pagina koppen 
en inhoudsopgaven.
Aan de hand van deze inventarisering, wordt in een van de volgende 
paragrafen een drietal z.g. macropakketten naast elkaar gezet. Dat zijn 
verzamelingen van commando’s waarmee men bovenstaande constructies in 
z ’n tekst kan inbouwen.
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21.3 De l a y - o u t  codes
Voor het intypen van de tekst en de lay-out commando’s worden de 
gebruikelijke editors benut: 'ed' of *vi' of wat U verder gewend bent. 
Daarbij worden de lay-out codecommando's die U tussen de tekst moet 
meetypen door U gekozen uit de volgende verzamelingen:
- laag niveau, z.g. nroff/troff code's
- aanduidingen voor speciale lettersymbolen
- macro's
- zinnen die zijn opgesteld in een van de beschikbare pre-processor 
talen.
Al deze zaken worden in dit hoofdstuk verder uitgewerkt.
De nroff/troff codes zijn zeer primitief en moeilijk te hanteren. Als
afschrikwekkend voorbeeld volgt hier een deel van de code's die U zou
moeten intypen om zoiets eenvoudigs als het kopje boven deze paragraaf 
te krijgen: (de <” geeft het begin van commentaar aan)
.de 32 <" START SECTION AT LEVEL 2
.<" .32 ® $1 ... 0
. <’* $1 ... = heading of section
. <" Weeds 7 lines on the page
,Ct <<$1 <<$2 <<$3 <<$^ <<$5 « $ 6  <<$7 « 1 8  <<$9 
.Ss 2 1 
.Se 0 1 3
.if [<&<<*(St<&<& .Ca 2 
.Si 2 0 
• *
.de Ss <" compose section number
. <" $1 = section level
. <n $2 = format for heading
. ie <<$1=5 .nr Ssi 0
.el .nr Ss <<$1
. if <<n(Ss=0 .nr S5 + 1
.ie <<n(Ss=1 ,nr S1 + 1
.el .if <<n(Ss[1 .nr S1 <<n(S5
. ie <<n(Ss=2 .nr S2 + 1
.el ,if <<n(Ss[2 .nr S2 0
.ie <<n(Ss=3 .nr S3 + 1
• el .if <<n(Ss[3 ,nr S3 0
.ie <<n(Ss=4 .nr S4 + 1
.el .if <<n(Ss[ij .nr SH 0
• if <<n(Sa=0 .nr Ss 1
.af S<<n(Ss <<$2
.ie <&<<*(St<&<& . ds Sn "<<n(S<
.el <1[<
, ds Sn "<<n(S1.
.if <<n(Sso 1 .as Sn "<<n(S2
.if <<n(Ss^2 .as Sn " ,«n(S3
• if <<n(Ss^3 .as Sn ".<<n(s4<§
.rr Ss
Overigens moet worden gezegd dat in deze code vrij veel werk gebeurt: 
de titel-tekst wordt onthouden voor een later automatisch te genereren
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inhoudsopgave, de hoofstuknummering wordt consistent gehouden 
enzovoorts. De conolusie is echter duidelijk: de laag-niveau codes 
zijn, op een paar uitzonderingen na, alleen maar bruikbaar voor experts. 
Het werken met deze oodes heeft namelijk veel weg van het programmeren 
in de machinecode van een exotische computer.
Voor gewone stervelingen is er een betere oplossing. Door groepen van 
deze laag-niveau commando's te bundelen, en elk van die bundels een 
eigen naam te geven, wordt het allemaal overzichtelijker. Deze bundels 
van commando’s noemen we macro-commando’s of macro’s. Het hierboven 
gebruikte voorbeeld kan dan in z ’n geheel worden aangesproken onder een 
nieuwe naam, bijvoorbeeld '.S2*, tot:
.S2 De lay-out codes
U begrijpt dat dit ten koste gaat van allerlei details die U nu niet 
meer zelf hoeft te specificeren (lees: naar Uw eigen smaak kunt 
specificeren). Op deze manier wint U dus eenvoud van gebruik ten koste 
van flexibiliteit in lay-out details.
Een bijkomend voordeel is echter dat op deze manier uniformiteit van 
details kan worden bevorderd, en er dus een aanzet tot een zekere 
'huisstijl' in de macro's kan worden Ingebouwd.
Samenvattend: bij het bundelen van laag-niveau commando's tot macro's 
geeft U het merendeel van de in te stellen details prijs. Meestal houdt 
men nog êên tot hooguit vier in te stellen details over. In ons 
voorbeeld is dat de tekst die in de paragraafkop moet worden opgenomen. 
U krijgt daarvoor in ruil veel handzamer commando structuren terug.
De gebruikelijke manier van werken onder UNIX is dan ook dat U een 
verzameling van macro's kiest, de gebruiksaanwijzing daarvan bestudeert, 
en zelden tot nooit meer teruggrijpt naar laag niveau-commando's , 
behalve een klein aantal losse exemplaren van die laatste soort.
21.4 De drie macropakketten
Als vergelijking, maar niet minder omdat niet alle pakketten overal 
verkrijgbaar zijn, worden in dit hoofdstuk drie macropakketten naast 
elkaar gezet.
21.4.1 Het MS pakket
De meeste macropakketten ontlenen hun naam aan de 'flag' waarmee men 
nroff moet aanroepen voor het gebruik ervan. MS moet men aanroepen met:
nroff -ms file
De "-m" optie van nroff zorgt voor het laden van de macro's. De 
feitelijke naam van MS is Standard Macros. Het pakket is ontworpen voor 
gebruik binnen the Bell System (Bell Laboratories en aanverwante 
bedrijven), MS is vanaf UNIX Versie 7 gedistribueerd geweest? onder 
System V komt het niet meer voor. Op vele andere UNIX versies, 
waaronder BSD (Berkeley) en XENIX komt MS nog steeds voor. Het MM 
pakket geldt als opvolger van MS. MS en MM zijn beide bedoeld voor 
interne rapporten van Bell; zo kunnen beide op een fotozetter het Bell 
logo reproduceren.
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De MM macro's worden gedistribueerd met UNIX System V. Het pakket is 
de opvolger van MS. MM kan dus worden beschouwd als de huidige 
standaard. De naam MM staat voor Memorandum Haeros. Een aantal typen 
documenten wordt, wat stijl en layout betreft ondersteund: memorandum, 
programmer's note, engineer's note, zgn released paper en de externe 
brief. Ook hier geldt dus, net zoals bij MS, dat het pakket de 
standaard huisstijl van Bell ondersteunt. Dit heeft bijvoorbeeld effect 
op de layout van de titel pagina. Het pakket is in principe algemeen 
bruikbaar als men specifieke toeters en bellen maar niet gebruikt.
21 -4.3 Het ME pakket '
Het ME pakket is afkomstig van de Universiteit van California in 
Berkeley (UCB). Het pakket maakt deel uit van de Berkeley Software 
Distribution (BSD). Het ME pakket kent een zogenaamde "thesis mode" om 
proefschriften en' scripties op een gestandaardiseerde manier te 
formatten. Ook hier zien we dus het onstaan van een macro pakket 
gekoppeld aan een bepaalde huisstijl.
2 1 '. H . 2 Het M M pa k k e t
21.5 De baslsbenodigdheden en de macropakketten
Om een indruk te geven van de mogelijkheden van de verschillende 
macropakketten, worden de pakketten getoetst aan de basisbehoeften bij 
het formatteren van teksten.
Opgemerkt moet worden dat er slechts een greep gedaan wordt uit alle 
mogelij kheden.
21.5.1 Hoofdstukken, paragrafen en alinea's
Hoofdstukken worden gekenmerkt door een niveau of diepte: we spreken 
vaak over subhoofdstukken. Met behulp van een macro opdracht geven we 
aan dat we een nieuw hoofdstuk willen beginnen. Elk hoofdstuk heeft een 
niveau en een titel. Nroff zorgt voor de layout en de telling van de 
hoofdstukken. Onderstaande tabel geeft voor de drie macropakketten de 
opdrachten om een nieuw hoofdstuk te beginnen.
MS
hoofdstukken
MM ME
niveau 1 . NH .H 1 "titel" .sh 1 "titel"
titel
.PP
niveau 2 .NH 2 .H 2 "titel" .sh 2 '’titel"
titel
.PP
Bij het MS pakket staat de titel onder de macro; de titel moet worden 
begrensd door bijvoorbeeld een .PP, die de eerste paragraaf doet 
beginnen.
Nieuwe paragrafen worden gekenmerkt door een lege regel en een 
ingesprongen regel.
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MS_
T pp
tekst
paragrafen 
MM
.P 1 
tekst
HE
’.PP
tekst
De layout van een alinea is een lege regel gevolgd door 
beginnend tegen de linkerkantlijn.
een regel
alinea s
MS MM ME
.LP .P 0 j .lp
tekst tekst 1 tekst
Alinea's worden overigens vaak left paragraph genoemd, omdat ze tegen
1 inkerde l  kantlijn liggen. De .P opdracht van MM 
mogelijkheden aan de hand van het gebruikte argument.
kent meerdere
21.5.2 Ingesprongen tekst en displays
De ingesprongen stukken tekst kunnen vaak met een opgegeven aantal 
letterposities of cm (inches) worden opgeschoven, d.w.z, de 
linkerkantlijn wordt naar rechts verschoven. •
MS
7ÏP
tekst
.LP
indented paragraph 
MM 
. tr 
. VL
;lï
tekst 
. LE
ME
Tip
tek3t
.lp
Bij het MS pakket starten we de Indented paragraaf met de ,IP opdracht 
bij de eerste .LP of .PP wordt de linker kantlijn weer helemaal naar 
links geschoven. Willen we binnen het ingesprongen gedeelte nieuwe 
alinea's beginnen, dan moeten we het geheel binnen een .RS en .RE 
zetten. Met deze opdrachten, waarmee men de linker kantlijn vasthoudt, 
is het ook mogelijk ingesprongen stukken te nesten.
Het MM gebruikt een puntenlijst zonder markering als indent. De .LI 
opdracht moet daarbij een leeg argument krijgen. Een aparte macro voor 
dit doel was fraaier geweest.
Displays zijn stukken tekst, die ongeformat in de uitvoer komen. 
Vaak worden ze omgeven met lege regels en is de hele display naar rechts 
ingesprongen.
ME
7 ( T
tekst 
. )1
JVIS 
. DS~ 
tekst 
.DE
di splays 
MM
rDlTl
tekst 
. DE
Het MM pakket kent nog een aantal andere vormen van displays, waar 
onder geformatteerde. Binnen de ME macros worden de displays lists 
genoemd, vandaar de .(1 en .)1.
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21.5.3 Bold, italic en underlined
Vetgedrukt, cursief en onderstreept. Bij de meeste pakketten wordt
voor de gewone printer onderstreept gebruikt als cursief wordt gevraagd.
Alleen wanneer op de printer verschillende lettertypen (fonts) gebruikt
kunnen worden, ia oursief schrift eventueel mogelijk.
bold, italic en underlined 
MS MM ME
bold .B woord . B woord .b'
i tali c ; I woord .1 woord . i
underlined .UL woord ,1 woord . u
Bij MS is er een expliciete .UL voor het onderstrepen. De .1 bij .MS en 
.MM wordt onderstreept afgebeeld in het geval een beeldscherm, printer 
of ander relatief simpel apparaat gebruikt wordt.
21.5.4 Voetnoten en lijsten
Voetnoten staan in de invoerfile pal na het woord of de tekst, waarop 
ze betrekking hebben. Nroff zorgt ervoor, dat de voetnoot onderaan de 
bladzijde komt of eventueel op de volgende bladzijde onderaan, als er 
niet meer genoeg ruimte is. In de onderstaande tabel gebruiken we een 
als markering van de voetnoot.
MS 
woord*
.FS
* woord tekst 
.FE
voetnoten 
MM 
woor d 
.FS * 
te ks t 
.FE
ME 
woor d 
. (f 
tekst 
. )f
Er zijn nog andere vormen van voetnoten mogelijk
Punten-lijsten zijn blokjes tekst, die doorgenummerd een opsomming 
vormen. Niet alle macro pakketten verzorgen de nummering automatisch. 
We laten een puntenlijst zien, die met Arabische cijfers wordt geteld:
lijsten 
MM
tekst 
.IP 2 
t e ks t 
.RE
.AL 1
.LI 
tekst
• LI 
tekst 
.LE
Bij MS moet de gebruiker zelf de puntenlijst nummeren, 
kiezen uit numeriek geteld (,L 1), alfabetisch geteld ( 
met Romeinse cijfers getelde lijsten (.L I of .L i).
Bij MM kan men 
L A of .L a) en
21.5.5 De keep en de sprong naar een nieuwe bladzijde
Bepaalde blokken tekst of bijvoorbeeld displays wil men bij elkaar 
houden. Dit wil zeggen, dat men dat blok tekst alleen op de huidige 
pagina wil hebben als het er in zijn geheel op past. Zoniet dat moet er 
naar een nieuwe bladzijde gesprongen worden. Een faciliteit, die dat 
mogelijk maakt, wordt wel een keep genoemd.
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MS
keep
MM ME
.KS . Tb
blok blok
.KE . )b
Vaak is het ook wenselijk naar een nieuwe bladzijde te springen. Dat
doen we met de break page faciliteit.
break page
MS MM ME
. bp .SK . bp
Alleen in het MM pakket i3 hier* een aparte macro voor; In MS en ME wordt 
hier de echte nroff instructie gebruikt, die overigens eventuele sluit 
en kopregels, die per pagina onder en bovenaan kunnen staan, wel 
afdrukt. Hetzelfde geldt ook voor de bladzijde nummering.
21.5.6 Diverse faciliteiten
Naast de eerder besproken basis behoeften bestaan er nog een aantal
handige faciliteiten. Een greep uit de mogelijkheden:
- Doorgaans is het mogelijk op elke pagina kopregels (headers) en 
sluitregels (footers) te definieren. Deze kunnen vaak ook 
verschillend zijn voor de linker en de rechter bladzijde.
- Er zijn opdrachten om bepaalde blokken tekst of eventueel enkele 
regels te centreren.
- De meeste macropakketten hebben de mogelijkheid tekst af te drukken 
in twee kolommen. Hiervoor is het nodig het programma col te 
gebruiken voor gewone terminals. Col verwerkt de "reverse 
linefeeds" (= papier terugschuiven) voor randapparat en, die dat 
niet aankunnen.
- Een aantal speciale formaten worden vaak ondersteund: appendix, 
titelpagina, abstract en het sluitstuk van brieven, waaronder de 
ondertekening en de lijst van mensen, die een copie van de brief 
krij gen.
- Veel macropakketten kunnen een inhoudsopgave genereren.
Verderop in dit hoofdstuk wordt het maken van tabellen en formules
behandeld.
21.6 Speciale 1ettersymbolen in de tekst
Op een normaal UNIX terminal zit een nauwkeurig bepaalde verzameling 
letters, cijfers en leestekens. Dat is de standaard ASCII (ANSI-X3.4) 
tekenset die is afgedrukt in bijlage A van dit boek. Daarin is heel 
weinig ruimte voor variatie. Een enkele keer wordt wel eens de $ 
vervangen door een (engels) Pond-teken, of het rijtje { [ } door a o u 
met Umlauten, maar daar blijft het dan ook bij. Merk ook op: het is 
altijd vervangen van tekens, nooit toevoegen. Toch is het vaak gewenst 
om speciale tekens te hebben, zoals:
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griekse letters a 6 Y $ ¥ £2
wiskundige symbolen / ƒ • 3 
allerlei 0 \ o
Bij nroff/troff hoort een nauwkeurig omschreven verzameling van 
speciale tekena buiten de ASCII standaard tekens. Die extra verzameling 
ia oorapronkelijk geïnspireerd op een speciale tekenset ('pi-font') dat 
de nrensen van Bell Laboratories voor hun eerste foto zetmachine had den 
laten ontwerpen. De machine was een CAT-4 met zeer beperkte 
capaciteiten. Die beperkingen zijn dus helaas op deze manier ook in het 
nroff/troff ontwerp doorgedrongen.
Deze tekens kunt U, als U dat wenst, in Uw tekst meegebruiken. Elk 
van deze tekens heeft daarvoor een codenaam, die bestaat uit
\(. .
met op de plaats van de twee puntjes een twee-1 etterige aanduiding 
ingevuld. Bijvoorbeeld:
CL = \ C*a P - \(*b Y = \(*g
$ = \(*F ¥ = \ ( * Q ij *■ \ ( * w
y  - \ (sr ƒ = \ C is CD = \  C i  fo _ \ C de % = \(1 2
a = \(pd □ - \ (sq
Die codenaam kan op elk terminal worden ingetypt. Nroff/troff zullen de 
codenamen omzetten in de juiste stuurcodes om op het afdrukapparaat van 
Uw keuze de juiste tekens afgedrukt te krijgen.
Merk daarbij een aantal dingen op:
-Het af drukapparaat moet wel in staat zijn om de speciale tekens te 
drukken. In het minimale geval gebeurt het wel dat door het over 
elkaar heen drukken van een aantal lettertekens een resultaat wordt 
geproduceerd dat een beetje lijkt op het speciale teken dat ia gewenst. 
Dit is bruikbaar als U teksten wilt proeflezen voordat U ze naar een 
'echt' afdrukapparaat stuurt. Als het apparaat helemaal niets van het 
speciale teken kan maken, dan is het ook mogelijk dat U in Uw afdruk 
een spatie o.i.d. krijgt.
-Op de beschreven manier kunt U alleen die speciale tekens behandelen 
waarvoor geldt dat ze in de standaard nroff/troff verzameling zitten, 
en die tevens op Uw afdrukapparaat zitten. Uitbreiding van de 
nroff/troff verzameling met nieuwe symbolen is alleen mogelijk als U 
een van de nieuwste software versies hebt, plus het nodige verstand van 
de gehele ingewikkelde materie die bij nroff/troff onder de motorkap 
zit,
-Er is helaas geen standaardisatie op het gebied van de besturingscode 
voor af dr ukapparaten. Dus moet U voor elk apparaat afzonderlijk aan 
nroff/troff vertellen hoe dat met Uw apparaat zit. Daarvoor moet een 
tabel worden opgesteld waarin precies staat aangegeven per speciaal 
teken wat daarvoor aan stuurcodes moet worden geproduceerd» Het maken 
van zo'n tabel is specialistenwerk, al is het niet extreem moeilijk.
De tabellen hebben codenamen. In de meeste UNIX systemen staat ze in 
directory /usr/lib/font. Bij het starten van nroff/troff moet U dan de
-- 226 -
juiste tabel aanduiden met de -T vlag, bijvoorbeeld als volgt (voor 
tabel /usr/lib/font/202 die de stuurcodes voor apparaat '202' bevat):
troff -mm -T202
Dan start troff met de 'mm' macro's en met de stuurtabel voor apparaat 
' 20 2 '  .
21.7 De tweede stap zelf: formatteren
De laag-niveau commando's en de macro's hebben met elkaar gemeen dat 
ze steeda aan het begin van een regel moeten worden getypt, en dat op de 
eerste positie een punt staat. Op dergelijke regels reageert het lay-out 
verzorgende programma tijdens de hierboven gedefinieerde 'tweede stap'.
Stel nu dat U Uw bestand klaar heeft waarin U Uw tekst plus de lay­
out codes hebt ingetypt. Dat bestand heet dan bijvoorbeeld: "unixboek".
U start dan de tweede stap door te commanderen:
nroff -mm unixboek > boek.drukklaar
waarbij de naara "boek.drukklaar" ook een vrij gekozen bestandsnaam is, 
voor het bestand waarin de drukklare tekst wordt opgeborgen. U begrijpt 
dat de vlag '-mm' nodig is om aan het lay-out verzorgende programma 
'nroff' te vertellen dat U de 'mm' macrover zameling gebruikt.
Dit 'nroff' programma vormt de kern van het hele UNIX 
tekatverwerklngsgebeuren. De taak van 'nroff' is om de lay-out codes, 
zowel de laag niveau codes als ook de macro's, te interpreteren, en ze 
om te zetten zo dat het resulterende bestand klaar is om af te. drukken. 
Zoals gezegd betekent dat o.a. het invoegen van spaties, lege regels, 
paginanummers, paginakopjes, enz. enz., en daarbij ook het invoegen van 
stuurcodes voor het afdrukapparaat.
Met name is ook belangrijk om te beseffen dat r egel-i ndel ingen door 
Nroff helemaal worden omgezet. Er is in principe geen enkele relatie 
meer tussen die plaatsen in Uw'tekst waar Uzelf bij het intypen naar een 
volgende regel bent gegaan, en de plaatsen waar in de afdruk de regel­
overgangen zullen liggen.
Nroff produceert drukklare teksten voor relatief eenvoudige afdruk­
apparatuur. Denk daarbij aan regeldrukkers, typemachine-terminals met 
letterschijfjes enz. Nroff kan omgaan met variabele ('el astieke') 
spaties en zelfs met lettertypen van variabele letterbreedte.
Een klasse ingewikkelder zijn 1 as er-printers , fotozetmachines en 
dergelijke. Nroff heeft daarvoor een tweelingbroertje: Troff genaamd, 
dat speciaal voor deze apparaten is bedoeld. Denk daarbij aan apparaten 
waarop meerdere lettertypen kunnen worden afgedrukt, en tevens elk 
lettertype in variabele grootte gebruikt kan worden (bijvoorbeeld 12 
lettertypen, elk naar keuze af te drukken in grootten die instelbaar 
zijn tussen 1.5 mm en 2 cm met stappen van 0.5 mm),
Troff gaat uit van dezelfde lay-out codes als nroff. Vfel geldt 
daarbij dat aan troff veel meer detail-aanwijzingen kunnen worden 
meegegeven dan aan nroff. Troff is dan in staat om veel mooiere 
afdrukken te produceren als nroff kan.
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In nieuwere UNIX versies vindt men wel een combinatie van deze beide. 
Die heet dan D itroff. Deze naam, Device Independent Troff, staat voor 
een versie van troff die zo is opgezet dat door middel van een extra 
stuurcode wordt meegegeven voor welk apparaat de uitvoer moet worden 
geproduceerd. Het onderscheid tussen eenvoudige en Ingewikkelde 
apparaten vereist dan geen twee onderscheiden programma's meer.
21.8 De derde stap: het afdrukken.
De derde 3tap in het hele proces is de afdruk stap. Daarbij stuurt U 
het bestand dat door nroff/troff is geproduceerd naar een afdruk- 
apparaat toe. Bijvoorbeeld:
lpr boek.drukklaar
waarbij 'boek.drukklaar' een bestandsnaam is die we al eerder als 
voorbeeld hadden gebruikt.
In het algemeen is deze afdrukstap sterk afhankelijk van het apparaat 
waarop U gaat afdrukken. U moet ervan uitgaan dat bij elk apparaat een 
gespecialiseerd UNIX commando hoort om het afdrukken van bestanden op 
dat apparaat te besturen.
2  ^• 9 De pre-proceasors
Een aantal vormen van tekstverwerking is zo speoialistisch dat er met 
de macro's en met de andere tot nu toe besproken hulpmiddelen geen 
comfortabele manier van werken voor is op te zetten. Voorbeelden zijn:
- Tabellen met ingewikkelde lay-out
- Wiskundige vergelijkingen
- Eenvoudige lijntekeningen
- Literatuurverwijzingen in wetenschappelijke teksten
Voor deze vier deelgebieden uit de wereld van de tekstverwerking zijn 
daarom onder UNIX speciale voorzieningen gemaakt. Ze zijn echter niet 
bij alle UNIX versies aanwezig. Soms moeten ze zelfs apart worden 
gekocht als onderdeel van het programmapakket "Documenters Workbench".
Deze voorzieningen bestaan voor elk van de vier onderdelen 
afzonderlijk uit:
- een "taal" waarin de lay-out van een tabel, of van een plaatje, of 
van een wiskundige vergelijking, of van een literatuurverwijzing kan 
worden gespecificeerd. .
- een apart programma dat dit taaltje automatisch kan vertalen naar 
laag-niveau nroff/troff codes.
Deze 4 programma's heten de "pre-processors" (= vóór-bewerkers). De 
namen van de programma's zijn:
tbl voor tabellen
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eqn voor wiskundige vergelijkingen (er zijn aparte versies voor
gebruik met nroff (neqn) en met troff (eqn).
plc voor eenvoudige lijn-tekeningen
refer voor literatuurverwijzingen
Als U ze wilt gebruiken dan moet U ze als volgt op Uw ingetypte 
tekstbestand loslaten:
tbl unixboek | nroff -mm >boek.drukklaar
of in een meer ingewikkelde situatie:
tbl unixboek ] eqn | pic [ troff -mm -T202 > boek.drukklaar
Dat laatste voorbeeld geeft tevens de aanbevolen volgorde aan.
21.10 Het formatteren van tabellen met behulp van TBL
Bij het formatteren van tabellen wordt de tabel ingevoerd in twee 
delen: een beschrijving van het formaat van de tabel gevolgd door de 
gegevens, die in de tabel moeten komen. Het geheel wordt niet door 
nroff of troff afgehandeld, maar door een speciaal programma, dat tbl 
heet. Tbl vertaalt de beschrijving en de inhoud van de tabel naar laag 
niveéu nroff opdrachten. De complete omschrijving van de tabel moet 
worden omgeven door een ,TS en een .TE opdracht, afkortingen voor 
respectievelijk table start' en table end.
Bij gebruik van een van beschreven macropakketten in combinatie met 
tbl, moet de invoerfile eerst door tbl afgehandeld worden. Als 
voorbeeld een invoerfile voor MS met gebruik van tabelformattering:
tbl invoer j nroff -ms | col >uitvoer
Vanwege de "reverse linefeeds” , die tbl in een aantal gevallen 
produceert, moet het commando col^  gebruikt worden om die reverse 
linefeeds er weer uit te filteren voordat we de output kunnen afdrukken 
op normale regeldrukkers of beeldschermen.
21 .10.1 De formaat beschrijving van een tabel.
De formaat beschrijving begint met het noemen van een aantal gewenste 
opties, gescheiden door komma's en afgesloten met een Daarna
volgen afdruk aanwijzingen voor de tabel. Elke regel met 
afdrukaanwijzingen bevat een of meer specificatieletters voor elke 
kolom. Met behulp van een aantal mogelijke letters, kan de gebruiker 
kiezen uit een aantal mogelijkheden. In principe moet er voor elke rij 
in de tabel een overeenkomstige regel in de formaat beschrijving staan, 
maar bij gelijkblijvend formaat hoeft de laatste regel niet herhaald te 
worden.
De volgende opties zijn o.a, mogelijk voor het afdrukken van een 
tabel: ' ’
- center heeft tot gevolg dat de tabel in het midden van de tekst
wordt geplaatst. Default wordt de tabel links tegen de kantlijn 
afgedrukt. De breedte van de tabel wordt bepaald door de 
gegevens: tbl maakt in dit geval de tabel zo breed als nodig is.
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- expand zorgt ervoor dat de tabel even breed wordt als de 
bovenliggende tekst.
- box heeft tot gevolg, dat de tabel met lijnen wordt omlijst.
- all.box zorgt ervoor dat alle regels en kolommen in de tabel 
worden omlijnd.
“ doublebox geeft een dubbele omlijsting van de tabel.
Combinaties van bovenstaande opties zijn mogelijk, bijvoorbeeld:
.TS
expand, box;
...formaatbeschrijving...
...teksten die in de tabel moeten komen ...
.TE ' ' '
De formaatbeschrijving bestaat uit een of meer specificatieletters 
per kolom in de tabel. Voor iedere rij in de tabel wordt een regel met 
specificaties gegeven;' de laatste formaatregel hoeft niet meer herhaald 
te worden.
De volgende specificatiel etters zijn o.a. mogelijk:
- _1 het gegeven moet tegen de linkerkantlijn van de kolom worden 
geplaat3t.
- r zorgt ervoor dat het gegeven tegen de rechterkantlijn 
geplaatst wordt.
- c zorgt ervoor dat het gegeven in het midden van de kolom 
komt.
- n geeft aan dat het gegeven numeriek is en dusdanig uitgevuld 
wordt, dat bij gebruik in meerdere rijen de deoimale onder 
elkaar staan.
- a kan gebruikt worden voor alfa-numerieke gegevens. Het 
breedste gegeven in de kolom wordt gecentreerd, waarbij de 
eerste letter positie een linkerkantlijn oplevert. Zolang dit 
breedste gegeven niet de volledige kolom beslaat ontstaat een 
ingesprongen kolom.
~ s geeft aan dat de vorige kolom doorloopt over deze kolom.
Deze spanned column wordt gebruikt om tabel titels in het 
midden boven een tabel te krijgen.
21.10.2 Een voorbeeld
Als voorbeeld een tabel met drie kolommen:
Overall Title
Item-a 34. 22 9.1
Itera-b 1 2. 65 .02
Items: c ,d ,e 23 5.8
Tot al 69. 87 1 n . 92
De invoer ziet er zo uit:
-  2 3 0  -
.TS .....
cent e r , box; 
c 3 3 
,1 n n .
Overall Title 
Item-a 34.22 9.1
Item-b 12.65 .02
Items: c , d , e 23 5.8 
Total 69.87 ' 14.92
.TE
De gegevens per regel zijn onderver deeld in de aparte kolommen door met 
een tab teken de gegevens te scheiden.
21.11 Het formatteren van formules; EQN
Notatie van wiskundige formules is onderworpen aan een aantal 
conventies, die nogal wat problemen opleveren bij het drukken van 
formules. Als men denkt aan allerlei complexe formules, dan valt op dat 
er naast Griekse letters een aantal symbolen met een afwijkende grootte 
worden gebruikt. Als voorbeeld noemen we het integraal teken.
Een vervelende bijkomstigheid is dat deze speciale symbolen niet 
kunnen worden ingetypt op normale terminals, om nog maar te zwijgen over 
de weergave op standaard printers. Eqn lost een aantal problemen op: 
voor de invoer kan gebruikt worden van namen van symbolen en voor de 
uitvoer kan men of gebruik maken van speciale letterwielen voor 
kwaliteitsprinters of van een fotozetter.
Voor elk speciaal symbool, zoals integraal tekens maar ook Griekse 
letters e.d., kent eqn een sleutelwoord. Het sleutelwoord "over" , 
bijvoorbeeld, geeft aan dat er een deelstreep getrokken moet. De 
invoer:
.EQ
a + b over o
.EN
geeft als uitvoer:
Met behulp van accolades kan men aangeven welke onderdelen van een 
formule bij elkaar horen:
.EQ
{a + b} over c 
.EN
De tabel, die hieronder volgt, geeft een beeld van de mogelijkheden 
van de sleutelwoorden. De tabel is niet volledig: o.a. de meeste 
Griekse letters zijn weggelaten.
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int
sqrt
from
to
over 
left { 
left ( 
left [ 
right } 
floor 
ce i1ing 
pile 
sub 
sup 
inf 
half
y =
< =
! =»
+ -
partial
approx
cdot
prod
union
inter
Formules kun je op twee manieren gebruiken: in aparte vrijstaande 
blokken of binnen een regel. Voor gebruik binnen een regel moet men 
eerst de scheidingstekens definieren, die men wil gebruiken. Men doet 
dit met:
. EQ
delim #$
.EN
De formule moet beginnen met en afgesloten worden raet een
In de invoer wordt een regel met een formule erin, dan als volgt 
ingetypti
Binnen deze regel komt de formule #a+b over c$ te staan
Wie een wiskunde boek doorbladert, die zal zien, dat in grote 
afleidingen de tekens van elke stap onder elkaar staan. Met andere
woorden: na de eerste stap volgen nog een aantal formules, die links met 
een '=' teken beginnen. Die '=' tekens horen precies onder het eerste 
teken te komen. Hiervoor kan men de 1ineup faciliteit gebruiken:
.EQ lineup =■ a + b over c .EN
Het voorbeeld vel» dat bij dit hoofdstuk hoort laat een vrij grote 
formule zien, met nogal wat mogelijkheden in zich. Aan het eind van dit 
hoofdstuk staat de invoer van het voorbeeld vel afgedrukt.
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integraalteken 
wortelteken
ondergrens voor sommatie, integraal of limiet
bovengrens voor sommatie of integraal
deelstreep
grote accolade open
grote ronde haak open
grote vierkante haak open
grote accolade sluiten, analoog ) en ]
ondergrens interval
bovengrens interval
stapelen van elementen in een matrix-kolom 
subscript (bijv. indexering) 
superscript (bijv. machtsverheffen) 
oneindig symbool 
1/2
groter dan of gelijk aan 
kleiner dan of gelijk aan 
equivalent met 
ongelij k 
plus-minus
kleine delta voor partieel differentieren 
ongeveer
gecentreerde punt 
product teken 
vereni ging 
doorsnede
.TL .............  _
Voorbeeld op de Linotron fotozetter ■
.PP
Dit voorbeeld ia 
met behulp van 
.1 dtbl,
.1 deqn
.1 dtroff 
gezet op een 
.B Linotron 
.B 202 
fotozetter.
Het voorbeeld geeft een idee van de mogelijkheden van 
.1 tbl
.1 eqn
beiden beschikbaar onder 
.LP
De invoer, waarmee dit voorbeeldvel werd gemaakt, staat afgedrukt 
in het hoofdstuk "Tekstverwerking onder Unix".
Als eerste demonstratie een tabel met bruggen'in New York:
(In dit intyp-voorbeeld geeft elke # een tabulatie aan)
.TS
oenter, box;
0 s s
c c c .
1 1 n .
Major New York Bridges
Bridge#Designer#Length
Brooklyn#J.A . Roebling#1595 
Manhattan#G. Lindenthal#! H70.,
Wil1iamsburg#L.L . Buck#l600
Queensborough#Palmer#1182
# Hornbostel
##1380
Trlborough#0.H. Ammann#_
##383
Bronx Whites tone#0.H . Ammann#2300 
Throgs Neck#0.H. Ammann#1800
.te ■ ■ :
Soms wil men een lijst van gegevens alleen maar netjes onderelkaar hebben. 
Ook in een dergelijk geval is het handig 
.1 tbl
te gebruiken, al maken we dan geen gebruik van omlijstingen:
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.TS . 
center ;
o s s 3
0 3 5 3
0 3 3 3 
1 1 1 1 .
Fotozetmaohine Linotron 202 
Beschikbare lettertypen
fontnummer#naam#soort#groot te
1# T i mes#normaal#10 pt»
2#Time3#cursief#10 pt.
.TE '
.EQ
delim ##
• EN 
.LP
Als tweede demonstratie:
.1 eqn
eerat met een 
.B inline
formule: #x = 2 pi int sin { omega t ) dt#, gevolgd door 
een grote formule in display vorm:
.EQ I
G(z) mark = e sup { ln G-(z) }
= exp left (
3um from k>=1 { S sub k z sup k } over k right )
>= prod from k> = 1 e sup { S sub k z sup k/k }
.EN 
.EQ I
lineup = left ( 1 + S sub 1 z +
{ S sub 1 sup 2 z sup 2 } over 21 + right )
left ( 1 + { S sub 2 z sup 2 } over 2 
+ { S sub 2 sup 2 z sup 4 } over { 2 sup 2 cdot 2! }
+ ... right ) ...
.EN '
.EQ I
lineup = sum from m>=0 left ( 
sum from
pile { k sub 1, k sub 2 ,  ..., k sub m >= 0 
above
k sub 1 +2k sub 2 + ... + mk sub m = m }
ÍS sub 1 sup { k sub 1 }  } over { 1 sup k sub 1 k sub 1 ! } 
(S sub 2 sup { k sub 2 } } over { 2 sup k sub 2 k sub 2 ! }
{S'sub m sup { k sub m } } over { m sup k sub m k sub m ! }
right ) z sup m
.EN
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Voorbeeld op de Linotron fotozetter
Dít voorbeeld is met behulp van dtbl, deqn en dtroff gezet op een Linotron 202 
fotozetter. Het voorbeeld geeft een idee van de mogelijkheden van tbl en eqn beiden beschik­
baar onder UNIXt
De invoer, waarmee dit voorbeeldvel werd gemaakt, staat afgedrukt in het hoofdstuk "Tekst­
verwerking onder Unix", Als eerste demonstratie een tabel met bruggen in New York:
Major New York Bridges
Bridge Designer Length
Brooklyn
Manhattan
Williamsburg
J.A . Roebling 
G. Lindenthal 
L.L. Buck
1595
1470
1600
Queensborough Palmer
Hornbostel
1182
Triborough O.H . Ammann
1380
383
Bronx Whitestone 
Throgs Neck
O.H . Ammann 
O .H . Ammann
2300
1800
Soms wil men een lijst van gegevens alleen maar netjes onderelkaar hebben. Ook in een der­
gelijk geval is het handig tbl te gebruiken, al maken we dan geen gebruik van omlijstingen:
Fotozetmachine Linotron 202 
Beschikbare lettertypen
fontrmmmer naam soort
1 '
2
grootte 
Times normaal 10 pt. 
Times cursief 10 pt.
Als tweede demonstratie: eqn eerst met een inline formule: x = 2 k  J sin ( co t ) dt, gevolgd 
door een grote formule in display vorm:
' Skzk 'G( z )  =  e lnG(2) = exp
Siz2
2 ! + ■
k/t
= YleSiZ*3=1
S 2z 2 S%z41 + — -^-h-rr— +22-2!
= 2mSO 2ki+2k^ + • • • +mkni=m rnkmk m \
t  UNIX is a tradem ark of Bell Laboratories.

A. Een korte reference-card
Van de basis gebruikers-commaiido' a ia hieronder een korte 
samenvatting van gebruik en werking opgenomen. Het UNIX 
Prograamers Manual blijft uiteraard de belangrijkste 
refererentie-bron en het onderstaande dient alleen om de 
be.ginnende gebruiker een klein overzicht te geven van de 
belangrijkste commando's. Zie ook hoofdstuk 14*2 voor notatie- 
conventie.
- cancel [request-ids] [printers]
Annuleer de aangeleverde print-output (selecteren dmv 
"request-ids") of de print-output die op dit moment op een van 
de printers loopt (opgeven dmv "printers").
- cat [file...] ■
Druk de opgegeven file(s) letterlijk (i.e. onveranderd) achter 
elkaar op 3tandaard output af.
- cd [directory-naam]
Verander de huidige directory naar "directory-naam". Als geen 
argument wordt opgegeven: ga naar de HOME-directory.
- chgrp groepnaam file... ' 
Verander de groeps-informatie van de opgegeven files.
- chmod mode file...
Verander de protectie-mode van de files volgens de specificatie 
van ''mode". Deze "mode" kan met drie letters (en combinaties) 
worden opgebouwd ala volgt: [ugo][+-][rwx] waarbij u(ser), 
g(roup) sn o(ther) velden worden aangezet(+), afgezat(-) op het 
r(ead), w(rite) en x(ecute) permissie-bit.
- chown eigenaar file....
Verander de eigenaar-informatie van de files.
- cmp filel file2
Vergelijk beide files en geef de eerste byte en regelnummer 
waarin ze verschillen.
- cp filel file2
cp file... directory
Copieer de file (filel) naar de file (file2). Indien file2 al 
' mocht bestaan dan wordt de oude inhoud hiervan eerst 
weggegóoid,
In de tweede vorm mogen meerdere filenamen worden opgegeven. 
Al deze files worden gecopieerd naar files onder de aangegeven 
directory en deze laatste krijgen namen in overeenstemming met
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die van de oorapronkelijke files, 
date
Zet datum en tijd op het scherm.
Geef de hoeveelheid vrije disk-ruimte (blokken en inodes). 
diff [-e] filel file2
Raporteer verschillen tussen filel en file2. Bij de optie '-e' 
wordt output geproduceerd die als editor-script voor ' ed' 
gebruikt kan worden en die file2 regenereert uitgaande van 
filel .
du [-as] [filea en/of directories]
Geef overzicht van de door de opgeven files of de files vallend 
onder de opgegeven directories g e-alloceerde blokken. Zonder 
opties wordt per directory en sub-directory een totaal-getal 
gegeven voor alle files die hieronder vallen. Bij optie '-a' 
gebeurt dit per file. Bij optie '-s' wordt slechts fefen totaal 
getal gegegeven: de door de geaamenlijke filea in beslag 
genomen blokken.
ed file
De standaard UNIX editor. De subcommando's zijn beschreven in 
hoofdstuk 3 en 10. De voornaamste zijn:
voor alle commando's geldt dat ze voorafgegaan mogen worden 
door een of twee regeladreasen (absoluut, relatief of 
patroon) waarmee aangegeven kan worden op welk regelgebied 
de commando's moeten werken. Als geen regelnummer wordt 
opgegeven werken de commando's meestal alleen op de huidige 
regel (uitzondering: w(rite) en g(lobal) werken dan op hele 
bestand) .
- H ( elp)
Zet de help-boodschappen aan.
- p(rompt)
Ed aal voortaan met een **' om een nieuw commando prompten.
- a(ppend)
Voeg regels toe aan het bestand. Alle regels die u hierna 
intikt worden achter de (opgegeven) regel geplaatst. U 
sluit dit invoegen af door middel van een regel met alleen 
een (punt) erin.
- d(elete)
Verwijder regels uit het bestand.
gClobal)
Zie hoo fdstuk 10.1 
i(nsert)
Voeg regels toe vbbr de (aangegeven) regel. Gebruik is 
verder als a(ppend).
l(ist)
Druk de regel(s) af op de terminal. Niet afdrukbare tekens 
worden symbolisch weergegeven.
m(ove)
Verplaats regel(s). Het nummer van de regel waarachter de 
regels gezet moeten worden, moet achter het 'm'-commando 
gegeven worden.
n(umber)
Druk regel(s) af op het scherm, voorafgegaan door hun 
regelnummers,
p(rint)
Druk regel(s) af op het scherm, 
q(ui t)
Verlaat deeditor. Als u de werk-file veranderd hebt maar 
nog niet gesaved zal een waarschuwing worden gegeven.
s(ubatitute)
Syntax: s/vervangdit/doordat/. In de aangegeven regel(s) 
wordt de tekst 'vervangdit' door de tekat 'doordat' 
vervangen. Alleen het eerste voorkomen in elke regel wordt 
op deze wijze vervangen. Door toevoeging van het suffiz 'g' 
achter het commando, worden alle voorkomens in de regel 
v ervangen.
t(ranscribe)
Kopieer de aangegeven regel(s) achter een andere regel. Het 
nummer van deze laatste regel wordt achter het 't’-commando 
ge ze t.
w(rite)
Save het bestand, i.e. de werk-file wordt weggeschreven naar 
het bestand dat u aan het editen bent.
ex file
Uitgebreide versie van 'ex'. Herkent alle ' ed1-commando's plus 
nog veel meer.
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grep reguliere_ezpressie [file...]
Doorzoek de opgegeven "bestanden op regels die passen hij de 
opgeveven reguliere eipreasie. Schrijf deze regels naar 
standaard output.
In file aliaa
Maak een gelinkte file: file krijgt een alias met de naam 
’alias’.
jlp [file... ]
Druk filea op de line-printer af. 
lpr [f11e. . . ]
Oude versie van commando om files op de printer af te drukken, 
lpstat [-a]
Rapporteer de atatus van de door middel van 'lp' voor afdrukken 
aangeleverde file(s).
Is [-l] [file of directory-namen]
Geef de boekhoud-informatie van de aangegeven files of de files 
meteen vallend onder de aangegeven directories. Met de optie 
'-1' wordt een 'lange' listing gegeven. Zonder opties 
verschijnen alleen de namen van de files.
mail [gebruiker...]
Zonder argumenten wordt in de eigen brievenbus gekeken. Het 
sub-commando '?' geeft een lijst van de beschikbare sub­
commando's. Met argumenten wordt de via standaard invoer 
aangeleverde regels als 'mail' verstuurd naar de opgegeven 
gebruikers.
man [hoofdstuk-nummer] onderwerp.,,
Druk de pagina's betreffende het opgegeven 'onderwerp' uit het 
UNIX Programmers Manual op standaard output af.
mkdir naam...
Maak nieuwe directorie(s) aan.
h lv  filel file2  
mv file.... directory
Geef de file met naam ' filel*' de naam 'file2'. In de tweede 
vorm worden alle opgegeven fileTsT onder hun oorspronkelijke 
naam in de directory gezet.
pack file...
Comprimeer de opgegeven files. Ze krijgen namen eindigend op
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- pcat file...
Geef een listing van de opgegeven 'gepackte' files op standaard 
o u t p u t .
- pr [file...]
Druk de opgegeven filea op standaard output af, ingedeeld in 
pagina’s en voorzien van kopje met p a g i n a - n u m m e r , filenaam 
enzovoorts,
- ■ p wd
Druk de naam van de huidige directory af.
- rm [-ri] fi l e ...
Verwijder de aangegeven files. Bij de optie '-i' wordt voor 
iedere file eerst toestemming gevraagd v66rdat hij weggegooid 
wordt. Bij de optie '~r' kan een hele suh-tree vallend onder 
een directory weggegooid worden.
- rmdir directory...
Verwijder de opgegeven directories. De directories moeten 
'leeg' zijn (i.e. er mogen geen files onder vallen; zie ook ’rm 
-r' )
- sort [vlaggetjes] [file...]
Sorteer de opgegeven files en schrijf het resultaat naar 
standaard output. Op alle mogelijke manieren kan gesorteerd 
worden. Zie voor details: sort(l).
- split [file. . . ]
Splits de files in kleinere stukken. De kleinere stukken 
krijgen namen 'i aa', 'xab' enzovoorts.
- stty [ opties]
Zet of rapporteer de settings van de t e r m i n a l - d r i v e r ,
- tail [-+getal] [file...]
Laat het laatste stuk van een file zien. Bij '-getal' worden 
de laatste 'getal' regels op standaard output afgedrukt. Bij 
'+getal' worden alle regels vanaf de 'g e t a l ’-de regel 
af g edrukt. -
- tee file
Kopieer standaard input naar output en maak tegelijk een kopie 
in het bestand 'file'.
- uniq [-c] [file...]
De invoer van 'uniq' is meestal door sort gesorteerd. Uniq zal 
van alle regels die opeenvolgend in de invoer identiek zijn, 
slechts fefen exemplaar op standaard uitvoer afdrukken. Bij de
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optie '-c* wordt tevèna vermeld hoeveel identieke 
de invoer aangetroffen zijn.
exemplaren in
unpack [file...]
Herstel door middel van 'pack' gecomprimeerde filea weer in hun 
oorapronkelijk formaat.
vi file
De standaard UNIX full-acreen editor.
wc [-lwc] [file...]
Tel ragels (-l), woorden (~w) en letters ( 
invoerfilea. Rapporteer het to taal-aantal 
ui tvo er.
-c)
op
in de 
standaard
who
Geef een lijat van ingelogde gebruikera naar standaard uitvoer.
write gebruiker
Schrijf een regels van standaard invoer rechtstreeks 
terminal-seherra van de Ingelogde gebruiker.
naar het
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B . Literatuurlljst
Er zijn enkele dozijnen boeken op de markt die handelen over 
UNIX, over de taal C, of over andere onderwerpen die nauw met UNIX 
verband houden. Uiteraard zijn lang niet al deze hoeken van 
dezelfde kwaliteit. Een selectie uit het aanbod van de o.i. betere 
boeken ia:
A UNIX Primer
Lomuto, A. en N. Lomuto, Prentice Hall, Englewood Cliffs, N.J., 
USA (11983) ISBN 0-H3-938886-9
Een beknopte inleiding tot het UNIX systeem, voor (eerste) 
beginners
A Practical Guide to the UNIX System
Sobell, M.G., The Benjamin/Cummings Publishing Co., Inc., Menlo
Park, Ca., USA ( 1' 984 ) ISBN 0-8053-8910-5
Een uitgebreidere inleiding tot het UNIX systeem.
A User Guide to the UNIX System
Thomas, R., en J. Yates, Osborne/McGraw-Hill , Berkeley Ca., USA 
(1982) ISBN 0-931'9S8-T1!-3
Een inleiding voor messen zonder enige voorkennis van 
computers. Een 'stapje voor stapje voor stapje' uitwerking, erg 
uitgesponnen, en niet diepgaand.
The Business Guide to the UNIX System
Yates, J.L., en S.L. Emerson, Addison Wesley Publishing Co., 
Menlo Park, Ca., USA (1984) ISBN 0-201'-08848-7
Evenals het vorige boek van dezelfde schrijfster zeer 
uitgesponnen, met een beschrijvingswijze in de trant van: "als 
je dit intypt dan gebeurt er dit, als je dat intypt dan gebeurt 
er dat". In elk geval niet diepgaand. In dit boek komen 
vooral editors en tekstverwerking uitvoerig aan de orde (maar 
daarbij wordt uitgegaan van het verouderde 'ms’ pakket).
Van dezelfde schrijfsters/zelfde uitgever is ook verschenen: 
The Business Guide to the Xenix System (ISBN 0-2011 -08847-9 )
Dit boek is een op een aantal punten aan Xenix aangepaste 
uitgave van het eerdere boek. .
The UNIX Operating System
Christian, K., John Wiley & Sons, New York, N.Y., USA (1983) 
ISBN 0-4711-89052-9
Een inleidend boek dat ook in grote lijnen de taal C, 
hulpmiddelen voor programmaontwikkeling en de interne structuur 
van UNIX behandelt. Voor mensen met enige voorkennis van 
computers.
UNIX The Book .
Banahan, M.F., en A. Rutter, Sigma Technical Press, Winslow, 
G.B. (1 982) ISBN 0-9051 04-21j-8
Een inleiding in UNIX voor mensen met enige voorkennis van com­
puters .
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The UNIX System
Bourne S.R., Addi30n Wesley Publishing Co., Reading, Ma., USA 
( 11982 ) ISBN O-2OII-II3 7 9II- 7
Een hoek dat vrij diep op UNIX ingaat. Niet voor mensen zsonder 
voorkennis van UNIX.
The UNIX Programming Environment
Kernighan B.W., en R. Pike, Prentice Hall, Englewood Cliffs, 
N.J., USA (1984) ISBN 0-13-93768Î-X
Hèt handhoek voor de gevorderde UNIX gebruiker/programmeur. 
Verschijnt in 1'985 in nederlandse vertaling (uitg. Academic
- Service) .
The Bell System Technical Journal
July/august 1978, Vol 57 no 6 part 2, American Telephone and 
Telegraph Co., ISSN 0005-8580 '
Dit nummer van het BSTJ tijdschrift is helemaal aan UNIX 
gewijd. Het bevat een aantal technische artikelen over het UNIX 
systeem, opzet, bedoelingen, terugblik en enkele technische 
toepassingen.
UNIX het atandaard operating gyateem
G.J.M. Auaten en H.J. Thomassen, Academic Service, Den Haag, 
ISBN 90-6233-11297 (H985).
Qua atrekking vergelijkbaar met het bovenstaande boek 'A 
Practical Guide to the UNIX System'.
Over de programmeertaal C, en programmeren in C onder UNIX, zijn 
niet zoveel bruikbare boeken verschenen. Er zijn enkele boeken die 
handelen over C op microcomputers (niet met UNIX) die het bezwaar 
hebben dat er nogal eens taal-uitbreidingen of juist beperkingen 
ten opzichte van UNIX-C worden genoemd. Er zijn ook verrassend 
veel hoeken die flink wat fouten bevatten.
The C Programming Language
Kern,ighan, B.V. en D.M. Ritchie, Prentice Hall, Englewood 
Cliffs, N.J., USA (1 978) ISBN 0-13-110163-3
■ Het standaard boek over de programmeertaal C. Bevat als 
appendix een 'formele definitie' van de taal. Het ia helaas 
geen gemakkelijk boek.
Van dit boek bestaat ook een 'Digital Equipment Editie' (1983) 
onder ISBN 0-13-109950-7
The C Programming Tutor
Wortman, L.E. en T.O. Sidebottom, Robert J Brady Co./Prentice 
Hall, Bowie, Md., USA (1984) ISBN 0-89303-3 64-2
Een uitvoerige inleiding in de taal C. Veel voorbeelden van 
kleine tot zeer uitgebreide programma's. Geen informatie over 
de run-time omgeving. Voor mensen met enige programmeer­
ervaring.
C Programming Guide
Purdum, J., Que Corp., Indianapolis, Ind., USA (1983) ISBN 0­
88022-022-8
Een leerboek dat stap voor stap de taal C behandelt. Het is 
uitgebreid en volledig, en geschikt voor beginners.
The C Puzzle Book
Peuer, A.R., Prentice Hall, Englewood Cliffs, N.J., USA (1982) 
ISBN 0-1 3-1 09926-4
Geen leerboek voor de taal C, maar een boek met programmeer­
opgaven die bedoeld zijn om de lezer attent te maken op 
allerlei details, valkuilen en onbedoelde effecten. Wie de taal 
C 'cryptisch' vindt kan met dit boek sijn mening rotavast 
onderbouwen *
Comparing and Assessing Programming Languages: Ada, C and Pascal. 
Feuer, A. en N. Gehani (ed .), Prentice Hall, Englewood Cliffs, 
N.J., USA (1984) ISBN 0-1 3-1 54840-9
Strict genomen is dit geen boek over de taal C. Het bevat een 
verzameling van artikelen waarin verschillende experts hun 
licht laten schijnen over de voordelen en nadelen van de 
genoemde programmeertalen. Uiteraard verdedigt ieder zijn eigen 
voorkeur..
C . Inhoudsopgave UNIX System V Programmers Manual
Hoofdstuk 1: gebruikers-commando1s
300(1 ) 300, 300a: handle special functions of DASI 300 and 300s 
terminals.
4014(1) 4014: paginator for the Tektronix 4014 terminal.
450(1) 450: handle special functions of the DASI 450 terminal. 
acctcom(l) acctcom: search and print process accounting file(s). 
adb(l) adb: absolute debugger.
admin(l) admin: create and administer SCCS files.
ar(l) ar; archive and library maintainer for portable archives.
ar.pdp(l) ar: archive and library maintainer.
arcv(l) arcv: convert archive files from PDP-11 to common archive 
f 0 rm a t .
as (1 ) as: common assembler.
as * pd p(1 ) as: assembler for PDP-11.
asa(l) asa: interpret ASA carriage control characters. 
awk(l) avk: .pattern scanning and processing language. 
banner(l) banner: make posters.
basename(l) basename, dirname: deliver portions of path names. 
bc(l) be: arbitrary-precision arithmetic language, 
bdiff(1) bdiff: big diff. 
bfs(l) bfs: big file scanner.
ba(1 ) bs : a compiler/interpreter for modest-sized programs.
cal(l ) cal: print calendar.
calendar(l) calendar: reminder service.
cat(l ) cat: concatenate and print files.
cb(l) cb: C program beautifier.
c c (1 ) cc, pcc: C compiler.
cd(l) cd: change working directory.
cdc(l ) cdc: change the delta commentary of an SCCS delta. 
cflow(l) cflow: generate C flow graph. 
chmod(l) chmod : change mode.
chown(l) chown, chgrp: change owner or group. 
cmp(l) cmp: compare two files. 
col(l) col: filter reverse line-feeds. 
comb(l) comb: combine SCCS deltas.
comm(l) comm: select or reject lines common to two sorted files. 
convert(1) convert: convert object and archive files to common 
formats.
cp(l) cp, In, mv: copy, link or move files. 
cpio(l) cpio: copy file archives in and out. 
cpp(l) cpp: the C language preprocessor. 
cprs(l) cpra: compress an IS25 object file. 
crypt(l) crypt: encode/decode. 
csplit(l) csplit: context split. 
ct(lC) ct: spawn getty to a remote terminal. 
cu(lC) cu: call another UNIX System.
cut(l) cut: cut out selected fields of each line of a file, 
c w (1) cw, checkcw: prepare constant-width text for troff. 
ciref(l) ciref: generate C program cross reference. 
date(l) date: print and set the date, 
d c ( 1 ) dc: desk calculator. 
dd(l) dd: convert and copy a file.
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delta(l) delta: make a delta (change) to an SCCS file.
deroff(l) deroff: remove nroff/troff, tbl, and eqn constructs.
diff(l) diffi differential file comparator.
diff3(l) diffjJ: 3-way differential file comparison.
diffmk(l) diffmki mark differences between files.
dircmp(l) dircmp: directory comparison.
dis(l) dis: 3B20S disassembler.
dpd(lC) dpd , Ipd : HONEYWELL sending daemon, line printer daemon. 
dpr(lC) dpr: off-line print. 
du(l) du: summarize disk usage.
d"ump(l) dump: dump selected parts of an object file. 
echo(l) echo: echo arguments. 
ed(l) ed, rsd; text editor.
edit(l) edit; text editor (variant of ex for casual users). 
efl(l) efl: Extended Fortran Language.
enable(l ) enable, disable: enable/disable LP printers. 
env(l) env: set environment for command execution.
eq.n(l) eqn, neqn, checkeq: format mathematical text for nroff or 
tro ff.
ex(l ) ex: text editor.
expr(l) expr: evaluate arguments as an expression, 
f77(1 ) f77: Fortran 77 compiler. 
factor(l) factor: factor a number.
fget(tC) fget, fget.demon: retrieve files from the HONEYWELL 6000. 
file(t) file: determine file type. 
find(1) find: find files.
fsend(1C) fsend: send files to the HONEYWELL 6000.
fsplit(l) fsplit: split f77, ratfor, or efl files.
gcat(lC) gcat: send phototypesetter output to the HONEYWELL 6000.
gcosmail(lC) gcosmail: send mail to HIS user.
gdev(lG) hpd, erase, hardcopy, tekset, td: graphical device
routines and filters.
ged(1G) ged: graphical editor.
get(l) get: get a version of an SCCS file.
getopt(l) getopt: parse command options.
graph(lG) graph: draw a graph.
graphics(lG) graphics: access graphical and numerical commands. 
greek(l) greek: select terminal filter.
grep(l) grep, egrep, fgrep: search a file for a pattern. 
gutil(lG) gutil: graphical utilities. 
help(1) help: ask for help,
hp(l) hp: handle special functions of HP 2640 and 2621-series 
te rminals.
hpio(l) hpio: HP 2645A terminal tape file archiver.
hyphen(l) hyphen: find hyphenated words.
id(1) id: print user and group IDs and names.
intro(l) intro: introduction to commands and application programs. 
ipcrm(l) ipcrm: remove a message queue, semaphore set or shared 
memory id.
ipcs(l) ipcs: report inter-process communication facilities 
s ta tua. .
join(l) join: relational database operator.
kasb(l) kasb, kunb: assembler/un-aasembler for the KKC11B 
microprocessor.
kill(l) kill: terminate a process.
1d(1) Id: link editor for common object files. 
ld.pdp(l) Id: link editor.
lex(l) lex: generate programs for simple lexical tasks. 
line(l) line: read one line.
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list(l ) list: produce C source listing from 3B20S object file. 
login(l) login: sign on. 
logname(l) logname: get login name.
lorder(l) lorder: find ordering relation for an object library*
lp(l) lp, cancel: send/cancel requests to an LP line printer.
lpr(l) Ipr: line printer spooler.
lpstat(l) lpstat: print LP status information.
ls( 1 ) la: list contents of directories.
m4(l) m4: macro processor. .■
ma^hidCl) pdp11, u3b, vax ; provide truth value about your 
processor type.
mail(l ) mail, rtnail : send mail to users or read mail.
make(l) make; maintain, update, and regenerate groups of programs.
makekey(l) makekey: generate encryption key.
man (1) man, manprog: print entries in this manual.
mesg(l ) mesg: permit or deny messages.
mkdir(l) mkdir: make a directory.
mm(l) mm, osdd, checkmm: print/check documents formatted with the 
MM macros.
ramt(l ) rat, mvt: typeset documents, view graphs, and slides.
net(lC) net: execute a command on the PCL network.
newform(l) newform: change the format of a text file.
newgrp(l) newgrp: log in to a new group.
news(l) news: print news items.
nice(l) nice: run a command at low priority.
nl(l) nl: line numbering filter.
nm(l) nm: print name list of common object file, 
nra. pdp(1 ) nm: print name list.
nohup(l) nohup: run a command immune to hangups and quits. 
nroff(l) nroff: format text.
nscstat(lC) nscstat: query the operation status of the NSC 
netwo rk.
nsctorje(lC) nsctorje: re-route jobs from the NSC network to RJE. 
nusend(lC) nusend: send files to another UNIX System on the NSC 
netwo rk.
od(1) od: octal dump.
pack(l) pack, peat, unpack: compress and expand files. 
passwd(l) pas3wd; change login password.
paste(l) paste: merge same lines of several files or subsequent
lines of one file.
pr(l) pr: print files.
prof(l) prof: display profile data.
prs(l) prat print an SCCS file,
ps(l) ps: report process status.
ptx(l) ptx: permuted index.
pwd(1) pwd; working directory name.
ratfor(l) ratfor: rational Fortran dialect.
regcmp(l) regemp: regular expression compile.
rjestat(lC) rjestat: RJE status report and interactive status 
console .
rm(l) rm, rmdir: remove files or directories. 
rmdel(l) rmdel: remove a delta from an SCCS file. 
sact(l) sact: print current SCCS file editing activity. 
sadp(l) sadp : disk access profiler. 
sag(lG) sag: system activity graph. 
sar(l) sar: system activity reporter.
scat(l ) scat: concatenate and print files on synchronous printer. 
scc(l) see: C compiler for stand-alone programs.
l i n t ( l ) lint: a C program checker.
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sccsdiff(l) sccsdiff: compare two versions of an SCCS file. 
sdb(l) sdt>: symbolic debugger.
sdiff(l) sdiff: side-by-side difference program. 
se( 1 ) se: screen editor for video terminals. 
sed(l) sed: stream editor.
send(lC) send, gath: gather files and/or submit RJE jobs.
sh(l) sh, rsh: shell, the standard/restricted command programming
language.
size(1) size: print section sizes of common object files. 
size.pdp(l) size: print sizes of object files. 
sleep(1) sleep: suspend execution for an interval. 
sno(l) sno : SH'OBOL interpreter. 
sort(l) sort: sort and/or merge files.
spell(l) spell, hashmake, spellin, hashcheck: find spelling 
erro rs.
spline(lG) spline: interpolate smooth curve. 
split(l) split: split a file into pieces.
stat(lG) stat: statistical network useful with graphical commands. 
stlogin(l) stlogin: sign on to synchronous terminal. 
strip(l) strip: strip symbol and line number information from a 
common object file.
strip.pdp(l) strip: remove symbols and relocation bits.
ststat(l) ststat: report synchronous terminal facilities status.
stty(l) stty: set the options for a terminal.
s u (1) su: become super-user or another user.
sum(l) sum: print checksum and block count of a file.
sync(l) sync: update the super block.
tabsfl) tabs: set tabs on a terminal.
tail(l) tail: deliver the last part of a file.
tar(l) tar: tape file archiver.
tbl(l) tbl: format tables for nroff or troff.
tc(l) tc: phototypesetter simulator.
tee(l) tee: pipe fitting.
test(l) test: condition evaluation command. 
time(l) time: time a command.
timex(l) timex: time a command; report process data and system 
activity.
toc(lG) toe: graphical table of contents routines.
touch(l) touch: update access and modification times of a file.
tplot(1G) tplot: graphics filters.
tr(l) tr: translate characters.
troff(l) troff: typeset text.
trouble(l) trouble: log a trouble report.
true(l) true, false: provide truth values.
tsort(l) tsort: topological sort.
tty(l) tty: get the terminal's name.
umask(l) umask: set file-creation mode mask.
uname(l) uname: print name of current UHIX System.
unget(l) unget: undo a previous get of an SCCS file.
uniq(l) uniq: report repeated lines in a file.
units(l) units: conversion program.
uucp(lC) uucp, uulog, uuname: unix to unix copy. ,
uustat(lC) uustat: uucp status inquiry and job control. 
uuto(lC) uuto, uupick: public UNIX System-to-UNIX System file 
copy.
uux(1C) uux: unix to unix command execution. 
val(l) val: validate SCCS file. 
vc( 1 ) vc: version control.
vi(l) vi: screen oriented (visual) display editor based on ex.
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vpr(l) vpr: Versatec printer spooler. 
wait(l) wait: await completion of process. 
w c (1) wc: word count. 
what(1) what: identify SCCS files. 
who(l) who: who is on the system. 
write(l) write: write to another user.
iargs(l) xargs: construct argument list(s) and execute command. 
yacc(l) yacc: yet another compiler-compiler.
Hoofdstuk 2: systern-cal1' s
access(2) access: determine accessibility of a file.
acct(2) acct: enable or disable process accounting.
alarm(2) alarm: 3et a process's alarm clock.
brk(2) brk, sbrk: change data segment space allocation.
chdir(2) chdir: change working directory.
chmod(2) chmod: change mode of file.
chown(2) chown: change owner and group of a file.
chroot(2) chroot; change root directory.
close(2) close: close a file descriptor.
creat(2) creat: create a new file or rewrite an existing one. 
dup(2) dup: duplicate an open file descriptor.
exec(2) execl, execv, execle, execve, execlp, execvp: execute a 
f i le .
exit(2) exit, _exit : terminate process. 
fcntl(2) fcntl: file control. 
fork(2) fork: create a new process.
getpid(2) getpid, getpgrp, getppid: get process, process group, 
and parent process IDs.
getuid(2) getuid, geteuid, getgid, getegid: get real user, 
effective user, real group, and effective group IDs. 
intro(2) intro: introduction to system calls and error numbers. 
ioctl(2) ioctl: control device.
kill(2) kill: send a 3ignal to a process or a group of processes. 
link(2) link: link to a file.
lseek(2) lseek: move read/write file pointer.
maus(2) maus: multiple-acceaa-user-space (shared memory) 
operations.
raknod(2) mknod: make a directory, or a special or ordinary file.
mount(2) mount: mount a file system.
msgctl(2) msgctl: message control operations.
msgget(2) msgget: get message queue.
msgop(2) msgop: message operations.
nice(2) nice: change priority of a process.
open(2) open: open for reading or writing.
pause(2) pause: suspend process until signal.
pipe(2) pipe: create an interprocess channel.
plock(2) plock: lock process, text, or data in memory.
profil(2) profil: execution time profile.
ptrace(2) ptrace: process trace. .
read(2) read: read from file.
semctl(2) semctl: semaphore control operations. 
semget(2) semget: get set of semaphores. 
aemop(2) semop: semaphore operations. 
setpgrp(2) setpgrp: set process group ID. 
setuid(2) setuid, setgid: set user and group IDs. 
shmctl(2) shmctl : shared memory control operations.
- 250 -
shmget(2) shmget: get shared memory segment. 
shmop(2) ahmop: ahared memory operations.
signal(2) signal: specify what to do upon receipt of a signal.
stat(2) atat, fstat: get file status.
stime(2) stime: set time.
sync(2) sync: update super-hlock.
sys3b(2) sys^b: 3B20S specific system calls.
time(2) time: get time.
times(2) times: get process and child process times. 
ulimit(2) ulimit: get and set user limits. 
unmsk(2) umask: set and get file creation mask. 
umount(2) umount: unmount a file system. 
uname(2) uname: get name of current UNIX system. 
unlink(2) unlink: remove directory entry. 
ustat(2) ustat: get file system statiatics. 
utime(2) utime: set file access and modification times. 
wait(2) wait: wait for child process to stop or terminate. 
write(2) write: write on a file.
a64l(3C) a64l» 164a: convert between long integer and base-64 
ASCII string.
abort(3C) abort: generate an I0T fault. 
abort(3F) abort: terminate Fortran program. 
abs(3C) aba: return integer absolute value.
abs(3F) aba, iabs, dabs, cabs , zab3 : Fortran absolute value. 
acos(3F) acos, dacos: Fortran arccosine intrinsic function. 
aimagOi') aimag, dimag: Fortran Imaginary part of complex 
argument.
aint(3F) aint, dint: Fortran integer part intrinsic function. 
asin(3F) asin, dasin: Fortran arcsine intrinsic function. 
a3sert(3X) assert: verify program assertion.
atan(3F) atan, datan: Fortran arctangent intrinsic function.
atan2(3F) atan2, datan2: Fortran arctangent intrinsic function.
atof(3C) atof: convert ASCII string to floating-point number.
bessel(3M) jO, j1, jn, yO, y1, yn: Bessel functions.
bool(3F) and, or, xor, not, lshift, rshift: Fortran bitwise
boolean functions. .
bsearch(3C) bsearch: binary search.
clock(3C) clock: report CPU time used.
con,ig(3i') conjg, dconjg: Fortran complex conjugate intrinsic 
function.
conv(3C) toupper, tolower, _toupper, _tolower, toascii: translate 
characters.
coaC3F) cos, dcos, ccos: Fortran cosine intrinsic function. 
cosh(3F) cosh, dcosh: Fortran hyperbolic cosine intrinsic 
function.
crypt(3C) crypt, setkey, encrypt: generate DBS encryption. 
ctermid(3S) ctermid: generate file name for terminal. 
ctime(3C) ctime, localtime, gmtime, asctirae, tzset: convert date 
and time to string.
ctype(3C) isalpha, isupper, islower, isdigit, isxdigit, isalnum, 
isspace, iapunct, isprint, isgraph, iscntrl, isascii: classify 
charac t e rs.
c u s e r i d ( 3 S )  cuserid: get character login name of the user. 
dial(3C) dial: establish an out-going terminal line connection. 
drand48(3C) drand48, erand48, lrand48, nrand48, mrand48, jrand48, 
srand48, seed48, lcong48: generate uniformly distributed pseudo­
random numbers.
ecvt(3C) ecvt, fcvt, gcvt: convert floating-point number to 
a tring.
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end(3C) end, etezt , edata: last locations in program.
erf(3M) erf, erfc: error function and complementary error
function,
exp(3F) exp, dexp, oeip: Fortran exponential intrinsic function. 
exp(3M) exp, log, log10, pow, sq.rt: exponential, logarithm, power, 
square root functions.
fclose(3S) fcloae, fflush: close or flush a stream.
ferror(3S) ferror, feof, olearerr, fileno: stream status 
inquiries.
floor(3M) floor, ceil, fmod, fabs: floor, ceiling, remainder, 
absolute value functions.
fopen(3S) fopen, freopen, fdopen: open a stream. 
fread(3S) fread, fwrite: binary input/output.
frexp(3C) frexp, ldexp, modf: manipulate parts of floating-point 
numbers.
fseek(3S) fseek, rewind, ftell: reposition a file pointer in a 
stream.
ftw(3C) ftw: walk a file tree.
ftype(3F) int, ifix, idint , real, float, sngl, dble, craplx, 
dcmplx, ichar, char: explicit Fortran type conversion. 
gamma(3M) gamma: log gamma function.
getarg(3F) getarg: return Fortran command-line argument. 
getc(3S) getc, getchar, fgetc, getw: get character or word from 
stream.
getcwd(3C) getcwd: get path-name of current working directory. 
getenv(3C) getenv: return value for environment name. 
getenv(3F) getenv: return Fortran environment variable. 
getgrent(3C) getgrent, getgrgid, getgrnam, setgrent, endgrent: get 
group file entry.
getlogin(3C) getlogin: get login name.
getopt(3C) getopt: get option letter from argument vector. 
getpas3(3C) getpass : read a password. 
getpw(3C) getpw: get name from UID.
getpwent(3C) getpwent, getpwuid, getpwnam, setpwent, endpwent: get 
password file entry. .
gets(3S) gets, fgets: get a string from a stream.
getut(3C) getutent, getutid, getutline, pututline, setutent, 
endutent, utmpname: access utmp file entry.
hsearch(3C) hsearch, hcreate, hdeatroy: manage hash search tables. 
hypot(3M) hypot: Euclidean distance function. 
index(3F) index: return location of Fortran substring.
Hoofdstuk 3: bibliotheek-functies
intro(3) intro: introduction to subroutines and libraries. 
13tol(3C) 13tol, ltol3: convert between 3-byte integers and long 
integers.
ldahread(3X) ldahread : read the archive header of a member of an 
archive file.
ldclose(3X) ldclose, ldaclose: close a common object file. 
ldfhread(3X) ldfhread: read the file header of a common object 
file .
ldlread(3X) Idlread, ldlinit, ldlitem: manipulate line number 
entries of a common object file function.
ldlseek(3X) ldlseek,ldnlseek: seek to line number entries of a 
section of a common object file.
ldohseek(3X) ldohseek: seek to the optional file header of a 
common object file.
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ldopen(3X) ldopen, ldaopen: open a common object file for reading. 
ldrseek(3X) ldraeek, ldnrseek: seek to relocation entries of a 
section of a common object file.
ldshread(3X) Idshread, ldnshread: read an indexed/named section 
header of a common object file.
ldsseek(3X) ldsseek, ldnsseek: seek to an indexed/named section of 
a common object file. .
Idtbindex(3X) ldtbindex: compute the index of a symbol table entry 
of a common object file.
ldtbread(3X) ldtbread: read an indexed symbol table entry of a 
common object file.
ldtbseek(3X) ldtbseek.: seek to the symbol table of a common object 
file .
len(3F) len: return length of Fortran string.
log(3F) log, alog, dlog, clog: Fortran natural logarithm intrinsic 
function.
log1 0(3?) log1 0, aloglO, dlogl 0: Fortran common logarithm 
intrinsic function.
logname(3X) logname: return login name of user. 
lsearch(3C) lsearch: linear search and update.
malloc(3C) malloc, free, realloc, calloc: main memory allocator. 
matherr(3M) matherr: error-handling function.
max(3F) max, maxO, amaxO, maxi , amaxl , dmaxl : Fortran maximum- 
value functions.
mclock(3F) mclocki return Fortran time accounting.
memory(3C) memccpy, memchr, memcmp, memcpy, memset: memory 
operations.
min(3F) min, minO, aminO, mini, aminl, dmini: Fortran minimum- 
value functions.
mktemp(3C) mktemp: make a unique file name.
mod(3F) mod, amod, dmod: Fortran remaindering intrinsic functions. 
monitor(3C) monitor: prepare execution profile. 
nlist(3C) nlist: get entries from name list.
p e r r o r ( 3 C )  perror, errno, sys_errlist, sys_nerr: system error 
messages.
plot(3X) plot: graphics interface subroutines. 
popen(3S) popen, pclose: initiate pipe to/from a process. 
printf(3S) printf, fprintf, sprintf: print formatted output. 
putc(3S) putc, putchar, fputc, putw: put character or word on a 
stream.
putpwent(3C) putpwent: write password file entry. 
puts(3S) puts, fputs: put a string on a stream. 
qsort(3C) qsort: quicker sort.
rand(3C) rand, 3rand: simple random-number generator. 
rand(3F) srand, rand: Fortran uniform random-number generator. 
regcmp(3X) regcmp, regex: compile and execute regular expression. 
round(3F) anint, dnint, nint, idnint : Fortran nearest integer 
functions.
scanf(3S) scanf, fscanf, sscanf: convert formatted input. 
setbuf(3S) setbuf: assign buffering to a stream. 
setjmp(3C) setjmp, longjmp: non-local goto. ,
sign(3F) sign, isign, dsign: Fortran transfer-of-sign intrinsic 
function.
signal(3F) signal: specify Fortran action on receipt of a system 
signal.
sin(3F) sin, dsin, csin: Fortran sine intrinsic function. 
sinh(3F) sinh, dsinh: Fortran hyperbolic sine intrinsic function. 
sinh(3M) sinh, cosh, tanh: hyperbolic functions. 
sleep(3C) sleep: suspend execution for interval.
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sputl(3X) aputl, sgetl: access long numeric data in a machine 
independent fashion..
sqrt(3F) sqrt, dsqrt, csq.rt: Fortran square root intrinsic 
function.
ssi g n a l(3 C) ssignal, gsignal: software signals. 
stdio(3S) stdio: standard buffered input/output package. 
stdipc(3C) stdipc: standard interprocess communication package. 
string(3C) strcat, strncat, atrcmp, strncmp, strcpy, strncpy, 
strlen, strchr, strrchr, strpbrk, strspn, strcspn, strtok: string 
operations.
strtol(3C) strtol, atol, atoi: convert string to integer. 
swab(3C) swab: swap bytes.
sy3tem(3F) system: issue a shell command from Fortran.
system(3S) system: issue a shell command.
tan(3F) tan, dtan; Fortran tangent intrinsic function.
tanh(3F) tanh, dtanh: Fortran hyperbolic tangent intrinsic
func t ion.
termcap(3) tgetent, tgetnum, tgetflag, tgetstr, tgoto, tputs: 
terminal independent operation routines. 
termlib(3) ?•
tmpfile(3S) tmpfile: create a temporary file.
tmpnam(3S) tmpnam, tempnam: create a name for a temporary file. 
trig(3M) sin, C 0 3 , tan, asin, acos, atan, atan2: trigonometric 
functions.
tsearch(3C) tsearch, tdelete, twalk: manage binary search trees. 
ttyname(3C) ttyname, isatty: find name of a terminal. 
ttyslot(3C) ttyslot: find the slot in the utmp file of the current 
user.
ungetc(3S) ungetc: push character back into input stream. 
x25alnk(3C) x25alnk, x25ilnk: attach or install a BX. 25 link. 
x25clnk(3C) x25clnk: change over a BX.25 link. 
x25hlnk(3C) x25hlnk, x25dlnk: halt or detach a BX.25 link. 
x25ipvc(3C) x25ipvc, x25rpvc: install or remove a PVG on a link.
Hoofdstuk 4: file-formats
a.out(4) a.out: common assembler and link editor output. 
a-out.pdp(4) a.out: PDP-11 assembler and link editor output. 
acct(4) acct: per-process accounting file format. 
ar(4) ar: common archive file format. 
ar.pdp(4) ar: archive file format.
checklist(4) checklist: list of file systems processed by fsck.
core(4) core: format of core image file.
cpio(4) cpio: format of cpio archive.
dir(4) dir: format of directories.
errfile(4) errfile: error-log file format.
filehdr(4) filehdr: file header for common object files.
fs(4) file system: format of system volume.
fspec(4) fspec: format specification in text files.
gettydefs(4) gettydefs: speed and terminal settings used by getty.
gps(4) gps : graphical primitive string, format of graphical files.
group(4) group: group file.
inittab(4) inittab: script for the init process. 
inode(4) inode: format of an inode. 
intro(4) intro: introduction to file formats. 
issue(4) issue: issue Identification file. 
ldfcn(4) ldfon: common object file access routines.
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linenum(4) linenum: line number entries in a common object file, 
mas ter.dec(4) master: master device information table, 
master.u3b(4) master: master device information table. 
mnttab(4) mnttab: mounted file system table. 
passwd(4) passwd: password file.
plot(4) plot: graphics interface. •
pnch(4) pnch: file format for card images.
profile(4) profile: setting up an environment at login time. 
reloc(4) reloc: relocation information for a common object file. 
sccsfile(4) sccsfile: format of SGCS file.
scnhdr(4) scnhdr: section header for a common object file. 
3yma(4) syms: common object file symbol table format. 
system(4) system: format of 3B20S system description file. 
utmp(4) utmp, wtmp: utmp and wtmp entry formats.
Hoofdstuk diversen en macro-pakketten
ascii(5) ascii: map of ASCII character set. 
environ(5) environ: user environment.
eqnchar(5) eqnchar: special character definitions for eqn and 
neqn .
fcntl(5) fcntl : file control options.
greek(5) greek: graphics for the extended TTY-37 type-box.
intro(5) Intro: introduction to miscellany.
man(5) man: macros for formatting entries in this manual.
mm(5) mm: the MM macro package for formatting documents.
mosd(5) mosd: the OSDD adapter macro package for formatting
documents.
mptx(5) mptx: the macro package for formatting a permuted index. 
mv(5) mv: a troff macro package for typesetting view graphs and 
slides .
regexp(5) regexp: regular expression compile and match routines. 
stat(5) stat: data returned by stat system call. 
term(5) term: conventional names for terminals. 
termcap(5) termcap: terminal capability data base. 
types(5) types: primitive system data types.
Hoofdstuk 6: spelletjes
arithmetic(6) arithmetic: provide drill In number facts.
back(6) back: the game of backgammon.
bj(6) bj: the game of black jack.
chess(6) chess: the game of chess.
craps{6) craps: the game of craps.
hangman(6) hangman: guess the word.
intro(6) intro: introduction to games.
jotto(6) jotto: secret word game.
maze(6) maze: generate a maze.
moo(6) moo: guessing game.
quiz(6) q.ui z : test your knowledge.
reversi(6) reversi: a game of dramatic reversals.
sky(6) sky: obtain ephemerides.
ttt(6) ttt, cubic: tic-tac-toe.
wump(6) wump: the game of hunt-the-wumpus.
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Systeem-a fhankelij k
Hoofdatuk 8: Informatie en commando’s voor de systeembeheerder
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D . Niet in UNIX Versie 7 aanwezig
De volgende utilities zijn 6f niet in UNIX V7 aanwezig óf zijn 
aanwezig in een ieta andere vorm (meestal beperkt tot wat minder 
vlaggetjes of wat minder sab-commando'b) . We zullen deze 
verschillen per hoofdstuk samenvatten.
Hierbij merken we ook nog even op dat de commando's in dit 
dictaat vaak vesl meer vlaggetjes en mogelijkheden kennen dan hier 
behandeld. Verschillen in niet behandelde opties en commando's 
zullen we hieronder niet aangeven.
Hoofdatuk 2
Geen verschillen.
Hoofdstuk 3
Onder UNIX-V7 zijn (standaard) geen full-screen editors. De 
P(rompt) en H(elp) faciliteit zijn niet in 'ed' aanwezig. Het 
n(umber) commando ia ook niet aanwezig.
Hoofdatuk 4
De groeps-informatie wordt bij het 'ls -1’ commando weggelaten
in de geproduceerde lijst. U moet er expliciet om vragen (bv.
'la -lg') Het commando 'lp' heet onder UNIX V7 'lpr'.
Hoofdstuk 5
De hoofdatuk-indeling van het online-manual is anders: rand­
apparaten (hoofdatuk 4), file-formats (hoofdatuk 5)> allerlei 
(hoofdatuk 7) .
Hoofdstuk 6
Geen verschillen.
Hoofdstuk 7
Geen verschillen.
Hoofdatuk 8
Het commando 'pa' kent andere vlaggetjea en verschilt een klein 
beetje in de lay-out van de geproduceerde tabel: 'pa -axl' 
onder V7 correspondeert met 'pa -el' onder System V.
Hoofdstuk 9
De verschillen in de terminal-sessle zijn hiervoor behandeld.
Ho ofdstuk 10
De interactieve global-commando's (G en V) kent 1ed' in UNIX V7 
niet. De editors 'ex' en 'vi' zijn meestal niet aanwezig.
Hoofdstuk 11
Het commando 'df' geeft alleen de naam van de apecial-file en 
het aantal vrije diak-blokken hieronder.
Hoo fd s tuk 12
Onder UNIX V7 ia er geen ' cpio'-programma.
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Hoo fd s tuk 1 3
In UNIX V7 zíjn de commando's 'ehown' en 'chgrp' aan de 
systeem-beheerder voorbehouden.
Hoofdstuk 14
UNIX V7 kent allsen het eenvoudige ' spl it'-commando. Geen 
'csplit' om op contest te splitsen. Het commando 'tail* heeft 
geen ' follow'-mode. De commando's 'bdiff' en 'sdiff' zijn er 
niet. Het plak- en knip-werk met behulp van 'paste' en 'cut' 
ia er niet. Br is geen 'nl' commando. Let verder op subtiele
- verschillen in de syntax van 'tr'.
Ho ofd stuk 15
Het 'stty'-commando kent andere vlaggetjes voor het start-stop 
protocol. De vlaggetjes 'echoe' en 'echok' zijn er niet 
(e.e.a. is vast in de driver ingebouwd).
Ho o fd stuk 16
Er is geen 'bfs' programma en (standaard) ook geen 'pack' , 
'unpack' en 'pcat'. Het 'news'-commando bestaat niet. Het 
line-printer-commando heet zoals gezegd 'lpr' en er ia maar fefen 
vaste bestemming. Overige vlaggetjes willen nogal verschillen. 
Er is geen mogelijkheid om te kijken welke jobs staan te 
wachten ('lpstat') en er is geen mogelijkheid (voor de 
gebruiker) om jobs te cancelen of de printer stop te zetten 
('cancel*, 'enable' en 'disable').
Hoofdstuk 17
Geen verschillen
Hoofdstuk 18
Het ' uucp'-pakket is niet standaard in het UNIX-V7 pakket 
opgenomen (wel vaak aanwezig). Verder is er geen 'cu'- 
pro gramma.
Hoo fd s tuk 19
De [■■•■] afkorting voor 'test ....' bestaat niet. Het 
' test'-commando is niet in de Shell ingebouwd maar als losse 
utility beschikbaar (langzamer!).
Hoofdstuk 20
De C-shell is afkomstig uit de Berkeley-versies van UNIX en 
daarom niet aanwezig in UNIX V7-
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