Background: Staffing core laboratories with appropriate skilled workers requires a process to schedule these individuals so that all workstations are appropriately filled and all the skills of each worker are exercised periodically to maintain competence. Methods: We applied a genetic algorithm to scheduling laboratory personnel. Our program, developed in Visual Basic 4.0, maximizes the value of a fitness function that measures how well a given scheduling of individuals and their skills matches a set of work tasks for a given work shift. The user provides in an Excel spreadsheet the work tasks, individuals available to work on any given date, and skills each individual possesses. The user also specifies the work shift to be scheduled, the range of dates to be scheduled, the number of days that an individual stays on a given workstation before rotating, and various parameters for the genetic algorithm if they differ from the default values. Results: For >22 months, the program matched individuals to those tasks for which they were qualified and maintained personnel skills by rotating job duties. The schedules generated by the program allowed supervisory personnel to anticipate dates far in advance of when worker availability would be limited, so staffing could be adjusted. In addition, the program helped to identify skills for which too few individuals had been trained. This program has been well accepted by the staff in the clinical laboratories of a 670-bed university medical center, saving 37 h of labor per month, or approximately $11 000 per year, in time that supervisory personnel have spent developing work schedules. Conclusions: The genetic algorithm approach appears to be useful for scheduling in highly technical work environments that employ multiskilled workers.
Laboratory consolidation and the cross-training of personnel to perform a wider variety of tasks have been common cost-cutting measures in response to increasing fiscal constraints. The net effect of these measures has been that fewer personnel must cover more workstations and that the work assignments for workers must be matched with their job skills. In addition, laboratory regulations that require regular assessment of personnel for competency (1 ) virtually dictate that the skills of each worker must be exercised frequently enough to maintain those skills. Because the laboratory workload and test mixture are variable, as is the availability of workers, laboratories must have the ability to rapidly change how personnel are scheduled.
The number of possible schedules can be derived from the theory of permutations. For scheduling 20 unique workstations with one person per workstation, from a list of 25 individuals, there will be 25!/(25 Ϫ 20)!, or 1.293 ϫ 10 23 , possible schedules. The number of possible schedules grows factorially with the number of workstations. The magnitude of this problem may exceed the capacity of the human mind to conceive all possible solutions and evaluate their relative merits. The problem is, however, amenable to various computer-based combinatorial optimization heuristics. In this report, we describe the application of one such approach.
Materials and Methods
We used a genetic algorithm (GA) 1 to solve the laboratory scheduling problem. The scheduling problem belongs to a class of problems known as "NP-hard problems", where NP stands for nondeterministic polynomial. For such problems, no known algorithms are able to generate the best answer in an amount of time that grows only as a polynomial function of the number of elements in the problem (2 ) . There are direct analogies between the laboratory scheduling problem and the classical "traveling salesman problem". In the latter, a salesperson visits Department N cities, returning finally to his or her city of origin. Each city is to be visited only once, and the route traveled is to be made as short as possible. Both the laboratory scheduling problem and the traveling salesman problem belong to a class of problems for which there are many nearoptimal solutions. This property allows the use of combinatorial optimization heuristics, such as simulated annealing or GAs, that can derive near-optimal solutions in much shorter time periods than would be required for absolutely optimal solutions (3 ). We chose to apply a GA in solving the scheduling problem. GAs are sophisticated optimization techniques that find "good" solutions without any guarantee that the solutions are optimal. They use conceptual components of classical genetics in deriving solutions to optimization problems. With use of the GeneHunter TM package (Ward Systems), we implemented a GA on a PC in Windows 95/98/NT (Microsoft). GeneHunter functions can be called from Excel (Microsoft) spreadsheets and are also accessible via subroutine calls to a dynamic link library (DLL). To improve the speed of execution of our program, we used the 32-bit version of the DLL with a program we wrote in Visual Basic 4.0 (Microsoft).
Our program used the following components of the GeneHunter software: (a) enumerated chromosomes; (b) mutations; (c) partially matched crossovers; and (d) selection of the fittest. An enumerated chromosome is made up of individual numbered genes. Each chromosome must have only one of each of these numbered genes, and the ordering of the genes on the chromosome can be completely random. Mutations on a particular enumerated chromosome occur with swapping the locations of two genes on the chromosome. A sample mutation is illustrated in Fig. 1 . A partially matched crossover involving the mating of two enumerated chromosomes is illustrated in Fig. 2 . Note that the crossover does not follow classical genetic form because the resulting chromosome must have one and only one of each of the numbered genes. Thus, each chromosome from a crossover mating must be altered after its formation to achieve the form of an enumerated chromosome. Selection of the fittest involves the evaluation of the offspring chromosomes of random matings carried out in each generation, using a "fitness function". In our case, the position occupied on a chromosome represents the job to be filled, and the numbered gene at that location represents the person assigned to that job station. The fitness function measures the fitness of an overall assignment of individuals to job stations (as represented by one chromosome) by calculating the dot product of skills needed at each job station with the skill weights of the individual assigned to that job station. The higher the result obtained from the fitness function, the better the overall assignment of individuals to job stations.
The fundamental steps used in a GA are displayed in Fig. 3 . A random number generator is used to initialize a population of candidate laboratory schedules (chromosomes). New schedules are generated as offspring from matings of pairs of initial candidate schedules. The fitness of each offspring schedule is evaluated by means of a fitness function that measures how well matched the skills of the personnel are with the workstations to which they have been assigned. The least fit of the possible schedules are weeded out, and the best 2% of offspring schedules (chromosomes) from each generation, as measured by the fitness function, are carried forward for inclusion with newly generated mating partners in the next generation. The process is repeated until no additional improvements occur in the fitness function of the best identified chromosome after 100 generations.
visual basic program design
The program to carry out the scheduling function was written in Visual Basic 4.0. Users input information regarding the dates and shifts to be scheduled, and the number of consecutive days individuals are to be assigned to the same workstation. The latter parameter specifies to the program how many consecutive days workers should be assigned to the same workstation before being rotated to another station. During that run, The crossover does not follow classical genetic form because the resulting chromosome must have one and only one of each of the numbered genes. Thus, each chromosome from a crossover mating must be altered after its formation to achieve the form of an enumerated chromosome (see text).
the program will assign all individuals to each workstation for the user-input number of days. This feature allows the program to accommodate laboratories that want different lengths of workstation assignments (e.g., one of our laboratories wants workers to be on a given workstation for 5 days before being rotated to the next workstation, whereas another laboratory wants its workers to be rotated to a different workstation each day). With this information, the program is ready to read the list of workstations to be scheduled and the list of skills for the technologists who are available to fill those workstations. The latter information is acquired from an Excel spreadsheet using the object linking and embedding (OLE) facilities of the Visual Basic programming environment. Once acquired, this information is written to a Visual Basic binary file for rapid acquisition any time the program is run in the future. It should be noted that in the present implementation of the software, each workstation is defined to be filled with only one person. Thus, work areas of the laboratory that require more than one person to operate must be broken down into separate workstations for each person.
The program next acquires from the Excel master schedule spreadsheet via OLE a list of the individuals who are available to work on each day in the range of dates selected by the user. Users can specify variable days off on the master schedule, such as vacation days, maternity leave, extended sick leave, and weekend rotations. Our users have typically evolved 3-or 4-week rotations of scheduled work days for the employees in the laboratory areas they are scheduling. For each day in the userselected date range, the program uses a GA to prepare a proposed scheduling of individuals to the various work tasks by iteratively optimizing a fitness function over successive generations. An initial seeding of possible chromosomes (schedules) is developed using a random number generator. These chromosomes are mated or mutated to produce offspring chromosomes as outlined above.
The fitness function measures how well a given set of individuals and their skills are matched to a set of tasks. A higher value for the fitness function indicates a better match. Flexibility and generality are supplied to the fitness function via a series of priority weights that are A random number generator is used to initialize a population of candidate schedules (enumerated chromosomes). New schedules are generated as mutations of the initial candidate schedules or as offspring from matings of pairs of the initial schedules. The fitness of each offspring schedule is evaluated by means of a fitness function that measures how well matched the skills of the personnel are with the workstations to which they have been assigned. The least fit of the offspring schedules are weeded out, and the process is repeated using the remaining most-fit offspring schedules as parents for the next generation until the fitness function has reached its optimal value. specified by the user for each work task, each individual, and the skills of each individual. The priority weights for the work task and for the individual can be any integer Ն0. The higher the priority weight assigned to a task, the higher the priority is for that task to be filled with a skilled worker. Similarly, the higher the priority weight assigned to the individual, the higher the priority is for that individual to be assigned to a task. We gave lower priority weights to our supervisory personnel to reduce the number of times that they were assigned to a workstation. This allowed them more days off the bench to perform their supervisory tasks.
The priority weights for the skills possessed by an individual can be any integer greater than Ϫ1. The higher the priority weights assigned to an individual for a skill or set of skills, the higher the likelihood that this individual will be assigned to tasks that require these more highly weighted skills. Higher work-skill priority weights can be used to indicate that an individual has greater facility for a given skill. Typically, we used a base work-skill priority weight of Ϫ1 when a skill was not possessed by an individual and ϩ1 when the person had that skill. However, certain individuals who were experts in specific skill areas were given work-skill weights that were higher than ϩ1 to ensure that they were assigned more frequently to the workstations that required these skills.
The fitness function sums the products of the workskill weights of each individual for the specific skills needed in an assigned task times the priority weights for the individual and the task. Thus, the mathematical equation to evaluate the fitness function is:
where W WS i ϭ the priority weight for the ith workstation; W i ϭ the priority weight for individual assigned to ith workstation; S ij ϭ the jth skill possessed by the person assigned to the ith workstation (S ij is set to 1 when a skill is needed and to 0 when a skill is not needed at the ith workstation); SW ij ϭ the priority weight for the jth skill possessed by the person assigned to the ith workstation (priority weights can be any integer greater than or equal to Ϫ1).
All individuals available for scheduling and all work tasks are included in the final sum for the fitness function. A simple example can be used to illustrate the application of the fitness function. Consider three workstations (A, B, and C) to be filled by selecting from three workers (X, Y, and Z). Workstation A requires skill 1, workstation B requires skill 2, and workstation C requires both skills 1 and 2. Worker X has skill 1, worker Y has skill 2, and worker Z has both skills 1 and 2. If X A Y B Z C signifies that worker X is assigned to workstation A, worker Y to B, and Z to C, then the following is an exhaustive list of the permutations of worker assignments that might be generated by the GA:
Let us assume that all of the priority weights for workstations and workers (W WS i and W i , respectively) are set to 1 and that the skill priority weights (SW ij ) for each worker are set to ϩ1 when the worker possesses the skill and Ϫ1 when the worker does not possess the skill. Let us also assume that the skill factors (SW ij ) are set to ϩ1 for each skill needed on a workstation and set to 0 for each skill not needed on the workstation. The corresponding values of the fitness function for the permutations of worker assignment to workstations above would then be 4, 2, 0, 0, 0, and 2, respectively. Because 4 is the highest value of the fitness function, corresponding to X A Y B Z C , the algorithm would choose this worker assignment as the best one.
The weights for the work skills of each individual that go unused in a given work assignment are incremented by 0.1. The weights for the skills used are reset to their base weights. The work-skill priority weights for each individual also are used to control how many consecutive days a given work task will be assigned. After the initial assignment of an individual to a given work task, the priority weights of the specific skills needed for that task are changed to a number large enough to guarantee that the individual will be assigned to the same workstation until the requisite number of days, specified by the user above, have been fulfilled. When this number of days has elapsed, the skill weights are reset to their base values. Each workstation is assigned one or more required skills that are needed for that station.
Once the most suitable schedule has been identified, the Visual Basic program converts it from chromosome form to actual workstation assignments and writes this information via OLE to an Excel spreadsheet containing the output schedule. The user can edit the format or the contents of the schedule to be generated using Excel.
Results

using the visual basic program
User data input to the Visual Basic program and output from the program are handled using Excel spreadsheets. The user enters data into the following spreadsheets: (a) a table of personnel and their skills; (b) a table of workstations for each shift; and (c) a master schedule of personnel available on each day. When the program is run, it asks the user to supply the number of consecutive days to schedule each employee on a given workstation and which dates and shift to schedule. The program allows the user to force assignment of particular workers to a given workstation and the ability to take the vacation schedules of workers into account. Development of a schedule for 1 day (24 employees) takes ϳ30 s on a Pentium 150 MHz computer.
Several versions of this program have been used since 1997 for preparation of long-term schedules for the Uni-versity of Virginia core clinical laboratory. The program facilitates maintenance of job skills by regularly rotating workers through workstations. Recurring failure to fill a specific workstation identifies a need to train more individuals for that station. The program can be used to help define the long-term effects of personnel and/or workstation changes. The program also provides a mechanism for identifying weeks in advance days with scheduling problems.
The scheduling software is currently being used by 5 supervisors to schedule the day (24 employees and 16 workstations), evening (18 employees and 12 workstations), and night (14 employees and 8 workstations) shifts in the core laboratory, as well as the day shift in specimen processing (18 employees and 16 workstations) and the day shift in the microbiology laboratory (24 employees and 14 workstations) of our institution. When polled, supervisors indicated spending 1.5-4 h per week on scheduling before the institution of automated scheduling software. After the implementation of the automated scheduling software, supervisors reported spending ϳ1-1.5 h per month. Thus, the estimated savings in personnel time, assuming a mean of 2 h spent scheduling per week per supervisor before the automated scheduling software vs 1.25 h per month per supervisor after the automated scheduling software, is ϳ37 h per month. Taking into account employee benefits, this represents an annual savings of approximately $11 000.
Discussion
GAs derive their operating principles from classical genetics (4 ) . They are most commonly applied to combinatorial optimization problems where the number of possible solutions is finite, although usually a very large number. The number of feasible solutions grows factorially with N, which characterizes the size of the problem. GAs have been applied in the development of optimal laboratory quality-control schemes (5 ) and for optimal wavelength selection in near-infrared spectroscopy (6 -8 ) , but otherwise have seen little application in laboratory medicine. As has been demonstrated in the present work, GAs represent a viable approach to complex scheduling tasks.
The need for computer-aided scheduling is an outgrowth of the complexity of modern clinical laboratories. The majority of laboratory testing at our institution is carried out in the core laboratory, including specimen processing and support services, automated blood analysis, a subset of microbiology services, and automated immunoassays. This laboratory, established in 1993, has steadily evolved as more laboratory services have been consolidated into this area. This consolidation has led to a complex, high-throughput work environment that is more efficient but also a presents challenges for scheduling.
Personnel scheduling in a highly consolidated laboratory facility is challenging because of the need to maintain the skills of staff by regularly rotating them through all of their skill areas. Our use of a GA paired with an appropriate fitness function solved this optimization problem. We integrated a skill-weighting scheme into the software to provide for the regular rotation of personnel through various workstations. The resulting regular exercise of various job skills for each person allows skills to be maintained in compliance with external regulatory agency guidelines.
Documentation of skills and competency assessment remain a concern for many facilities. The output schedules from our program may provide useful information for input into various software packages that have been developed for documenting training verification and employee competency [e.g., ASCP Comptec from the American Society of Clinical Pathologists Press and the Training Verification Tracker (TVT) from NCCLS]. With additional programming done in collaboration with the developers of such software packages, this information transfer might be made automatic.
In applying our scheduling software, we found that certain workstations were frequently left unfilled, reflecting an inadequate number of technologists with the requisite skills for these workstations. This information was used in recruiting and in cross-training laboratory staff to bolster the number of individuals with the proper skills. Too many workstations left vacant by the software on a particular day also indicated that too few laboratory personnel were available to work on that day. Such days could be identified weeks in advance using the software, providing guidance to the laboratory supervisors regarding the number of individuals per day who could be on vacation and/or have days off. The lengthy advance notice provided by the scheduling software allowed adjustments to be made in staffing levels without greatly inconveniencing the staff members.
We encountered several unanticipated problems with the scheduling software. The first problem was how to preassign a particular technologist to a defined task on a certain day. The solution to this problem was to assign the chosen worker extremely high skill priority weights for the workstation on those days that were predefined by the supervisor. This approach worked well and allowed supervisors to exert control over the workstation assignments of the GA when needed.
Another problem arose when technologists who were highly skilled for a specialized workstation (e.g., a specialty coagulation workstation) were rotated off of that workstation by the scheduling program for maintenance of skills in another area. The frequency with which these highly specialized technologists were rotated off their specialized workstations was too high to allow proper staffing. We reduced the rate of these inopportune rotations by increasing the skill weights of the specialists for the specialty workstations. In effect, by assigning these higher specialty skill weights, we increased the length of time it took for the specialists' skill weights on other workstations to be incremented to a high enough level to equal the skill weights for their specialty workstations and thus for the specialists to be assigned to other workstations by the GA.
Once the above issues had been addressed, the scheduling program was received with enthusiasm by our supervisory personnel. They have expressed praise for the quality of the final output schedules, believing in most cases that they could not have developed much better schedules manually. They are relieved of the tedium of preparing the overall schedules by hand. If necessary, the supervisor can easily edit the changes directly into the spreadsheet containing the final schedule. Supervisors now have more time to carry out other supervisory duties and to spend more time at the laboratory bench.
Although we believe that the concept of this program is widely applicable, our present scheduling software in Visual Basic could be difficult to export to other laboratories without modification. One reason is that the program does not have the capability to schedule persons whose schedules overlap two shifts. This could be a distinct disadvantage for laboratories with technologists on flexible schedules that are determined by workload. In addition, difficulties can arise in communication between Visual Basic and Excel. Full integration of the Visual Basic code that acquires and checks the input data as entered by the user and carries out the GA will be needed to make this software more user-friendly. Nonetheless, the present software has demonstrated the feasibility and effectiveness of the GA approach to scheduling. Application of our GA-based scheduling software has saved supervisor time and has ensured the maintenance of the skills of technologists by rotating them at appropriate intervals among workstations. This scheduling approach appears to be particularly useful for highly technical work environments, such as those encountered in a tertiary-care medical center. acknowledgment Further development of this scheduling software has been licensed by the University of Virginia to Medical Automation Systems (MAS). The University of Virginia Patent Foundation will receive royalties from any sales of this software as further developed and marketed by MAS. Inasmuch as a small portion of these royalties is returned to the original software developers, this represents a financial conflict of interest for the authors.
