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Abstrakt 
Cílem bakalářské práce je implementovat webovou aplikaci pro sledování změn na jiných webových 
stránkách. Tato aplikace v pravidelných časových intervalech kontroluje zadané webové stránky a o 
vzniklých změnách informuje uživatele pomocí emailové zprávy. V návrhu popisuji vše, co bylo 
potřeba vyřešit před vlastní implementací a dále také popisuji technologie použité při realizaci 
aplikace. V další části textu se zabývám popisem implementace jednotlivých části aplikace. Aplikace 
je implementována v prostředí .NET Frameworku s využitím databáze MS SQL Server. 
 
 
 
 
 
Abstract 
The goal of the bachelor thesis is to implement web application for the web changes tracking. This 
application periodically checks web pages for changes and informs users about changes via email. In 
a design section I describe, what had to be done before implementation and I also describe 
technologies used in application. The next part of text considers implementation of application parts. 
The application is implemented in .NET Framework using MS SQL Server database.  
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1 Úvod 
Rozvoj internetu zaznamenává v posledních letech obrovský rozmach. Nejpoužívanější službou 
tohoto komunikačního prostředku je world wide web (zkráceně web). Web je velmi snadno dostupný 
téměř z každého dnešního operačního systému, neboť jejich součástí bývá prohlížeč webových 
stránek. V začátcích internetu bylo možné na webu najít jen statické texty různých výzkumných 
institucí a jednoduché prezentace firem. V dnešní době nastává obrovský vzestup nakupování přes 
internet, vzdálenou správou informačních systému, rezervací lístků či letenek, sdílení informací 
pomocí sociálních sítí, či jen čtení aktuálních zpráv z různých koutů světa.  
 Všechny tyto nové možnosti a snadná dostupnost internetu v domácnostech přináší mezi 
uživatele jisté neočekávané problémy. Uživatelé si z důvodu úspory času místo návštěvy kamenných 
obchodů rádi objednávají potřebné jízdenky, letenky či vstupenky na různé akce přes internet. Ne 
vždy však bývají tyto prostředky volné v dané návštěvě konkrétní stránky. Například v autobusové 
dopravě nebude na daný termín již volné sedadlo. Přesto však může jiný uživatel, dříve objednanou 
rezervaci, zrušit a tím uvolnit místo pro jiného cestujícího. V ideálním případě by se to uživatel mající 
zájem o toto sedadlo dozvěděl ihned. Bohužel na internetu tento ideální případ neexistuje a uživatel 
tím pádem musí opakovaně navštěvovat danou stránku a sledovat zdali nedošlo k uvolnění sedadla. 
Tato činnost však nutí uživatele opětovně navštěvovat stejné webové stránky a ztrácet tak drahocenný 
čas. Řešením tohoto problému může být právě použití mé aplikace. Pomocí ní si uživatel vybere část 
stránky, popřípadě celou webovou stránku, na které by rád sledoval změny. 
Tato webová aplikace s názvem WebWatchDog pak sama vyhodnotí, že na stránce vznikla 
nějaká změna a upozorní na to uživatele pomocí emailové zprávy. 
V následující kapitole jsou popsány technologie, které jsem při tvorbě této webové aplikace 
využil. Věnuje se stručnému popisu Microsoft .NET Frameworku a jeho využití při tvorbě webových 
aplikací pomocí ASP.NET. Dále se zde čtenář seznámí s technologiemi HTTP, HTML, CSS a 
JavaScript. 
Třetí kapitola se věnuje návrhu aplikace. V jejím úvodě jsou popsány požadavky na funkčnost 
aplikace. Dále se v ní nachází diagram případů užití, popisující uživatelé aplikace a jejich možnosti 
práce s aplikací. Následuje E-R diagram a popis vícevrstvé infrastruktury pro práci s daty aplikace. 
Ve čtvrté kapitole jsou popsány postupy použité při implementaci aplikace. Ukazuje využití 
aplikačního rozhraní Membership, který je součástí ASP.NET 2.0. Dále se zde čtenář dozví o 
postupech použitých při implementaci webového rozhraní aplikace.   
V závěru je zhodnocená vytvořená aplikace a popsán nástin možností dalšího vývoje. 
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2 Úvod do použitých technologií 
V této kapitole jsou popsány a stručně vysvětleny technologie pro vytváření webových aplikací. Blíže 
se zde čtenář seznámí s pojmy HTTP protokol, jazyk HTML a CSS, Microsoft .NET Framework, 
ASP.NET a v neposlední řade i s technologiemi pro programování na klientské straně pomocí jazyku 
JavaScript. 
 
2.1 HTTP 
Hypertext Transfer Protocol (HTTP) je internetový protokol původně určený pro výměnu tzv. 
hypertextových dokumentů. Dokumenty jsou psány v jazyku HTML (viz níže). Definice protokolu 
(aktuální verze 1.1) je definována v protokolu RFC 2616 [1]. V oblasti internetové sítě je tento 
protokol spolu s SMTP (Simple Mail Transfer Protocol, protokol určený pro přenos zpráv internetové 
pošty) jednoznačně nejpoužívanějším protokolem. 
Nyní je používán i pro přenos dalších informací. Umí přenášet soubory různých typů, pomocí 
formátu XML umožňuje realizaci webových služeb, zpřístupňuje i další protokoly jako např. FTP 
(File Transport Protocol, protokol určený pro přenos souborů mezi počítači), nebo již zmiňovaný 
SMTP. 
Protokol funguje způsobem klient – server. V této relaci se pod pojmem klient rozumí 
uživatelský počítač komunikující obvykle pomocí svého internetového prohlížeče. Pod označením 
server je myšlen web server posílající požadované objekty. Používá se bezpečného spojení TCP. 
Klient inicializuje TCP spojení (vytvoří soket) a posílá serveru textový dotaz obsahující označení 
požadovaného dokumentu, informace o klientovi (schopnosti prohlížeče), apod. Server akceptuje 
TCP spojení a odpovídá opět v textové formě. Odpověď obsahuje výsledek dotazu (např. zda se 
podařilo hledaný soubor najít, jakého je typu) a za ním následují data žádaného dokumentu. 
Komunikace mezi klientem a serverem je postavena na sekvenci dotazů a odpovědí.  
HTTP je bezestavový protokol – server neukládá žádné informace o předešlých dotazech, 
neumí zachovat stav komunikace. Toto může způsobovat problémy s implementací složitých systémů 
komunikujících přes HTTP. Proto byl protokol rozšířen o HTTP cookies – ty umožňují uchovávat 
informace o stavu připojení na klientském počítači. 
K protokolu HTTP existuje také jeho bezpečnější verze HTTPS. HTTPS přenášená data 
šifruje pomocí SSL (Secure Sockets Layer), což zabezpečuje celý přenos dat.  
Více informací je k nalezení na [2]. 
 
Ukázka komunikace přes telnet. 
Uživatel zadá dotaz: 
 
telnet www.seznam.cz 80 
Trying 77.75.72.3… 
Connected to www.seznam.cz. 
Escape character is '^]'. 
GET / HTTP/1.0 
Host: www.seznam.cz 
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Odpověď ze serveru: 
 
HTTP/1.0 200 OK 
Connection: close 
Date: Sat, 6 May 2009 17:43:22 GMT 
Server: Apache/2.2.3 (Debian) 
Cache-Control: max-age=0, no-cache, must-revalidate 
Expires: Sat, 6 May 2009 17:43:22 GMT 
Pragma: no-cache 
Content-Type: text/html; charset=UTF-8 
Content-Length: 41793 
 
Za hlavičkou následuje obsah požadovaného dokumentu, oddělený znaky \r\n\r\n, jež představují 
prázdný řádek. Webové prohlížeče tuto hlavičku automaticky odstraňují. 
 
2.2 HTML  
HTML je zkratka z anglického Hyper Text Markup Language, značkovací jazyk pro hypertext. Je 
jedním z jazyků pro vytváření stránek v systému World Wide Web, který umožňuje publikaci stránek 
na Internetu. HTML je podmnožinou dříve vyvinutého rozsáhlého univerzálního značkovacího jazyka 
SGML (Standard Generalized Markup Language).  
 SGML je univerzální značkovací metajazyk, který umožňuje definovat značkovací jazyky 
jako své podmnožiny. Obecně lze chápat značkovací jazyk jako zdrojový text obsahující současně jak 
vlastní text, tak i instrukce pro jeho zpracování. Vývoj HTML byl ovlivněn vývojem webových 
prohlížečů, které zpětně ovlivňovaly definici jazyka. Zvláštní podmnožinou SGML jazyka je i XML 
což je obecný značkovací jazyk. Umožňuje snadné vytváření konkrétních značkovacích jazyků pro 
různé účely a široké spektrum různých typů dat.  
 Pro každou verzi existuje definice pravidel DTD (Document Type Definition). Od verze 4.01 
musí být odkaz na deklaraci DTD v dokumentu uveden pomocí klíčového slova DOCTYPE. DTD 
definuje, které elementy je možné používat a s jakými atributy. 
 Více informací je k nalezení na [3]. 
 
 
Dokument může mimo značkování obsahovat další prvky: 
 
Direktivy - začínají znaky ”<!“, jsou určeny pro zpracovatele dokumentu (prohlížeč). 
 
Komentáře - pomocné texty pro programátora, nejsou součástí obsahu dokumentu a nezobrazují se 
uživateli. 
 
 
Dokument v jazyku HTML má předepsanou strukturu: 
 
Deklarace DTD - je povinná až ve verzi 4.01, je uvedena direktivou <!DOCTYPE. 
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Kořenový element - element html (značky <html> a </html>) reprezentuje celý dokument. Je 
nepovinný, ale je doporučeno ho používat. 
 
Hlavička elementu - jsou to metadata, která se vztahují k celému dokumentu. Definují například 
název dokumentu, jazyk, kódování, klíčová slova, popis, použitý styl zobrazení. Hlavička je uzavřena 
mezi značky <head> a </head>. 
 
Tělo dokumentu - obsahuje vlastní text dokumentu. Vymezuje se značkami <body> a </body>. 
 
2.3 CSS 
CSS [4] je zkratka z Cascading Style Sheets, česky kaskádové styly, které vznikly z požadavku 
oddělení obsahu od vizuálního vzhledu html stránky. Před nástupem CSS se HTML dokumenty 
formátovaly pomocí značek a jejich atributů (jmenujme například značky <font>  font písma, <b> 
tučné písmo, nebo atributy align pro zarovnání či bgcolor pro nastavení barvy pozadí). 
K rozvržení stránky se používaly výhradně tabulky.  
 S narůstající složitostí HTML dokumentů však narůstaly i problémy. Datový objem různých 
formátovacích značek a atributů byl často vyšší, než objem vlastního obsahu. Tím docházelo ke 
zpomalení načítání stránek, zbytečně narůstaly i nároky na webový server. Formátování stránek 
pomocí skrytých tabulek pak přinášelo spoustu problému pro jiná zařízení, nežli běžné prohlížeče. 
V podstatě byli vyřazeni zrakově handicapovaní, jejichž čtecí zařízení si s takovou stránkou obvykle 
nedokáže poradit.  
 Formátování dokumentů pomocí CSS tyto problémy odstraňuje. Umožňuje vytvořit čistý 
HTML dokument, plně vyhovující současným standardům a hlavně 100% přístupný všem aplikacím 
– od velmi starých textových prohlížečů, přes zvuková zařízení, až po nejmodernější mobilní 
telefony. 
 
Používaní CSS nám však přináší mnoho dalších, praktických výhod: 
 
 Širší možnosti formátování. 
 Snadnou tvorbu a údržbu stylu. 
 Dynamickou práci ze stylů. 
 Dopřednou kompatibilitu. 
 Možnosti řízení tisku. 
 Formátování XML dokumentů. 
 
 
Kaskádové styly platné pro celý dokument se zapisují těmito způsoby: 
 
 Přímo v textu zdrojového souboru u formátovaného elementu pomocí atributu style. 
 
<h1 style=“color:red“>Nadpis první úrovně</h1> 
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 Pomocí stylopisu, jenž se zapisuje mezi tagy <style></style>. Mezi těmito tagy je 
uvedeno, jakým způsobem mají být elementy naformátovány. 
 
<style> 
 h1 {color: red} 
</style> 
 
 Pomocí externího stylopisu uvedeného v souboru *.css, na který se v hlavičce, html 
dokument odkazuje pomocí tagu <link>. V souboru *.css se pak uvedou jednotlivá 
formátovací pravidla následujícím způsobem. 
  
 h1 {color: red} 
 
 Tento soubor se pak k html dokumentu připojí pomocí tagu: 
  
  <link rel="stylesheet" href="váš_název.css"> 
 
Posledně uvedený způsob je nejlépe využitelný, neboť lze jeden CSS soubor použít pro více stránek, 
které sdílejí stejný vizuální vzhled.  
 Další informace o kaskádových stylech jsou k nalezení v [5]. 
 
2.4 JavaScript 
JavaScript je multiplatformní, objektově orientovaný skriptovací jazyk, jehož autorem je Brendan 
Eich z tehdejší společnosti Netscape. Nyní se zpravidla používá jako interpretovaný programovací 
jazyk pro WWW stránky, vkládáním přímo do HTML kódu stránky. Jsou jím obvykle ovládány různé 
interaktivní prvky GUI (tlačítka, textová políčka) nebo tvořeny animace a efekty obrázků.  
 Jeho syntaxe patří do rodiny jazyků C/C++/Java. Slovo Java je však součástí jeho názvu 
pouze s marketingových důvodů a s programovacím jazykem Java jej vedle názvu spojuje pouze 
podobná syntaxe. JavaScript byl v červenci 1997 standardizován asociací ECMA (Europen Computer 
Manufacturers Association) a v srpnu 1998 ISO (International Standards Organization). 
Standardizovaná verze JavaScriptu je pojmenována jako ECMAScript a z ní byly odvozeny i další 
implementace, jako je například ActionScript.  
 JavaScript byl původně obchodní název implementace společnosti Netscape, kde byl vyvíjen 
nejprve pod názvem Mocha, později LiveScript, ohlášen byl společně se společností Sun 
Microsystems v prosinci 1995 jako doplněk k jazykům HTML a Java. Pro verzi firmy Microsoft je 
použiván název JScript.  
 Program v JavaScriptu se obvykle spouští až po stažení WWW stránky z Internetu (tzv. na 
straně klienta), na rozdíl od ostatních jiných interpretovaných programovacích jazyků (např. PHP a 
ASP), které se spouštějí na straně serveru ještě před stažením z Internetu. Z toho plynou jistá 
bezpečností omezení, JavaScript například nemůže pracovat se soubory, aby tím neohrozil soukromí 
uživatele.  
 JavaScript je možné použít i na straně serveru. První implementací JavaScriptu na straně 
serveru byl LiveWire firmy Netscape uvedený roku 1996, dnes existuje několik možností včetně 
opensource implementace Rhinola založená na Rhino, gcj a Apache.  
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 Ve webových aplikacích je JavaScript využit zejména pro kontrolu údajů vkládaných do 
databáze pomocí formulářů.  
 Další informace o tomto jazyku jsou k nalezení v [6]. 
 
2.5 Microsoft .NET Framework 
Platforma Microsoft .Net [7] je technologie od společnosti Microsoft pro vývoj aplikací, určených  
pro stolní aplikace běžící pod Windows, ale i pro webové aplikace. Je založena na takzvaném řízeném 
kódu (MSIL, Microsoft Intermediate Language), což není strojový jazyk ani zdrojový kód. Je to tzv. 
mezijazyk, který se vytvoří při kompilaci a při spuštění je zpracováván prostředím CLR (Common 
Language Runtime). Kód pro .NET je tedy možno psát v jakémkoli jazyce, pro který existuje 
překladač do tohoto mezikódu. Nejčastěji jsou to jazyky C#, managed C++ a Visual Basic, ale 
existují i další překladače například pro J#, PHP, Perl atd. 
  Microsoft .NET Framework byl původně pouze pro systémy Windows. Nyní existuje i 
multiplatformní verze Frameworku nazývaná Mono.  
 Další informace jsou k nalezení v [8]. 
 
 
 
Obrázek 2-1: .NET Framework [16]. 
 
2.6 ASP.NET 
Objektově orientovaná technologie pro tvorbu webových aplikací od společnosti Microsoft, založená 
na .NET Frameworku. Název je odvozen od starších ASP, ale nemá s ním principiálně nic 
společného. Kompiluje se stejně jako každá aplikace v .NET Frameworku do Microsoft Intermediate 
Language. Programovací přístup je zde podobný jako při programování aplikací pro Windows. Při 
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tvorbě webových stránek je tedy možno používat prvky jako je třeba nápis (label), tlačítko (button) a 
mnoho dalších bohatě vybavených prvků. Tyto prvky umožňují zachytávat různé události a tím tak 
vytvářet vysoce interaktivní webové aplikace.  
 Webový protokol HTTP je bezestavový. K zachování stavu ASP. NET používá kombinace 
HTML a JavaScriptu. Stav je zachován pomocí dvou technik nazvaných View State a Session State. 
View State uchovává data mezi postbacky (odeslání formuláře zpět na server) v zakódovaném tvaru 
ve skrytých formulářových polích. Jeho nevýhodou je, že se zvyšuje velikost html dokumentu a tím i 
dobu pro zobrazení webové stránky. Proto se View State vypíná všude, kde ho není zapotřebí. 
Session State ukládá veškeré informace na straně serveru a předává (nejčastěji pomocí Cookie) pouze 
jednoznačný identifikátor. To sice zmenšuje objem přenášených dat, ale klade vyšší nároky na výkon 
serveru. 
 
Výhody ASP.NET: 
 
 Striktně objektový přístup. 
 Oddělení kódu od designu. 
 Zdrojový kód je možno psát ve více programovacích jazycích. 
 Vynikající vývojový nástroj Visual Studio, které je ve verzi Express zadarmo. 
 Řešení řady problémů je přímo součástí ASP.NET (autentizace, cachování stránek atd.) 
 Možnost vytváření vlastních controlů, nebo zdědění hotových a následné upravení.  
 Generuje validní XHTML kód. 
 Je to kompilovaný jazyk. 
 
 
Nevýhody ASP.NET: 
 
 Vyžaduje povědomost o objektově orientovaném programování a základech používané 
technologie obecně. 
 Vyšší režie při prvním spuštění. Stránka se musí překompilovat při každé změně. 
 Vyšší nároky na hardware serveru. 
 
V několika dalších podkapitolách je uveden popis několika části ASP.NET. 
 
2.6.1 Serverové ovládací prvky 
Jednou z hlavních části ASP.NET jsou serverové ovládací prvky (server controls). Jsou to třídy .NET 
Frameworku reprezentující vizuální prvky na webovém formuláři. Některé z těchto tříd jsou relativně 
přímočaré a mapují se přímo na konkrétní značku HTML, jiné jsou mnohem komplexnější a realizují 
zobrazení, které je složeno z více HTML prvků.  
 Pokud chceme některý ovládací prvek renderovat jinak, než se renderuje standardně, stačí 
napsat třídu zděděnou od  System.Web.UI.WebControls.Adapters.WebControlAdapter a přepsat její 
metodu Render. 
 Je také možné si napsat vlastní serverový ovládací prvek. Jsou dvě možnosti jak toto učinit a 
to bud’ zdědit si některý hotový ovládací prvek a upravit jeho činnost, nebo zděděním od 
System.Web.UI.UserControl vytvořit vlastní. Při kompletní tvorbě nového server controlu můžeme 
používat již hotové controly a sloučit tedy nový prvek z již hotových. 
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2.6.2 Vzory stránek a motivy 
Vzory stránek (master pages) umožňují vytvářet opětovně využitelné šablony stránky. Pomocí master 
pages můžeme definovat rozložení stránek. Každá master page obsahuje minimálně jeden tzv. 
ContentPlaceHolder, do kterého je pak vkládán obsah stránek zděděných od dané master page. Je 
možné i zanořování více vzorových stránek do sebe. Po připravení vzoru stránek ho můžeme použít 
všude na webu, čímž zajistíme, že všechny stránky budou mít stejný design.   
 Motivy (themes) mají podobnou funkci jako CSS (Cascading Style Sheets). Umožňují 
definovat pro různé serverové ovládací prvky, různé formátovací detaily a tyto formátovací detaily 
opětovně využívat na více stránkách. Motivy tedy slouží k formátování serverových ovládacích prvků 
ASP.NET a pro formátování HTML značek se používá CSS přiřazené k danému motivu. Pro jednu 
aplikaci můžeme vytvořit více motivů a ty se poté dají přepínat za běhu aplikace. 
 
2.6.3 Navigace 
ASP.NET 2.0 obsahuje několik komponent pro navigaci na webu. Jsou to hlavně Menu, Treeview a 
SiteMapPath, které slouží pro zobrazení menu webové aplikace. Váží se na xml soubor, který se 
nazývá plán webu (sitemap). Plán webu umožňuje definovat navigační strukturu webu. 
 
2.6.4 Správa uživatelů a rolí 
V ASP.NET je integrován systém pro správu uživatelů, rolí a profilů. Tento systém je generický tzn., 
že je použitelný takřka pro každou aplikaci. Z těchto důvodů je příliš složitý a robustní. Byl navržen 
tak, aby bylo možno provozovat současně více aplikací na jedné databázi. Do databáze bychom tedy 
museli přidat tabulky, pohledy a uložené procedury, které tento systém vyžaduje (asi 11 tabulek, 50 
uložených procedur a několik pohledů). Na vytvoření této databázové struktury slouží nástroj aspnet 
regsql.exe, který je umístěn v adresáři: 
 
WINDOWS\Microsoft.NET\Framework\v2.0.(verze frameworku)\ 
 
2.6.5 Ukládání do cache 
Další integrovanou vlastností ASP.NET je možnost zapnout cachování. Cachování umožňuje do 
paměti ukládat již vygenerovaný HTML výstup stránky, jejich části, nebo libovolné jiné objekty. 
Můžeme si také přizpůsobit expirační politiky k automatickému odstraňování z cache. Například na 
základě modifikací zdrojů (databáze tabulky, sloupce), nebo po určitém časovém intervalu. Při 
správném užití této technologie můžeme výrazně snížit zátěže nejen webového, ale také databázového 
serveru.  
 
Mnohem více informací o technologii ASP.NET se můžete dozvědět v [9]. 
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2.7 Microsoft SQL Server 
Při vývoji dynamických webových stránek je nutné informace někde uschovávat a následně je 
zobrazovat. Řešení je více. Data můžeme uschovávat v různých externích souborech typu XML, XLS 
a dalších, nebo na nějakém databázovém serveru.  
 Microsoft přináší řešení pro oba způsoby a to buď možnost využít jeden z plnohodnotných 
databázových serverů Microsoft SQL Server, nebo jeho Express Edition, která umožňuje vytváření 
databáze ve formě externích souborů s příponou MDF. 
 MS SQL server je komplexní programový relační databázový systém. Skládá se z více části, 
které úzce spolupracují navzájem i s dalšími systémy (webový server, emailový server atd.).  
 Další informace můžete nalézt v literatuře [10]. 
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3 Návrh aplikace 
Tato kapitola se věnuje návrhu aplikace. Nejprve jsou představeny základní požadavky na samotnou 
aplikaci. Poté se zde čtenář seznámí s návrhem struktury aplikace, volbou implementačního prostředí, 
návrhem databáze a diagramem případů užití. 
   
3.1 Požadavky na aplikaci 
3.1.1 Funkčnost 
Aplikace musí v pravidelných intervalech kontrolovat internetové stránky a vyhodnocovat na nich 
změny, které zpracuje a určitým způsobem o nich dá uživateli vědět. Opakované změny (tj. změny, 
které již byly oznámený a stále trvají) nebudou znovu vyhodnoceny. 
 
3.1.2 Hlavní okno 
Aplikaci musí obsahovat textové pole, do nějž uživatel zadá název stránky, kterou bude chtít sledovat. 
Po potvrzení volby mu bude tato stránka zobrazena. Navíc v žádané stránce musí fungovat všechny 
odkazy, pomocí nichž může uživatel přecházet na jiné stránky. Požadovaná stránka by měla vypadat 
stejně, jako při zobrazení v internetovém prohlížeči tzn., že aplikace musí správně načíst a zobrazit 
obrázky a CSS styly dané stránky. 
 
3.1.3 Režim sledování stránky 
Uživatel si bude moci vybrat ze dvou režimů sledování jeho oblíbené webové stránky. První z nich 
umožní uživateli sledovat celou webovou stránku. Druhá naopak umožňuje vybrat jen konkrétní část 
a tím pádem uživatel nebude informován o změnách, které vzniknou na jiných částech sledované 
stránky. 
 
3.1.4 Rozšiřitelnost 
Program by měl být jednoduše rozšířitelný, například o možnost kontrolovat internetové stránky 
pomocí protokolu HTTPS, což je komunikace pomocí protokolu HTTP, ale data jsou zašifrována 
pomocí SSL (Secure Socket Layer) nebo TLS (Transport Layer Security). HTTPS standardně 
komunikuje pod TCP portem číslo 443. Dále by mohla být přidána možnost kontrolovat stránky, kde 
je nutná autentizace pomocí uživatelského jména a hesla.  
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3.2 Struktura aplikace 
V této kapitole si popíšeme jednotlivé části potřebné pro správnou funkčnost aplikace. 
 
 
Obrázek 3-1: Struktura aplikace 
 
Aplikace se skládá z těchto oddělených částí: 
 Uživatel – Koncový návštěvník aplikace, pomocí internetového prohlížeče si přes webové 
rozhraní aplikace zobrazuje své oblíbené stránky. Jednotlivé stránky si může přidat ke 
sledování. V případě, že na sledované stránce vznikne změna, bude o tom informován 
pomocí emailové zprávy. 
 
 Webové rozhraní – Obsahuje aplikaci, pomocí které může uživatel přidávat jednotlivé 
stránky ke sledování. Aplikace přebírá od uživatele všechny potřebné informace pro 
sledování stránek. Tyto informace poté ukládá do databáze. Aplikace bude implementovaná 
pomocí technologie ASP.NET (viz. kapitola Volba implementačního prostředí). 
 
 Databáze – Datové úložiště uchovává informace o jednotlivých sledováních. V databázi jsou 
také uloženy informace o vzniklých změnách na těchto sledováních. Pro svou aplikaci jsem 
zvolil databázi MS SQL Server (viz. kapitola Volba datového úložiště).  
 
 Služba – Jak již sám název napovídá, jedná se o službu běžící na pozadí operačního systému. 
Tato služba v pravidelných intervalech načítá z databáze aktivní sledování. Pro jednotlivá 
sledování načte aktuální obsah a v případě, že se liší od původního dokumentu, informuje o 
tom uživatele pomocí emailové zprávy. Informace o změně zaznamená do databáze. 
 
 Poštovní server – Tato nezávislá entita slouží pro správu emailů, poslaných aplikací pro 
sledování změn jiných webových stránek. Uživatel si pomocí poštovního klienta předčítá tyto 
emailové zprávy. 
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3.3 Volba implementačního prostředí 
Správná volba implementačního prostředí je při návrhu každého systému velmi důležitá. Trh nabízí 
několik možností pro aplikace vytvořené v podobě webového rozhraní. Z těch více známých jsou to 
například PHP, ASP.NET a JSP. Jsou to technologie, které na straně serveru dynamicky generují 
obsah a posílají ho klientovi prostřednictvím http protokolu v podobě html stránek.  
Moje aplikace se navíc skládá i ze služby, která poběží na pozadí operačního systému. Opět lze 
nalézt mnoho konkurenčních jazyků, pomocí kterých by mohla být tato služba implementována. Mezi 
nejznámější patří C, C++, C# a Java. Některé z těchto jazyků jsou náročnější na prostředky 
operačních systému, ale za to nabízí plně objektově orientované prostředí a předem vytvořené 
knihovny, s jejíž pomocí je možné urychlit vývoj aplikací. Jiné jsou relativně nízkoúrovňové, jejichž 
vlastností je velmi vysoký výkon, naopak práce s nimi vyžaduje více času a znalostí. 
Pro aplikaci pro sledování změn na jiných webových stránek jsem se rozhodl využít 
Frameworku .NET. Tento Framework nabízí výbornou technologii pro tvorbu webového rozhraní 
v podání ASP.NET a navíc výkonný objektově orientovaný jazyk C#. Další výhodou tohoto prostředí 
je, že lze vytvořit moduly sestavení (tzv. assembly), které lze využít pro více aplikací. V mém případě 
to znamená, že stejné třídy pro přístup k datům v databázi, mohu využít ve webovém rozhraní, ale 
také ve službě, která bude vyhodnocovat změny na sledovaných stránkách.  
Mnohem více informací o tomto Frameworku lze nalézt v literatuře [8] a [9].      
   
3.4 UML 
UML [11], Unified Modeling Language je v softwarovém inženýrství grafický jazyk pro vizualizaci, 
specifikaci, navrhování a dokumentaci programových systémů. UML nabízí standardní způsob 
zápisu, jak návrhů systému včetně konceptuálních prvků jako jsou business procesy a systémové 
funkce, tak konkrétních prvků jako jsou příkazy programovacího jazyka, databázová schémata a 
znovupoužitelné programové komponenty. 
 UML podporuje objektově orientovaný přístup k analýze, návrhu a popisu programových 
systémů. UML neobsahuje způsob, jak se má používat, ani neobsahuje metodiku(y), jak analyzovat, 
specifikovat či navrhovat programové systémy. 
 
Základní typy diagramů: 
 
 Diagram případů užití – Zobrazení dynamické struktury systému z pohledu uživatele. Je 
primárně určen k definici chování systému, aniž by odhaloval jeho vnitřní strukturu. 
 
 Diagram tříd – Zobrazení statické struktury systému prostřednictvím tříd a vztahů mezi 
nimi. 
 
 Diagram komponent – Znázorňuje softwarové komponenty použité v systému. Mohou to 
být jak komponenty vytvořené vlastními silami, tak komponenty zakoupené od třetích stran. 
 
 Diagram nasazení – Znázorňuje model rozložení komponent při běhu systému. 
 
 Stavový diagram – Popis stavů objektu a povolených přechodů mezi těmito stavy. 
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 Diagram aktivit – Zobrazení řídících toků (přechodů) mezi akcemi (aktivitami) v systému 
od počátečního bodu po jeden nebo více koncových bodů. Důraz se klade na zobrazení pořadí 
aktivit. 
 
 Sekvenční diagram – Je model časové dynamiky uvnitř případů užití tzn., zobrazuje 
interakce ve vztahu k času. Každý objekt má časovou osu (čáru života). Lze s ním také 
vyjádřit chronologii zasílání zpráv. 
 
 
3.4.1 Diagram případů užití 
Aplikace z hlediska případů užití obsahuje tyto čtyři aktéry: 
 
 Host – Běžný neznalý návštěvník aplikace. Možnost prohlížení stránek, není mu však 
povoleno přidat stránku ke sledování. Rozšířené funkce aplikace může využít až po registraci 
a tím povýšit do role uživatele. Aktérovi je také povoleno přidat dotaz do fóra a tím, v 
případě zájmu, dostat dodatečné informace o aplikaci.  
 
 Uživatel – Registrovaný návštěvník aplikace. Po přihlášení může prohlížené stránky přidat ke 
sledování. Jednotlivá sledování webových stránek může prohlížet, upravovat či mazat. 
V případě jakékoliv změny na sledované stránce je uživateli poslán email informující o této 
změně. Uživateli je také umožněno prohlížet a spravovat zněny na jednotlivých sledovaných 
stránkách. Přidávání komentářů do fóra je samozřejmostí.  
 
 Administrátor – Registrovaný uživatel povýšen do role správce aplikace. Je mu umožněno 
to co roli uživatel. Navíc spravuje jednotlivé uživatele, jejichž účty může mazat, dočasně 
zamykat či odemykat. Administrátorovi je povoleno povyšovat registrované uživatele do role 
Administrátor. Aktéři v této roli mohou komentáře z fóra nejen přidávat, ale také mazat. 
 
 Systém – Tento aktér je implementován službou systému Windows (Windows Service). 
Služba běží na pozadí operačního systému a v pravidelných intervalech kontroluje, zdali 
nedošlo ke změně na některé sledované webové stránce. V případě změny generuje 
emailovou zprávu informující o této události, kterou zasílá příslušnému uživateli. 
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Obrázek 3-2: Diagram případů užití 
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3.4.2 Detail případů užití 
Uživatelé budou nejčastěji navštěvovat aplikaci z důvodu přidání stránky ke sledování. Proto zde 
uvedu detailní popis tohoto případů užití. 
 
Identifikátor UC01 
Název Přidat stránku ke sledování 
Popis 
Uživatel chce přidat stránku ke sledování, aby byl emailovou zprávou 
informován v případě jakékoliv změny na této webové stránce. 
Aktéři Uživatel, Administrátor 
Vstupní 
podmínka 
Uživatel je v aplikaci registrován a zároveň je již přihlášen pod svým 
uživatelským účtem. 
Základní 
postup 
1. Uživatel zadá adresu stránky, kterou chce sledovat. 
2. Vybere si režim sledování: celá stránka, část stránky. 
3. Jeli vybraná volba část stránky 
3.1 uživatel zvolí, kterou část chce na stránce sledovat. 
4. Zadání volby Sledovat. 
5. Uživatel vyplní potřebné údaje pro sledování stránky a spustí volbu OK. 
6. Aplikace uloží potřebná data do databáze a potvrdí úspěšné uložení do 
databáze informativním hlášením. 
Výstupní 
podmínka 
Stránka je přidána ke sledování. V případě změny bude uživatel informován o 
této události pomocí emailové zprávy. 
 
 
3.5 E-R diagram 
E-R diagram [12] se v softwarovém inženýrství používá jako abstraktní a konceptuální vyjádření dat. 
Entity-relationship modelování je metoda datového modelování, která vytváří relační schéma, typ 
konceptuálního schématu nebo sémantického datového modelu systému (obvykle relační databáze) a 
jeho požadavků stylem shora dolů. 
 
Základní pojmy ER modelu: 
 
 Entita – Je „věc“ reálného světa (objekt) rozlišitelný od jiných objektů, o němž chceme mít 
informace v databázi. 
 
 Entitní množina – Množina entit téhož typu, které sdílí tytéž vlastnosti (atributy). 
 
 Atribut – Vlastnost entity, která nás v kontextu daného problému zajímá a jejíž hodnotu 
chceme mít v databázi.  
 
 Vztah – Asociace mezi několika entitami. Existují tři druhy vztahů mezi entitami: 
 
Vztah 1:1 (One-to-One): Pro každý řádek v tabulce A existuje nejvýše jeden související 
řádek v tabulce B a naopak. Tento vztah se obvykle používá pro oddělení dat podle četnosti 
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použití pro jejich optimální fyzickou organizaci. Například jedno oddělení může mít pouze 
jednoho vedoucího. 
 
Vztah 1:M (One-to-Many): Pro každý řádek v tabulce A existuje nula nebo více 
souvisejících řádků v tabulce B, ovšem pro každý řádek v tabulce B existuje nejvýše jeden 
řádek v tabulce A. Jedná se o nejčastěji používaný vztah. 
 
Vztah M:M (Many-to-Many): Pro každý řádek v tabulce A existuje nula nebo více 
souvisejících řádků v tabulce B a naopak. Vztah M:M není snadné realizovat a jeho 
implementace vyžaduje speciální postup. Tento vztah se ve skutečnosti implementuje ve 
formě 1:M:1, takže vyžaduje třetí tabulku (označovanou jako spojovací), která se umístí 
doprostřed a bude fungovat jako cesta mezi souvisejícími tabulkami. 
 
 
E-R diagram navrhované aplikace je znázorněn na obrázku 3.2. 
 
 
Obrázek 3-3: E-R diagram aplikace 
 
3.5.1 Popis entit 
 Monitoring – Tabulka sloužící pro uchování informací o jednotlivých sledováních webových 
stránek. 
  
 Id – Jedinečný identifikátor sledování webové stránky. 
 UserId – Identifikátor uživatele, který přidal stránku ke sledování. 
 Title – Název sledování. 
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 FromDate, ToDate – Tyto atributy určují časový interval, v kterém se bude sledovat
 změna na stránce. 
 Active – Příznak určující zdali je sledování aktivní. Uživateli je tím umožněno pozastavit 
 sledování. 
 Body – Původní obsah sledované webové stránky. 
 EnableBlockWatchCode – Příznak, určující zdali uživatel sleduje celou stránku či jen část 
 stránky. 
 BlockWatchCode – V případě, že uživatel sleduje část stránky, tento atribut identifikuje 
 danou část. 
 Uri – Adresa sledované stránky. 
 Encoding – Kódování stránky, potřebné kvůli korektnímu zobrazení v prohlížeči. 
 
 Modification – Tabulka uchovává historii změn pro jednotlivá sledování. 
 
Id – Jedinečný identifikátor změny na sledované stránce. 
MonitoringId – Cizí klíč odkazující se do tabulky Monitoring. 
AddedDate – Datum a čas vzniku změny. 
Body – Změněný obsah sledované webové stránky. 
 
 Forum – Tato entita uchovává příspěvky v diskusním fóru. 
 
Id – Jedinečný identifikátor příspěvku. 
AddedByIP – IP adresa uživatel, který přidal příspěvek do fóra. 
Title – Název příspěvku. 
Body – Obsah příspěvku. 
AddedByUser – Jméno uživatele, který přidal příspěvek. 
AddedDate – Datum vložení příspěvku. 
 
 User – Tabulka udržující informace o registrovaných uživatelích.  
 
Id – Jedinečný identifikátor uživatele. 
RoleId – Cizí klíč identifikující roli, do které uživatel patří. 
UserName – Přihlašovací jméno uživatel. 
Password – Heslo uživatele. 
Email – Email uživatele. Na tuto emailovou adresu jsou uživateli posílány zprávy o vzniku 
změn na jeho sledovaných stránkách. 
CreateDate – Datum založení účtu. 
IsLockedOut – Příznak zdali je účet povolen. 
 
 Role – Tabulka udržuje seznam rolí v aplikaci. 
 
 Id – Identifikátor role. 
 RoleName – Název role. 
 Description – Popis role. 
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3.6 Návrh vícevrstvé infrastruktury 
V poslední době se v oblasti vývoje softwaru stal víceúrovňový návrh docela známý. Stručně řečeno 
rozděluje funkční prvky, komponenty a kód projektu (ne jen webové aplikace, ale i jiných typů, jako 
např. WinForms, WPF, Silverlight) do samotných úrovní. Na obecné úrovni existují čtyři: 
 
 Datové úložiště – Uchovává data. Může jít o relační databázi, XML soubor, textový soubor 
nebo nějaký jiný systém pro uložení dat. 
 
 Vrstva přístupu k datům (Data Access Layer - DAL) – Kód, který se stará o získávání a 
manipulaci zdrojových dat uložených v datovém úložišti. 
 
 Vrstva aplikační logiky (Business Logic Layer - BLL) – Kód, který bere data získána 
datovou vrstvou a nabízí je klientům v abstraktnější formě. Přitom skrývá podrobnosti na 
nižší úrovni a přidává veškerou validační logiku, která zajišťuje bezpečný vstup dat. 
 
 Prezentační vrstva (User Interference - UI) – Kód, který definuje, co uživatel uvidí na 
obrazovce, včetně formátu dat a systému navigačních menu. Tuto vrstvu v případě prostředí 
ASP.NET navrhneme s ohledem na její fungování v rámci webového prohlížeče. 
 
Další informace o této infrastruktuře lze nalézt v literatuře [13]. 
 
3.6.1 Volba datového úložiště 
Jaké druhy datových úložišť by byly vhodné pro náš typ aplikace? Pokud bychom očekávali, že web 
bude poměrně statický, tedy bez částečných změn, pak se nám přímo nabízejí XML soubory, nebo 
bychom mohli použít formát databáze Access. Ten je oproti XML souborům v mnoha směrech lepší, 
na druhou stranu Access je převážně desktopová databáze a pro souběžný přístup několika uživatelů 
nebo větší množství záznamů by nebyla nejvhodnější. Dále bychom mohli uvažovat o jakékoliv 
moderní relační databázi, jako jsou například SQL Server, Oracle, MySql či Firebird. Našim 
potřebám by vyhovovala kterákoliv z nich, ovšem pro moji webovou aplikaci využiji SQL Server od 
společností Microsoft, a to z důvodů integrace nástrojů pro SQL Server ve vývojovém prostředí 
aplikace Visual Studio, vysokému výkonu a těsnou integrací s rámcem .NET runtime. 
 
3.6.2 Vrstva přístupu k datům 
Vrstva přístupu k datům (DAL) obsahuje kód, který k získání, vkládání, aktualizaci a mazání dat 
spouští dotazy nad databází. Jedná se o kód, který je nejblíže databázi, o niž tedy musí vědět naprosto 
všechny podrobnosti (tj. schéma tabulek, názvy polí, uložené procedury, či pohledy). Kód specifický 
pro danou databázi by měl být od webových stránek oddělen a to hned z několika důvodů: 
 
 Vývojář sestavující uživatelské rozhraní nemusí být totožný s vývojářem, který píše kód pro 
přístup k datům. Vývojář UI tak může ignorovat většinu věcí týkajících se databáze, je však 
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schopen poskytnout k ní uživatelské rozhraní, poněvadž všechny podrobnosti jsou zabaleny do 
oddělených objektů.  
 
 Některé dotazy pro získávání dat se typicky používají na více různých stránkách. Pokud 
bychom je umístili přímo do samotných stránek a později bychom nějaký dotaz změnili 
přidáním nějakých nových polí nebo úpravou řazení, museli bychom projít veškerý kód a 
hledat kde všude jej používáme. Pokud by se na druhou stranu kód pro přístup k datům 
nacházel v nějakých společných třídách vrstvy DAL, pak by nám stačilo upravit pouze je a 
stránky, které je volají, by zůstaly nedotčeny. 
 
 Napevno zapsané dotazy uvnitř webových stránek by velmi ztěžovaly přenos na nový 
databázový server. 
 
Zjednodušený digram tříd a jejich popis datové vrstvy naleznete níže. 
 
3.6.3 Vrstva aplikační logiky 
Datová vrstva se skládá z několika tříd, které získávají data z databáze spouštěním uložených 
procedur a vracejí jako kolekci instancí našich vlastních entitních tříd, jež zabalují jednotlivá pole 
takto získaných dat. Stále však jde o data surová, i když zabalená do tříd, protože k nim tyto entitní 
třídy nic dalšího nepřidávají. Přebírá je aplikační vrstva a nabízí je vrstvě uživatelského rozhraní, 
navíc však k nim přidává validační logiku, odvozené vlastnosti a objektové a statické metody pro 
mazání, úpravu, vkládání a čtení dat.  
 
Následuje zjednodušený diagram tříd datové a aplikační vrstvy pro práci se sledováními stránek.  
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Obrázek 3-4: Diagram tříd datové a aplikační vrstvy 
 
3.6.4 Popis tříd datové a aplikační vrstvy 
 DataAccess – Abstraktní třída tvoří bázi všech tříd datové vrstvy. Obsahuje pomocné 
metody, jež se vztahují k nejrůznějším implementacím. Poskytuje několik málo vlastností, 
které zabalí hodnoty načtené z konfiguračního souboru aplikace web/app.config, jako je 
připojovací řetězec do databáze, nastavení cachování atd. K tomu zabalí základní metody 
objektu DbCommand pro vykonávání SQL příkazů: ExecuteNonQuery, ExecuteScalar, 
ExecuteReader. 
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 SQLMonitoringProvider – Tato třída je zděděná z třídy DataAccess, čímž dědí vlastnosti 
určující připojovací řetězec k databázi a nastavení cachování. Navíc přidává sadu CRUD 
metod (Create – vytvoř, Retrieve – získej, Update – aktualizuj, Delete - smaž) pro práci s 
MS SQL Serverem.    
 
 MonitoringDetail – Tato třída zabaluje veškerá data sledování webových stránek načtených 
z tabulky Monitoring. Třída je předávána z datové do aplikační vrstvy, kde je využitá pro 
naplnění atributů aplikační třídy. 
 
 Monitoring – Jedná se o třídu aplikační vrstvy, pro přístup k datům využívá třídy datové 
vrstvy a ponejvíce se používá k uplatnění validačních pravidel, ke kontrole omezení a 
k poskytování objektově orientované reprezentaci dat a metod s nimi pracujících.  
   
3.6.5 Uživatelské prostředí  
Pro tvorbu uživatelského prostředí technologie ASP.NET nabízí velkou škálu již vytvořených řídících 
prvků, mezi něž patří Label, TextBox, Button, AdRotator a mnoho dalších. 
 Technologie ASP.NET 2.0 přidává nové, výkonné řídící prvky schopné vazby na data, které 
dovedou většinu věcí zjednodušit, takže s jejich pomocí lze tytéž stránky vytvářet s použitím mnohem 
menšího množství programového kódu než v předešlých verzích této technologie. Mezi tyto prvky 
patří následující: 
 
 GriedView – Významný způsobem rozšiřuje řídící prvek DataGrid. Zavádí nové typy 
sloupců, které kromě zobrazování jednoduchých textových dat, tlačítek, odkazů a dat 
založených na šablonách dovedou navíc automaticky zobrazovat a zpracovávat 
obrázky a zaškrtávací pole. K tomu přináší podporu pro stránkování, řazení, úpravu a 
mazání pomocí nepatrného množství kódu. Tento prvek je v aplikaci využit pro 
zobrazení sledování webových stránek a také pro správu uživatelů.  
 
 DeatilsView – Zobrazuje podrobnosti o jediném záznamu v tabulkovém uspořádání 
pomocí dvou sloupků se jmény a hodnotami. Dále podporuje úpravu a přidávání 
nových záznamů. 
 
Další informace o řídících prvcích pro tvorbu uživatelského prostředí naleznete v literatuře [9].  
 
3.7 Porovnání HTML dokumentů 
Porovnání HTML dokumentů by rozhodně mělo umožňovat porovnání pouze textu HTML 
dokumentů bez ohledu na HTML značky a na obsah HTML elementů, které buď nemají na vzhled 
stránky vliv vůbec, nebo se projevují jiným způsobem, než pouhým statickým zobrazením textu. Na 
toto by se hodilo použít syntaktický analyzátor XML. HTML však nemá vlastnosti XML dokumentů, 
takže přímé použití XML analyzátorů je nemožné. 
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Po delším pátrání na internetu se mi však podařilo nalézt výbornou knihovnu s názvem 
HtmlAgilityPack, která implementuje syntaktický analyzátor HTML a usnadňuje tak práci 
s porovnáváním a procházením HTML dokumentů.  
Další informace o této knihovně lze nalézt na [14]. 
 
3.8 Zobrazení změn v HTML dokumentu 
Pro zobrazení změn by bylo nejlepší použít opět HTML dokument. Modul vyhledávající změny by 
měl brát jako vstup HTML dokumenty a výstupem by měl být nový HTML dokument s vhodně 
označenými změnami. Vzhledem k tomu, že tento problém již určitě někdo řešil, pokusil jsem se 
nejprve vyhledat řešení na internetu. Narazil jsem na knihovnu Rainbow.MergeEngine, která 
naprosto vyhovovala mým požadavkům. 
 
3.8.1 Knihovna Rainbow.MergeEngine    
 Knihovna Raibow.MergeEngine používá pro porovnání stejný algoritmus jako unixový program diff. 
Za nejmenší porovnatelnou jednotku však nepovažuje řádek, ale slovo. Důvod je jednoduchý – 
zobrazit změny v HTML dokumentu pokud možno co nejpřesněji. Před porovnáním knihovna nejprve 
rozdělí HTML dokument na jednotlivá slova, přičemž ignoruje HTML značky a připojuje je jako 
prefix a postfix ke slovům. Prefixy a postfixy nejsou porovnávány, jinak řečeno změna v HTML 
značkách je ignorována. Poté proběhne porovnání, při kterém jsou označovaná přidána slova a 
odebraná slova HTML značkami, aby byla ve výsledném dokumentu dobře viditelná.  
 Více informací o této knihovně lze nalézt na [15]. 
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4 Implementace 
V této kapitole budu popisovat poslední fázi vývoje mé aplikace. Jelikož není v možnostech této 
práce detailně popsat implementaci každé funkcionality, pokusím se zde rozebrat alespoň ty z mého 
pohledu nejpodstatnější věci. 
  
4.1 Uživatelské účty 
Pro správu uživatelských účtů a rolí jsem v mé aplikaci zvolil aplikační rozhraní Membership, které 
je součástí Microsoft .NET Frameworku od verze 2.0. 
 
4.1.1 Membership API 
Jednou z novinek v ASP.NET 2.0 je aplikační rozhraní pro správu uživatelských účtů a rolí, nazývané 
Membership. Tento model přináší množství aplikačních služeb a ovládacích prvků, které Membership 
přímo využívají. Poskytuje běžné a často využívané služby pro správu uživatelských oprávnění. 
 Membership funguje v součinnosti s další novou vlastností nazývanou Role Manager. Role 
Manager poskytuje infrastrukturu tvorby rolí a přidělováním rolí jednotlivým uživatelům. V případě, 
že jsou Membership a Role Manager použité v součinností s autentizací založenou na formulářích, 
ASP.NET 2.0 poskytuje přímou podporu pro tvorbu autentizačních  a autorizačních pravidel. 
Membership i Role Manager byli navrženi pro použití modelu poskytovatelé služeb. Membership a 
Role Manager jsou dodávané s poskytovateli pro Microsoft SQL Server. Přihlašovací ovládací prvky 
tvoří množinu ovládacích prvků, které poskytují zjednodušené rozhraní pro autentizaci a autorizaci. 
 
 
ASP.NET Membership vytváří rozhraní pro: 
 Vytváření uživatelů a hesel. 
 Ukládání informací o uživatelích v MS SQL Serveru, Active Directory, XML. 
 Možnost vytvářet vlastních poskytovatelů Membership. 
 Autentizaci a autorizaci uživatelů programátorsky, nebo s využitím předpřipravených 
ovládacích prvků. 
 Kompletní správu hesel, tedy vytváření, změnu případně obnovu. V závislosti na 
nastavení vlastností Membership je možné heslo automaticky resetovat. Děje se to 
v případě, že uživatel správně odpověděl na otázku, kterou zadal při registraci. Heslo je 
obnoveno a zasláno formou emailové zprávy na adresu zadanou při tvorbě 
uživatelského účtu. 
 
Údaje jsou čerpány z literatury [9]. 
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4.1.2 Správa rolí 
Při návrhu aplikace jsem pomocí nástroje WAT (Web Site Administration Tool), který je součástí 
Visual Studio 2008, definoval 2 druhy rolí. 
 
 
Obrázek 4-1: Nástroj WAT 
 
Na základě těchto rolí jsou registrovaným uživatelům zpřístupněny různé možnosti práce v aplikaci. 
Podrobnější popis rolí je uveden v kapitole: Diagram případů užití. 
 Každému nově registrovanému uživateli aplikace je automaticky přidělena role User. 
Následující část kódu demonstruje, jak Membership umožňuje programátorsky přidávat uživatele do 
dříve definovaných rolí. Samotné přidělení role se děje v poslední fázi registrace nového uživatele. 
 
 
protected void CreateUserWizard1_CreatedUser(object sender, EventArgs e) 
{ 
 
   // Automaticky přiřadá uživatele do role User. 
      
   if (Roles.RoleExists("User")) 
   { 
     Roles.AddUsersToRole(userNames, "User"); 
   } 
} 
 
 
Administrátorské prostředí pro správu uživatelů je podobná jako v nástroji WAT. Umožňuje rychlé 
vyhledávání konkrétního uživatele. Vyhlédávat je možno podle řetezce obsaženého v loginu, nebo 
podle řetezce obsaženého v emailové adrese. 
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Obrázek 4-2: Správa uživatelů v aplikaci pro sledování změn na webu 
 
4.2 Webové rozhraní 
Webové rozhrání slouží pro zobrazení stránek, které si uživatel může nechat sledovat. Základním 
požadavkem bylo, aby stránky načtené přes tuto aplikaci vypadaly stejně, jako by byly načteny ve 
webovém prohlížeči. Navíc si uživatel může vybrat jen konkrétní část na stránce, na které má zájem 
sledovat změny. Následující obrázek dokazuje splnění těchto dvou požadavků. Jednotlivé části, které 
lze na stránce sledovat, se při najetí myši zvýrazní ohraničením červenou barvou. Při kliknutí na tuto 
část se požadovaný blok zapamatuje a zvýrazní se modrou barvou. Děje se tak v případě, že uživatel 
vybral režim sledovat část stránky.  
 
Ukázka využití aplikace pro rezervaci sedadel v autobuse společností Student Agency.  
 
 
Obrázek 4-3: Využití aplikace pro rezervaci sedadel v autobuse Student Agency 
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4.2.1 Výběr a zvýraznění části stránky 
Pro identifikaci části stránky jsem musel využít postup, ve kterém se nejprve požadovaná stránka 
stáhne na server. Poté se stažený HTML dokument prochází pomocí parseru knihovny 
HtmlAgilityPack (viz. výše), který umožňuje jednotlivým elementům přiřazovat nové atributy. 
Díky této vlastnosti jsou všem povoleným HTML elementům (mezi ně patří odstavce, bloky, tabulky, 
buňky tabulek apod.) přiřazené atributy událostí onmouseover a onclick. Hodnotou těchto 
atributů jsou JavaScriptové funkce, které přijímají identifikátor, který jednoznačně určuje pozici 
prvku v dokumentu pro pozdější znovunalezení. 
 
Následuje zjednodušený kód funkce v jazyce C#, která povoleným HTML elementům přiřadí 
JavaScriptové funkce pro výše zmíněné události.  
 
private void SetOutline(HtmlNode node, string depth) 
{ 
  // Jen pro povolené prvky   
  switch(node.Name.ToLower()) 
  { 
      case "body": 
      case "div": 
      case "p": 
      case "table": 
      case "td": 
      … 
      { 
         // Přidá událost pro zvýraznění prvku a událost pro kliknutí na prvek.   
         node.SetAttributeValue("onmouseover", "setOutline('"+depth+ "');"); 
         node.SetAttributeValue("onclick", "setBlockMonitoring('" +depth+ "');"); 
 } 
  } 
 
Je-li požadovaný dokument takto upraven, může být již uživateli zobrazen v mé aplikaci. O 
zvýraznění elemetu, při přejetí myši nad tímto elementem (událost onmouseover), se pak stará 
JavaScriptová funkce, která se vykonává na straně klienta. Tato funkce jednoduše pomocí DHTML 
(Dynamic HTML) přidá aktivnímu prvku CSS styl pro zvýraznění. 
 Při kliknutí na prvek se vyvolá druhá zde zmíněná událost onclick. Tato událost zavolá 
JavaScriptovou funkci, která uloží identifikační hodnotu prvku do Cookies. Při přidávání stránky ke 
sledování, se pak na straně serveru, přečte hodnota tohoto Cookies a uloží se do databáze spolu s 
informacemi o tomto sledování. 
 
 Následuje zjednodušený kód této JavaScriptové funkce. 
  
function setBlockMonitoring(kod, element) 
{ 
   
   // Odstraní zvýraznění dříve vybranému prvku    
   $('.blockMonitoringOutline').removeClass('blockMonitoringOutline'); 
    
   // Zvýrazní aktuální prvek 
   $(element).addClass('blockMonitoringOutline'); 
    
   // Uloží identifikační hodnotu do cookies. 
   setCookie('monitoringBlock', kod); 
    
   // Zastaví probublávání události do nadřízených prvků.  
   event.stopPropagation(); 
} 
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4.2.2 Zobrazení změn 
V případě, že na sledované stránce vznikne změna, je o tom uživatel upozorněn emailovou zprávou. 
Vzniklou změnu si uživatel může zobrazit. Dalším požadavkem na aplikaci bylo, aby vzniklá změna 
byla v dokumentu nějakým způsobem zvýrazněna. Pro tento účel jsem využil dříve zmíněnou 
knihovnu Rainbow.MergeEngine [15], která dokáže porovnat dva HTML dokumenty a vrátit 
rozdíly těchto dokumentů. Je-li navíc sledován jen určitý blok ve stránce, je v dokumentu vyznačen 
modrým tečkovaným ohraničením. 
 
Následuje náhled stránky, která byla identifikována jako změněná. V dokumentu jde vidět, že 
je přeškrtnuta stará hodnota a zvýrazněná nová.  
Je použita stránka pro nákup jízdenek online společnosti Student Agency. 
 
 
Obrázek 4-4: Zvýraznění změny na stránce 
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5 Závěr 
Výsledkem mé bakalářské práce je webová aplikace pro sledování změn jiných webových stránek. 
Tato aplikace slouží ke kontrole zadaných webových stránek a vyhodnocení jejich změn, v případě 
změny je uživateli poslána emailová zpráva informující o této události. Aplikaci může uživatel využít 
ve dvou režimech. V prvním se sleduje celá webová stránka a uživatel je informován při jakékoliv 
změně na této stránce. V druhém, více využívaném režimu, si uživatel může zvolit jen konkrétní část 
stránky. Tím si uživatel zajistí, že bude informován jen v případech, kdy vznikne změna jen na 
očekávané části stránky. Nebude tak rušen informacemi o změnách, které vzniknou například změnou 
odkazu na reklamu v zápatí webové stránky.  
 Pomocí webového rozhraní může uživatel jednotlivá sledování spravovat. Je mu zde 
umožněno své sledování upravovat, mazat, nebo nahlížet na vzniklé změny. Při zobrazení změněné 
stránky je graficky odlišen starý a nový obsah a to tak, že starý obsah je přeškrtnut červenou čárou a 
nový je zvýrazněn žlutým pozadím. 
 Aplikace je navržena pro budoucí snadnou rozšiřitelnost, například přidání podpory pro 
kontrolu chráněných webových stránek pomocí protokolu HTTPS, dále by mohla být přidána 
možnost kontrolovat stránky, kde je nutná autentizace pomocí uživatelského jména a hesla. Mezi 
další plánovaná rozšíření patří nové způsoby upozornění o vzniku změny. Například by uživatel mohl 
být upozorněn na vzniklou změnu pomocí SMS zprávy. Rád bych také vytvořil miniaplikaci, kterou 
by si uživatel nainstaloval do svého operačního systému. Tato miniaplikace by se pak sama 
dotazovala serveru na změnu a v případě, že by nastala, informovala by uživatele pomocí 
vyskakovacího okna či zvukovým signálem. 
 Díky této bakalářské práci jsem si seznámil s prostředím .NET, podrobně jsem naučil tvorbu 
vícevrstvých webových aplikací v prostředí ASP.NET. Poznal jsem jazyk C#, který mě velmi zaujal a 
chtěl bych se v něm nadále zlepšovat a zdokonalovat.      
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Příloha 1: CD  
 
Na přiloženém CD naleznete: 
 
 Písemnou zprávu ve formátu PDF. 
 Zdrojový tvar písemné zprávy. 
 Programovou dokumentaci. 
 Zdrojové soubory aplikace. 
 Návod k instalaci aplikace. 
 
