Abstract. A plethora of theoretical results are available which make possible the use of dynamic analysis and model-checking for software and system models expressed in high-level modeling languages like UML, SDL or AADL. Their usage is hindered by the complexity of information processing demanded from the modeler in order to apply them and to effectively exploit their results. Our thesis is that by improving the visual presentation of the analysis results, their exploitation can be highly improved. To support this thesis, we define a trace analysis approach based on the extraction of high-level semantics events from the low-level output of a simulation or model-checking tool. This extraction offers the basis for new types of scenario visualizations, improving scenario understanding and exploration. This approach was implemented in our UML/SysML analyzer and was validated in a controlled experiment that shows a significant increase in the usability of our tool, both in terms of task performance speed and in terms of user satisfaction.
Introduction
A plethora of theoretical results are available which make possible the use of dynamic analysis and model-checking for software and system models expressed in high-level modeling languages UML [1], SDL [2] or AADL [3] . These results have the virtue of allowing reasoning at the level of models instead of code, making possible early verification and validation, while taking advantage of the abstract nature of modeling languages. Unfortunately, the use of these advanced techniques is not as widespread as their capabilities could justify. One reason for this is that such techniques are often inaccessible to modelers with a basic software engineer training, as it demands advanced knowledge of these techniques and a high investment in learning the specificities of tools in order to apply them and to effectively exploit their results. Our thesis is that by improving the visual presentation of the analysis results, their exploitation by regular users can be highly improved. To support this thesis, we defined a trace analysis approach and we integrated it in Metaviz, a model-driven framework for simulation trace visualization introduced earlier in [4] .
The typical functioning of a model-based formal analysis tool, consists in mapping the semantics of the high-level modeling language into a simpler language, more well-suited for formal analysis. Most of the time this language has a sound formal semantics that allows reasoning on the model and on its properties, using analysis tools. It is the case of vUML [5] that uses Promela [6], of IFx-OMEGA [7] , that uses IF [8] , etc. This change of context is in general not supported by a bi-directional mapping to and from the formal language, since the goal is to represent a complex modeling language with a limited set of primitives available in the formal language. Thus, the structure of a model may be very different between the two levels, and analysis results such as execution traces obtained from the lower-level model may be hard to interpret by a user whose knowledge is limited to the upper-level language and model. The trace analysis method is based on the extraction of high-level semantics events from basic events of the underlying semantics. It offers the basis for new types of scenario visualizations, improving the model execution understanding and exploration.
In order to validate these assertions we set up a controlled experiment that shows a significant increase in our model checking tool usability, both in terms of task performance speed and in terms of user satisfaction.
The rest of this paper is organized as follows: we start by an overview of existing methods for executable UML/SysML analysis, and by discussing why exploiting analysis results is challenging. Then we present the typical analysis tool integration pattern and finally describe our approach for extending the verification platform with trace analysis support. The evaluation of the new tool is detailed and discussed in Section 3.
Translational Semantics Approaches to Model Analysis
To be useful (not only descriptive) models need to have a well defined semantics. Among other advantages, formal definition of semantics provides the possibility to do analysis earlier in the design process. For example non-functional properties such as performance, schedulability or safety can be analyzed. For this purpose, mature formalisms and associated analysis techniques and tools already exist (Petri nets, queuing networks, Markov chains, etc.).
For Model Driven Engineering, the approach usually followed is to:
1. annotate the original models (e.g. UML [9]), 2. generate input artifacts for a formal analysis tool, and finally 3. perform analysis activities on the generated artifacts.
Target analysis formalisms can be process algebra, timed automata, queuing networks etc. Some examples of tools working in this way are IFx-OMEGA[10], vUML [5] or OPTIMUM [11] . Even if these model analysis techniques, called translational semantics approaches, are widely adopted in the industry they still suffer from limitations. Translational semantics approaches to model analysis bring a new complexity to the end user. The analysis results (e.g. model checking counterexamples) are not easily understood by the domain user. This is due to the gap between the two semantic levels: the original one and the target analysis formalism. Those results necessitate expertise in the low level analysis semantics. To enable a usable approach to model analysis a translation of the low level results to a more user friendly abstraction should take place in the process.
