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Tämä opinnäytetyö suoritettiin kahdessa osassa, joista ensimmäinen osio oli vii-
den opintopisteen arvoinen ja toinen osio kymmenen opintopisteen arvoinen. 
 
Ensimmäisessä osiossa tutustuttiin Python-ohjelmointikieleen peliohjelmoinnissa 
sekä PyGame-moduuliin. Käytiin läpi myös eroja muihin ohjelmointikieliin. 
Työssä tehtiin esimerkkipeli käyttäen PyGame-moduulia. 
 
Toisen osion aiheeksi valittiin Unreal Engine ja sen käyttäminen pelien kehityk-
sessä. Työllä ei ollut varsinaisesti tilaajaa, vaan se valittiin tekijän kiinnostuksen 
pohjalta. Tavoitteena oli tutustua Unreal Engineen ja verrata siinä käytettäviä toi-
mintoja ja ominaisuuksia toiseen pelimoottoriin, nimeltä Unity.  
 
Työn suurin osa oli luoda esimerkkipeli käyttäen Unreal Engineä. Työssä käytet-
tiin apuna Unreal Enginen virallisia dokumentteja sekä muiden henkilöiden teke-
miä videoita erilaisten toiminnallisuuksien luomisesta. Lopputuloksena saatiin to-
teutettua toimiva peli. Pelin kehityksen edetessä ilmeni useita ongelmia, joista 
suurin osa saatiin ratkaistua. Suurimpina kehityskohteina olisi pelaajan elämäpis-
teiden luomisen toiminnallisuuden hiominen oikeanlaiseksi sekä pelaajan pistei-
den näyttäminen pelin lopussa.  
 
Pelien kehityksen kannalta Unreal Engine on mielestäni paljon miellyttävämpi 
käyttää. Tärkeimpänä erona on se, että suurimman osan ajasta pelin toiminnalli-
suuksien koodia ei tarvitse kirjoittaa itse käsin, vaan voitiin käyttää jo valmiina 
olevia funktioita. Koodin ylläpitäminen on myös helppoa, koska kaikki toiminnalli-
suus näkyy visuaalisessa graafissa, joka on muokattavissa. Opinnäytetyöstä olen 
saanut paljon uusia näkökulmia ja kokemusta pelien kehittämisessä erilaisilla pe-
limoottoreilla. 
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This thesis was done in two parts where first part was worth five credits and the 
second part was worth ten credits. 
 
In the first section of the thesis we explored Python programming language in 
game programming and also about the PyGame module. Differences between 
various programming languages were discussed. An example game was devel-
oped in this thesis. The game was done using the PyGame module. 
 
The subject of the second part of the degree programme was chosen by the 
creator of this programme. And based on creator’s interests in the subject. 
Purpose of this programme was to explore Unreal Engine in game development 
and compare it’s features to another existing game development program named 
Unity.  
 
Programme’s biggest portion was to create an example game with Unreal Engine. 
Unreal Engine’s official documents and other people’s tutorial videos were used 
as a source of information while creating the game. The end result was a fully 
functioning game. There were many problems and obstacles during this game’s 
development. Majority of those problems were concluded. Biggest improvements 
could be re-programming health pick up items spawning method and also to show 
player’s total points in end screen. 
 
 When thinking from game developing stand point Unreal Engine is far more 
enjoyable to use compared to Unity. The most important difference was ability to 
create functionalities without actually writing any code by hand. Codes 
maintaining was also easier, thanks to visual presentation of the functions. During 
this programme I have learned a lot more about game programming and 
development with various different game engines. 
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1 JOHDANTO 
Oulun ammattikorkeakoulussa opinnäytetyön voi toteuttaa joko kokonaisena vii-
dentoista opintopisteen kokonaisuutena tai viiden opintopisteen osissa. Opinnäy-
tetyötä kutsutaan koostetyöksi, jos se on toteutettu osissa. Tämän opinnäytetyön 
ensimmäinen osio toteutettiin keväällä 2016. Toinen osio toteutettiin keväällä 
2018.Koosteopinnäytetyön ensimmäisessä osassa tutustuttiin Python-ohjelmoin-
tikielen käyttämiseen pelien luomisessa. Työssä luotiin esimerkkipeli. Osio oli vii-
den opintopisteen arvoinen. Opinnäytetyön toisessa osassa tutustuttiin Unreal 
Enginen käyttämiseen pelien kehityksessä, verrattiin sitä Unityyn ja toteutettiin 
esimerkkipeli käyttäen Unreal Engineä. 
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2 OPINNÄYTETYÖN ENSIMMÄISEN OSAN ESITTELY 
Opinnäytetyön ensimmäisessä osassa tutustuttiin Python-ohjelmointikieleen ja 
siihen, kuinka se eroaa muista ohjelmointikielistä. Työssä tutustuttiin myös Py-
Game-moduuliin, joka mahdollistaa pelien luomisen käyttämällä Python-kieltä. 
Viimeisenä osiona oli luoda esimerkkipeli käyttäen PyGame-moduulia. Työn vai-
heet raportoitiin pelin kehityksen edetessä. 
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3 OPINNÄYTETYÖN TOISEN OSAN ESITTELY 
Opinnäytetyön toisessa osiossa tutustuttiin Unreal Engine -pelimoottoriin ja sen 
käyttämiseen pelien kehityksessä. Aluksi käytiin läpi Unreal Enginen sisältämiä 
työkaluja ja toiminnallisuuksia. Seuraavaksi verrattiin Unreal Engineä Unity-peli-
moottoriin. Vertailussa käytiin läpi pelimoottorien eroja käyttöliittymän ja toimin-
nallisuuksien suhteen. Työn viimeisessä osassa luotiin esimerkkipeli Unreal En-
gineä. Pelin kehityksen vaiheet raportoitiin työn edetessä. 
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4 YHTEENVETO 
Koosteopinnäytetyö koostui kahdesta osasta. Yhdistettynä molemmat osiot ovat 
viidentoista opintopisteen arvoisia. Molempien osaopinnäytetöiden aiheet liittyi-
vät pelien kehitykseen, joka itsessään tekee koostetyöstä yhtenäisemmän. Töi-
den teoriaosuuden lisäksi töiden suurimpina osioina oli käytännön osuus, jossa 
luotiin esimerkkipelin työhön liittyvällä ohjelmistolla tai pelimoottorilla. Töiden esi-
merkkipelien toteutusta voi hyvin verrata toisiinsa, koska molempien pelien pää-
runko on sama. 
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1 JOHDANTO 
Opinnäytetyön tarkoituksena on perehtyä Python-ohjelmointikielen hyödyntämi-
seen pelien kehityksessä sekä syventää yleistä tietämystä Python-ohjelmointikie-
lestä. Aiheen valintaan vaikutti mielenkiinto pelien tekemiseen. 
Opiskelun kahden ensimmäisen vuoden aikana olen oppinut perusteita monesta 
eri koodauskielestä, mutta Pythonia emme ole varsinaisesti käyttäneet. Python-
ohjelmointikieli valittiin siksi, koska se on hyvä koodauskieli uusille koodaajille ja 
monipuolinen työkalu kokeneemmille koodaajille. 
Pelin tekemiseen käytetään PyGame moduulia, joka tuodaan Pythoniin. Tavoit-
teena on luoda yksinkertainen toimiva peli Pythonia ja PyGamea hyväksikäyt-
täen. 
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2 PYTHON-KIELI JA PYGAME-MODUULI 
2.1 Python 
Jotta Pythonia voidaan alkaa käyttämään, täytyy ladata uusin versio Pythonista. 
Tällä hetkellä uusin saatavilla oleva versio on Python 3.5. Asennuksen jälkeen 
voidaan käynnistää Python-ohjelma, joka avaa ruudulle käyttöliittymän ikkunan. 
Tähän ikkunaan kirjoitetaan koodia, jota halutaan ajaa Pythonilla. 
Toinen tapa kirjoittaa koodia on avata Python IDE/IDLE (Integrated Development 
Environment tai Integrated Development and Learning Environment). Python 
IDLE on yksi Pythonin integroiduista ohjelmointiympäristöistä. Tämä avaa erilli-
sen tyhjän ikkunan, johon voidaan kirjoittaa koodia, jota voidaan testata ja ajaa. 
IDLE asentuu automaattisesti, kun Python asennetaan koneelle. 
Seuraavaksi käydään läpi Python-koodin perusrakennetta. Jos halutaan tulostaa 
tekstiä ruudulle, se onnistuu print-komennolla. Kirjoittamalla rivi print(’Hello’) tai 
print(”hello”), tulostaa ohjelma ruudulle tekstin hello. Tavanomaista Python-ohjel-
moinnissa on, että lauseiden loppuun ei tarvitse lisätä puolipistettä, kuten esimer-
kiksi Javassa ja C#:ssa. Myöskään sulkeita ei käytetä erottamaan esim. if-lau-
sekkeen sisältävää koodia muusta koodista. Kommentointi tehdään laittamalla 
lauseen eteen #. Useita lauseita voidaan laittaa samalle riville, kunhan ne erote-
taan puolipisteellä. Normaalisti Pythonilla voidaan tehdä tekstipohjaisia ohjelmia 
print()- ja input()-funktioiden avulla. (1.) 
2.2 PyGame 
PyGame on Pythoniin lisättävä moduuli, jossa on funktiot pelien grafiikoiden piir-
tämiseen, äänen toistamiseen sekä muihin asioihin. PyGamella tehdyt pelit pe-
rustuvat yhteen silmukkaan, jota kutsutaan peli-silmukaksi tai pää-silmukaksi. 
Pää-silmukka sisältää kolme asiaa:  
1. Tapahtumien käsittelyn 
2. Pelin tilan päivittämisen 
3. Pelin tilan piirtämisen ruudulle. 
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Tämä on pelien perusrakenne. Kaikki pelin sisällä toimii siis näiden kolmen ta-
pahtuman välillä. Pelin tila sisältää arvoja ja muuttujia, jotka huolehtivat esimer-
kiksi pelaajan sijainnista, pisteistä, pelihahmoista jne. Pelin tila muuttuu aina, kun 
jokin arvoista muuttuu. (2, s. 28–29.) 
PyGamessa on kätevä ominaisuus nimeltään Event Handling. Se on ohjelma, 
joka kerää listaan kaikki käyttäjän pelissä tekemät painallukset ja muut tapahtu-
mat. Kaikki tapahtumat listataan niiden tapahtumisjärjestyksessä. Kaikki tapah-
tumat saadaan nähtäväksi kutsumalla pygame.event.get()-funktiota. Tämä avaa 
ikkunan, joka sisältää kaikki tapahtumat listattuna. PyGamessa on valmiina va-
rattuja tapahtumien nimiä, mutta myös omien tapahtumien tekeminen on help-
poa. (2, s. 29.) 
PyGamella tehtyjä pelejä voidaan pelata kaikilla laitteilla, jotka tukevat Pythonia 
ja PyGamea. PyGamella tehtyjä pelejä voidaan pelata myös laitteella jossa ei ole 
Pythonia tai PyGame-moduulia. Tätä varten on pelistä tehtävä suoritettava exe-
versio (executable). Siinä kaikki pelin sisältävät tiedostot laitetaan yhteen paket-
tiin. PyGamen pelin paketoimiseen on muutama eri tapa.  
Tässä työssä käytetään cx_Freezeä pelin exe-tiedoston luomiseen. Cx_Freeze 
on sarja skriptejä ja moduuleita, joita käytetään ”jäädyttämään” PyGamen skriptit 
ajettavaan exe-tiedostoon. Se toimii samalla tavalla kuin py2exe ja py2app. 
Erona noihin kahteen on se, että cx_Freezen pitäisi toimia kaikilla alustoilla, jolla 
Python toimii. Exe-tiedoston luominen käydään läpi työn lopussa. (3.) 
Pääsääntöisesti script-tyylisenä ohjelmointikielenä tunnettu Python on helposti 
opittava ja selkeä käyttää. Se on myös ilmainen avoimen lähdekoodinsa ansi-
osta. Pythonissa on monia yhteisiä piirteitä Perl-, C- ja Java-ohjelmointikielien 
kanssa, mutta siinä on silti selviä eroavaisuuksia.  
Esimerkiksi C-kielessä käytettävät hakasulkumerkit on jätetty kokonaan pois Pyt-
honin ohjelmoinnista. Python sisältää laajan peruskirjaston, joka mahdollistaa lu-
kemattomia erilaisia käyttötapoja koodikielelle. Näistä syistä Python soveltuu hy-
vin ensimmäiseksi ohjelmointikieleksi. (4.) 
Muita merkittäviä ominaisuuksia ovat koodin helppo ylläpidettävyys ja laaja pe-
ruskirjasto. Python-koodi on myös hyvin helppolukuista, mikä tekee ohjelmoin-
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nista miellyttävämpää ja nopeampaa. Pythoniin saadaan lisättyä erilaisia moduu-
leita, kuten math, random, time ja PyGame, joista viimeisintä käytetään yksinker-
taisten pelien tekemiseen.  
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3 PELI PYGAMELLA 
Opinnäytetyössä on käytännön osuus, jossa tein pelin käyttämällä Python-ohjel-
mointikieltä ja PyGame moduulia. Pelin tekeminen käydään läpi alusta loppuun 
vaiheittain. Lopputuloksena pitäisi olla toimiva ja yksinkertainen peli. 
3.1 Aloitus 
Ensimmäiseksi käynnistettiin Python avaamalla se IDLE-tilassa. Käyttöliittymän 
perusnäkymä on hieman erilainen kuin käynnistettäessä normaalisti. Muita eroja 
tässä näkymässä on, että käyttäjä voi avata uuden tyhjän sivun, johon voidaan 
kirjoittaa ohjelmaa. (Kuva 1.) 
 
KUVA 1. Python IDLE GUI-ikkuna 
 
Tässä tapauksessa painettaessa Enter-painiketta Python ei automaattisesti aja 
edellistä riviä, vaan koko ohjelman voi halutessaan kirjoittaa alusta loppuun ilman 
sen ajamista. Muita ominaisuuksia tässä ikkunassa ovat muiden tiedostojen 
avaaminen, editoiminen, formatoiminen ja koodin ajaminen. 
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3.2 Pelin runko 
Ennen kun pystyin ryhtyä tekemään peliä, täytyi varmistaa, että PyGame oli liitet-
tynä Pythoniin. Tämä tapahtui kirjoittamalla rivi import pygame. Seuraavaksi kir-
joitettiin komento pygame.init(), jolla käynnistettiin kaikki Pythoniin liitetyt moduu-
lit. Moduulit voidaan käynnistää erikseenkin, mutta tällä komennolla kaikki käyn-
nistyvät samanaikaisesti. (Kuva 2.) 
 
KUVA 2. PyGamen liittäminen sekä käynnistäminen 
 
Peli tarvitsee myös komennon sen sammuttamiselle. Koodin loppuun lisättiin py-
game.quit(), joka sammuttaa PyGame-moduulin. Tämän jälkeen lisättiin vielä 
quit(), joka sammuttaa Pythonin. Jos pelin yrittäisi käynnistää nyt, näkyisi ruutu 
vain hetken ennen kuin se sammuisi.  Kaikki pelin koodi tulee init()- ja quit()-funk-
tioiden väliin. 
Loin pelin main-silmukka ja pelistä poistuminen. Tein muuttujan gameEnd ja ase-
tin sille arvon false. While-silmukka kirjoitettiin seuraavasti: while not gameEnd:. 
Tämä tarkoittaa, että kun gameEnd-muuttujalla on arvo false, koodi ajaa while-
silmukkaa uudestaan. Tehtiin main-silmukkaan for-silmukka, joka kyselee peliin 
liittyvistä tapahtumista.  
Tämän jälkeen sisällytettiin for-silmukaan if-lauseke, joka kysyy onko tapahtu-
mana pygame.QUIT. If-lausekkeen sisään kirjoitettiin gameEnd ja arvoksi annet-
tiin true. GameEnd saa arvon true, kun painetaan ruudun yläkulmassa olevaa 
rasti-painiketta. Tämä sammuttaa pelin. Alla while-silmukka kokonaisuudessaan. 
 
Tähän main-silmukkaan tullaan lisäämään pelin tapahtumakäsittelijöitä. 
Seuraavaksi määriteltiin peliruudun koko, jonka Python käynnistää kun peliä aje-
taan. Ikkunan luominen onnistui seuraavalla komennolla: 
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Tässä määritellään ikkunan leveys ja korkeus x- ja y-akselien mukaan. Luku 400 
vastaa x-arvoa ja 300 y-arvoa. Ruudun koko aloitetaan mittaamaan vasemmasta 
yläkulmasta, jossa sijaitsee piste 0,0. Jotta peliruudun koon muuttaminen tarvit-
taessa olisi helpompaa myöhemmässä vaiheessa, luotiin omat muuttujat ruudun 
leveydelle ja korkeudelle. 
 
 
Peliruudulle asetettu vakio väri on musta, mutta tätä pystytään vaihtamaan. Koo-
din alkuun voidaan määritellä pelissä käytettäviä värejä ja nimetä ne. Väri mää-
räytyy RGB-taulukon mukaan. RGB tulee sanoista Red, Green ja Blue, jossa käy-
tetään kutakin väriä yhdistelminä. Värien arvot valitaan väliltä 0–255. Valkoinen 
saadaan asettamalla kaikki värit 255:een, kun taas musta saadaan laittamalla 
kaikki nollaksi. 
    
Yllä on määritelty valkoinen väri ja käytetty sitä fill()-funktion avulla värjäämään 
ikkuna valkoiseksi. Lopuksi määriteltiin gameLoop(), jonka sisälle tulee kaikki pe-
lin kannalta tärkeä koodi. 
 
3.3 Pelihahmon luominen ja liikuttaminen 
Seuraavaksi luotiin peliin hahmo. Tässä pelissä hahmona toimii yksinkertainen 
neliö, jota liikutellaan pelikentällä. Jotta hahmo voidaan luoda, pitää tietää minkä 
kokoinen se on. Hahmo piirrettiin käyttämällä PyGamessa olevaa draw()-funk-
tiota, jolla piirretään mustan värinen neliö. Aluksi määritettiin koordinaatit neliölle, 
sen käyttämä väri ja asetetaan hahmon mitaksi 10. 
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Hahmo saadaan keskelle ruutua jakamalla ruudun leveys ja korkeus kahdella. 
Koska luotava hahmo on neliön muotoinen, voidaan käyttää yhtä muuttujaa sen 
mittojen määrittelemiseen. draw.rect()-funktiolle annetaan tiedot: mihin se piirre-
tään, väri, x- ja y-koordinaatit neliön aloituspisteiksi ja hahmon korkeus ja leveys. 
(5.) 
Jos peli tässä vaiheessa käynnistetään, ilmestyy musta neliö keskelle ruutu. 
Tässä vaiheessa hahmoa ei voida vielä liikuttaa, joten se tehdään seuraavaksi. 
Hahmon liikettä varten määriteltiin näppäimille toiminnot. Tämä tapahtuu luo-
malla if-lauseke, jossa kysytään mitä painiketta ollaan painamassa. 
 
Yllä olevassa koodissa, jos painetaan näppäintä alas, niin tapahtuu jotain. Ase-
tettiin hahmo liikkumaan painamalla mitä tahansa nuolinäppäintä. Luotiin myös 
hahmon x- ja y-akselille liikettä vastaavat muuttujat. 
 
 
Luonnollisesti ensimmäisen if-lausekkeen jälkeen seuraavat ovat elif-lauseita, eli 
else if-lausekkeita. Painettaessa jotain neljästä nuolinäppäimestä hahmo liikkuu 
oman kokonsa verran sitä vastaavaan suuntaan. Liikuttaessa y-akselin suuntai-
sesti varmistetaan, että x-akselin suuntaista liikettä ei tapahdu. Liike lisätään hah-
moon seuraavalla tavalla. (6.) 
 
Jotta pelihahmo pysähtyisi kun nappia ei enää paineta, tarvittiin sillekin oma ky-
selynsä. Näppäimen ollessa vasen- tai oikea-näppäin asetetaan x-akselin liik-
keeksi nolla. Samaa periaatetta käytetään myös ylös- ja alas-painikkeille. 
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Nyt hahmoa voidaan liikuttaa neljään eri suuntaan peliruudulla. Pelin nopeus pi-
tää vielä määritellä. Lisättiin PyGameen time-moduuli, luotiin pelille kello, määri-
teltiin pelin kuvataajuus eli  FPS(Frame Per Second) ja asetettiin pelin kello koo-
din loppuun. Vaihtamalla FPS:n arvoa voidaan pelin nopeutta säätää. Asetetaan 
FPS:ksi 15. 
 
 
 
3.4 Rajojen luominen ja gameOver 
Jotta pelihahmolla ei voida mennä ruudun rajojen ulkopuolelle, määriteltiin rajat 
koodissa. Tässä vaiheessa tehdtiin myös toinen while-silmukan, joka sisältää ta-
pahtumat pelin päättyessä. Luotiin pelin päättymiselle oma boolen-muuttuja ja 
asetettiin se falseksi. 
 
 
Kun peli päättyy, maalataan peliruutu valkoiseksi. Peli päättyy, jos pelihahmo me-
nee yli yhdestäkään neljästä peliruudun reunasta. Määrittely tapahtui seuraa-
vasti: 
 
Määriteltiin rajat hahmon x- ja y-pisteille, jonka sisällä niiden täytyy olla. Jos joku 
neljästä reunasta ylitetään, asetetaan gameOver todeksi. Seuraavaksi määritel-
tiin, kuinka tästä silmukasta päästään takaisin peliin. Pelin jälkeiselle ruudulle voi-
daan kirjoittaa tekstiä kertomaan pelaajalle, että peli on päättynyt. Viestien liittä-
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minen peliruutuun tapahtui luomalla olio tekstille, käyttämällä pythonin def-funk-
tiota ja määrittelemällä fontti tekstille. Annettiin oliolle tyyppi ja väri. blit()-funktiolla 
teksti saadaan näkymään näytöllä. 
 
 
Haluttu teksti kirjoitetaan pelin loppumisen jälkeen while-silmukkaan.  
 
Annetaan pelaajalle mahdollisuus joko lopettaa peli kokonaan tai aloittaa peli 
alusta. Painamalla y-näppäintä pelaaja jatkaa peliä, siirrytään takaisin game-sil-
mukkaan. N-näppäintä painamalla pelaaja lopettaa pelin. Napeille luotiin seuraa-
vat määrittelyt. 
 
3.5 Kolikon luominen ja pistelaskuri 
Pelin tavoitteena on kerätä keltaisia ”kolikoita” ja kerätä täten niistä pisteitä. Aina 
kun pelaaja on saanut yhden kolikon, se katoaa ja ilmestyy uudestaan ruutuun. 
Uusi sijainti määritellään satunnaisesti käyttämällä random-funktiota. Tätä varten 
PyGameen lisättiin random-moduuli. Määriteltiin kolikolle sen leveys, joka on 
sama kuin sen korkeus. Luotiin draw.rect()-funktio jolla se piirretään. Kolikolle 
täytyy myös määritellä sen sijainti.  
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random.randrange()-funktioon laitetaan kaksi pistettä joiden välistä otetaan sa-
tunnaisesti luku. Tämä tehdään x- ja y-akselille. Seuraavaksi määriteltiin tapah-
tuma, kun pelaaja osuu kolikkoon, ja laitetaan ruutuun pistelaskuri, joka näyttää 
saadut pisteet. Määriteltiin score-muuttuja pisteitä varten. round-funktio pyöristää 
saadun luvun, jotta kolikko saadaan sijoitettua oikein ruudulle. (7.) 
 
Hahmon osuessa kolikkoon lisätään pistelaskuriin yksi ja määritellään uuden ko-
likon sijainti. Seuraavaksi tulostetaan pisteet peliruudulle. Pistelaskuri ilmestyy 
peliruudun vasempaan ylänurkkaan. 
 
Kun pisteitä on kerätty tarpeeksi, peli päättyy. Määritellään pelissä voittamiseen 
tarvittava pistemäärä. Pelin loputtua siirrytään while-silmukkaan. Siinä ilmoite-
taan pelaajalle, että pelaajan on voittanut pelin. Pelaajalle annetaan myös mah-
dollisuus aloittaa peli uudestaan painamalla y-näppäintä tai lopettaa kokonaan 
painamalla n-näppäintä. 
 
3.6 Esteet ja viimeistely 
Luotiin peliin liikkuvia esteitä, joihin osumalla peli päättyy. Tämä vaikeuttaa peli 
sopivasti. Määriteltiin esteelle oma olio, joka sisältää sen piirtämiseen tarvittavan 
funktion. Näitä tehtiin neljä. Kaksi esteistä liikkuu ruudun yläreunasta alaspäin ja 
kaksi ruudun vasemmasta reunasta oikealle. 
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Seuraavaksi määriteltiin kaikille neljälle esteelle omat alkupisteensä(x,y), leveys 
ja korkeus. Kaikki neljä estettä käyttävät samaa nopeutta liikkuessaan, joten yksi 
muuttuja riittää. 
 
Esteiden liikkuminen määriteltiin seuraavasti: 
 
Esteen päästessä ruudun ala- tai oikeaan reunaan arpoo peli satunnaisesti uudet 
sijainnit esteille. Pelissä on silti aina kaksi estettä, jotka liikkuvat ylhäältä alas ja 
vasemmalta oikealle. 
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Pelaajan osuessa yhteen neljästä esteestä peli päättyy. Kaikille neljälle esteelle 
täytyi määritellä osuma-alue. 
 
Peliin voidaan laittaa lisänä erilaisia erityisominaisuuksia. Pelaajan saadessa 
määritetyn määrän verran pisteitä pelissä liikkuvat esteet nopeutuvat. Nopeutu-
minen voidaan laittaa kasvamaan joka kymmenen pisteen välein. 
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Tässä vaiheessa peli on ns. valmis. Kuten sanoin peliä voi kehittää vielä pidem-
mälle lisäämällä siihen ominaisuuksia ja parantamalla ulkoasua. (Kuva 3.) 
 
 
KUVA 3. Peli PyGamessa 
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3.7 Exe-tiedoston luominen 
Jotta peliä voidaan pelata tietokoneella jolla ei ole asennettuna Pythonia ja Py-
Game, on pelistä tehtävä suoritettava exe-tiedosto. Se onnistuu käyttämällä 
cx_Freeze:ä. Ensin se pitää ladata ja asentaa Pythoniin. Kun cx_Freeze on asen-
nettu, voidaan aloittaa exe-tiedoston tekeminen. Aloitetaan avaamalla uusi tie-
dosto Pythonissa ja annetaan sille nimeksi vaikka setup.py. Tähän tullaan kirjoit-
tamaan skripti, joka luo exe-tiedoston koneelle. Ensiksi lisätään cx_Freeze pyt-
honiin ja määritellään, mistä Python-tiedostosta halutaan tehdä exe-tiedosto. Tie-
dosto tallennetaan ja ajetaan komentoriviltä. Komentorivi saadaan auki etsimällä 
ohjelmistoa hakusanalla cmd. Komentoriville kirjoitetaan python setup.py build. 
Tämä luo pelistä exe-tiedoston Python-kansion sisällä olevaan build-kansioon. 
(8.) 
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4 YHTEENVETO 
Opinnäytetyössä tarkoituksena oli tutustua Python-ohjelmointiin ja pelien tekemi-
seen kyseistä ohjelmointikieltä käyttäen. Pelin käyttöä varten Pythoniin liitettiin 
PyGame-moduuli. Tavoitteena oli luoda yksinkertainen ja toimiva peli. Lopputu-
loksena sain luotua todella yksinkertaisen pelin Pythonilla. Pelissä pelaaja liikut-
taa hahmoa, jolla kerätään kolikoita. Kolikoita keräämällä pelaaja saa pisteitä. 
Pelissä on myös liikkuvia esteitä, joita pelaajan täytyy väistää tai peli päättyy. Kun 
pelaaja on saanut määritetyn määrän pisteitä, peli loppuu. Tämän jälkeen pelaaja 
voi päättä haluaako aloittaa uudestaan vai lopettaa kokonaan.  
Peliä varten olisi ollut hyvä luoda aloitusruutu, koska peli alkaa heti, kun se laite-
taan päälle. Olisi ollut hyvä saada myös enemmän erikoisominaisuuksia peliin. 
Koodin voisi myös kirjoittaa optimaalisemmin ja selkeämmin. Erityistä haastetta 
tuottivat esteille määriteltävät ”osuma-alueet”, joihin pelaaja voi osua. Tässä ver-
siossa peliä ongelmana on myös se, että samalta reunalta ilmestyvät esteet voi-
vat olla päällekkäin tai jopa hieman näytön ulkopuolella.  
Kaiken kaikkiaan pelin tekeminen Python-kieltä käyttäen onnistui mielestäni hy-
vin. Toisen vuoden ohjelmointi-opiskelijana tiedän jo tärkeitä perusasioita koodin 
kirjoittamisesta ja toiminnasta. Pythonin koodaustyyli oli helppo oppia samalla, 
kun työstin peliä. 
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SANASTO 
- Actor: 
o Objekteja joita voidaan lisätä pelin tasoon ja joiden ulkoasua ja toi-
minnallisuutta pystytään muuttamaan. 
- Blueprint: 
o Unreal Enginessä käytettävä visuaalinen node-pohjainen skrip-
tausjärjestelmä. Skriptausta käytetään määrittelemään erilaisia 
luokkia tai objekteja. Node-pohjainen ohjelmointi perustuu yksittäi-
siin solmuihin, joita yhdistämällä saadaan luotua graafeja. 
- HUD: 
o Lyhenne sanoista Head-Up Display. Käyttöliittymän osa joka pitää 
sisällään pelaajalle tarpeellista tietoa. 
- Socket: 
o Hahmon luihin kiinnitettäviä pisteitä, joihin voidaan ohjelmoinnin 
avulla kiinnittää erilaisia objekteja. 
- Shader: 
o Työkalu, jota käytetään tietokonegrafiikassa muokkaamaan objek-
tin materiaalin kirkkautta, väriä ja kontrastia. 
- Static mesh: 
o Kolmion ja nelikulmion muotoisista polygoneista koostuva malli. 
- Skeletal mesh: 
o Objektin liikuttamista varten luotujen luiden käyttäminen verteksien 
ja polygonien animoimisessa. 
- Sprite: 
o Kaksiulotteinen kuva, joka koostuu biteistä. 
- Widget: 
o Käyttöliittymässä käytettävät interaktiiviset elementit esimerkiksi 
painikkeet. 
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1 JOHDANTO 
Opinnäytetyön tarkoituksena on perehtyä Unreal Engine 4:ään pelien kehityk-
sessä. Opinnäytetyöllä ei ole varsinaista tilaajaa vaan työn aihe valittiin tekijän 
oman kiinnostuksen pohjalta. Työn alussa käytiin läpi Unreal Enginen sisältämien 
editoreiden käyttöliittymiä ja toiminnallisuuksia. Työssä myös verrattiin Unreal 
Engineä toiseen pelimoottoriin, Unityyn. Toteutuksessa käytiin läpi pelimoottorien 
eroavaisuuksia käyttöliittymän ja toiminnallisuuksien perusteella. Työn loppu-
osassa luotiin esimerkkipeli käyttäen Unreal Engine 4:ää. Pelin kehityksen työn-
vaiheet käytiin läpi, sekä luotuja toiminnallisuuksia havainnollistettiin myös kuvien 
avulla. 
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2 UNREAL ENGINE 4 
Unreal Engine 4 on pelienkehitystä varten luotu pelimoottori, joka mahdollistaa 
korkealaatuisten pelien tekemisen tietokoneelle, pelikonsoleille ja mobiililaitteille. 
Pelimoottorin voi ladata ilmaiseksi sen virallisilta kotisivuilta ja kaikki siihen sisäl-
tyvä lähdekoodi on vapaassa käytössä. Unreal Enginen koodauskielenä käyte-
tään C++-kieltä. Unreal Engine 4 sisältää paljon monipuolisia työkaluja ja edito-
reita. 
 
Tasoeditori 
Unreal Enginen tasoeditorissa (Level Editor -työkalu) luodaan kaikki pelin tasot. 
Tasoksi määritellään yksinkertainen 3D-ympäristö, johon sijoitetaan erilaisia ob-
jekteja. Näitä objekteja kutsutaan actoreiksi, jotka voivat olla kaikkea valoefek-
teistä pelattaviin hahmoihin. Tasoeditori koostuu seitsemästä eri osasta. (1.) 
 
 
KUVA 1. Projektin päänäkymä (1.) 
 
1. Tab Bar and Menu Bar 
- Editorin yläreunassa on välilehti, jonka nimi vastaa tämän hetkistä 
tasoa. Välilehden oikealla puolella on projektin nimi. Työskentelyn 
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nopeuttamiseksi välilehtiä voi olla avoinna useita. Menupalkki sisäl-
tää peruskomennot tasojen käsittelemistä varten.  
2. Toolbar 
- Työkalupalkki sisältää joukon komentoja, joilla pääsee käsiksi 
useimmin käytettyihin työkaluihin, kuten tallennus, asetukset, blue-
printit yms. 
3. Modes 
- Voidaan valita haluttu moodi, jota käytetään projektissa. Käytettä-
vissä on Place mode actoreiden sijoittamiseen, Paint mode värien 
ja tekstuurien lisäämiseen, Landscape mode maaston muokkaami-
seen, Foliage mode ruohon ja muun kasvuston lisäämiseen ja Geo-
metry mode objektien geometrian muokkaamiseen. 
4. Content Browser 
- Sisältää kaikki tiedostot, joita käytetään projektissa, kuten esimer-
kiksi 3D-objektit materiaalit sekä äänitiedostot. 
5. Viewports 
- Viewport on käyttäjän näkymä pelin tasoon. Käyttäjä voi valita kol-
mesta eri näkymästä: ylä-, ala- ja sivunäkymä. 
6. World Outliner 
- Sisältää kaikki tämän hetkisen scenen sisällä olevat objektit. Kaik-
kia objekteja voi muokata vapaasti tästä näkymästä valitsemalla 
objektin listasta. 
7. Details 
- Sisältää kaiken tarpeellisen tiedon aktiivisesta näkymästä tai objek-
tista. Yksityiskohdista voidaan muokata minkä tahansa objektin si-
jaintia, kokoa, kulmaa, materiaalia yms. (1.) 
 
Materiaalieditori: 
Materiaalieditori on graafinen node-editori, joka mahdollistaa shadereiden eli 
mm. materiaalin kirkauden, värin ja kontrastin muokkaaminen objekteille. Shade-
reita voivat olla mm. static (kolmion tai nelikulmion muotoisista polygoneista koos-
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tuva malli) ja skeletal meshit (hahmolle luodut luut, joita voidaan käyttää animoi-
maan hahmon verteksejä ja polygoneja) tai tapahtumasarjoilla luodut erilaiset 
materiaalit. (2.) 
Blueprint-editori: 
Blueprintit ovat Unreal Enginen visuaalinen skriptausjärjestelmä. Blueprinteillä 
voidaan ohjata tason sisällä oleviea tapahtumia, pelin hahmojen käyttäytymistä 
ja monimutkaisia animaatioita. (3.) 
 
 
KUVA 2. Blueprint-editori (3.) 
 
Unreal Enginessä on useita paikkoja sekä erilaisia tapoja, kuinka blueprinttejä 
käytetään. Kaikkien blueprinttien päätarkoitus on kuitenkin sama: se mahdollistaa 
erilaisten visuaalisten skriptien luomisen pelin objekteille. Blueprint-editori on yk-
sinkertainen node-pohjainen editori. Editori sisältää useita työkaluja, jotka autta-
vat luomaan omia muuttujia, funktioita, listoja yms. Se sisältää useita virheenet-
sintä- ja analysointityökaluja. (3.) 
 
Behaviour Tree -editori: 
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Behaviour Tree -editorilla voidaan luoda tekoäly pelissä oleville objekteille käyt-
täen node-pohjaista järjestelmää. Objektien tekoäly sisältää yleensä pelin sisällä 
olevien hahmojen erilaista käyttäytymistä. (4.) 
 
 
 
Animaatio Editori:  
Animaatioeditorissa on neljä päätyökalua, jotka toimivat objektien luurankojen ja 
luurankojen meshien kanssa. (5.) 
 
1. Luurangon editori 
- Työkalulla tutkitaan ja muokataan luurangon meshiä. Editorissa 
yleensä testataan hahmon luurangon jänteiden liikkuvuuksia lisää-
mällä socketteja. 
2. Luurangon meshin editori 
- Editorissa määritellään luurangon meshin materiaali. 
3. Animaation editori 
- Työkalulla luodaan kaikki animaatioon tarvittava.  
4. Animaation blueprintin editori 
- Luodaan säännöt joiden perusteella tehdyt animaatiot tapahtuvat. 
Animaatioiden ajoituksessa käytetään tila-konetta. (5.) 
 
Cascade Partikkelieditori: 
Partikkelieditorilla voidaan luoda partikkelipohjaisia efektejä käyttämällä emitte-
reitä. (6.) 
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KUVA 3. Partikkeli editori (6.) 
 
1. Menu Bar 
- Pääsy efektien tallentamiseen ja partikkelien selaamiseen. 
2. Toolbar 
- Visualisointi- ja navigointityökalut. 
3. Viewport Panel 
- Nykyisen partikkelijärjestelmän näkymä. 
4. Emitters Panel 
- Sisältää listan emittereistä nykyisessä partikkelijärjestelmässä 
sekä listan moduuleista emittereille. 
5. Details Panel 
- Nykyisen partikkelin tietojen muokkaaminen. 
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6. Curve Editor 
- Näkymä näyttää kaikki ominaisuudet, joita ollaan muokkaamassa. 
(6.) 
 
 
UMG UI Designer User Guide: 
Visuaalinen UI:n luomistyökalu, jota käytetään luomaan käyttöliittymän element-
tejä pelille. Nämä elementit voivat olla esimerkiksi HUD (head-up display), jolla 
voidaan ilmaista pelaajan elämäpisteitä, pelin aikaa, pelaajan resursseja, pelin 
karttaa ja valikkoja. Työkalu koostuu widgeteistä, jotka ovat valmiita funktioita, 
joita käyttämällä voidaan luoda käyttöliittymä. Jokaista widgettiä voidaan muo-
kata widget blueprintissä, joka käyttää kahta eri välilehteä. Designervälilehti mah-
dollistaa käyttöliittymän ulkoasun ja pääfunktioiden muokkaamisen. Graph-väli-
lehti mahdollistaa widgetin käyttöön liittyvää informaatiota. (7.) 
 
Matinee User Guide: 
Editorissa voidaan luoda pelin sisällä olevia videopätkiä, dynaamisia kohtauksia 
ja jopa animoida objektien arvoja tietyssä ajassa, esimerkiksi valon kirkkauden 
muuttuminen (8.) 
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KUVA 4. Videopätkien editorin päänäkymä (8.) 
 
Sound Cue -editori: 
Kaikki käytettävä audio määritellään node-pohjaisessa-editorissa. Jokainen au-
dion graafi sisältää kaiutin-noden. Sen vakio volume multiplier -arvo on 0.75 ja 
pitch multiplier -arvo on 1.00. Näitä arvoja voidaan muokata Details-paneelista. 
Editoriin voidaan importata erilaisia äänitiedostoja. (9.) 
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KUVA 5. Sound Cue Editori (9.) 
 
Sprite-editori: 
Sprite-editori mahdollistaa erilaisten kuvien spriteien eli kaksiulotteisten biteistä 
koostuvien kuvien lisäämisen ja muokkaamisen. (10.) 
 
 
KUVA 6. Sprite editori (10.) 
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1. Tool Bar 
- Sisältää kaikki tarpeelliset toiminnot, kuten tallentamisen ja yksittäi-
sen spriten etsimisen selaimesta. 
2. Mode Switching Toolbar 
- Mahdollistaa spriten näkymisen editorissa tai spriten törmäyksen 
asetukset. 
3. Viewport 
- Näyttää editoitavan spriten pääruudulla. 
4. Details 
- Näyttää avatun spriten editoitavia arvoja. 
5. Sprite List 
- Näyttää kaikki spritet, joilla on sama lähdetekstuuri. Spriteä kak-
soisklikkaamalla voidaan vaihtaa editoitavaa spriteä. 
 
Physics Asset -editori: 
Physics Asset -editori on osa animaation editoria ja sitä käytetään pääsääntöi-
sesti hahmon luurangon fysiikkojen muokkaamiseen. Editorissa määritellään 
hahmojen fysiikat ja törmäyksen fysiikat. Hahmo voi koostua useista kiinteistä 
osista. (11.) 
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KUVA 7. Hahmon fysiikoiden editori (11.) 
   
 
  LIITE 2 
16 
3 UNREAL ENGINEN JA UNITYN VERTAILU 
Unreal Engine 4 ja Unity3D molemmat on tehty pelien luomiseen, mutta ohjel-
missa on myös merkittäviä eroja. Näistä kahdesta ohjelmasta Unreal Enginen 
ensimmäinen versio julkaistiin vuonna 1998. Tähän päivään saakka Unreal En-
ginestä on nähty neljä versiota, joista uusin Unreal Engine 4 julkaistiin vuonna 
2014. Unityn ensimmäinen versio julkaistiin myös vuonna 2005 ja sen uusin ver-
sio Unity5 julkaistiin vuonna 2015. Vaikka myös suuri osa pelienkehitysstudioista 
käyttää itse kehiteltyä pelimoottoria, ovat Unreal Engine ja Unity3D silti usein käy-
tettyjä vaihtoehtoja. Pelinkehittäjän kannalta suurin yhtäläisyys lienee se, että 
molemmat ohjelmat saa käyttöönsä ilmaiseksi. 
 
Normaali Unity Personal on ohjelman ilmainen versio, jolla pääsee hyvin alkuun 
pelienkehityksessä.  Unity Plus sisältää enemmän ominaisuuksia ilmaisversioon 
verrattuna ja on maksullinen. Unity Pro on täydellisin versio, joka sisältää kaikki 
mahdolliset ominaisuudet. Unity Pro on suunniteltu erityisesti suuremmille yksi-
tyiselle pelifirmoille, koska sen hinta on suhteellisen suuri. Unreal Enginestä ei 
ole erillistä Pro-versiota, mutta kaikista julkaistuista peleistä tekijä maksaa Unreal 
Enginelle 5 % pelin tuotoista. (12.) 
 
Näiden kahden ohjelman välillä on ensimmäiseksi hyvä kysyä, minkälaisia pelejä 
haluaa tehdä. Molemmilla ohjelmilla voidaan luoda joko 2D- tai 3D-pelejä. Unity 
on yleisesti parempi mobiilipelien tekemiseen. Unity on hyvä työkalu 2D-pelien 
luomiseen, mutta myös Unreal Engine on panostanut 2D-pelien tekemiseen. Un-
real Enginellä saadaan aikaan graafisesti korkean tason pelejä. Se on yleensä 
Unityä parempi vaihtoehto, kun halutaan panostaa grafiikkaan. Yleensä pelien 
grafiikka ei kuitenkaan automaattisesti tarkoita, etteikö peli olisi hyvä. Näin ollen 
myös Unityllä saadaan luotua visuaalisesti hyviä 3D-pelejä. (12.) 
 
Unreal Engine ja Unity käyttävät eri ohjelmointikieliä. Unreal Engine käyttää C++-
ohjelmointikieltä. Unityssa on ohjelmoinnin voi tehdä joko C#-kielellä tai Ja-
vascriptillä. Ohjelmoinnissa on myös yksi suurempikin ero. Unreal Engine käyttää 
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sisäänrakennettua node-pohjaista järjestelmää, jota kutsutaan blueprinteiksi. 
Blueprintit vähentävät koodin varsinaista kirjoittamista suuresti, kun taas Unityssä 
käyttäjä kirjoittaa kaiken toiminnallisuuden itse. Ohjelmien käyttöliittymät sisältä-
vät lähes kaikki samat toiminnot, mutta sijoitettuna hieman eri tavalla. (12.) 
 
 
KUVA 8. Unityn ja Unreal Enginen käyttöliittymät (13.) 
 
Molemmat ohjelmat sisältävät kaupan, josta voi ostaa lisää assetteja. Asseteiksi 
luetellaan esimerkiksi erilaisten hahmojen 3D-mallit, ympäristön objektit, äänet ja 
visuaaliset efektit. Unitylla on huomattavasti suurempi valikoima asetteja kuin Un-
real Enginellä. Unityn ilmaisversion suurimpana miinuksena on se, että se ei si-
sällä työkalua, jolla voidaan seurata peliä sitä testattaessa ja sitä kautta saada 
hyödyllistä dataa pelin optimoimiseen. Tämän takia ilmaisversiossa on huomat-
tavasti vaikeampi seurata ja määritellä, mitkä pelin osa-alueet vaativat kehittä-
mistä, jotta peli toimisi optimaalisesti. (12.) 
 
Ohjelmien helppokäyttöisyys riippuu paljolti käyttäjän omista mieltymyksistä. 
Minä itse pidän Unityn käyttöliittymää ja toiminnallisuuksia miellyttävämpinä käyt-
tää. Suuri asia on myös itse pelien ohjelmoiminen. Mielestäni on paljon parempi, 
kun saa itse kirjoittaa toiminnallisuudet käsin, mutta toisaalta jo valmiiden toimin-
nallisuuksien lisääminen nopeuttaa pelien kehitystä merkittävästi. Koodia voi 
myös kirjoittaa itse Unreal Enginessä, mikä itsessään tuo syvyyttä sen käyttämi-
seen. Unreal Enginen node-pohjainen ohjelmointi on kuitenkin kätevä ja suhteel-
lisen helppo ymmärtää. 
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4 ESIMERKKIPELIN LUOMINEN 
Opinnäytetyössä luotiin esimerkkipeli käyttämällä Unreal Engineä. Pelin ideana 
oli sijoittaa pelaaja keskelle isoa aluetta, jossa pelaajan täytyy kerätä pelikentälle 
ilmestyviä objekteja. Objektien päätarkoitus on kerryttää pelaajalle pisteitä, mutta 
jotkin objektit palauttavat pelaajan elämäpisteitä. Pelaajan tulee selvitä hengissä 
mahdollisimman kauan, kunnes pelaajan energia on kulunut loppuun. Peliken-
tälle luodaan liikkuvia seiniä, jotka vähentävät pelaajan elämäpisteitä osuessaan 
pelaajaan. Peliä pelataan ylhäältäpäin kuvattuna ja koko pelikenttä on näkyvissä 
pelinäkymässä. Uuden projektin luomisen jälkeen luotiin projektiin Blueprints-, 
Assets- ja Levels-kansiot. Blueprints-kansioon luotiin ensimmäinen blueprint, 
joka on Game Mode -tyyppinen. Nimettiin se MainGameksi (14.).  
4.1 Pelikentän luominen 
Ensimmäiseksi luotiin pelikenttä, jossa pelaaja liikkuu. Pelikenttä luotiin kuutio-
objektista. Kuution arvoiksi asetettiin X: 4,0, Y: 4,0 ja Z: 1,0. Näin saatiin luotua 
tasainen alusta pelaajalle. Kentästä tehtiin tarpeeksi iso, jotta pelaajalla olisi tar-
peeksi paljon tilaa liikkua, kerätä ja väistää objekteja. Seuraavaksi luotiin jokai-
selle kentän reunalle seinät, jotta pelaaja ei pysty putoamaan pois alueelta. Sei-
nät luotiin samaan tapaan kuutio-objektista. Asetettiin seinän arvoiksi X: 42,0, Y: 
1,0 ja Z: 5,0. Kopioitiin luotu seinä kolmesti, jotta saatiin seinät jokaiselle kentän 
sivulle. (Kuva 9) 
 
   
 
  LIITE 2 
19 
 
KUVA 9. Pelikenttä 
4.2 Pelihahmon luominen 
Pelaajan hahmo luotiin yksinkertaisesta pallo-objektista. Hahmo luotiin käyttä-
mällä Unreal Enginen blueprint-skriptejä. Lisättiin projektin Blueprint-kansioon 
character-tyyppinen blueprint, joka toimi pohjana pelattavalle hahmolle. Annettiin 
blueprintille nimi BallCharacter. Ensimmäisessä näkymässä blueprintin luomisen 
jälkeen näkyy hahmon kapseli-komponentti, joka luodaan vakiona. Kapseli toimii 
pelihahmon törmätessä johonkin esineeseen. Lisättiin pallo-objekti, joka asetel-
tiin kapselin alareunaan kuvan 10 mukaisesti (Kuva 10) (14.). 
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KUVA 10. Pallo-objekti sijoittaminen editorissa 
 
Pelihahmon väriksi määriteltiin musta. Väri asetetiin luomalla objektille uusi ma-
teriaali. Materiaalin nimeksi annettiin BallMaterial. Musta väri saatiin luomalla 
uusi constant-tyypin komponentti nodeBaseColor -kentästä. Musta väri saatiin 
asettamalla arvoksi 0 (Kuva 11) (14.). Lisättiin myös laatikko törmäystä varten, 
jonka arvoiksi annettiin X: 1,3, Y: 1,3, Z: 1,3. 
 
 
KUVA 11. Pelihahmon värin määritteleminen 
 
Seuraavaksi määriteltiin pelihahmon liikkuminen. Avattiin projektin asetukset 
päänäkymän työkalupalkista Settings -> Project settings. Alaotsikon Engine alta 
avattiin Input-välilehti. Hahmon liikkumiseen kuuluvat toiminnot määriteltiin en-
simmäisessä osiossa Bindings (Kuva 12). Pelihahmoa piti pystyä liikuttamaan 
kaikkiin neljään suuntaan, joten määriteltiin kaksi liikeradan kuvausta. Ensimmäi-
nen kuvaus nimettiin Move_Forward, jolla määritellään hahmon liikkuminen 
eteen- ja taaksepäin. Move_Forwardin alle lisättiin kaksi näppäinkomentoa ja an-
nettiin niille arvot. W-painikkeella pelaaja liikkuu eteenpäin x-akselin suuntaisesti 
ja sen arvoksi laitettiin 1,0. Taaksepäin liikutaan S-näppäimellä ja arvoksi laitettiin 
-1,0. Sivuttaisliikkumista varten lisättiin uusi liikeradan kuvaus nimeltä 
Move_Right. Tämän alle lisättiin kaksi painiketta A ja D, joiden arvoiksi määritel-
tiin -1,0 ja 1,0. Liikerata tapahtuu y-akselin suuntaisesti. (14.) 
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KUVA 12. Pelihahmon liikeradan määritteleminen 
 
Jotta luotuja komentoja pystyttiin käyttämään, oli tehtävä muutoksia pelihahmon 
blueprintissä. Pelihahmon editorissa Event Graph -välilehdessä määritellään 
kaikki tämän objektin toiminnallisuus. Ensin haettiin objektin rotaation kontrollit ja 
määriteltiin se käyttämään z-akselia. Luodusta uudesta rotaatiosta saatiin vekto-
riarvot eteenpäin liikkumiselle ja sivullepäin liikkumiselle (Kuva 13). (14.) 
 
 
KUVA 13. Pelihahmon vektoriarvojen generoiminen 
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Lisättiin luotujen toimintojen Move_Forward-tapahtuma ja Add Movement Input 
-komponentti. Yhdistettiin Move_Forward-tapahtuman axis-arvo Add Movement 
Input -komponentin skaala-arvoon. Rotaatiokontrollerista saatu GetForward -vek-
tori liitettiin AddMovement Input -komponentin World directioniin (Kuva 14). (14.) 
 
 
KUVA 14. Pelihahmon liikkumisen määritteleminen 
 
Edellä kerrotuilla muutoksilla pelihahmoa pystytään liikuttamaan pelikentällä. Pe-
lihahmolle asetettu vakionopeus oli kuitenkin liian pieni suhteutettuna pelikentän 
kokoon, joten skriptiin täytyi tehdä vielä yksi muutos. Character-tyyppinen blue-
print perii automaattisesti CharacterMovement-komponentin, mikä mahdollistaa 
pelihahmon liikkumiseen liittyvien arvojen muokkaamista. Luotiin CharacterMo-
vementista komponentti, jossa voitiin asettaa maksimiarvo liikkumisnopeudelle. 
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Tämä muokkaus täytyi tehdä sekä eteenpäin ja sivullepäin liikkumista varten. 
Asetettiin maksiminopeudeksi arvo 2000 (Kuva 15). 
 
 
KUVA 15. Pelihahmon liikkumisnopeuden määritteleminen 
 
Seuraavaksi sijoitetaan pelihahmo pelikentälle. Projektissa on valmiina objekti 
Player Start, joka määrittelee pelihahmon aloituspaikan. Peliin voidaan määritellä 
vakio-objekti, jota käytetään pelihahmona. Avattiin MainGame-blueprint. Class 
osion alta muutettiin Default Pawn Class käyttämään luotua BallCaharacter-ob-
jektia. Näin ollen pelimoodi tulee käyttämään BallCharacter-objektia pelaajan oh-
jattavana hahmona. 
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4.3 Liikkuvien seinien luominen 
Pelaajan pääasiallinen vihollinen pelissä tulee olemaan liikkuvat seinät, joihin 
osuessaan pelaaja vahingoittuu. Liikkuville seinille määriteltiin kaksi aluetta, 
joista seiniä ilmestyy. Yksi alue pelikentän vasemmalla seinustalla ja yksi alue 
pelialueen alareunassa. Molemmille alueille luodaan seinä, joka liikkuu peliken-
tän vastakkaiselle puolelle. Yhtä aikaa kentällä voi olla yksi seinä molemmista 
suunnista. Ensimmäiseksi luotiin Actor-tyypin blueprint nimeltä EnemyWallS-
pawner. Tämä objekti tulee toimimaan alueena, josta seiniä voidaan lähettää liik-
keelle. Blueprintin editorissa lisättiin objektille box collideri nimeltä SpawnArea. 
Sijoitettiin luotu objekti pelikentälle haluttuun paikkaan, tässä tapauksessa va-
semmalle seinustalle. Tehtiin alueesta tarpeeksi iso, jotta se voisi kattaa koko 
kentän leveyden. Alue ei saanut olla kuitenkaan koko kentän levyinen, sillä sei-
nät, jotka ilmestyvät alueesta, voisivat mennä pelikentän ulkopuolelle (Kuva 16). 
Tässä vaiheessa SpawnArea-objektiin ei tehty muita muutoksia. 
 
 
KUVA 16. Liikkuvien seinien lähtöalue 
 
Seuraavaksi luotiin seinät, jotka muodostuvat alueelle. Luotiin uusi Actor-tyypin 
blueprint nimeltä MovingWall. Editorissa lisättiin objektille kuutio, josta muokattiin 
seinä. Määriteltiin sopivat arvot seinälle ja luotiin sille oma materiaalinsa. Seinien 
värinä käytettiin samaa väriä kuin pelaajan hahmolla. Luotiin seinälle laatikko tö-
mäystä varten, jonka arvoiksi annettiin X: 2,0, Y: 1,6, Z: 1,5 (Kuva 17). 
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KUVA 17. Liikkuva seinä editorissa 
 
Jotta liikkuvia seiniä voitaisiin luoda SpawnArea-objektista, oli molempien objek-
tien skriptiin tehtävä muutoksia. Seinän skriptiin täytyi tässä vaiheessa lisätä vain 
toiminnallisuus, joka tuhoaa seinän sen päästyä toiseen päähän pelikenttää (alu-
eelle, joka huomaa seinän tulleen toiseen päähän, joka tehtiin myöhemmin). Täl-
laiselle toiminnolle ei ollut valmista tapahtumaa, joten luotiin uusi tapahtuma ni-
meltä DespawnWall. Kun DespawnWall-tapahtumaa kutsutaan, kutsuu se vuo-
rostaan DestroyActor-komponenttia, joka tuhoaa skriptin sisältävän actorin (Kuva 
18) (15.). 
 
 
KUVA 18. Liikkuvan seinän tuhoaminen 
 
SpawnArea-objektin skriptiin lisättiin toiminnallisuus seinien luomiseen alueen si-
sälle. Ensimmäiseksi täytyi saada selville satunnainen piste. Joka kerta kun uusi 
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seinä luodaan, SpawnArean sisältä valitaan satunnainen piste, jonka kohdalle 
seinä tulee. Näin saadaan vaihtelua seinien sijaintiin pelissä. Otettiin 
SpawnArean komponentti, josta haetaan objektin tämänhetkinen sijainti pelissä 
(GetWorldLocation) ja myös alueen koko (GetScaledBoxExtent). Näitä kahta 
funktiota käyttämällä voitiin määritellä satunnainen piste SpawnArean sisältä 
(RandomPointinBoundingBox) (Kuva 19). (16.) 
 
KUVA 19. Satunnaisen pisteen generoiminen 
 
Seuraavaksi luotiin oma tapahtuma nimeltä SpawnEnemyWall. Tapahtuma kut-
suu SpawnActor-funktiota. Funktioon täytyi määritellä kutsuttavan objektin 
luokka, sekä objektin tuleva sijainti kentällä. Tulevana sijaintina käytettiin satun-
naisesti generoitua pistettä SpawnArean sisällä (Kuva 20) (16.). Unreal Engine 
saa muutettua generoidun vektoriarvon objektin transformia, eli sijaintia vastaa-
vaksi arvoksi ohjelman oman konvertterin avulla. 
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KUVA 20. Seinän luominen satunnaiseen pisteeseen 
 
Yhdestä SpawnAreasta ilmestyviä seiniä sai olla pelikentällä vain yksi kerrallaan, 
joten skriptiä täytyi muuttaa hieman. SpawnEnemyWall-tapahtuman ja SpawnAc-
tor-funktion väliin täytyi luoda kysely, joka ottaa selvää, montako seinää peliken-
tällä on jo olemassa. SpawnEnemyWall-tapahtumasta kutsutaan GetAllActors 
OfClass-funktiota, joka hakee kaikki funktion sisällä määritellyn luokan objektit ja 
luo niistä listan (16.).  
 
Määriteltiin luokaksi MovingWall. Tämä funktio yhdistettiin Branch-komponenttiin. 
Branch-komponentti tarvitsee ehdon, jonka perusteella määritellään, onko tilanne 
totta vai ei. GetAllActorsOfClass-funktiosta otettiin saadun listan pituus ja viedään 
se laskutapahtuma-komponenttiin, jossa verrataan saatua lukua määriteltyyn 
maksimilukuun. Tätä varten luotiin uusi muuttuja nimeltä MaxEnemies. Sen ar-
voksi määriteltiin 1. Jos saatu luku on pienempi kuin maksimiluku, kysely on totta 
(Kuva 21). 
 
   
 
  LIITE 2 
28 
 
KUVA 21. Seinän luomisen kysely 
 
Viimeisenä asiana tarvittiin alue, joka tuhoaa seinän, kun seinä saapuu alueelle. 
Luotiin uusi actor-tyypin blueprint nimeltä EnemyWallDespawner. Annettiin sille 
box collideri, joka on suunnilleen saman kokoinen kuin SpawnArea ja nimettiin se 
DespawnAreaksi. Sijoitettiin EnemyWallDespawner vastakkaiseen päätyyn kuin 
EnemySpawner. Muokattiin EnemyWallDespawnerin blueprintiä siten, että alue 
tunnistaisi sen colliderin sisälle tulevat seinät. Tätä varten kutsutaan ActorBegi-
nOverlap-tapahtumaa. Tämän jälkeen kutsutaan liikkuvan seinän luokkaa ja sen 
sisällä olevaa DespawnWall-tapahtumaa (Kuva 22). 
 
 
KUVA 22. Liikkuvan seinän tuhoaminen 
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Tässä vaiheessa liikkuvien seinien toiminnallisuus on valmis, mutta pelissä ei 
vielä tapahdu mitään. Kaikki toiminnot täytyi lisätä MainGame-blueprinttiin, jotta 
ne toimisivat pelissä. Pelissä seiniä alkaa ilmestymään kentälle heti, kun peli on 
käynnistynyt, joten käytettiin MainGame-blueprintin sisällä olevaa BeginPlay-ta-
pahtumaa, joka käynnistää seinien luomisen. Ensin kutsuttiin kaikkia luokkia, joi-
den nimi on EnemyWallSpawner (16.). Tämän jälkeen asetetaan saatu luokka 
EnemySpawner nimiseksi muuttujaksi. Muuttujan kautta asetetaan ajastin, joka 
toistuu puolen sekunnin välein. Ajastimen sisälle määritellään funktioksi 
SpawnEnemyWall (Kuva 23). Tämän jälkeen testatessa seiniä alkoi ilmestymään 
kentälle. 
 
 
KUVA 23. Liikkuvien seinien luominen kentälle 
 
Seinät saatiin liikkumaan lisäämällä niille ProjectileMovement-komponentti. Kom-
ponentin lisätiedoissa määriteltiin objektin nopeudeksi 1500,0 sekä sen liikkumis-
suunta y-akselin suuntaisesti. Samalla tavalla kentän alareunaan luotiin toinen 
EnemyWallSpawner2, jonka luomat liikkuvat seinät liikkuvat x-akselin suuntai-
sesti. Alueelta luotavat seinät ovat puolet pienempiä, liikkuvat toisia seiniä hi-
taammin ja niitä voi olla kentällä yhtä aikaa yhteensä neljä. 
4.4 Kerättävien objektien luominen 
Pelin edetessä pelaaja kerää kentälle ilmestyviä objekteja. Ensimmäisenä tehtiin 
piste-objekti, joita keräämällä pelaaja saa pisteitä. Luotiin uusi Actor-tyypin blu-
print nimeltä CollectibleSpawner ja lisättiin sille box collideri. Sijoitettiin Collec-
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tibleSpawner pelikentälle ja määriteltiin sen arvoiksi X: 55,0, Y: 55,0, Z: 1,0. Alu-
eesta tehtiin hieman pelikenttää pienempi, jotta kerättävät esineet eivät menisi 
kentän seinien sisään (Kuva 24). 
 
 
KUVA 24. Alue johon kerättäviä objekteja luodaan 
 
Seuraavaksi luotiin uusi blueprint nimeltä PointCollectible. Liitettiin siihen kuutio-
objekti ja sen rotaation arvoiksi X: 0,0, Y: 45,0, Z: 0,0. Luotiin uusi materiaali ni-
meltä PointMaterial ja laitettiin sen väriksi keltainen. Lisättiin RotatingMovement-
komponentti, jonka avulla objekti saatiin pyörimään automaattisesti. Lisättiin 
myös box collideri, jonka arvoiksi laitettiin X: 1,9, Y: 1,9, Z: 1,9 (Kuva 25). 
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KUVA 25. Kerättävä piste-objekti 
 
Muokattiin CollectibleSpawnerin blueprintiä, jotta alueelle voitaisiin luoda piste-
objekteja. Tässä toiminnallisuudessa käytettiin samaa satunnaisen pisteen gene-
roimista, jota käytettiin liikkuvien seinien luomisessa. Luotiin SpawnPoints-tapah-
tuma, joka luo piste-objektin alueelle (Kuva 26). 
 
 
KUVA 26. Piste-objektin luominen 
 
Kun pelaaja koskee piste-objektiin, objektin pitää kadota. Tämä toiminnallisuus 
lisättiin BallCharacter-skriptiin. Luotiin ActorBeginOverlap-tapahtuma, joka kut-
suu piste-objektin luokkaa. Tämän jälkeen kutsutaan DestroyActor-funktiota, 
jonka kohteeksi laitetaan piste-objekti (Kuva 27). 
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KUVA 27. Pelaajan törmääminen piste-objektiin ja objektin tuhoaminen 
 
Pisteitä pitäisi ilmestyä kentälle heti pelin alettua, joten seuraavaksi täytyi muo-
kata MainGame-skriptiä. Koska BeginPlay-tapahtumia voi olla vain yksi jokai-
sessa skriptissä, täytyi käyttää sekvensseriä. Sekvensserillä voidaan käynnistää 
useita tapahtumia halutussa järjestyksessä. Tässä tapauksessa piste-objektien 
luominen aloitetaan ensin, joten se sijoitetaan kohdaksi 0 (Kuva 28).  Piste-ob-
jektien luomiseen käytettiin samanlaista kaavaa kuin liikkuvien seinien luomi-
seen. 
 
 
KUVA 28. Piste-objektien luominen ensimmäisenä pelin alussa 
 
Luotiin objekti, jonka kerättyään pelaaja palauttaa osan elämäpisteistään. Luotiin 
uusi actor-tyypin blueprint ja annettiin sille nimeksi HealthCollectible. Objektista 
tehtiin kartion muotoinen ja luotiin sille myös oma materiaalinsa. Elämäpiste-ob-
jektinväriksi määriteltiin vihreä. Tehtiin muutoksia MainGame-skriptiin. Lisättiin 
pelin alussa tapahtuvaan sekvenssiin yksi tapahtuma lisää. Elämäpiste-objekteja 
luodaan samalle alueelle kuin piste-objekteja. Pelaajan kerättyä tarpeeksi paljon 
pisteitä kentälle pitäisi ilmestyä elämäpiste-objekti. Tätä varten määriteltiin pis-
tearvot, jolloin objekteja luodaan. Yksi objekti luodaan kentälle joka 100 pisteen 
jälkeen kuvan 29 mukaisesti (Kuva 29). Elämäpiste-objektin luominen kentälle 
tapahtuu suurilta osin samalla tavalla kuin piste-objektin. Koska elämäpiste-ob-
jekteja ilmestyy tietyn pistemäärän jälkeen, oli kuitenkin tehtävä hieman muutok-
sia CollectibleSpawner-skriptiin. 
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KUVA 29. Elämäpiste-objektien luominen pelaajan pisteiden perusteella 
 
4.5 Pelaajan elämäpisteet ja pisteet 
Luotiin toiminnallisuudet pelaajan osuessa liikkuviin seiniin, piste-objekteihin ja 
elämäpiste-objekteihin. Ensimmäiseksi kuitenkin määriteltiin pelaajan elämäpis-
teet. Luotiin BallCharacter-skriptin sisälle uusi integer-tyypin muuttuja nimeltä 
PlayerHealth ja määriteltiin sen arvoksi 100 (17). Lisättiin liikkuvan seinän skrip-
tiin ActorBeginOverlap-tapahtuma, joka tapahtuu pelaajan osuessa seinään. Ta-
pahtuma kutsuu BallCharacter-luokkaa, joka taas kutsuu luokan sisällä olevaa 
TakeDamage-tapahtumaa (Kuva 30). 
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KUVA 30. Pelaajan osuminen seinään 
 
TakeDamage-tapahtuma vähentää pelaajan elämäpisteitä. Tapahtuma päivittää 
pelaajan elämäpisteitä kahden integer-tyyppisen numeroarvon erotus-funktiolla. 
Tähän funktioon yhdistetään pelaajan elämäpisteet ja vähennettävä määrä, joksi 
tässä tapauksessa määriteltiin arvo 10. Jotta pelaajan elämäpisteet eivät menisi 
nollan alapuolelle, oli luotava kysely, joka poistaa pelaaja-objektin, kun pelaajan 
elämäpisteet ovat nolla tai vähemmän (Kuva 31). (17) 
 
 
KUVA 31. Elämäpisteiden vähentäminen ja pelaajan tuhoaminen 
 
Seuraavaksi luotiin toiminnallisuus pelaajan osuessa piste-objektiin. Muokattiin 
tapahtumaa, jossa pelaaja osuu piste-objektiin niin, että ennen piste-objektin tu-
hoamista kasvatetaan pelaajan pisteitä kymmenellä (Kuva 32).  
 
 
KUVA 32. Pisteiden lisäys pelaajalle 
 
Seuraavaksi luotiin toiminnallisuus pelaajan osuessa elämäpiste-objektiin. Elä-
mäpiste-objektin skriptiin lisättiin ActorBeginOverlap-tapahtuma, joka kutsuu 
BallCharacterin skriptissä AddHealth-tapahtumaa (Kuva 33). 
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KUVA 33. Pelaajan osuminen elämäpiste-objektiin. 
 
BallCharacter-skriptissä AddHealth-tapahtuma käynnistää kyselyn, joka vertaa 
pelaajan tämänhetkistä elämäpiste-arvoa pelaajan elämäpisteiden maksimiar-
voon. Jos pelaajan elämäpisteet ovat alle maksimiarvon, pelaajalle lisätään 10 
elämäpistettä (Kuva 34). 
 
 
KUVA 34. Pelaajan elämäpisteiden lisääminen 
4.6 Käyttöliittymä ja testaus 
Seuraavaksi luotiin peliin käyttöliittymä. Käyttöliittymä sisältää pelaajan elämä-
pisteet ja kerätyt pisteet. Ensimmäiseksi luotiin uusi HUD-tyypin blueprint nimeltä 
MainHUD. Jotta kyseinen pelimoodi käyttäisi käyttöliittymää, on se lisättävä pää-
käyttöjärjestelmäksi pelimaailman asetuksissa. Seuraavaksi luotiin uusi widget 
blueprint käyttöliittymälle klikkaamalla hiiren oikeaa näppäintä blueprint-kansi-
ossa ja valitsemalla sieltä User Interface ja widget blueprint. Annettiin blueprintille 
nimeksi MainWidgetHUD ja avataan se editorissa (18). Lisättiin tekstit elämäpis-
teille ja pisteille sekä teksti pisteille ja progress-palkki elämäpisteille (Kuva 35). 
 
   
 
  LIITE 2 
36 
 
KUVA 35. Käyttöliittymän editori 
 
Muokattiin MainHUD-skriptiä siten, että BeginPlay-tapatuma luo uuden widgetin. 
Luodun widgetin luokka on MainWidgetHUD. Luotu widget lisättiin pelin päänäky-
mää AddtoViewport-funktiolla (Kuva 36). (18.) 
 
 
KUVA 36. Widgetin lisääminen käyttöliittymään 
 
Luodulle käyttöjärjestelmälle piti luoda vielä toiminnallisuus, jotta pelaajan elämä-
pisteet ja kerätyt pisteet päivittyisivät ruudulle oikein. Ensimmäiseksi luodaan pis-
teiden tekstille uusi binding. GetText-funktion kutsuu BallCharacteria CastTo-
funktiolla. Funktion objektin kohtaan sijoitettiin pelaajan hahmo Get Player Cha-
racter -funktiolla. Nyt kun pelaajan hahmoon oli päästy käsiksi, otettiin sille kuu-
luva pistemäärä, joka on asetettu aluksi arvoon nolla. Muutettiin saatu integer-
tyyppinen luku string-tyyppiseksi arvoksi, joka sitten annettiin Return Node -funk-
tiolle. Näin pelaajan keräämät pisteet saatiin päivitettyä pelin edetessä (Kuva 37). 
(19.) 
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KUVA 37. Pelaajan pisteiden päivittäminen käyttöliittymässä 
 
Seuraavaksi ohjelmoitiin käyttöliittymässä oleva palkki päivittymään pelaajan elä-
mäpisteiden mukaan. Palkin arvo on määritelty prosentteina. Palkin ollessa 
täynnä arvo on 1,0 ja tyhjänä 0,0. Luotiin palkin prosenttiarvolle uusi binding. Pe-
laajan elämäpisteiden saaminen funktioon kävi samalla tavalla kuin pisteiden 
kohdalla. CastTo-funktiolla haettiin pelaajan elämäpisteiden arvo. Muutettiin 
saatu arvo käyttämään prosentteja 0—100, 0—1 sijaan. Ensin saatu arvo muu-
tettiin float-tyyppiseksi, jonka jälkeen se jaettiin sadalla (Kuva 38). (19.) 
 
 
KUVA 38. Pelaajan elämäpisteiden päivittäminen käyttöliittymässä 
 
Seuraavaksi luotiin pelille aloitusnäkymä ja lopetusnäkymä. Luotiin uusi taso, 
jolle annettiin nimeksi MainMenu. Perusasetuksilla näkymänä on vain musta 
tausta. Luotiin uusi widget-tyypin blueprint nimeltä MainMenuWidget. Käyttöliitty-
män yläreunaan lisättiin teksti otsikolle. Lisättiin kaksi painiketta ja liitettiin niille 
oma tekstinsä kuvan 39 mukaisesti (Kuva 39). START-painikkeella voi aloittaa 
pelin ja QUIT-painike sammuttaa pelin. Lisättiin painikkeille OnClicked-tapahtu-
mat. Se tapahtui helposti painamalla haluttua valmista toimintoa painikkeen lisä-
tiedoissa Events-osiossa. START-nappia painettaessa avataan pelin taso Open 
Level -funktiolla. QUIT-nappia painamalla kutsutaan QuitGame-funktiota, joka 
sammuttaa koko pelin. 
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KUVA 39. Aloitusruudun käyttöliittymä 
 
Jotta käyttöliittymä olisi näkyvissä vain oltaessa aloitusruudussa, oli muokattava 
MainMenu-tason skriptiä. Tason ladattua OnBeginPlay-tapahtuma luo uuden 
widgetin, joksi valittiin MainMenuWidget.  Sitten AddtoViewport -funktio lisää sen 
tason näkymään. Seuraavaksi asetetaan hiiren kursori näkyville SetShowMouse-
Cursor-funktiolla. Tätä varten tarvitaan pelaajan kontrolleri, joka saadaan 
GetPlayerController-funktiolla (Kuva 40). 
 
 
KUVA 40. Aloitusruudun käyttöliittymän liittäminen aloitustasoon 
 
Seuraavaksi luotiin taso loppuruutua varten. Annettiin loppuruudun tasolle ni-
meksi GameOver. Luotiin uusi widget nimeltä GameOverWidget. Seuraavaksi 
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luotiin uusi widget-tyypin blueprint nimeltään GameOverWidget. Näkymän ylä-
reunaan lisättiin teksti lopetusruudussa olevaa viestiä varten sekä kaksi paini-
ketta, joille molemmille omat tekstinsä kuvan 41 mukaisesti (Kuva 41). TRY 
AGAIN -painikkeesta pelaaja voi aloittaa uuden pelin ja QUIT GAME- painik-
keesta sammuttaa pelin. Painikkeille luotiin OnClicked-tapahtumat. TRY AGAIN 
-painikkeesta avataan pelin taso Open Level -funktiolla. QUIT GAME -painiketta 
painettaessa kutsutaan QuitGame-funktiota. 
 
 
KUVA 41. Lopetusruudun käyttöliittymä 
 
Kun pelin käyttöliittymät oltiin saatu valmiiksi, testattiin vielä pelin toimivuutta 
(Kuva 42). 
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KUVA 42. Esimerkkipelin testaaminen 
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5 YHTEENVETO 
Opinnäytetyön tarkoituksena oli tutustua Unreal Engine 4 -pelimoottoriin pelien 
kehityksessä, verrata Unreal Enginen ja Unityn toiminnallisuuksia toisiinsa ja 
luoda työn lopussa esimerkkipeli käyttäen Unreal Engine 4:ää. Koska itselläni oli 
jo hyvin kokemusta Unityn käyttämisestä, pystyin helposti saamaan omia näkö-
kohtiani esille pelimoottorien vertailussa. Työn suurin osa oli luoda toimiva esi-
merkkipeli Unreal Enginellä. Pelissä pelaaja liikuttaa pelihahmoa, jonka tarkoituk-
sena on kerätä pisteitä pelikentältä. Peliä vaikeuttamassa ovat useat liikkuvat sei-
nät, joihin osuessaan pelaaja menettää elämäpisteittään. Pelaajan elämäpistei-
den pudotessa nollaan peli päättyy. 
 
Koska itselläni ei vielä ollut kokemusta pelien tekemisestä Unreal Enginellä, oli 
konkreettisen pelin luominen opinnäytetyössä todella hyvä ja opettavainen osio. 
Kokonaisuutena esimerkkipelin luominen onnistui hyvin. Pelille saatiin aloitus-
ruutu, pelikenttä ja lopetusruutu. Näin ollen pelin kaikki päävaiheet saatiin toteu-
tettua. Pelihahmon ja muiden objektien toiminnallisuuksien ohjelmoiminen oli 
aluksi hieman erikoista, koska Unreal Enginellä ei suurimmalta osin tarvitse kir-
joittaa koodia itse. 
 
Pelin lopullisessa versiossa olisi vielä paljon parantamisen varaa. Toiminnalli-
suus, joka luo pelikentälle pelaajan elämäpisteitä palauttavia objekteja, ei toimi 
oikealla tavalla. Myös pelaajan pisteiden näyttäminen pelin lopussa olisi hyvä. 
Tämän opinnäytetyön jälkeen pidän enemmän Unreal Enginen käyttämisestä 
kuin Unityn käyttämisestä. Suurimmalta osin näin on juuri siksi, että visuaalisempi 
toiminnallisuuksien ohjelmoiminen on nopeampaa ja helpompaa ylläpitää. 
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