Maintenance represents an important activity in software industry as it is the one that takes the biggest effort among Software Engineering activities apart from its high cost. In this sense, software configuration management helps to overcome some difficulties related to software maintenance such as the lack of product knowledge and negligence in maintenance activities. This paper presents a configuration management deployment process based on standardization of practices and tools, taking into account the software development organizational culture. The results of its application in an industrial case are discussed.
INTRODUCTION
Maintenance plays an important role in the life cycle of software. In the early 90s, many organizations allocated at least 50% of their financial resources to the maintenance activity [20] and, in the present decade, this percentage has reached 70% and become one of the challenges in Software Engineering (SE) [2] . According to Polo et al. [19] , the reason for such high cost is partly due to the nature of this activity, marked by unpredictability. This reveals the importance of research into the process of maintenance and its application in industry. However, Paduelli & Sanches [17] say that there is a lack of works aimed at documenting the problem areas in the software maintenance field. Kajko-Mattsson et al. [9] justify the difficulties of this activity via the following points: (1) problems in error diagnosis, related to investigative processes to detect the real cause of a problem prior to correcting it; (2) absence of documentation; (3) lack of product knowledge; (4) negligence in conducting software changes (i.e., lack of management); and (5) low esteem on the part of the maintenance agents as a result of the previous points. Aiming at contributing to remedy (or reduce) these points, Configuration Management (CM), in the context of SE, is the discipline that allows the evolution of different artifacts produced along software development process in a controlled and organized fashion [6] . CM appeared in the 50s to meet a need of the US aerospace industry: controlling the changes to documentation as related to the production of war planes and spacecrafts [11] . In the two decades after that, its scope was enlarged, and it also included software artifacts [3] . However, the focus still remained on military and aerospace applications.
Only with the rise of standards, such as the first IEEE Std 828 [8] version in the early 80s, CM had its focus enlarged to other domains. The use of CM systems during software development allows an adequate control over artifacts generated and modified by different stakeholders. CM is not aimed at defining when and how work product modifications should be carried out. This issue is part of development process. However, CM activities take place as an auxiliary control and monitoring process [21] . From a management point of view, CM is divided in the following functions [8] : (i) configuration identification, (ii) configuration control, (iii) accounting of the configuration status, (iv) configuration assessment and revision, and (v) release and delivery management. On the other hand, from a development point of view, CM is divided into three main systems: (i) modification control: stores data on change requests, reporting them to interested and authorized stakeholders; (ii) version control: controls configuration items evolution in a disciplined, distributed and concurrent manner; and (iii) construction management: automatizes the system building process and the baseline release. It is important to point that these perspectives relate to each other in an overlapping manner, which means that the five functions described in the management perspective can be implemented by the three systems described in the development perspective, added with manual procedures if needed. According to Murta [16] , it is important to see that CM is part of the main initiatives towards an improvement in process and product quality, such as ISO 9000, CMMI, ISO/IEC 15504, and MPS.BR. Thus, several organizations that produce software have been continuously implementing CM practices in their productive chain. However, despite the relevance of CM support to maintenance, less than 25% of Brazilian companies of a 2,500 universe used it in 2005 [13] . Since CM is a key factor to software development and maintenance, this paper aims at describing a process to implement CM based on the standardization of practices and tools, taking into consideration the organizational software development culture. The process was applied at Brazilian Electrical Energy Research Center (CEPEL) along the last three years. Additionally, this paper consists in an extended version of a paper previously published in the proceedings of the VII Workshop on Modern Software Maintenance, co-located to IX Brazilian Symposium on Software Quality [25] . Besides this introductory section, the paper is organized in five other sections: Section 2 describes the process proposed to implement CM; Section 3 discusses the case study produced at CEPEL, covering a brief characterization of the projects and some of the difficulties found; Section 4 presents some statistical data extracted from the repository regarding the project development; Section 5 shows an experimental study (survey) executed with the stakeholders in order to obtain additional, qualitative data about the proposed process for supporting conclusions; finally, Section 6 provides the lessons learned and some final considerations.
PROPOSED PROCESS FOR CM IMPLEMENTATION
The use of well-defined plans and processes aids in the standardization of activities and generated artifacts in software development organizations. Moreover, the control over developers' work and over the data produced is increased through the systematization of the steps needed for each activity execution, helping towards predictable and repeatable results. In this sense, a process is proposed for CM implementation, as shown in Figure 1 . The first activity in the process is to prepare the environment. This activity holds two tasks: choosing the CM technologies and their deployment in the organization. The choice can be determined by the characteristics of the projects, size of the teams, and resources offered by the CM systems. The second activity in the process is to create awareness in the interested parties. In this activity, the stakeholders are duly informed of the changes that will be carried out. The reasons and benefits to be obtained are clarified. Other goals of this activity are to keep all involved parties motivated and avoid (or minimize) the resistance to change prior to the execution of the next process activities. It is worth pointing that this activity should entail the members of all the projects that will adopt CM. The third process activity is to diagnose the project. The first task of this activity is to hold a meeting with the consultants and the project team. The goal is to allow the project team to present their project to the consultants, allowing them to understand the project structure and its development history. Moreover, the meeting allows the consultants to identify the characteristics that are relevant to the application of CM in the context of the project, such as: (i) distributed and concurrent development, (ii) number of developers, (iii) project size, and (iv) previous CM practices. To avoid the overlooking of any important aspect of the project, a standard script is used as a reference. Following the meeting, the consultancy team prepares the diagnosis document that represents their project understanding. This document also includes an initial suggestion for the versioning repository structure, as well as for the implementation strategy to be used. Following the preparation, a new meeting is scheduled to present this diagnosis so that the project team can evaluate it and suggest adjustments. The activities training project team, planning CM and preparing for migration can be carried out simultaneously. In the training activity, the project team is coached to assimilate the best CM practices, and to become familiarized with the tools to be used. At the same time, in the planning activity, the CM plan for the project is created. This plan serves as a reference guide for the CM-related actions that are to be applied along the project lifecycle. This plan also facilitates the integration of a new member in the project team, given that the policies adopted for CM are set. To facilitate the creation of the document, a template is used, based on the IEEE Std 828 standard [8] . This template can be adapted according to the particularities of the project. At the end of the activity, the plan is presented to those involved in the project in an evaluation meeting. In the prepare for migration activity, tests are conducted, as related to the migration of the project to new CM systems, considering a new organization structure of the repository, if needed. The tests serve as reference to identify issues related to the migration and for the preparation of a strategy for its execution. After the project team has been trained, the CM control plan has been approved, and the migration strategy has been completed, the migration activity is executed. In this activity, the available artifacts are migrated to the respective CM systems chosen for the organization. Finally, with the completion of these stages, the mentoring activity is carried out where the consultancy team clarifies any possible issues of the project team as regards the use of the procedures in their real scenario. This stage is fundamental to ensure the effectiveness of the implementation of the CM mechanisms and to enable the project team to use them with safety and autonomy.
CM IMPLEMENTATION AT CEPEL
This section presents and discusses the process use in the implementation of version control at CEPEL along the last three years. CEPEL is an institution that is part of the Eletrobras System and has over 30 years in research and development on power generation, transmission and distribution. Most of the professionals at work in the research area of this institution have an Electrical Engineering background. CEPEL has several software projects under development. Part of the projects was not under version control. Most of the time, this control was done by the developer, who normally organized prior versions under directories in file systems, doing backups in media such as CDs. The developers that already used a version control system (VCS) did not do so in a uniform way. Some projects used the Visual Source Safe (VSS) tool [14] , while others used the Concurrent Version System (CVS) [7] , and one of the projects used Subversion [4] . However, some issues were identified and reported by several users (especially in relation to the VSS tool, confirmed in a Microsoft article [15] ), such as corrupted bases and a difficulty to manage access control. These problems led to the creation of a partnered project between CEPEL and Federal University of Rio of Janeiro aimed at implementing CM at CEPEL. The CM implementation process described in Section 2 was applied to 16 projects in CEPEL, with two being large, seven being mid-sized, and seven being small. In this work, a small-size project is understood as having less than 100 files and one or two developers; a large-size project has over 10,000 files and a team with more than five developers; and a mid-sized project lies in between the two other project types mentioned. As it can be seen in Table  1 , the two large projects used a VCS. Amongst the seven mid-sized projects, five used a VCS (71%). On the other hand, none of the seven small projects used a VCS. These data indicate that large and mid-sized project developers had more concern with the version control. It can also be seen that VSS was the main VCS adopted. Considering that the initial focus was the implementation of a standard VCS, the process was adapted to cover only this activity. Due to that, the preparation of the environment involved the choosing and deployment of the VCS and the adoption of version control plans. In the environment preparation activity, Subversion was chosen as a tool for version control. This decision was based on the product robustness function, on the large number of existing users, and of the range of available support tools. It is important to note that this choice occurred in early 2007 when the distributed VCS still did not present sufficient robustness and usability for their adoption in a corporate environment. After the choice and implementation of Subversion, the activity to create awareness was carried out for the members of all the projects. After that, the implementation of version control started, for each one of the 16 selected projects. The diagnosis activity was executed in the same way for all the projects. In the training activity, the team for each project attended a theoretical training course on Subversion and a practical training course with the tools to be used: SVNManager [22] , TortoiseSVN [5] , and Subversive [18] . At the same time of the training course, the prepare migration activity was done. The tests made in this activity helped to detect and solve many issues related to the repositories based on other VCSs, especially VSS. Also, the CM planning activity was executed to create the version control plan.
The following activity was migration. The project artifacts were migrated to the Subversion repository in CEPEL. In the case of projects that did not use a VCS, the stage of migration consisted of the inclusion of project artifacts in the repository created for it. In some cases, a desire was expressed to include prior versions stored in media in the shape of directories. For that, the inclusion of the initial version was done and at each new version to be included a comparison was made with the immediately previous version so to store only the differences between versions (as it usually happens in an automatic manner with projects that already are under version control). For each version that represented a release, a tag was created. In the case of projects that used CVS or VSS, this stage involved a migration process from the respective base to Subversion. Finally, the mentoring activity was performed, from which the issues of the members of a team were solved.
ANALYSIS AND RESULTS
In order to allow analyzing the use of SVN repositories and CM best practices, focusing on the scope of VCS, the consultancy team adopted a two-dimensional analysis, by (1) using a tool for collecting and generating repository statistics regarding the project development and (2) by applying a survey to obtain additional, qualitative data for supporting conclusions (Section 5). Considering (1), the deployed tool is StatSVN [23] , an open-source software which retrieves information from a Subversion repository and generates a report with tables and charts based on these data. The CEPEL partner authorized the consultancy team to analyze the generated report. The first verified question was:
• Q1: Is the repository being used by developers?
For answering this question, we first needed to answer two other questions:
• Q1a: When did the most recent commit happen? (the most recent the commit is, the better)
• Q1b: In general, how long is the period (length of time) between commits? (the shorter, the better)
Before answering these questions, it was important to check the number of committers per project, as well as the migration date -in some cases, the number of committers does not reflect the number of developers. This information is shown on Table 2 , where the items marked with an asterisk (*) include a SVN login that was created for the consultancy team to import the project data into the repository. Note that some developers may participate in more than one project. Due to preserve sensible data, the project names were omitted. Although the end date from report period varies for each project, all the reports were generated in July 2010 (as the time of writing). Projects 15 and 16 could not be verified because the tool used for collecting data did not generate the report for them. Project 15 is a very large project, and the script used for generating the report crashed during its execution. The repository created for Project 16 seemed to be deleted or moved. Figure 2 presents the lines of code committed by date for some of the projects. It is important to mention that some projects already used a VCS before using SVN. In these cases, the commit history was imported by the consulting team. For instance, this is the case of Project 14, which used Microsoft VSS [14] . Also, in this project, it is possible to see that the lines of code (LOC) decreased significantly in 2010. This happened because the team decided to keep some subprojects (that were already discontinued) out of the migration process. One limitation of the tool used for statistics is that LOC counts are inaccurate for deleted or moved files (that is, when a file is deleted or moved, StatSVN does not track exactly how many lines it had and by whom they were committed) [24] . Although Figure 2 is a good way of checking the growth of each repository (in terms of committed LOCs), it does not allow verifying the lines of code contributed by each developer. This is shown in Figure 3 for Projects 04, 05, 06 and 08. The number of developers shown on each graph may include a SVN login that was used for the consultancy team for importing project data into the repository (as can be seen on Table 2 ). Projects 07, 09 and 11 only contain the commit that imports the project data to the repository, so they were not included in this part of the analysis. After investigating this issue, the consultancy team realized that Projects 09 and 11 were not active, and the migration was done for backup purposes. Also, the teams of both projects mentioned that these projects may be reactivated at some point. Project 07 is undergoing restructuring. Due to the scale used on Y-axis of each graph, it is not possible to observe small commits (i.e., commits of less lines of code). So, commit activity for Projects 05 and 08 (for demonstration) is presented in Figure 4 .The first row of each project represents the whole team activity, and each subsequent row is related to a developer. In this figure, it is possible to answer Q1b question, by checking the intervals between dates.
In Figure 2 and Figure 3 , it is interesting to note that the repository created for Project 08 does not seem to be used by the project team. However, by analyzing Figure 4 , it is possible to see that commits were made in the last months -this can happened because the scale used on each graph may result in a biased analysis, so additional information is required. Also, this figure helps to identify whether only releases are committed. Another important point in some cases is that long periods with no commits may represent a vacation time or a pause on the project development, as some developers participate in more than one project (as mentioned before). Table 3 summarizes the analysis (the period of time between commits is considered short, medium or long by being compared to the same data from the other projects). Another interesting question is how some CM practices are being used on each project. Our focus is especially on branching and tagging. The question Q2 relates to it:
• Q2: Are the project members using branching and tagging mechanisms properly?
Similarly to Q1, in order to answer Q2, we first need to answer three other questions:
• Q2a: Are branches being created?
• Q2b: Are tags being created?
• Q2c: Is a naming pattern defined for each project (or adapted by developers) being used?
Some projects had already a naming pattern because of client requirements, but in most cases these patterns were only related to final releases. So, the consulting team created and adapted naming patterns in order to fulfill each project's needs. The answers to these questions are presented in Table 4 . The criteria used for analysis was:
• When neither branches nor tags were created, it was not possible to verify the using of a naming pattern (therefore, we could not verify whether these mechanisms were being used properly);
• When either branches or tags were created, branching and tagging were not being used properly;
• When both branches and tags were created, branching and tagging were used properly (as long as a naming pattern was being used). Note that we did not count how many branches and tags are being created because each project has its own development cycle and timeline, so this metric cannot be used as a unit of comparison. Based on this analysis, it is possible to note that, although most of the developers are using the repository, some concepts are not being properly applied. Especially in some cases, branching and tagging mechanisms do not seem to be absorbed. This can be due to a lack on consultancy training, developers learning or both, although it is not possible to infer anything based on the statistics. This leaded us to elaborate a survey for collecting qualitative data about the consultancy as a whole, in order to obtain additional data that can help us to better understand the scenario and verify strengths, deficiencies and improvement opportunities.
A SURVEY WITH STAKEHOLDERS
Considering the proposed process in the context of the sixteen target projects, some elements related to the developers and project managers' perspectives should be evaluated in order to confront the collected data by tools against the feedback provided by stakeholders. For example, (i) how are the process and tools being used after the configuration management implementation process (if they were modified or not)? (ii) are the teams satisfied with the process and tools? (iii) what are the improvements and difficulties? etc. So, an experimental study (survey) was conducted with the stakeholders involved in the projects in order to collect perceptions, analyze points of view and provide a feeling about the proposed process. Using the GQM (Goal/Question/Metric) approach [1] , the goal was to analyze the proposed CM deployment process, more specifically focused on version control for the purpose of evaluation with respect to verify some feedback elements related to the followed version control plan, realized improvements and difficulties, and safety from the developers and project managers point of view, in the context of the sixteen target projects at CEPEL. The survey process was composed by the following steps, based on [12] : (1) problem statement; (2) selection of experts; (3) elicitation of opinions; (4) aggregation of opinions; and (5) decision making.
Survey Phases
The adopted approach follows four phases: (1) defining, evaluating and validating the survey; (2) selecting and contacting the experts of the sample; (3) sending the survey invitation by e-mail, and collecting data; and (4) analyzing the data in a semi-quantitative way (aggregation of subjects' opinion and discussion about comments and observations). Two documents were generated: the plan document and the questionnaire document [10] . The questionnaire was composed by two sections: the subject characterization (4 questions) and feedback (6 questions, some of them depending of the stakeholder profile and/or requiring respective justifications, and the seventh one is open for additional points). For the sample, 72 stakeholders were selected by convenience (non-probabilistic sampling) from the sixteen projects, based on data extracted from the Subversion repository. From these stakeholders, the sample was reduced to 70 due to invalid or non available contacts. The analysis of the judgment provided by the subjects' responses showed that no significant biases were introduced in the study. In addition, all subjects were equally weighted during the data aggregation since no significant difference was observed in terms of their credibility or importance. From the sample, 20 stakeholders answered the questionnaire in July 2010. This rate corresponds to 28.5% of effective subjects: (i) 85% of the subjects are developers, and 15% are project managers; (ii) 10% work in large projects, 45% work in medium projects, and 45% work in small projects; and (iii) effective subjects are involved in 81.25% of the sixteen projects.
Survey Results
After the first three survey phases, the feedback elements were analyzed in a semi-quantitative way (forth phase). Some results of the survey are shown in Figure 5 and Figure 6 , asking about the use of Subversion and version control plan after the process deployment, respectively. As noticed, most of the subjects are using the Subversion infrastructure and following the plan developed during the process implementation, although adapted. In this case (and also in the negative one), the main modifications and reports were related to: (i) creating an external repository to support third-part developers; (ii) including non-intermediary versions into the repository, that is, each commit corresponds to a release; (iii) using no branches during development; (iv) using Subversion in new projects (e.g., the stakeholder left the team of the considered project); and (v) using the VSS and treating the Subversion as a periodical repository, since some plug-ins failed in the context of the IDE (i.e., Microsoft Visual Studio). Moreover, considering the subjects who are using the SVN (90% as presented in Figure 5 ):
• 60% create and maintain branches in the project repository;
• 60% create and maintain tags in the project repository;
• 65% check logs in the project repository;
• 75% use commit and check out in the project repository;
• 10% use Subversion only for backup.
90%

10%
Yes No When subjects were asked to provide their feedback according to their profile, that is, if they used a version control process before or not, some opinions can be highlighted. In the first case, a contradiction between two justifications were noticed when one subject presents that Subversion is easier and more complete when compared to VSS, despite the initial difficulties in changing the infrastructure and the process. However, another subject wrote that his team is still using VSS because it is easier to use it with the adopted IDE (Microsoft Visual Studio) -this subject had problems with the IDE plug-in and compatibility with Windows 7, and identified some deficiencies related to classical weak points of the IDE, presented by 11. So, this team uses Subversion only for backup. In the second case, a subject who has never used version control recognized the greater stability of Subversion infrastructure as well as the implemented process, saying that "who is using VSS has a double work". In this context, analyzing the final perception, from 75% of satisfied subjects, 70% are feeling more safety after the version control process with Subversion, against 5% that affirmed that Subversion is good as a corporate repository -but its instabilities with automatic merge in Windows 7 is a harmful factor.
CONCLUSION AND LESSONS LEARNED
Considering that the maintenance activity is gaining exposure in software industry as it requires greater effort amongst SE activities, apart from its high financial costs, CM can contribute to overcome some of the hurdles related to this activity such as the lack of product knowledge and the negligence in conducting changes to the software. In this sense, this paper presented a process proposed to implement CM based on the standardization of the use of practices and tools and on the concern with the organizational culture found in software development. From the proposed process, we studied its applicability, especially regarding version control, in an organization that has several software projects (CEPEL). From the activity aimed at creating awareness of the concepts and the goal of CM in software development, the stakeholders could understand the importance of the implementation of a VCS for their projects. The teams responsible for small-size projects that manually controlled the versions did not still consider the lack of a support tool as a problem as the size of the team and the number of releases were relatively small and there was no concurrent work. However, thanks to the training effort and to the monitoring of the process, it was possible to show that the manual control of versions can become quite time-consuming as the project grows. The duration of the stages for preparation and migration varied according to the size of the history in store (e.g., in another VCS, in folders, or on CDs), the number of project versions, and the type of VCS used. The projects that used VSS had greater difficulty in migration, particularly due to problems such as corruption in the repository base. The mean execution duration for this process was of three months per project. However, this duration varied for more or less according to some factors amongst which the complexity associated to the restructuring of the repositories (of teams that already used another VCS), the availability of the project team to hold the meetings, and the migration stage. The adopted VCS works by default with the optimistic policy, that is, prioritizing the concurrent work. Developers who used VSS displayed some resistance with this feature as it uses, by default, the pessimistic policy (based on locking actions). This fact was circumvented by the possibility of using the same policy in Subversion. Apart from that, the choice of the concurrence control policy in Subversion can be done for each artifact in an independent manner. Finally, the resistance regarding the use of the new tools, by part of some teams, was overcome by carrying out the training course and the mentoring activity. It is also important to note that the inclusion of a training stage in the concepts and practices of the CM area many times dissolved resistances and doubts on the implementation. Therefore, the success of this kind of work depends both on the qualification and awareness of those involved, and on the planning of the new CM structure, apart from its correct implementation. For future work, there is a possibility of using the proposed process in other CEPEL projects. Also, we intend to use the process to deal with the other CM systems (e.g. issue tracking and build tools) and apply it in other organizations.
