The BT algorithm of Bouchitté and Todinca based on enumerating potential maximal cliques, originally proposed for the treewidth and minimum fill-in problems, yields improved exact exponential-time algorithms for various graph optimization problems related to optimal triangulations. While the BT algorithm has received significant attention in terms of theoretical analysis, less attention has been paid on engineering efficient implementations of the algorithm for different problems and thereby on empirical studies on its effectiveness in practice. In this work, we provide an experimental evaluation of an implementation of the BT algorithm, based on our second-place winning entry in the 2nd Parameterized Algorithms and Computational Experiments Challenge (PACE 2017), extended to several related graph problems: treewidth, minimum fill-in, generalized and fractional hypertreewidth, and the total table size problem. Instead of focusing on problem-specific optimization of BT for a particular problem, our focus in this work is on studying the applicability of BT more generally to a range of problems. Based on the results, we conclude that an efficient implementation of the BT algorithm yields an empirically competitive approach to each of the considered problems when compared to available implementations of alternative problem-specific algorithmic approaches.
INTRODUCTION
Enumeration of potential maximal cliques yields improved exact exponential-time algorithms for various graph optimization problems where the optimal solutions are related to optimal graph 1.9:2 T. Korhonen et al.
triangulations with respect to different cost functions. A central algorithm in this setting is the Bouchitté and Todinca (BT) algorithm first proposed by Bouchitté and Todinca for the treewidth and minimum fill-in problems [16] . The BT algorithm for treewidth and minimum fill-in enumerates potential maximal cliques in order to solve the problems via dynamic programming. The algorithm runs in polynomial time with respect to the number of potential maximal cliques, or more precisely, with respect to the number of minimal separators of the input graph. Later on, the BT algorithm has received significant attention in terms of theoretical analysis. It has been shown to be applicable to a range of cost functions [11, 24, 27] and to yield new exact algorithms and improved worst-case upper bounds [23, 25, 34] . However, from a more experimental perspective, less attention has been paid on engineering efficient implementations of variants of the BT algorithm for different problems and on empirical studies on the effectiveness of the implementations. As Bodlaender and Fomin put it in the context of treewidth, "While these algorithms provide the best-known running times, they are based on computations of potential maximal cliques and may be difficult to implement" [12] ; the lack of empirical analysis may be due to the difficulty of engineering efficient implementations of the approach.
As a recent development, the best-performing top-3 algorithm implementations in the exact minimum fill-in track of the 2nd Parameterized Algorithms and Computational Experiments challenge (PACE) [22] were based on adaptations of the BT algorithm for the minimum fill-in problem. In this work, we provide an experimental evaluation of our implementation of the BT algorithm, based on our second-place winning entry in the PACE challenge, extended to several related graph problems. Instead of focusing on problem-specific optimization of BT for a particular problem, such as the so-called positive instance driven dynamic programming for treewidth (PIDDT) BT approach specific to treewidth, our focus in this work is on studying the applicability of BT more generally to a range of problems. For each of the problems, we report results from an experimental comparison of the empirical performance of our open source BT algorithm implementation with available-to the best of our knowledge state-of-the-art-implementations of other algorithmic approaches proposed for the particular problem. In particular, we consider the following five problems.
Treewidth [23, 27, 46] , intuitively giving a measure for how close a graph is to a tree, is a central notion in the analysis of tractable fragments of NP-hard problems [8, 9] . For example, constraint satisfaction problems and Bayesian inference [18, 20, 26] are exponential only in the treewidth of the underlying graph representations of instances, yielding tractability for classes of instances with bounded treewidth. We compare our BT implementation for treewidth to both the earlier-proposed QuickBB branch-and-bound algorithm [30] and a declarative approach based on encoding the problem as maximum satisfiability (MaxSAT) [3] and applying a state-of-the-art MaxSAT solver to solve the resulting MaxSAT instance. Furthermore, we report results for PIDDT [52] , a variant of BT with treewidth-specific optimizations. Minimum Fill-In [23, 27, 48] is an alternative definition of optimal triangulations as those that are obtained by minimizing the number of added edges to a given graph. Interchangeably referred to as the chordal completion problem [5, 13] , minimum fill-in has applications in, e.g., Gaussian elimination for sparse matrices [49] and phylogenetics [34, 35, 38] . We compare our BT implementation to a recently-proposed integer programming approach [4] that uses lazy constraint generation and a heuristic separation method specifically designed for the minimum fill-in problem. [31, 33, 45] are generalizations of the central notion of treewidth to hypertrees, with motivations in refined analysis of constraint satisfaction problems [31, 33, 44] . Here, we compare our BT implementation to the BB-ghw algorithm [51] , a specialized branch-and-bound approach to generalized hypertreewidth, as well as to the det-k-decomp backtracking algorithm [32] specific to (non-generalized) hypertreewidth. Total Table Size [11, 37, 41, 47] , compared to treewidth and minimum fill-in, gives more exact bounds on the memory and time requirements for inference over Bayesian networks [39, 40] . More specifically, an optimal triangulation in terms of total table size minimizes the sum of the sizes of the conditional probability tables of a given Bayesian network, providing best performance guarantees for the junction tree inference algorithm [39, 40] . We compare our BT implementation to the recently proposed extended depth-first search (EDFS) branch-and-bound algorithm [41] .
Generalized and Fractional Hypertreewidth
Based on the results, we conclude that an efficient implementation of the BT algorithm yields an empirically competitive approach for each of the considered problems.
The rest of this article is organized as follows. We start with necessary preliminaries on graphrelated concepts and terminology (Section 2). Then, we overview the types of problems and cost functions to which the BT algorithm can be adapted (Section 3), and give a description of the generic BT algorithm (Section 4). Further implementation details and main results from the experimental evaluation are presented in Section 5.
PRELIMINARIES
We recall graph-related concepts to the extent necessary for the remainder of this article. We assume graphs to be undirected and simple.
The set of vertices and edges of a graph G are denoted by V (G) and E (G), respectively. A graph G is complete if it has an edge between every pair of vertices. Given a set of vertices S, we denote the set of edges of a complete graph having S as vertices by S 2 , i.e.,
The neighborhood N(v) of a vertex v ∈ V (G) contains the nodes u for which {u, v} ∈ E (G), i.e., N(v) = {u | {u, v} ∈ E (G)}. This notation is extended to a set S of vertices by N(
A graph G is chordal if every cycle of length at least 4 has a chord, i.e., an edge joining two nonadjacent vertices in the cycle. A triangulation H of G is a chordal graph that contains G, i.e., such that V (H ) = V (G) and E(G) ⊂ E (H ). A triangulation H of G is minimal if no proper subgraph of H is a triangulation of G. We denote the set of minimal triangulations of G by MT(G). The edges in E (H ) \ E (G) are fill edges, denoted in set-notation by FE H (G), dropping the subscript when clear from context.
is complete. A clique ω is maximal if no other clique ω satisfies ω ω . We denote the set of maximal cliques of G by MC(G). A set of vertices Ω ⊂ V (G) is a potential maximal clique (PMC) if there is a minimal triangulation H ∈ MT(G) with Ω ∈ MC(H ). We denote the set of all potential maximal cliques of G by Π(G). are connected to any nodes in V (G) \ C in G. We denote the set of connected components of G by C(G). A set S ⊂ V (G) is a separator of G if the graph G \ S has at least two connected components. For a separator S, a component C ∈ C(G \ S ) is a full component of S if N(C) = S. A separator S is minimal if it has at least two full components. We denote the set of minimal separators of G by Δ(G). A tuple (S, C) consisting of a minimal separator S ∈ Δ(G) and a component C ∈ C(G \ S ) of S is a block associated to S. A block (S, C) is full if C is a full component of S. In this work, we only consider full blocks and will, for simplicity, use the term block to refer to full blocks. Whenever clear from context, we also use (S, C) to denote the nodes in S ∪ C. The realization R(S, C) of a block (S, C) is the graph with
by completing S into a clique. A block (S, C) is associated with a potential maximal clique Ω if C ∈ C(G \ Ω) and N(C) = S. Notice that this also implies S ⊂ Ω. Given a block and a PMC Ω, the set (S, C : Ω) contains all blocks (S i , C i ) associated with Ω for which
Example 2.2. Let S = {v 3 , v 4 } and consider the graphs G and G \ S in Figure 1 left and right, respectively. As G is connected, we have
Hence, S is a separator of G. As both (S, {v 5 , v 6 }) and (S, {v 1 , v 2 }) are blocks associated with S, S is a minimal separator. The block (S, {v 1 , v 2 }) is associated with the PMC {v 3 , v 4 , v 5 }.
PROBLEMS COMPUTABLE USING THE BT ALGORITHM
We overview three classes of objective functions, which can be addressed with the BT algorithmbased on the abstract framework of [11, 27] . As instantiations of the framework, we provide definitions for the five concrete optimization problems considered in this article.
Given an undirected graph, the BT algorithm can be used for determining the value of f (G) for different types of graph parameters f . Specifically, the BT algorithm is applicable whenever the function f is one of the following three types.
Clique-type [27] . f is of clique-type if
Fill-type [27] . f is of fill-type if
for some edge-function д e : V (G) 2 → R + .
Clique-sum-type [11] . f is of clique-sum-type if
Given a graph parameter f and a graph G, a triangulation H ∈ MT(G) is optimal if (i) f is of clique-type with a clique function д c and f (G) = max ω ∈MC(H ) д c (ω), (ii) f is of fill-type with an edge function д e and f (G) = e ∈FE H (G ) д e (e), or (iii) f is of clique-sum-type with a fast clique function д s and
Several well-known graph optimization problems are instantiations of one of these three types of graph parameters. In this work, we evaluate the BT algorithm on the following five problems.
Treewidth [23, 27, 48] . The treewidth problem asks to compute
The treewidth problem is of clique-type with д c (ω) = |ω | − 1. [23, 27, 46] . The minimum fill-in problem asks to compute
Minimum fill-in
The minimum fill-in problem is of fill-type with д e (e) = 1. [31, 33, 45] . Hypergraphs generalize graphs by allowing arbitrary subsets of vertices as (hyper)edges.
Generalized & Fractional Hypertreewidth
We denote the size of the smallest edge cover of K by COV G (K ) and the size of the smallest fractional edge cover of K by FCOV G (K ). The primal graph Prim(G) of a hypergraph
Observe that each edge in Prim(G) contains two vertices, i.e., all definitions from Section 2 are applicable.
The generalized hypertreewidth (GHTW) problem asks to compute
The fractional hypertreewidth (FHTW) problem asks to compute
Both problems are of clique-type with
Total Table Size [11, 37, 41, 47] . Let G be a moralized Bayesian Network, i.e., an undirected graph, and ts : V (G) → N a function, mapping each random variable X ∈ V (G) to ts(X ), the size of the probability table associated with X in G. The total table size problem (TTS) asks to compute
The necessity of д s being fast is discussed in Ref. [11] .
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TTS is of clique-sum-type with д s (ω) = X ∈ω ts(X ). To see why д s is fast, assume that ts(X ) ≥ 2 for all X and let
Note that the assumption ts(X ) ≥ 2 is not restrictive when considering random variables. Finally, we note that an alternative way of defining the considered problems is through tree decompositions (see, e.g., Ref. [10] ). A tree decomposition of a graph G is a tuple (T , χ ), where T is a tree and χ = {X t | t ∈ V (T )} is a collection of subsets (bags) of the vertices of G, with the following properties.
Property (iii) is often referred to as the running intersection property and can be defined in several equivalent ways. One such alternative definition is
for which k lies on the (unique) path from i to j in T [9] . A (fractional) generalized hypertree decomposition of a hypergraph G is a tuple
is a tree decomposition of Prim(G) and λ i is a (fractional) edge cover of X i for all i = 1, . . . , n. The alternative definitions of all optimization problems we consider are based on the bags of the tree decompositions. The equivalence between the definitions follows from the well-known connection between triangulations and tree decompositions [9, 29] . More precisely, given any triangulation H of G, it is straightforward to obtain a tree decomposition of G with the maximal cliques of H as bags, and vice versa.
BT ALGORITHM
We continue with a description of the BT algorithm, which our implementation of the approach is based on. Further details and formal justifications for BT algorithm can be found in several different sources [7, 11, 16, 17, 23, 27, 45] .
Decomposing Graph Parameter Computation
Given a graph G and a graph parameter f , the BT algorithm decomposes the computation of f (G) into the computation of f (R(S, C)) for all blocks (S, C). Recall that (S, C) is a block of G whenever S ∈ Δ(G) and C is a full component of S, i.e., C ∈ C(G \ S ) and N(C) = S. With slight abuse of notation, we also let G = R(∅, V (G)). The correctness of the BT algorithm is due to the following theorem. [27] and [11] ) Let G be a graph, and f , one of the three types of graph parameters discussed in Section 3.
Theorem 4.1. (Adapted from Refs
If f is of clique-type with a clique function д c , then
If f is of fill-type with an edge function д e , then
If f is of clique-sum-type with a fast clique function д s , then
In order to unify the three types of graph parameters in our implementation of the BT algorithm, we use two abstract functions cliqueCost and merдeCost, which are instantiated depending on the graph parameter f being computed. The function cliqueCost computes the additional cost incurred by a PMC Ω ⊂ (S, C). To compute fill-type parameters, the function cliqueCost requires both Ω and S as inputs. More concretely, whenever f is of clique-type or clique-sum-type with a (fast) clique function д c , then cliqueCost (Ω, S ) = д c (Ω). If f is of fill-type with an edge function д e , then cliqueCost (Ω, S ) = e ∈Ω 2 \(E (G )∪S 2 ) д e (e). The function merдeCost merges the cost of the current Ω with the costs of the blocks in (S, C : Ω). More concretely, given a set X of numbers, merдeCost combines them in a manner defined by f . If f is of clique-type, then merдeCost (X ) = max(X ), and if f is of fill-type or clique-sum-type, then merдeCost (X ) = x ∈X x. Using these two functions, Theorem 4.1 can be restated as follows. Corollary 1. Let G be a graph and f one of the three types of graph parameters discussed in Section 3. Then,
For a block (S, C) and a fixed PMC
Informally, the optimal cost of R(S, C) with respect to Ω is computed by only considering triangulations of R(S, C) in which Ω has been completed into a clique.
Detailed Description
Our implementation of the BT algorithm is presented in pseudocode as Algorithm 1. The implementation is mainly based on Refs. [7] , [17] , and [23] . As mentioned, the BT algorithm works by decomposing the computation of f (G) = f (R(∅, V (G))) into the computation of f (R(S, C)) of all blocks of G. Furthermore, following Corollary 1, the value of f (R(S, C)) is computed as the minimum cost of R(S, C) with respect to Ω over all Ω ∈ Π(G) satisfying S Ω ⊂ (S, C). Algorithm 1 proceeds over triplets of form (Ω, S, C), where (S, C) is a block and Ω ∈ Π(G) satisfies S Ω ⊂ (S, C). The optimal cost of R(S, C) with respect to Ω is computed on Lines 14-18. Whenever this cost is lower than the best known cost for R(S, C) (Line 20), the value of dp [ 
(S, C)] is updated (Line 21) and Ω is stored in optChoice[(S, C)] (Line 22). After processing all triplets (Lines 16-22), the value of each dp[(S, C)] is equal to f (R(S, C)) for all blocks, and optChoice[(S, C)]
contains the PMC Ω ⊂ S ∪ C that needs to be completed into a clique when constructing an optimal triangulation of R(S, C). Specifically, the value of f (G) is stored in dp[(∅, V (G))] (Line 25).
After running Algorithm 1, the optimal triangulation H can be reconstructed using a breadthfirst search-like procedure shown in Algorithm 2. Starting from B = (∅, V (G)) (Line 3), the potential maximal clique Ω B corresponding to f (R(B)) is completed into a clique (Line 7), and all blocks B i ∈ (B : Ω B ) are added to the queue (Lines 8-10). Notice that Ω B = optChoice [B] .
We note that in order to compute the optimal cost of R(S, C) for a PMC Ω, the optimal cost of all blocks in (S, C : Ω) needs to be computed. In our implementation of Algorithm 1, all triplets (Ω, S, C) are computed before the actual search (Lines 2-10), and then processed in order of increasing sizes of S ∪ C (Line 12). First, all potential maximal cliques are enumerated using the procedure from Ref. [17] (Line 2), which in turn uses the procedure for enumerating all minimal separators from Ref. [7] . Then, for each potential maximal clique, all blocks (S, C) for which S Ω ⊂ (S, C) are initialized (Lines 4-10). The addition of the "dummy state" (Ω, ∅, V (G)) on Line 10 is used for retrieving the optimal value f (G).
11 end 12 sort T in increasing order of |S ∪ C | ; 13 dp[(S, C)] gets ∞ for all (S, C); We do not present pseudocode for enumerating potential maximal cliques here, as our implementation is directly based on the pseudocode of Ref. [17] , using also the optimizations mentioned therein. Let G be a graph with n nodes, v ∈ V (G) and G = G \ {v}, i.e., G with the node v removed. The enumeration of potential maximal cliques is based on a characterization of Π(G) in terms of Π(G ), Δ(G ), and Δ(G). In other words, the set
In our implementation, the vertices are added to V i in reverse order of the elimination order produced by maximum cardinality search [54] . The potential maximal clique enumeration algorithm uses the algorithm for minimal separator enumeration proposed in Ref. [7] . The set Δ(G) is computed by extending the set of minimal separators included in the neighborhood N(v) of each v ∈ V (G) by a simple generation rule [7] .
In order to analyze the total running time of Algorithm 1, we discuss the running time of the potential maximal clique enumeration (Line 2) and the DP search (Lines 4-22 
, this is also polynomial time w.r.t. the number of potential maximal cliques. The minimal separator enumeration algorithm used as a subroutine during potential maximal clique enumeration runs in O (n 3 |Δ(G)|) time [7] . Since |Δ(G)| = O (1.6181 n ) [25] , the total running time of potential maximal clique enumeration is O (2.6183 n ).
The total running time of the of the DP search (Lines 4-22) depends on the graph parameter being computed, i.e., on the time complexities of the functions cliqueCost and merдeCost. For all of the problems we consider, each invocation of merдeCost is computable in constant time as merдeCost (c 1 , c 2 ) is either c 1 + c 2 or max(c 1 , c 2 ). As the number of triplets (Ω, S, C) considered is O (|Π(G)|n), the total time complexity of the DP search is O (д t (n)|Π(G)|n + |Π(G)|nm) where д t (n) is the time complexity of cliqueCost. For clique-type and clique-sum-type graph parameters, the value of cliqueCost (Ω, S ) depends only on Ω. Hence, the values can be precomputed, decreasing the total time complexity of the DP search to O (д t (n)|Π(G)| + |Π(G)|nm). For fill-type parameters we assume that the values д e (e) of the edge function can be computed in constant time for each edge e. The assumption is reasonable as the values can be precomputed for all O (n 2 ) possible edges. This results in O (|Π(G)|n 3 ) time complexity for the DP search on fill-type parameters. As |Π(G)| = O (1.7549 n ) [25] , the total running time of the DP search with respect to n is O (1.7549 n д t (n)). For an alternative view, if cliqueCost (Ω, S ) is computable in polynomial time in n for each Ω and S, the total running time of the DP search is O (poly(n) · |Π(G)|). For such problems, the time complexity of Algorithm 1 is dominated by the enumeration of potential maximal cliques, an observation that is supported by our experimental evaluation.
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The benchmarks used in the evaluation reported on in this section are also available at this location. Before presenting detailed results for the individual problems, we provide further practical details on Triangulator.
Implementation Details
Triangulator is written in C++, with around 800 lines in the generic BT algorithm implementation and 4,000 lines in total. We make use of the data structures in the C++ standard library (vector, set, and map) to the extent possible and use recursive depth-first searches for standard graph traversal/modifying procedures. All additional data structures and algorithms were implemented from scratch. We note that careful low-level optimizations could further reduce the running time of Triangulator by at least a reasonable constant factor. For further implementation-level details, the source code is available for inspection.
Before invoking Algorithm 1, Triangulator applies a number of preprocessing rules to the input graph G. First G is decomposed on its clique separators [53] . The value of f (G[C i ]) is computed separately for each component C i in the decomposition and the value of f (G) is obtained by merging the values of f (G[C i ]) for each component using the merдeCost function. Furthermore, the optimal triangulations of each component are merged to form the optimal triangulation of G. Computation of the clique separator decomposition of G is done by first computing a minimal triangulation H ∈ MT(G) [6, 50, 53] . The triangulation H is also used to obtain an upper bound U of f (G). The bound allows instance-specific pruning of the set of potential maximal cliques that need to be considered during Algorithm 1. More specifically, any Ω ∈ Π(G) that is shown to not be a maximal clique in any optimal triangulation of G is ignored. For a simple example, if f (G) = TW(G), then all potential maximal cliques Ω for which |Ω| − 1 > U are ignored. We emphasize that these optimizations often do not significantly affect the overall running time of Triangulator. As discussed in the previous section, the overall running time of Triangulator is for most problems dominated by the enumeration of the PMCs. Since pruning is only done after a PMC has been computed, it does not decrease the total number of PMCs that are enumerated.
For treewidth and minimum fill-in, an additional preprocessing technique based on safe separators [14, 15] is applied. In more detail, let v ∈ V (G) be a vertex of G such that the neighborhood N(v) requires one edge in order to be completed into a clique, i.e., such that N(v) 2 \ E (G[N(v)]) = {{u, t }} for two vertices u, t ∈ N(v). During this phase of preprocessing, the edge {u, t } is added to G [14, 15] . A special case of this rule in graphs containing no clique separators is the elimination of all degree-two vertices. Finally, for minimum fill-in, we also use a known kernelization algorithm [46] . Note that the kernelization algorithm also gives lower and upper bounds for minimum fill-in.
Instantiating cliqueCost is straightforward for most of the problems considered in this work. However, instantiating COV G (ω) for the generalized hypertreewidth problem and FCOV G (ω) for the fractional hypertreewidth problem is non-trivial. For computing COV G (ω), we implemented a branch-and-bound set cover algorithm, which branches on vertices that are still uncovered by the set of selected edges. When choosing which edge to cover a vertex with, the algorithm tries edges that cover a maximal number of uncovered vertices first. For computing FCOV G (ω), we use the GLPK linear programming solver [42] and a straightforward linear programming model of the fractional set cover.
Treewidth
Considering the treewidth problem, we compare the performance of Triangulator to those of the QuickBB branch-and-bound algorithm [30] and a declarative approach based on encoding treewidth as maximum satisfiability (MaxSAT) and applying a state-of-the-art MaxSAT solver to determine treewidth [3] . Furthermore, we give results for PIDDT [52] , a so-called positive instance driven variant of the BT algorithm, which, employing problem-specific optimizations, took second place in the exact competition of the treewidth track of the 2017 PACE challenge.
Both QuickBB and the MaxSAT encoding make use of elimination orderings for computing the treewidth of a graph G = (V , E). An elimination ordering of G is any linear ordering ≺ of V . A vertex v i ∈ V is a predecessor (in ≺) of another vertex v j if v i ≺ v j and {v i , v j } ∈ E. The completion of G under ≺ is a directed graph, obtained by first adding edges between any two vertices v i and v j of G that have a common predecessor until fix-point, and then ordering all edges according to ≺. The width of ≺ is the maximum out-degree of any vertex in the completion of G under ≺ and the treewidth of G is the minimum width over all elimination orderings of G [10, 20] .
QuickBB searches over elimination orderings of the vertices of G = (V , E). Each node in the search tree is a linear ordering ≺ S of some subset S ⊂ V . The main observation underlying QuickBB is that the width of ≺ S is a lower bound of the width of any elimination ordering ≺ obtained by completing ≺ S to an elimination ordering of G. Thus, a branch of the search tree can be pruned whenever the width of the ordering of that node is higher than the current known upper bound of the treewidth. QuickBB also uses a number of additional heuristics to prune the search space and limit the number of generated branches [30] .
The MaxSAT encoding is based on encoding elimination orders via propositional constraints. Given a graph G = (V , E), the encoding produces an unweighted MaxSAT instance F (G) with |V | − 1 unit-weighted soft propositional clauses {C 1 , . . . ,C |V |−1 } such that TW(G) ≤ k if and only if there is a truth assignment that satisfies all hard clauses in F (G) and the soft clauses C k , . . . ,C |V |−1 . The hard clauses of F (G) encode elimination orderings and, further, implement the completion procedure. We report results for the MaxSAT approach using the Maxino [1] MaxSAT solver. We note that Maxino performed the best on these instances out of the three best-performing solvers (namely Maxino, MaxHS [19] , and Open-WBO [43] ) in the unweighted track of the MaxSAT Evaluation 2017 [2] .
PIDDT implements a variant of the BT algorithm and is highly optimized for the decision version of the treewidth problem. More specifically, given a graph G and an integer k, PIDDT uses a dynamic programming scheme similar to Triangulator to decide if TW(G) ≤ k. In contrast to Triangulator, PIDDT uses treewidth-specific heuristics in order to enumerate only the PMCs required to decide if TW(G) ≤ k during the dynamic programming search. Notice that computing the treewidth of G often requires iterating the algorithm for several different values of k. Following Ref. [52] , we used a linear search strategy starting with k equal to the minimum degree of the graph and incrementing by one for each negative answer.
As benchmark instances for treewidth, we used instances from the PACE 2016 and 2017 treewidth and minimum fill-in challenges [21, 22] , the DIMACS graphs available at http://mat. gsia.cmu.edu/COLOR/instances.html, and Bayesian networks from the bnlearn Bayesian Network Repository (http://www.bnlearn.com/bnrepository/). Out of a total of 589 benchmarks obtained, 469 were solved by at least one of the three approaches within a per-instance timeout of 1 hour.
A comparison of the performance of Triangulator, QuickBB, MaxSAT, and PIDDT is presented in Figure 2 , which shows the number of instances solved by each approach (x-axis) in terms of the per-instance time limit enforced on the algorithms (y-axis). Overall, within a per-instance time limit of 1 hour, Triangulator solved a total of 309 instances, whereas QuickBB solved 290 instances and Maxino on the MaxSAT encoding 225. We note that the MaxSAT approach specifically suffered from weak performance on the larger benchmarks, as the size of the declarative encoding increases. These results suggest that a generic implementation of the BT algorithm, such as Triangulator designed to be applicable to a range of problems, can exhibit better performance on the treewidth problem when compared to other specialized algorithms for the same problem. As for the impact of the preprocessing techniques applicable on treewidth, the "BT noPre" plot in Figure 2 shows the performance of Triangulator without applying preprocessing; we observed that preprocessing had a noticeable positive effect on runtime performance of some-but not on a majority of the-instances, and did not appear to significantly hurt performance on any of the instances. Furthermore, the even better performance of PIDDT, solving a total of 459 instances, shows the potential of applying problem-specific implementations within the BT algorithm when aiming at solving a specific problem. However, rather than focusing on studying problem-specific optimizations, we continue by evaluating the generic approach of Triangulator on a variety of other problems. 2 
Minimum Fill-In
Considering the minimum fill-in problem, we compare the performance of Triangulator to that of a recent integer programming (IP) approach [4] . The IP approach is based on formulating the minimum fill-in problem as an integer program and applying problem-specific lazy constraint generation and a heuristic separation approach for obtaining cuts. The IP approach builds on earlier work by the same authors on a Benders decomposition approach [5] for minimum fill-in. We obtained the implementation of the IP approach directly from the authors, and, following the authors, used the IBM ILOG CPLEX integer programming solver [36] (version 12.7) as the underlying IP/LP solver.
An overview of the results for minimum fill-in is presented in Figure 3 , using the same set of benchmarks as in our treewidth experiments. We note that there is a significant overlap between this benchmark set and the one used by the authors of the IP approach in their experiments [4] . Overall, Triangulator solved 299 instances, while the IP approach solved 228. Triangulator solved 10 more treewidth instances than minimum fill-in instances, even though the instances consist of exactly the same graphs. We hypothesize that this may be due to preprocessing being more effective on the treewidth objective function than on the minimum fill-in objective. More detailed results, using the set of benchmarks used in evaluating the IP approach [4] , are shown in Table 1 . The faster running time for each instance is given in boldface. Here, we observe that Triangulator consistently outperforms the IP approach especially on the grid and queens families of benchmarks.
Generalized and Fractional Hypertreewidth
Turning to generalized and fractional hypertreewidth, we note that-to the best of our understanding-the only exact algorithm implementation for generalized hypertreewidth is BBghw [51] . For fractional hypertreewidth, we are not aware of any available exact algorithm implementations. However, we will also report on the running times of the det-k-decomp [32] algorithm for deciding if a hypergraph has a (non-generalized, standard) hypertree decomposition of width at most k, thus solving more restricted variants of the actual problems of generalized and fractional hypertreewidth. 3 BB-ghw is an algorithm for computing the generalized hypertreewidth of a hypergraph G by branch-and-bound search over elimination orderings of the primal graph Prim(G) of G. Each node in the search tree corresponds to a partial elimination ordering of Prim(G). The tree is pruned by computing a lower bound on GHTW(G) using the lower bound on TW(Prim(G)) and exactly solving an integer program.
det-k-decomp is an algorithm for deciding if a hypergraph has a (non-generalized) hypertree decomposition of width at most k. A hypertree decomposition is a generalized hypertree decomposition ((T Gr , X 1 , . . . , X n ), λ 1 , . . . , λ n ) in which each edge cover λ i satisfies λ i (e) = 0 for all edges e for which e \ X i ≤ ∅. The algorithm det-k-decomp decides whether a hypergraph has a (non-generalized) hypertree decomposition of width at most k by recursively branching on a separator of the graph. We use det-k-decomp to compute the hypertreewidth of a hypergraph G by linearly searching for the smallest k for which G has a hypertree decomposition of width at most k. For a fixed k, det-k-decomp runs in polynomial time, with the polynomial depending on k. TO  queen6_8  48  458  -TO  TO  queen6_9  54  551  -TO  TO  queen6_10  60  650  -TO  TO  queen7_7  49  476  -TO  TO  queen7_8  56  588  -TO  TO  queen7_9  63  707  -TO  TO  queen7_10  70  833  -TO  TO  queen8_8  64  728  -TO  TO Here |V | and |E | are the numbers of vertices and edges of the graph, respectively. The column Min-fill gives the cost of the optimal minimum fill-in as determined by the algorithms. As benchmarks, we used the 265 hypertreewidth instances available at https://www.dbai. tuwien.ac.at/proj/hypertree/downloads.html [28] . A per-instance time limit of 1h was enforced on all approaches.
An overview of the results is presented in Figure 4 , here using log scale for better readability. For generalized hypertreewidth, Triangulator solved 38 instances, while the directly comparable BB-ghw solved 27. Solving the fractional hypertreewidth problem appears more time-consuming than solving generalized hypertreewidth for Triangulator, with 33 instances solved for fractional treewidth. The det-k-decomp algorithm for (non-generalized) hypertreewidth solves 34 instances, which is less that Triangulator for generalized hypertreewidth.
A more detailed listing of the results for each instance solved by at least one of the approaches (as the respective problem variant) is presented in Table 2 , with the faster running time of Triangulator and BB-ghw reported in boldface for each instance for the generalized hypertreewidth problem. We observe that Triangulator is consistently competitive with BB-ghw; BB-ghw is faster mainly on instances on which Triangulator also takes only a few seconds at most.
Total Table Size
Finally, considering total table size, we compare the performance of Triangulator with that of the recently proposed extended depth-first search (EDFS) algorithm [41] . EDFS is an extension of a depth-first search algorithm [47] based on a branch-and-bound search over vertex elimination orderings while efficiently maintaining the set of maximal cliques of a partially triangulated graph. The set of maximal cliques is maintained for computing the total table size of the partial solution, which is then used for pruning the search space. The EDFS algorithm improves the basic depthfirst search algorithm by introducing a new maximal clique maintenance algorithm and a new rule for pruning elimination orderings that lead to identical triangulations.
As total table size benchmarks, we used Bayesian networks from the standard bnlearn Bayesian Network Repository, following Ref. [41] . Version 8 of the Java Virtual Machine was used for running the EDFS algorithm. A per-instances time limit of 2 hours was enforced on the algorithms.
Detailed results are presented in Table 3 . We observe that Triangulator is clearly competitive, exhibiting faster running times for each instance solved by the approaches. Here |V | and |E | are the numbers of vertices and edges of the hypergraph, respectively, and |E | is the number of edges in the primal graph. The columns GHTW, FHTW, and HTW give the actual widths for the individual instances as determined by the algorithms. Here |V | and |E | are the number of vertices and edges, respectively, of the moralized Bayesian network. The column TTS gives the total table size as determined by the algorithms.
CONCLUSIONS
The BT algorithm originally proposed by Bouchitté and Todinca for the treewidth and minimum fill-in problems yields good exponential-time algorithms for various graph optimization problems where the underlying goal is to find an optimal graph triangulation (under different notions of optimality). While there has been noticeable interest in extensions and variations of the BT algorithm in terms of theoretical analysis, there are few reported works on the implementation and empirical evaluation of this class of algorithms. To bridge this gap, in this article, we empirically evaluated our implementation of the BT algorithm for five well-known problems to which the algorithm can be extended. For each of the problems, we provided an empirical comparison of our open source BT implementation called Triangulator with other algorithmic approaches proposed and implemented for the distinct problem. The empirical results suggest that implementing and extending the BT algorithm yields an empirically competitive approach to each of the considered problems. Improvements to the procedure for enumerating potential maximal cliques as a current performance bottleneck can be expected to yield further improvements in terms of empirical running times, and is thereby an interesting direction for further work. The empirical results on the five problems considered in this work also suggest that the BT algorithm could provide a practical solution method for futher problems, for example, by studying ways of making use of further extensions of the approach [24] in practice.
