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 Abstrakt 
Ve své práci se z počátku věnuji teoretické problematice editace videa. Nejprve je objasněna základní 
terminologie, poté se pozornost upírá k historické analogové editaci a následně i moderní editaci 
digitální. Zde není opomenuta velmi zajímavá historie vývoje tohoto oboru, popsána je struktura 
aplikací pro editaci videa jak je známe dnes. Shrnuty jsou také nejpoužívanější digitální formáty. 
V dalších kapitolách je pozornost věnována návrhu jednoduchého editoru videa. Jsou stručně popsány 
použité technologie s odůvodněním výběru. Výsledkem práce je knihovna poskytující nástroje 
pro editaci videa, které jsou demonstrovány v ukázkové aplikaci. 
 
Abstract 
In this paper I pay attention to video editation issue. Firstly the basic terminology is explained, then 
the history of analog editation is described and further more even digital editation as well. At this spot, 
very interesting history of development of this field isn’t forgotten and also the architecture of video 
editing software is described as we know them today. The most used digital forrmats are summarized 
as well. In next chapters the design of simple video editing application is explained. The applied 
technologies are briefly described and the decision of the choice is clarified. The result of whole work 
is a library of tools for video processing applications development demonstrated in a simple 
application. 
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Úvod 
Editace videa je obor, jehož počátky sahají daleko do minulosti. Dnešnímu modernímu člověku 
„nepoučenému“ využívajícímu hojně digitálních technologií by se snad mohlo zdát až s podivem, 
že v počátcích byl tento dnes rychlý a levný proces poměrně zdlouhavý, finančně náročný a především 
nevratný. Vracím se těmito slovy k době datující se do 30. let minulého století, kam také sahají 
samotné prapočátky analogové – nebo-li lineární – editace videa 
K této době se také upírá pozornost první části dokumentu, jehož řádky právě pročítáte. 
V kapitole „1 Základní pojmy“ je objasněna výchozí terminologie a popsány jsou zejména rozdíly 
mezi destruktivní a nedestruktivní editací, jakožto režimem editování online nebo offline. Kapitola 
„2 Počátky a rozvoj editace videa“ tyto poznatky dál rozvíjí a tematicky se vrací ke kořenům 
problematiky editace videa. Stručně jsou zde popsány praktiky z období prostého střihu filmové pásky 
nůžkami, přes vznik prvních magnetických pásek až po ranné nedestruktivní metody. Ačkoli se dnes 
již jedná o pouze historickou záležitost, má přesto svůj význam a místo, jelikož pomáhá k pochopení 
problematiky digitální – nebo nelineární, chcete-li – editace videa. 
Moderní digitální způsob editace se dočká pozornosti poprvé v kapitole druhé a bude čtenáře 
provázet po zbytek celého dokumentu. Další kapitola se věnuje stručnému přehledu dnešních 
digitálních editorů. V práci se snažím zdůraznit přínosy digitální editace jako takové 
a pro zainteresovaného člověka bude jistě velmi zajímavá kapitola věnující se historické evoluci od 
konců analogových editačních postupů až k dnešním editorům jak je známe z praxe.  
Tím končí teoretická část má práce a pozornost se začíná ubírat k samotnému zpracování 
praktické části. Tu představuje návrh a realizace implementace jednoduché aplikace pro editaci videa. 
V kapitole „4 Implementace editoru videa“ rámcově popisuji aplikaci jako celek včetně jejich funkcí 
a použitých technologií. Zejména zajímavá je kapitola týkající se návrhových vzorů, ve které stručně 
charakterizuji dnes nejpoužívanější trojici, z nichž s odůvodněním vybírám návrhový vzor pro vlastní 
implementaci. V dalších kapitolách je vysvětlena architektura a nastíněn je způsob implementace 
důležitých celků. Výsledkem je jednoduchá aplikace pro editaci videa s přehledným ovládáním 
a moderním vzhledem. 
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1 Základní pojmy 
Základní rozdělení metod pro editaci videa lze provést z hlediska přístupu ke zdrojovému materiálu 
na destruktivní a nedestruktivní, dále dle typu zpracovávaného materiálu na online a offline. Dalším 
důležitým prvkem popsaným v této kapitole jsou seznamy editačních rozhodnutí, které se uplatňovaly 
v různé formě už v minulosti a své důležité postavení si uchovávají i dnes. 
1.1 Destruktivní a nedestruktivní editace 
Destruktivní metody pracují přímo se vstupní sekvencí. Pro tvorbu svého výstupu použijí, poškodí 
nebo jinak ovlivní vstupní data. Proces je tedy neopakovatelný, jelikož po jeho skončení neexistují 
původní data pro další práci. Mezi destruktivní techniky editace videa patří především ranné metody 
střihu videa, kdy byla fyzicky stříhána celá vstupní páska (podrobněji později). 
Nedestruktivní metody nepracují přímo na originálních datech, ale pro tvorbu výstupu jsou 
nejprve pořízeny jejich kopie. Prvotním předpokladem pro použití těchto technik je vytvoření 
duplikátů velmi vysoké kvality, což nebylo u prvních záznamových médií možné. Proto se nejprve 
používaly primitivnější destruktivní metody a až s rozvojem záznamových technologií bylo možné 
přistoupit k nedestruktivní editaci videa. 
1.2 Editace online a offline 
Podle typu editovaného materiálu lze rozdělit editační metody na online a offline [7]. Online metody 
ovlivňují přímo originální data, zatímco během offline editace jsou úpravy prováděny na jejich 
kopiích. 
Offline editace vznikla především kvůli destruktivním editačním metodám, během nichž si 
editor nesmí dovolit chybovat. Proto je nejprve získán přesný editační postup experimentováním 
na kopiích. Jakmile je úprava dokončena offline, je získaný editační postup aplikován online 
na originální video sekvenci.  
Poznamenejme, že příčinou používání destruktivních metod, byl především nedostatečný rozvoj 
kopírovací techniky. Data uchovávaná na magnetických páskách bylo možné kopírovat pouze 
ve velmi omezené kvalitě. Ta byla sice nedostačující z pohledu výsledného produktu, nicméně kopie 
se v hojné míře používaly pro stanovení seznamu editačních rozhodnutí (viz níže).  
Od počátku se offline editace využívala především ve filmu. S rozvojem techniky pro duplikaci 
pořízených záznamů se postupně upouštělo od destruktivních metod a svým způsobem i od online 
editace vůbec. Již nebylo nutné znehodnocovat originální média, která mohla být kdykoliv znovu 
použita pro pořízení dalších potřebných kopií. Vlastní střih nadále neprobíhal fyzickým řezem, ale 
spíše replikací požadovaného úseku ze zdroje na cílovou pásku. 
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Moderní offline editace se uplatňuje především v nelineární editaci. Díky digitalizaci 
a výpočetní technice lze tento proces provádět velmi rychle i na běžných domácích počítačích.  
1.3 Seznamy editačních rozhodnutí 
Jelikož během destruktivního procesu editace dochází k nevratným změnám zdrojové pásky, došlo 
k zavedení tzv. „editačního seznamu rozhodnutí“ (Edit Decision List, EDL) [1, 2]. Originální data byla 
zkopírována a vlastní editace se prováděla nejprve na kopiích.  
Ačkoliv tyto kopie byly velmi nekvalitní a nedostačující pro tvorbu výsledné video sekvence, 
sloužily dobře jako náhled výsledného produktu. Pokud bylo třeba nějaké editační rozhodnutí změnit, 
lze jednoduše vytvořit další duplikát ze zatím neporušených originálních dat a provést střih v jiném 
čase. Jakmile byla sestavena výsledná sekvence z kopií, EDL – seznam akcí vedoucích k vytvoření 
výsledku – přesně popisoval postup jejího vytvoření. 
Časový kód 
Od počátku byla jedním z největších problémů při práci s EDL přesná identifikace snímku. Ačkoliv 
původní filmové pásky obsahovali u každého snímku jeho pořadové číslo, u pozdějších pásek 
magnetických tato identifikace zpočátku chyběla. Magnetické pásky zpočátku obsahovaly pouze jednu 
video a dvě audio stopy. První pokusy o zavedení číslování snímků byly poměrně primitivní nicméně 
postupem času se podařilo úspěšně zakódovat pozice snímků do audio stop [7].  
Dalším důležitým mezníkem byl rozvoj techniky a razantní pokles cen. Zatímco zpočátku byla 
cena kopírovacího zařízení rovna ceně nemovitosti, později bylo toto vybavení mnohem dostupnější. 
Současně bylo umožněno zobrazení čísla snímku, přímo na obrazovce, což vedlo k dalšímu 
zjednodušení tvorby EDL. 
Exaktní editace 
Výše uvedené změny značně usnadnily proces lineární editace videa, možností snadno určit pozici 
snímku ve zdrojové pásce. Aby požadovaná data mohla být přesně zapsána do výstupního média, byly 
vynalezeny zapisovací zařízení schopné číst synchronizační signál a tím umožňující přesný 
kontrolovaný posuv pásky.  
S nástupem prvních počítačů v 70. letech minulého století se objevily i prvotní pokusy 
o nelineární editaci. Černobílé video bylo uložené ve velmi nízké kvalitě na disku a po provedení 
editace na těchto datech zůstal jako výstup právě seznam editačních rozhodnutí, která byla posléze 
aplikována standardní cestou. Tato metoda byla ovšem vzhledem k cenám výpočetní techniky 
vyhodnocena jako příliš nákladná a na dalších více než 20let od ní bylo upuštěno. 
Výše uvedené změny představovaly zásadní zlom ve způsobu editace videa, protože editor byl 
schopný během offline editace s naprostou přesností určit vymezení konkrétní sekvence ve zdrojové 
pásce, stejně jako její konečné umístění ve výstupu. Struktura editačního seznamu mohla být mnohem 
jednodušší, obsahovala pouze pozice prvního a posledního snímku dané sekvence a její výslednou 
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pozici. Ačkoliv postupem času byly původní pásky nahrazeny kompaktnějšími kazetami a veškeré 
vybavení se stalo mnohem levnějším, tyto základní principy zůstaly zachovány. Editace se prováděla 
nejprve offline na méně nákladných materiálech a zpracovávána byla data nižší kvality. Poté teprve 
za pomoci EDL během online editace došlo k použití vysoce kvalitních dat i materiálů pro tvorbu 
výsledného produktu. 
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2 Počátky a rozvoj editace videa 
Až do 90. let minulého století, kdy společně s rozvojem výpočetní techniky vznikla nelineární metoda 
editace videa (viz dále), existoval pouze jediný pojem „editace videa“ označující právě lineární editaci 
[1]. Lineární editace byla od počátku destruktivní online metoda, až později s rozvojem techniky 
záznamových médií bylo možné provádět ji nedestruktivním offline způsobem. 
Lineární editace videa je proces zpracování videa uchovaného na sekvenčních zdrojích jako 
byly v minulosti především magnetické pásky. Linearita při použití média neumožňujícího náhodný 
přístup, kterému jsme v dnešní digitální době přivykli, spočívá především v nutnosti postupně 
procházet všechna data mezi časy t1 a t2 při převíjení z první pozice do druhé. Dále je třeba 
při posuzování linearity zohlednit techniky střihu videa, které byly v minulosti realizovány zpočátku 
vlastním fyzickým stříháním pásek s daty, později kopírováním jednotlivých úseků z originálního 
na výstupní médium.  
Ve druhém případě se linearita (ačkoliv se paradoxně jednalo o pokročilejší techniku) 
projevovala ještě více. Představme si 3 video úseky A, B a C nahrané za sebou na výstupní pásce. 
V případě změny délky trvání úseků A nebo B (oříznutí, protažení, změna časového měřítka…) bylo 
nutné znovu nahrát veškerá data za provedenou změnou, protože editací došlo ke změně jejich pozice 
v čase – tedy na pásce. 
Největšího uplatnění metoda fyzického stříhání pásky dosahovala v minulosti především 
v ranné fázi kinematografie, kdy se běžně používala k post-produkční úpravě filmů. Standardní 
filmová páska díky svému uspořádání s dobře viditelnými poli umožňovala snadný střih pouhými 
nůžkami a přehledné spojování vzniklých úseků. Nevýhod klasických filmových pásek bylo ovšem 
mnoho, především nízká hustota záznamu. V důsledku vývoje se začaly postupem času více 
prosazovat magnetické pásky. 
2.1 Lineární editace 
Kvadruplexní magnetická páska  
Kvadruplexní magnetická páska se stala první skutečně široce rozšířeným typem média [3]. 
K záznamu a čtení byly použity čtyři hlavy, které se s určitou frekvencí pohybovaly příčně k pásce. 
Páska umožňovala kromě vyšší hustoty zápisu nést i dvě audio stopy a ve velké míře se používala 
především  v televizním vysílání od 50. až do poloviny 80. let minulého století.  
Kvůli vysoké degradaci kvality během kopírování spočívaly techniky střihu videa stále 
ve fyzickém stříhání zdrojové pásky a následném spojování vzniklých úseků. Byl to náročný proces 
náchylný k chybám, ovšem již v této ranné fázi editace videa bylo možné aplikovat primitivní efekty, 
které byly v zásadě založeny na změnách intenzity vstupního obrazu: 
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 Prolínání sekvencí: U filmových pásek se efekt prolínání vytvářel vícenásobnou 
expozicí jedné video sekvence do druhé. Měnící se stupeň expozice určoval 
intenzitu přidaného snímku. Stejného efektu se u pozdějších magnetických pásek 
dosahovalo kopírováním dvou (nebo více) vstupních signálů přes sebe, přičemž 
na každý signál bylo přivedeno různé napájecí napětí (dle potřeby intenzity 
ve výsledném obraze). 
 Fade: Je efekt, při kterém dochází k postupnému ztmavení až úplnému zmizení 
snímku. Lze ho provádět i reverzně a realizace je podobná jako u techniky 
„Prolínání sekvencí“. 
Fyzický lineární střih videa měl mnoho nevýhod. V první řadě destruktivní charakter celého 
procesu, nízká až žádná znuvupoužitelnost díky spotřebování nebo zničení veškerého materiálu,  
náchylnost k chybám a vysoké požadavky na schopnosti obsluhy. S postupem času došlo ke zlepšení 
kvality zápisu dat díky technice spirálového skenování [6] a kopie bylo možné vytvářet ve kvalitě jako 
vstupní data. 
Spirálové skenování 
Spirálové skenování je metoda zápisu širokopásmových (tedy vysokofrekvenčních) signálů 
na magnetickou pásku. Obecně vzato čím vyšší je frekvence zapisovaného signálu, tím kvalitnější 
signál může být zapsán. Díky této metodě se mohly vytvářet kvalitní kopie, což znamenalo postupné 
upuštění od destruktivních metod editace.  
K tomu sloužilo zařízení zvané Video mixer [5], který umožňoval přepínat mezi několika 
zdroji videa, míchat je dohromady a vytvářet jednoduché efekty. Díky své vysoké ceně bylo typické 
uplatnění podobných zařízení v profesionálním prostředí, zejména televizních a filmových studiích. 
Kromě původních technik klasického střihu a zmíněných „efektů“ byly možnosti úpravy videa 
rozšířeny: 
 Prolínání sekvencí: Techniku není nutné nadále provádět pomocí expozice, což je 
v tuto chvíli již pomalé a náročné, ale kýženého efektu se dosahuje interpolací 
napětí ve vstupních signálech. 
 Realizace přechodů: Od jednoduchého prolínání snímků až po přechody 
ve tvarech nejrůznějších vzorů. 
 Generování barevných signálů: Výsledkem byl stejný efekt jako aplikace 
barevných filtrů ve fotografii. 
 Změna časového měřítka: Lze dosáhnout pomocí změny relativní diference 
rychlosti zdrojové a cílové pásky. 
 Přímé přepínání mezi více zdroji 
Ve srovnání s kvadruplexní metodou zápisu používá tato metoda oproti původním čtyřem 
hlavám pouze dvě. Při použití čtyř zapisovacích hlav a krátkých stop je každý snímek rozdělen 
obvykle na 16 částí. Oproti tomu nižšímu počtu hlav a podstatně větší délce zapisovaných 
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magnetických stop lze za použití spirálového skenování zapsat jeden video snímek již během pouhé 
půlotáčky.  
To značně zlepšuje chování při pomalém převíjení či zastavení videa, kdy lze neustále 
zobrazovat neporušený signál. Dřívější metoda toto neumožňovala, poněvadž při zastavení pásky 
nebyla pod čtecí hlavou přítomna data pro celý snímek. Editace videa se stává o to snazší, že lze 
přesněji zvolit místo střihu či aplikace přechodů atp.  
2.2 Nelineární editace videa 
Nelineární editace videa představuje moderní a dnes převážně využívaný přístup. Její vzestup byl 
umožněn díky digitální revoluci a současné ceny výpočetní techniky pomáhají rozšířit tyto nástroje i 
do běžných domácností v podobě více či méně propracovaných a uživatelsky (ne)náročných 
editačních aplikací. Nelinearita spočívá v možnosti měnit data kdekoliv ve výstupní sekvenci, aniž 
by se tyto změny projevili nutností provádět dodatečné úpravy jinde. Vzpomeňme si na příklad 
z úvodu kapitoly 1, kde si změna úseku uprostřed sekvence vyžádala přepsání celé následující části. 
Nelineární editace se řadí mezi nedestruktivní offline metody. 
Princip nelineární editace je založen na náhodném přístupu k datům, která jsou uložena 
na disku počítače a jakýkoliv snímek lze získat okamžitě bez nutnosti procházet snímky předcházející. 
To umožňuje editaci v libovolném místě sekvence (přidávat/odebírat snímky) aniž by došlo 
k ovlivnění dat následujících v čase dále. Historicky vzato lze za první náznaky nelineární editace 
považovat již metody fyzického střihání filmových pásek. Jistěže vlastní přehrávání na pásce muselo 
být od své povahy vždy lineární, pokud se zaměříme čistě na techniku střihu, byla tato linearita 
částečně porušena. Pokud si opět představíme video úseky A, B a C, potom při změně délky úseku B 
není třeba editovat C, jelikož jsme B pouze nahradili novým úsekem pásky jiné délky. To samo o sobě 
splňuje základní podmínku nelineární editace. 
Moderní nelineární editace ovšem zakládá na digitálních datech uložených na disku počítače. 
Zpočátku byla data digitalizována z analogových zdrojů (analogové videokamery, magnetické pásky, 
fotografie…), dnes není problém data přímo v digitální formě pořídit. Během vlastního procesu 
editace nejsou zdrojové soubory změněny (proto nedestruktivní) a na základě editorových akcí je 
vytvořen seznam akcí (EDL), které se na závěr použijí pro generování výstupu (proto offline). Každá 
akce v EDL lze velmi rychle změnit, vrátit, nebo mezi jakékoliv akce přidat novou. Uživateli je 
k dispozici náhled aktuálního výstupu, aby měl lepší přehled o dosaženém výsledku. Jelikož 
generování samotné trvá mnohonásobně déle (u běžných videí asi 4x, u HD ještě více) než je doba 
přehrávání, celou dobu se pracuje se silně podvzorkovanými daty, což umožňuje realtimové 
generování náhledů. Proces se tak stává velmi rychlým a flexibilním, což poskytuje dnešním filmový 
studiím a editorům videa obecně v porovnání se starými technikami nevídané možnosti. 
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Historický vývoj 
1971 První skutečně nelineární editor byl uveden společností CMX Systems a dokázal zpracovat 
černobílé analogové video zaznamenané stále na magnetických páskách.  
1980  V 80. letech se objevily první pokusy simulovat náhodný přístup pomocí bank VCR kazet 
nebo laserových disků [2]. V těchto systémech se vůbec poprvé objevují standardní prvky 
dnešních vyspělých video editorů jako je monitor pro zobrazování vstupních/výstupních dat a 
časová osa obsahující přehledný soupis video úseků vybraných pro tvorbu výstupu a jejich 
orientace v čase. 
1985  Vznikl první plně digitální nelineární editační systém schopný nejen nelineárního střihu, ale i 
aplikace základních efektů, což položilo základy dnešních video editorů. Tehdejší stroj byl 
schopen díky kapacitním limitům zpracovávat maximálně 80 vteřin nekomprimovaného videa 
(uchovaného ve formátu CCIR 601 [2]). 
1989  Vznikl první video editor v podobě, jakou známe  dnes. Systém obsahoval pevný disk, 
podvzorkované video v polovičním rozlišení bylo zobrazováno s frekvencí 15 FPS. 
1989  Téhož roku vydala společnost Avid první ze své řady systémů Media Composer [10] 
pojmenovaný Avid/1. Původní platforma byla Apple Macintosh (s operačním systémem 
Macintosh II), přičemž musel být celý stroj osazen speciálním hardwarem na základě 
specifikace společnosti Avid. Ačkoliv nedokonalý systém s nízkou kvalitou výstupu 
(odpovídající přibližně kvalitě běžných VHS kazet) byl velmi všestranný a znamenal revoluci 
v oboru díky čemuž se rychle stal dominantním nástrojem nelineární editace videa. Stejného 
roku se na platformě PC objevuje nelineární editační systém Lightworks [11]. 
1991  Došlo k formalizaci termínu „nelineární editace videa“ [9] 
1991  Společnost Adobe Systems vydává první verzi Adobe Premiere 1.0. Tato prvotina 
podporovala rozlišení výstupního videa 160x120 pixelů, pouze 8-bitové audio a výstup 
na video pásku.  
1992  Adobe Premiere 2.0 – 16-bitové 44 kHz audio, 5 audio a 41 video filtrů, propojení s jinými 
Adobe produkty (Adobe Illustrator pro vkládání titulků) 
1993  Avid Media Composer byl do této doby používaný pouze v krátkých reklamách, jelikož 
tehdejší počítače (Apple Macintosh) mohly adresovat disk maximální velikosti 50GB. Toto 
omezení bylo v roce 1992 překonáno a díky speciálnímu integrovanému systému bylo možné 
využívat až 7TB digitálních dat [2]. To umožnilo použití nelineární editace i ve filmovém 
průmyslu.   
1993  Nutnost obrovského množství úložného prostoru byla způsobena především nedokonalým 
formátem uložených dat (M-JPEG). Roku 1990 započala malá americké společnost Data 
Translation práci na kompresních algoritmech použitelných při práci s multimediálními daty a 
roku 1993 vznikl Media 100, což byl levný editační software poměrně vysoké kvality. Media 
100 byl hlavní konkurent Avidu a právě tento konkurenční boj vedl ke snížení cen a dalšímu 
rozšíření těchto editačních nástrojů. 
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1999  Inspirován úspěchem Media 100 odešel od Adobe Systems vývojový tým a započal práci 
na projektu zvaném Keygrip pro Macromedia, ale díky nedostatku financí byl časem koupený 
Applem a roku 1999 vyšla první verze Final Cut Pro, hlavního konkurenta Adobe Premiere. 
V současnosti tvoří špičku mezi výrobci nástrojů pro nelineární editace videa společnost Avid 
(jejíž Media Composer je stále považován za standard), Apple a Adobe. Po roce 2000 se objevilo 
mnoho volně dostupných editorů pro jednoduchý střih videa převážně v domácím použití. Pokud 
bychom se měli zmínkou vrátit k terminologii, tak pokud se v minulosti pro lineární editaci používal 
zkrácený termín „editace videa“, nyní to samé platí pro editaci nelineární a s tímto významem bude 
dále použit i v následujícím textu.  
2.3 Moderní editace videa 
V této kapitole budou popsány základní stavební bloky aplikací pro editaci videa. Existují prvky, bez 
kterých se ani nejjednodušší video editor neobejde, jsou tedy společné. Některé se naopak nevyskytují 
u všech a lze je nalézt pouze u vyspělejších implementací. 
Cílem kapitoly je poskytnout čtenáři základní představu o funkcích a možnostech dnešních 
editorů videa. To napomůže k pozdějšímu lepšímu pochopení implementované problematiky. Pro lepší 
představu budou jednotlivé komponenty ilustrovány obrázky, jejichž výřezy byly pořízeny z veřejně 
dostupných screenshotů programu Adobe Premiere. 
Monitor 
Monitor je základní prvek každého editoru. Slouží pro zobrazení vstupního videa jakožto i náhledu 
výstupu. Na obrázku je typický monitor poskytující kromě základních i pokročilé funkce.  
 
 
Obrázek 1 – Monitor 
V záhlaví lze vidět záložky sloužící po přepínání mezi vlastním přehráváním a dalšími 
funkcemi (aplikace efektů, míchání audia atd.). Touto nabídkou zpravidla bývají obohaceny editory 
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vyšší úrovně, u základních bychom ji našli spíš výjimečně. Většinu plochy monitoru obvykle zabírá 
prvek pro zobrazení snímků videa. Který snímek je právě zobrazen lze ovlivnit pomocí časové osy 
(popsané více níže). Kromě časové osy se zde nalézají standardní prvky pro kontrolu běhu přehrávání 
(play, stop, pause…) a k dispozici jsou také funkce pro kontrolu výstupu jako například vymezení 
intervalu pro další práci, přehrávání ve smyčce atd.  
 
Mezi standardní součásti monitorů dále patří prvek pro posun videa po snímcích a balanční 
prvek. 
Malá časová osa (Monitor timeline) 
Malá časová osa je součástí monitorů a slouží pro kontrolu přehrávání. Obvykle má klasickou podobu 
známou z běžných přehrávačů videa. Při detailní editaci je občas vhodné mít možnost měnit měřítko 
časové osy. To velmi elegantně řeší Adobe ve svém Premiere, kde lze časově měřítko nastavit pouhou 
změnou velikosti šířky posuvníku nad vlastní časovou osou. Zmenšený posuvník poté slouží 
i k navigaci do částí časové osy, které se změnou měřítka dostaly mimo viditelné hranice. 
Velká časová osa (Timeline) 
Velká časová osa, nebo také timeline, se používá pro tvorbu časové posloupnosti výstupu. Její hlavní 
funkcí je umožnit uživateli určit pozici úseků definovaných v monitoru zvaných klipy v čase a vytvořit 
tak konkrétní vzhled výstupu. Na klipy umístěné v časové ose lze v této fázi aplikovat efekty nebo 
jejich pozice měnit.  
 Obvykle obsahuje více úrovní, jejichž počet bývá neomezen, nebo je limitní hodnota velmi 
vysoké číslo. Tyto úrovně lze deaktivovat nebo zmrazit. Ovládání času je umožněno pomocí malé 
časové osy (většinou v záhlaví) a její funkce byla popsána výše. Pro přehlednost se zpravidla 
u velkých časových os používá prodloužený ukazatel času (viz obrázek). 
 
Obrázek 2 - Timeline 
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Nástroje (Tools) 
Nástroje (nebo-li převzatě "Tools") slouží pro změnu editačního módu. Filozofie použití je prakticky 
shodná s obecně známými editory obrázků jako jsou Adobe Photoshop nebo Paint.NET. Existuje 
základní mód pro výběr objektů, řada dalších módù pro jejich editaci nebo vytváření (vkládání) 
nových objektů (např. kreslení jednoduchých geometrických obrazců nebo psaní textu) a také nástroje 
pro změnu pohledu (nástroj posuvu a lupa). 
 
Obrázek 3 - Nástroje 
Správce projektu (Project manager) 
V Project manageru má uživatel přehled o zdrojích, které ve svém projektu využívá. Ty jsou tvořeny 
především zdrojovými videi a obrázky. Dále zde lze zdroje přidávat, rušit a vytvářet nové sekvence. 
Poznamenejme, že Project manager se vykytuje zpravidla u editorù jisté úrovně, tedy u těch úplně 
nejjednodušších nemusí být k dispozici.   
  
Obrázek 4 - Zleva správce projektu, průzkumník médií anástroj vyvažování audia 
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Průzkumník médií (Media browser) 
Media browser je prvek usnadňující rychlý přístup ke zdrojùm a jejich přidávání. Využívá 
ho například Adobe Premiere (viz obrázek). Odpadá tak potřeba přepínat mezi editačním programem a 
nějakým souborovým manažerem a práce je přehlednější. 
Vyvažování audia (Audio balancer) 
Jelikož se při střihu videa spojují nejen různé video streamy, ale to samé platí i o audiu, je třeba mít 
k dispozici nástroj pro globální nastavení hlasitosti v rámci celého klipu – Audio balancer (obrázek). 
Každý videoklip (nebo vložený audio soubor) může mít jinou úroveň hlasitosti, nebo je třeba z jiného 
důvodu provést korekci. 
2.4 Používané digitální formáty 
V této kapitole se zaměřím na stručný přehled používaných formátů pro uchování videa. Cílem 
kapitoly je uvrhnout nezasvěceného čtenáře alespoň rámcově do obrazu a vnuknout mu byť jen mírné 
ponětí o dnes rozšířených digitálních formátech a jejich využití. 
Video streamy většinou neexistují zcela samostatně, ale jsou uchovány uvnitř takzvaných 
kontejnerů. Ty poskytují určitou formu abstrakce a umožňují se streamy pracovat jednotným 
způsobem. Kontejnery definují, jak jsou data uložena na disku, nespecifikují však, jak jsou tato data 
zakódována. Teoreticky umožňují uchovávat jakýkoliv typ dat. Zásadní roli hrají při integraci audio 
streamu společně s videem do jediného souboru, dále mohou uchovávat audio či video streamy 
odděleně, statické obrázky nebo titulky. Navíc mohou obsahovat informace o kapitolách, menu, více 
verzí jazykových stop či titulků atp. V následujících odstavcích budou popsány nejrozšířenější 
kontejnery. 
Kontejnery typicky ukládají svá data do segmentů, kterým se zpravidla říká „chunky“. Každý 
chunk má svůj obsah označovaný jako „payload“, který je většinou uspořádán do sekvence a tím 
napomáhá odhalovat ztracené či poškozené snímky. V dalším textu popíši nejrozšířenější kontejnery. 
AVI (Audio Video Interleave)  
AVI je nejrozšířenější kontejner pro ukládání videa. Umožňuje uchovávat většinu kompresí zvuku i 
obrazu. Podporuje záznam více zvukových stop, který ovšem způsobuje spíše problémy a typické AVI 
se používá s jednostopým zvukem a problematické je i ukládání MPEG videa. Běžně se ovšem 
používá MPEG-4 a audio bývá kódované v MP3 nebo Vorbis kompresi. Výhodou AVI je výborná 
kompatibilita napříč všemi OS a je podporováno i řadou přenosných zařízení. Zajímavá je u tohoto 
kontejneru podpora open-source kodeku video Theora nebo kontejneru RealMedia. 
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MPEG (Motion Pictures Experts Group)  
MPEG je další rozšířený kontejner, který má v praxi dvě podoby. První jako „MPEG Program 
Stream“ vyniká mnohem lepší podporou MPEG-1 a MPEG-2 než AVI. Druhá forma zvaná „MPEG 
Transport Stream“ se používá především k vysílání (využívají jej kamery a Blu-Ray přehrávače) . 
Vzhledem k primárnímu určení trpí tyto kontejnery pomalým posuvem v čase. Obecně MPEG 
kontejnery umožňují dobrou práci s vícestopým zvukem a audio je u obou variant obvykle uložené 
ve formátu AC3. 
Matroška  
Jedná se o poměrně mladý kontejner, který nahradil zastaralý Ogg Vorbis. Lze do něj uložit většinu 
existujících kompresí zvuku i videa. V současnosti se používá především pro ukládání HD videí. 
Z hlediska licenčních ujednání je Matroška „public domain“ software, tudíž jej lze používat bezplatně. 
Jako zajímavou vlastnost tohoto ambiciózního kontejneru lze uvést jeho schopnost uchovávat 
neomezené množství audio či video stop v jediném souboru. Na rozdíl od ostatních 
charakterizovaných kontejnerů, které jsou spjaty s příslušným kodekem, dovoluje Matroska využít 
teoreticky jakýkoliv kodek díky podpoře virtualizace kodeků (MPEG-4, H.264, MP3, FLAC, WMA, a 
další — včetně Dolby TrueHD a DTS-HD, nebo HD audio formáty používané na Blu-ray discích). 
MPEG-4 
MPEG-4 vychází z kontejneru Apple QuickTime - MOV. Umožňuje uchovávat vícero audio a video 
stop, titulky a také efekty. Mezi ostatními kontejnery vyniká tím, že umožňuje každou stopu uložit 
jako digitální proud dat, nebo jako referenci na samostatný soubor s těmito daty. Tyto vlastnosti jsou 
velmi vhodné pro editaci, jelikož při lokální změně není nutné přepsat veškerá data spravovaná 
kontejnerem, ale pouze danou část ovlivněnou editací. Z formátu MOV vychází základy MPEG-4 Part 
14 (využívající rozšíření MP4). Oba kontejnery – MOV i MP4 – využívají stejné kodeky MPEG-4, 
nicméně MP4 je více rozšířený, jelikož se jedná o mezinárodní standard. 
Obrázek 5 ukazuje hierarchii MP4 kontejneru. Hlavní strukturu tvoří element MOOV, který 
obsahuje informace o stopách reprezentovaných typem TRAK. TRAK funguje jako kontejner pro 
jednotlivé stopy nebo streamy. Obsahuje hlavičku se základními informacemi o stopě – například zda 
je stopa zapnuta, čas vytvoření, modifikace, délku stopy atd. Podrobnější informace o stopě obsahuje 
blok MDIA. Ten může obsahovat vnořené boxy s detailními informacemi. Hlavička Media Header 
obsahuje informace o druhu média, typu použití a zobrazení. MINF obsahuje objekty deklarující 
charakteristické informace o mediální stopě spolu s tabulkou vzorků – SampleTable. Ta absahuje 
mimo jiné reference na vlastní data uchovaná v podobě „chunků“ (nebo-li segmentů) a obsahuje 
informace o klíčových snímcích. Podrobnější informace o způsobu uložení dat v MP4 kontejneru je 
k dispozici v dokumentu http://www.rodeo.ic.cz/mp4/mp4container.pdf. 
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Obrázek 5 - Struktura MP4/QuickTime kontejneru (převzato z www.maximumpc.com) 
Formáty pro uložení zvuku 
Závěr kapitoly věnuji stručnému shrnutí zvukových formátů. Jak již bylo uvedeno výše, často 
používané formáty jsou MP3 nebo AAC. První jmenovaný je notoricky a i když se jedná o velmi 
starou kompresy, stále je velmi kvalitní. AAC umožňuje použít více zvukových kanálů a velmi vysoký 
rozsah bitrate. U DVD disků se často používá AC3, která je sama o sobě poměrně špatná komprese, 
ale své uplatnění najde u aplikací s požadavkem na vysoký bitrate, kterým nevadí větší náročnost 
na úložný prostor. Posledním zvukovým formátem, o kterém se zde zmíním je DTS, který opět najde 
využití u vysokokapacitních médií (DVD…) a má údajně poskytovat lepší kvalitu než AC3, ovšem 
za cenu extrémně vysokého bitrate.  
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3  Přehled editačních nástrojů 
V dnešní době lze nalézt skutečně širokou škálu nástrojů pro editaci videa. Především pro domácí 
a amatérské použití existuje skutečně nepřeberné množství aplikací s různými licenčními podmínkami. 
S rostoucí úrovní a tedy i implementační náročností editorů se jejich počet snižuje a licenční ujednání 
začínají stále častěji požadovat odpovídající platbu. 
V této kapitole bude shrnut nejrozšířenější video-editační software v rámci několika kategorií. 
„Produkce high-end filmů“ popisuje naprostou špičku určenou pro nejnáročnější použití zejména 
v oblasti umění jako je filmová produkce, dále kategorie „Profesionální aplikace“ obsahuje editory 
vysoké kvality, ale již podstupující určitá omezení a závěrečná kapitola „Uživatelské aplikace“ 
zastřešuje nejpočetnější skupinu aplikací, které se orientují na uživatele bez zvláště vysokého stupně 
odborné způsobilosti.  
Dále lze a je nutné rozlišovat na bázi operačního systému. V oblasti editace videa můžou být 
reálně interesovány tři druhy operačních systémů. Z unixových systému se nabízí Linux, dále operační 
systémy společnosti Apple Mac OS a samozřejmě u nás nejrozšířenější Windows. 
Posledním kritériem kategorizace je cena a licenční ujednání. Bude se tedy sledovat, jestli je 
daný software open-source a jaké náklady jsou s jeho pořízením spojené a opomenuty nezůstanou ani 
systémové nároky. 
3.1 Produkce high-end filmů 
Editory pro tvorbu high-end filmů představují dnešní vývojovou špičku v oblasti editace videa. Z toho 
důvodu se budu této skupině věnovat detailněji. U každého editoru je přiložen náhled GUI, který má 
spíše ilustrativní význam a slouží k tomu, aby si čtenář udělal základní představu o rozmístění 
nejdůležitějších ovládacích prvků. 
Avid Media Composer 
Jedním z vůbec prvních high-end editorů byl Avid Media Composer (viz kapitola 3.1). Ačkoli dnes již 
existují i jiné editory srovnatelné úrovně, stále je považován za standard. Je vydáván pro operační 
systémy Mac a Windows, pro které lze pořídit za cenu kolem $2000.  
Tento software také umožňuje práci s videem ve vysokém rozlišení ve všech možných 
formátech. Z těch nejznámějších kromě rozšířeného HDV (720p, 1080i) podporuje i práci 
s nekomprimovanými daty. Ku prospěchu této aplikace hovoří fakt, že žádný z dalších zde zmíněných 
editorů neumí pracovat s tak širokou škálou formátů jako právě tento (přesný přehled viz [15]).  
Media Composer oplývá poměrně nízkými nároky na sílu procesoru – postačí dnes již 
poměrně zastaralé Pentium 4. Za zmínku rovněž stojí  - v tomto případě v ne příliš lahodivém slova 
smyslu – spotřeba místa na disku, která je nejvyšší ze všech zmíněných programů [10]. 
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Obrázek 6 - Avid Media Composer (www.svetfilmu.eu) 
Adobe Premiere Pro 
Dnes nejpopulárnější software pro editaci videa je bezesporu Adobe Premiere. Za jeho úspěchem stojí 
především skutečnost, že kromě profesionální pilotní edice Adobe Premiere Pro, kterou používají 
dnešní filmová studia, poskytuje i jednodušší verzi Adobe Premiere Elements určenou pro neodbornou 
veřejnost. 
Stejně jako Media Composer je k dispozici pro platformy Mac a Windows. Cena profesionální 
verze se pohybuje kolem $800, zeštíhlená edice Elements stojí zpravidla $100. Aktuální verze 
umožňuje plynulou práci s HD videem, k čemuž používá nativní 64-bitové výpočty. Kromě HD 
formátu (720p, 1080i) podporuje řadu dalších včetně nekomprimovaných dat, oproti Media Composer 
nezvládá AVC-1 [15]. 
Apple Final Cut Pro 
Dalším ze špičky high-end editorů je nástroj Final Cut Pro od společnosti Apple Inc. Oproti 
ostatnímu zmíněnému software trpí drobnou nevýhodou, čímž je podpora výhradně jediného 
operačního systému. Cena je srovnatelná s Adobe Premiere Pro a nutno podotknout, že stejně jako 
právě zmíněný konkurent poskytuje i neprofesionální nástroj Final Cut Express, ovšem za téměř 
dvojnásobnou cenu ($199 proti $100). 
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Obrázek 7 - Adobe Premiere Pro (www.digitalproducer.com) 
 
Hardwarová náročnost leží mezi produkty Adobe Premiere a Media Composer. Vzhledem k 32-
bitové architektuře je možné vyzvednout potřebu pouze 1 GB operační paměti. Oproti Media 
Composer a Adobe Premiere Pro zaostává při práci s multimediálním formátem DNxHD [15], který 
nepodporuje stejně jako výstup pro hostovaný web. 
Sony Vegas Pro 
Dalším proprietárním software je Vegas Pro od Sony Creative Software. Stejně jako Final Cut Pro 
slouží pouze jediné platformě, tentokrát Windows. Z hardwarových nároků je nutné zmínit pouhých 
400 MB potřebných k instalaci na disku. 
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Obrázek 8 - Apple Final Cut (www.svetfilmu.eu) 
 
Oproti ostatním high-end produktům podstupuje jistá omezení, například nepodporuje mód časové osy 
po scénách nebo výstup ve formátu pro chytré telefony, hostovaný web [15] apod. což kompenzuje 
nižší cena. 
 
Obrázek 9 - Sony Vegas Pro (www.svetfilmu.eu) 
Lightworks 
Lightworks je jediný high-end editor, který podporuje všechny tři zmíněné operační systémy. Jedná se 
o svobodný GPL software vyvíjený společností Editshare za pomoci komunity pro vývoj svobodného 
software. 
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Z hardwarových požadavků stojí za pozornost velmi nízké požadavky na místo na disku. Dále 
je povšimnutí hodná kompatibilita s dalším software (Adobe After Effects, Sapphire atd.) [11]. Jedná 
se o velmi lehkou implementaci a z hlediska ceny, podpory více systémů a hardwarových nároků se 
Lightworks jeví jako poměrně zajímavý produkt. Dále, stejně jako Media Composer, podporuje 
všechny sledované multimediální formáty [15]. Samozřejmostí je i grafická akcelerace a podpora 
celoobrazovkového výstupu na druhý monitor. Tabulka 1 přehledně shrnuje vlastnosti popisovaných 
editorů. 
 
Obrázek 10 – Lightworks (www.editshare.com) 
 
Tabulka 1 - Přehled high-end editorů (zdroj [15]) 
Systémové požadavky 
Editor Procesor RAM HDD Akcelerace OS Cena 
Avid Media 
Composer Pentium 4 2 GB 80 GB Ano 
Windows, 
Mac $2,124 
Adobe Premiere 
Pro 
Core 2 Duo, 
AMD Phenom II 
(64-bit) 
2 GB 10 GB Ano Windows, Mac  $799 
Apple Final Cut Pro 
1.25 GHz G4, 
Core 2 Duo, 
Xeon 
1 GB 4 GB Ano Mac $999 
Sony Vegas Pro 2.00 GHz 2 GB 400 MB Ano Windows $600 
Lightworks 
1.25 GHz,     
Core 2 Duo, 
Xeon, AMD 
2 GB 100 MB Ano 
Windows, 
Mac, 
Linux 
$0 
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3.2 Profesionální aplikace 
Profesionální aplikace jsou takové, které stále nabízí bohatou nabídku funkcí, ale jejich kvalita již 
nevyhovuje tomu nejnáročnějšímu nasazení. Mezi nejčastější omezení patří práce s HD obrazem, 
omezení výstupu, absence grafické akcelerace a některých pokročilejších efektů a funkcí.  
Výhodou této skupiny naopak je přírůstek svobodného software a větší podpora OS Linux. 
Většina těchto editorů je spjata s licencí GPL. Tato skupina software nabízí oproti předešlé Java 
výstup  pro mobilní telefony, což ani jedna aplikace ze skupiny high-end neumožňovala. Hardwarové 
nároky jsou obecně nižší než u první skupiny a jejich rozlišení již není nadále zajímavé, jelikož i 
podprůměrná počítačová sestava jejich požadavky spolehlivě splní. Z rozšířenějších editorů lze do této 
kategorie zařadit Kdenlive, Blender, OpenShop nebo Cinelerra. 
3.3 Uživatelské aplikace 
Uživatelské aplikace poskytují pouze základní funkce a nejsou náročné na použití. Zpravidla umožní 
bezproblémový střih videa s možností aplikace základních efektů jako jsou různé přechody, plynulá 
nastavení průhlednosti a prolínání snímků. Pokročilé efekty u nich ovšem hledat nelze.  
Jejich výhodou je cena, mnohdy jsou k dispozici zdarma nebo jako součást operačního 
systému (např. Windows Movie Maker). Další mohou být zpoplatněné a k dispozici jako ochuzené 
verze profesionálních systémů (Adobe Premiere Elements, Apple Final Cut Express). Novinku 
představují webové editory, pomocí kterých je možné provádět některé základní úpravy 
ve video souborech uložených na serveru – tuto službu poskytuje například známý server 
youtube.com. Výraznou roli v této oblasti hrají opensource projekty, které se svoji kvalitou mohou 
na této úrovni mnohdy i vyrovnat placenému software – velmi dobrým opensource editorem je např. 
OpenShot. 
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4  Implementace editoru videa 
V této kapitole budou popsány technologie použité při výstavbě aplikace. Nejprve je třeba rozebrat 
návrhové vzory s důrazem na bližší přiblížení a zdůvodnění výběru návrhového vzoru MVVM 
(Model-View-ViewModel). Následně se budu stručně věnovat popisu základních vlastností a principů 
WPF (Windows Presentation Foundation), jelikož implementace grafického uživatelského rozhraní 
tvoří významnou část celé práce. 
Lokalizace aplikace je z důvodu časové náročnosti překladů vyvedena pouze v jediném 
jazyce, kterým byl po uvážení zvolen univerzální jazyk anglický. Většina názvů bude v textu práce při 
popisu příslušných částí aplikace volně přeložena, nicméně existují výjimky, kde by překlad mohl být 
matoucí, neboť anglický ekvivalent je v odborné veřejnosti již natolik zažitý, že není třeba překladu. 
To se týká například prvku Timeline. 
4.1 Popis aplikace 
Hlavní okno aplikace se skládá z několika modulů. V horní části je umístěna lišta s hlavní nabídkou, 
střední část disponuje správcem projektu, dvěma monitory a lištou nástrojů, pod nimiž je po celé šířce 
hlavního okna rozprostřena Timeline.  
 
Obrázek 11 - Hlavní okno aplikace 
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Hlavní nabídka 
Umožňuje uživateli bezproblémový přehledný přístup k základním funkcím aplikace, jako jsou správa 
projektu (uložení, otevření, vytvoření nového), nastavení a nápověda obsahující základní informace o 
aplikaci.  
Celou nabídku tvoří tři základní sekce. Nejbohatší obsah skrývá hned první z nich. Nabídka 
projektu umožňuje vytvořit nový, otevřít existující, uložit nebo zavřít aktuální projekt. 
 
Obrázek 12 - Hlavní nabídka projektu (zleva sekce projekt, nastavení a nápověda) 
Správce projektu 
Ve střední části jsou umístěny zleva správce projektu, vstupní a výstupní monitor a lišta nástrojů. 
Správce projektu se skládá ze dvou záložek – „Sources“ a „Browser“. Pod záložkou Sources umožňuje 
správce projektu přehledně přepínat mezi zdroji použitými pro tvorbu výstupu, případně tyto odebírat. 
Pokud se uživatel přepne na záložku Browser, lze přidávat nové zdroje.  
 
Obrázek 13 - Správce projektu (vlevo přehled vybraných zdrojů, vpravo mód pro přidávání nových 
zdrojů) 
 
I v módu Browser lze soubory přehrávat, což usnadňuje rozhodnutí o jejich eventuelním 
umístění v seznamu zdrojů. Toto chování je uživatelsky přívětivější než standardní přístup běžných 
 23 
editorů videa, které umožní přidání zdroje ve zvláštním dialogu a ten lze přehrát až v době, kdy je 
v seznamu zdrojů umístěn. V případě nespokojenosti s výběrem je nutné tento zdroj opět odstranit.  
V okně pod záložkou „Browser“ lze nadále kromě obsahu daného adresáře vidět pruh rychlé 
navigace (nahoře). Jedná se o klasický seznam odkazů reprezentující aktuální umístění na disku a 
úroveň zanoření. Klikem na kterékoliv z těchto jmen se lze rychle navigovat do patřičné lokace vyšší 
úrovně. Navigace na úrovni disků je realizována pásem v dolní části okna. Zde lze vidět seznam všech 
disků dostupných v daném stroji a klikem na libovolný z nich lze zobrazit jeho obsah. 
Monitor 
Zdrojová videa jsou přehrávána ve vstupním monitoru. Video je zobrazeno v plné kvalitě, jelikož se 
jedná o prosté přehrávání, z výkonnostního hlediska není nutné realizovat podvzorkování jak je tomu 
u zobrazení výstupu. Výstupní monitor poskytuje náhled výsledné kompozice.  
 
Obrázek 14 – Vstupní, výstupní monitor a efekty 
 
Zdrojem dat je prvek Timeline popsaný později v této kapitole. Jelikož pro získání každého 
snímku je nutné provést celý proces kompozice, jsou snímky silně podvzorkovány, aby bylo možné 
generovat výstup v reálném čase. Ovládání obou typů monitoru je realizováno standardními tlačítky 
typu start, stop… Vstupní monitor nadále obsahuje speciální značky (vyobrazené v náhledu složenými 
závorkami) určenými pro vymezení intervalu videa pro umístění na prvek Timeline. Současně nabízí 
funkci „Přehrávání v intervalu“, která omezí přehrávání náhledu pouze na tento úsek. Ve výstupním 
monitoru jsou tyto funkce nepotřebné a tudíž vypnuty. Oba typy monitoru obsahují prvek pro jemný 
posun snímků – jeho použitím lze posunout čas videa o jeden snímek vpřed, případně vzad. 
Ovládací prvek vstupní monitor obsahuje dvě záložky. První z nich je výchozí a zobrazuje 
právě přehrávané video. Druhá obsahuje seznam efektů. Efekty je možné tažením aplikovat na klipy 
v Timeline. Obrázek 14 ve své pravé části demonstruje část celého seznamu efektů, které budou blíže 
popsány v samostatné kapitole. 
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Nástroje 
Nástrojová lišta poskytuje přímý přístup k důležitým funkcím aplikace. Mezi ty patří zejména 
přepínání mezi hlavními módy (mód selekce a mód split), dále vytvoření nového projektu, jeho 
uložení či otevření již existujícího. V neposlední řadě je zde vystavena funkce započetí (resp. 
přerušení) generování výstupu. 
 Mód selekce je využíván k prostému označení žádaného klipu či efektu. Ty potom lze 
například mazat stiskem klávesy Delete (smazán je klip nebo efekt v závislosti na aktuální selekci). 
Mód split slouží pro přerušení klipu v daném místě a jeho rozdělení na dva. Jedná se tedy o nástroj pro 
střih videa uvnitř Timeline. 
 
Obrázek 15 - Lišta nástrojů 
Timeline 
Ve spodní části hlavního okna aplikace je umístěn prvek zvaný Timeline. Jedná se o bezmála 
nejdůležitější prvek každé video-editační aplikace, neboť definuje výslednou kompozici. Obsahuje 
reference na úseky zdrojových dat (označované jako klipy), která mohou pocházet z různých souborů. 
Umožňuje určit jejich pozici ve výstupním videu, dále je možné měnit rychlost přehrávání 
jednotlivých klipů, provádět jejich střih a v neposlední řadě aplikovat efekty. V demonstrační aplikaci 
se může uživatel setkat s Timeline obsahující 3 stopy pro výsledné video. Efekty se aplikují pomocí 
vstupního monitoru v záložce „Effects“. 
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Poznamenejme pouze, že data použita pro demonstraci funkcí editoru, která jsou mimo jiné zobrazena spolu 
s některými ovládacími prvky pochází ze serveru www.youtube.com. 
 
Obrázek 16 - Timeline s klipy a efekty 
 
Na obrázku 16 je Timeline se 4 klipy. V záhlaví si všimněte prvku časové osy, který umožňuje 
posun viditelné oblasti Timeline (funkce klasického scrollbaru) a taktéž poskytuje funkci pro zvětšení 
či zmenšení měřítka časové osy. Tento prvek je blíže popsán v závěru kapitoly. Dále jsou v obrázku 
vidět zmíněné 3 stopy. V první jsou dva klipy spojené do skupiny (blíže o skupinách klipů v kapitole 
6.3) a taktéž lze zaregistrovat 3 aplikované efekty (zobrazeny zeleně). Ve druhé stopě jsou umístěny 
dva klipy bez efektů. Stavový pruh v jejich spodní části napovídá, že jsou čerstvě vloženy a zobrazený 
progres znázorňuje stav jejich komprese (blíže později). 
Prvek časové osy 
Pro přesnou editaci videa je nutné mít k dispozici nástroj pro přesnou selekci času. K tomu slouží 
prvek časové osy. Jeho použití lze pozorovat v prvku Monitor a Timeline. Aby bylo možné 
co nejpřesněji určit pozici snímků v čase, umožňuje (po vzoru vyspělých editorů jako je Adobe 
Premiere) kromě vlastního posuvu v čase i měnit měřítko časové osy. Jak znázorňuje obrázek níže, to 
lze ovlivnit nastavením šířky posuvníku. Pakliže posuvník zabírá celou šířku časové osy, jsou ve 
viditelném poli pod ním zobrazeny veškeré časy videa, ovšem navigace mezi nimi je možná jen 
s malou přesností. Jakmile se šířka posuvníku zmenší, poměrná část časů je posunuta mimo viditelnou 
oblast, ovšem zbylé časy jsou zobrazeny ve vyšším rozlišení.  
 
Obrázek 17 - Prvek časové osy (vlevo mód nízkého a vpravo vyššího rozlišení) 
4.2 Funkce editoru, efekty 
V předchozí kapitole jsem se věnoval popisu aplikace z pohledu uživatelského rozhraní s pouze 
stručnou zmínkou o jejím ovládání. Nyní na tyto informace volně naváži se zaměřením na funkce 
aplikace se zvláštním důrazem na popis efektů, aby bylo čtenáři lépe patrné a snáze si vytvořil ucelený 
obraz o možnostech editace videa pomocí demonstrační aplikace. Zaměřím se především na funkce, 
které slouží k editaci videa. 
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Střih videa 
Střih videa je možné provádět dvěma způsoby. Za první lze považovat vlastní vložení klipu 
do Timeline. Uživatel musí totiž nejprve vymezit patřičný úsek zdrojového souboru ve vstupním 
monitoru a poté tažením takto vyznačenou oblast vložit do Timeline. Druhým způsobem střihu videa 
je rozdělení klipu již uloženého v Timeline nástrojem split. Následující obrázek červenou barvou 
znázorňuje, jak je pomocí prvku časová osa vymezena oblast klipu ve zdrojovém souboru. 
 
Obrázek 18 - Vymezení klipu ve zdrojovém souboru 
Umístění v čase 
Jakmile je klip ve vstupním monitoru definován, lze jej tažením myši umístit do Timeline. Jakmile je 
nad oblastí Timeline myš uvolněna, je uchopený klip vložen na odpovídající pozici. Je tedy definován 
čas, kdy daný klip ve výstupním videu začíná a končí. Toto lze nadále měnit v módu selekce 
opětovným tažením. 
Změna časového měřítka 
Každému klipu může být jednoduchým způsobem měněno časové měřítko. Tato změna je provedena 
pomocí myši a roztažením, případně zúžením daného klipu, což má za následek přepočet rychlosti 
přehrávání. 
 
Demonstrační aplikace poskytuje 5 přechodů a 14 jednoduchých efektů. Jak již bylo řečeno, 
všechny jsou dostupné v záložce efektů vstupního monitoru. Nyní pouze stručně popíši s jakými 
efekty a přechody se může uživatel setkat a doplním ilustraci nejzajímavějších. Krátké video 
s ukázkou všech efektů a přechodů je přílohou této práce. 
Efekty 
Tabulka 2 – Seznam efektů 
Efekt Popis 
Invert Inverze barev 
Fade Animace průhlednosti obrazu z 0 (postupné objevení se) 
Fade inverse Postupné zmizení obrazu (do černé) 
Motion blur vertical 5x5 Vertikální motion blur s konvolučním jádrem 5x5 
Motion blur horizontal 5x5 Horizontální motion blur s konvolučním jádrem 5x5 
Motion blur vertical 9x9 Vertikální motion blur s konvolučním jádrem 9x9 
Motion blur horizontal 9x9 Horizontální motion blur s konvolučním jádrem 9x9 
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Sharpen Filtr zaostření 
Emboss Zvýraznění hran a nerovností 
Box blur Filtr rozmazání 
SobelX Jednoduchá detekce hran ve směru X 
SobelY Jednoduchá detekce hran ve směru Y 
Gaussian blur Gaussovské rozmazání 
Motion blur vertical 1-> 12 Motion blur s postupnou změnou velikosti jádra od 1 do 12 
 
 
Obrázek 19 - Horizontální motion blur (vlevo originál, vpravo s efektem) 
 
Obrázek 20 - Horizontální wipe přechod (vpravo s průhledností) 
 
Tabulka 3 - Seznam přechodů 
Efekt Popis 
Linear opacity Prolnutí snímků na základě postupné změny průhlednosti 
Horizontal wipe Postupné překrytí jednoho snímku druhým v horizontálním 
směru 
Horizontal wipe opacity Postupné překrytí jednoho snímku druhým v horizontálním 
směru s průhledným okrajem 
Vertical wipe Postupné překrytí jednoho snímku druhým ve vertikálním 
směru 
Vertical wipe opacity Postupné překrytí jednoho snímku druhým ve vertikálním 
směru s průhledným okrajem 
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U efektů počítaných konvolucí (blur efekty, sharpen…) je nutnost zohlednit poměr velikosti 
originálního a komprimovaného obrazu, neboť konvoluce díky konstantní velikosti jádra se 
intenzivněji projeví na menších snímcích. 
4.3 Použité technologie 
Aplikace je implementovaná na bázi .NET Framework 4.0 za použití jazyka C#. Grafické uživatelské 
rozhraní je realizováno pomocí WPF (WindowsPresentationFoundation). Dále mezi technologie 
použité při implementaci řadím návrhový vzor MVVM (Model-View-ViewModel). V této kapitole 
budou čtenáři přiblíženy základy problematiky návrhových vzorů, jejich význam a spojitost 
s použitým WPF. V dalších kapitolách budou poté separátně popsány dnes používané návrhové vzory, 
jejich výhody a nevýhody a zdůvodní se výběr MVVM. Následně se pokusím stručně přiblížit způsob 
implementace MVVM pomocí WPF. 
Návrhové vzory jsou dnes běžně používané při tvorbě moderních aplikací. Jejich význam roste 
společně s velikostí a rozsahem aplikace, jakožto i velikostí pracovního týmu, kdy je důležité 
dodržovat společné zásady psaní kódu. Nadále má správné použití návrhového vzoru význam pro 
oddělení aplikační logiky od vlastního UI, přenositelnost kódu a testování. 
MVVM spolu s MVC (Model-View-Controller) a MVP (Model-View-Presenter) patří 
nejběžnější návrhové vzory. U všech tří se společně vykytují tři základní entity (model, view a view 
model, controller nebo presenter), rozdíly spočívají především ve směru komunikace. 
Základní pojmy 
Ve zde probírané problematice návrhových zdrojů se čtenář může setkat s pojmy stručně zmíněnými 
v předchozím odstavci. Zde následuje podrobnější popis role, kterou každý ve svém návrhovém vzoru 
zaujímají: 
 
View – představuje vlastní UI. Obecná filosofie návrhových vzorů doporučuje minimální 
implementaci jeho souborech. Optimálně by mělo docházet pouze k volání metod 
patřičného Controlleru/Presenteru/ViewModelu (terminologie dle použitého vzoru). 
Controller/Presenter/ViewModel – každý z těchto prvků je spojený s příslušným konkrétním 
návrhovým vzorem, jejich specifika budou popsána později. Jsou úzce spjaty s View a 
reprezentují jeho data (hodnoty textových polí, barvu písma…). Zapouzdřují vlastní data 
modelující problematiku, kterou daná aplikace řeší. 
Model – termín společný pro všechny tři zde uvedené návrhové vzory. Modeluje vlastní data, která 
aplikace spravuje (existují modely typu zákazník, faktura…).  
Další pojmy důležité pro pochopení textu dalších kapitol jsou: 
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UnitTesting – je metoda testování software, ve které se aplikace testuje po tzv. jednotkách, které jsou 
funkční bez dalších vnějších závislostí. Tyto testy se zpravidla aplikují na standardní třídy a 
jejich metody, kde se ověřuje správnost výpočtů. Ovšem při použití vhodného návrhového 
vzoru lze takto testovat i UI. 
DataBinding – nebo-li svázání dat, musí být podporován ze strany framework, kde má být 
implementován a umožňuje deklarovat závislost vlastností View na hodnotách příslušného 
modelu. 
Přímá vazba – termínem „přímá vazba“ se v dalším textu rozumí reference určité entity vyšší úrovně 
na jinou úrovně nižší. Například jednosměrná vazba mezi View a Controllerem znamená, že 
instance View drží referenci na instanci Controlleru. 
Zpětná vazba – se vyskytuje ve dvou variantách. Může být opakem jednosměrné vazby, tedy 
například zpětná vazba mezi Presenterem a View (či-li silná vazba, viz dále). Existuje 
ovšem i vazba realizovaná zpětným voláním, zvaná slabá. 
Obousměrná vazba – je kombinace dvou předchozích. 
Silná vazba – je vazba realizovaná referencí jednoho objektu na druhý. Může být přímá nebo zpětná. 
Slabá vazba – je realizována výhradně jako zpětná v podobě napojení objektu vyšší úrovně 
na události objektu úrovně nižší. 
 
Technologie WPF je použita pro implementaci View (v kontextu MVVM). Umožňuje 
přehlednou definici uživatelského rozhraní, podporuje DataBinding a slabou zpětnou vazbu. 
Detailnější popis těchto vlastností poskytuje kapitola 4.4. 
4.4 Návrhové vzory a WPF 
V této kapitole budou blíže popsány tři nejběžněji používané návrhové vzory zmíněné v předchozí 
kapitole. Cílem celého výkladu je ucelit čtenáři přehled o základních vlastnostech jednotlivých 
návrhových vzorů a zdůvodnit důvod výběru MVVM. 
MVC (Model-View-Controller) 
Ve vzoru MVC dominuje jednosměrná komunikace. Na akce vyvolané ve View (tedy UI) reaguje 
Controller a provádí patřičné změny Modelu, který reprezentuje vlastní data. Metody Controlleru 
zpravidla korespondují se schématem Use-Case diagramu. V MVC neexistuje silná zpětná vazba, 
tudíž Model nemůže ovládat Controller a ten zase View. Model je nutné synchronizovat pomocí slabé 
zpětné vazby přímo s View, nikoli s Controllerem. Tím se znesnadňuje testování UI, jelikož 
v UnitTestech nelze číst hodnoty nastavené v UI. Tuto nevýhodu odstraňuje návrhový vzor MVP. 
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Obrázek 21 - Návrhový vzor MVC 
MVP (Model-View-Presenter) 
V MVP dochází k nahrazení Controlleru prvkem zvaným Presenter. Ten je ovšem spjat silnou zpětnou 
vazbou s View, a tím je schopen vyčítat hodnoty, případně měnit jeho stav. Tím přebírá zodpovědnost 
nejen za aktualizaci Modelu, ale i View. Mezi Presenterem, jak je patrné z obrázku, figuruje slabá 
zpětná vazba.  
 
Obrázek 22 - Návrhový vzor MVP 
 
Výhody tohoto principu jsou: 
 Možnost použití Presenteru pro UnitTesting, jelikož ten ovládá stav UI a odráží 
jeho plný stav. 
 31 
 Jednodušší a přehlednější CodeBehind. Většinu režije nad správou UI přebírá 
Presenter. 
 
Mezi nevýhody bychom mohli zařadit složitější kód Presenteru a pevnější spojení Presenteru a 
View díky silné zpětné vazbě. 
MVVM (Model-View-ViewModel) 
Presenter je v MVVM nahrazen entitou ViewModel. Jsou zde zcela vypuštěny silné zpětné vazby. 
Model komunikace v tomto návrhovém vzoru sestává ze silných zpětných vazeb mezi View a 
ViewModelem, jakožto i ViewModelem a Modelem. Vazba mezi ViewModelem a View navíc musí 
být podporována technologií, kterou je realizována, jelikož aktualizace UI probíhá prostřednictvím 
tzv. „DataBinding“. Není tedy v režii programátora se o tuto vazbu jakkoliv starat (více o způsobu 
implementace v kapitole 6). ViewModel nadále obsahuje patřičné vlastnosti View (např. barva a 
velikost písma), což umožňuje automatické testování UI. Design MVVM bývá v anglických textech 
často označován jako „loosely coupled“, což znamená, že jednotlivé entity existují zcela samostatně a 
mají minimální vzájemné závislosti. To velmi zjednodušuje případné změny v již hotové architektuře. 
 
Obrázek 23 - Návrhový vzor MVVM 
Stručné porovnání návrhových vzorů 
Předchozí odstavce lze sumarizovat konstatováním, že MVC je v dnešní době více či méně 
historickým návrhovým vzorem uplatňovaným především v minulosti. Je typický svoji „kruhovou“ 
architekturou. Mezi jeho výhody patří jednoduchost a podpora de facto všech technologií (založeno na 
principu referencí a zpětných volání). Nevýhodou zůstává špatná testovatelnost.  
MVP vychází z MVC a dědí jeho technologické nároky, přičemž je vhodnější pro testování 
díky zpětné referenci z Presenteru na View. To dle mého názoru představuje současně i nevýhodu, 
v tom smyslu, že zde vzniká velmi silná závislost View a Presenteru, jejich případné rozdělení by bylo 
složité.  
Posledním sledovaným návrhovým vzorem je nejmladší MVVM. Vychází z MVP, 
v terminologii nahrazuje Presenter tzv. ViewModelem a odstraňuje zpětnou vazbu na View. Tím 
vzniká velmi volné svázání View a ViewModelu – podobně jako v minulosti velmi populárním MVC, 
oproti němuž neobsahuje zpětnou vazbu z Modelu do View, ale z ViewModelu do View.  
Z těchto důvodů lze tvrdit, že MVVM obsahuje nejvolnější vazby z těchto tří a při správném 
návrhu lze v již hotové architektuře jakoukoliv z těchto částí snadno zaměnit (může dojít ke změně 
Modelu kvůli nové technologii, nebo View díky náročnějším požadavkům trhu na ovládání aplikací, 
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přičemž funkční a dostačující aplikační vrstva je zachována naprosto beze změny). Tyto výhody 
s sebou ovšem nesou určitou daň v podobě nutnosti podpory ze strany technologie, která převezme 
kontrolu nad režií zajišťující synchronizaci View a ViewModelu (blíže v kapitole 6). Mezi 
nejznámější dnes patří .NET Framework a Java. 
WPF (Windows Presentation Foundation) 
WPF je součástí .NET Frameworku a představuje soudobý nástroj pro tvorbu uživatelských rozhraní 
(tedy View z pohledu návrhových vzorů). Byl cíleně vyvinut pro kombinaci s návrhovým vzorem 
MVVM. Po grafické stránce umožňuje zcela volnou modifikaci vzhledu ovládacích prvků, tvorbu 
gradientních přechodů, nebo graficky akcelerovaných efektů či animací.  
Definice View se provádí pomocí speciálního značkovacího jazyka XAML (Extensible 
Application Markup Language) založeném na XML. Napojení na ViewModel je provedeno pomocí již 
zmíněného Data Binding. V definici UI je pomocí jazyka XAML deklarována závislost na určité 
vlastnosti ViewModelu. Při její změně vyvolá .NET Framework událost, kterou UI zpracuje  a upraví 
hodnotu cílové vlastnosti, kterou může být například barva pozadí, nebo hodnota v textovém poli. 
WPF umožňuje vytváření stylů a šablon pro definici UI. Každý ovládací prvek, je tedy možné 
definovat zcela volně, čehož využívám při implementaci praktické části své práce. 
 
Obrázek 24 - Role .NET Framework v MVVM 
 
Připomeňme, že v MVVM existuje pouze silná přímá vazba a slabá zpětná vazba. Obě lze 
popsat jako úplné, tedy že existují mezi každými dvěma sousedními entitami. První slabá vazba je 
realizována pomocí standardních událostí. V tomto místě nás zajímá především vazba mezi 
ViewModelem a View, která je provedena pomocí DataBinding. Princip DataBindingu taktéž spočívá 
na přihlášení se View na určitou událost ViewModelu, ovšem děje se tak v režii frameworku, nikoliv 
programátora (viz obr. 24).  
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5 Architektura aplikace 
Architektura demonstrační aplikace je založena na návrhovém vzoru MVVM. Pro implementaci byl 
zvolen jazyk C# v kombinaci s WPF pro tvorbu uživatelského rozhraní. V této kapitole budou 
postupně podrobněji popsána struktura implementace všech tří vrstev MVVM: 
 Vrstva View – jak již název napovídá, slouží pro interakci s uživatelem. Na její 
úrovni nejsou prováděny žádné složité operace či výpočty, dochází pouze k volání 
metod ViewModelu. 
 Vrstva ViewModelu – pomáhá vykonávat komplexní akce zvolené uživatelem 
jejich transformací na jednodušší úkony. 
 Vrstva Modelu – modeluje vlastní data. Na její úrovni probíhá manipulace se 
zdrojovými video soubory, je zde implementována extrakce snímků, aplikace 
efektů, stejně jako ukládání výsledného video proudu na disk. 
Např. uživatel pomocí View zadá příkaz typu „Přidat efekt“, ten je ve ViewModelu rozložen 
na sérii dílčích kroků, které jsou aplikovány na Model.  
5.1 Vrstva View 
Jak již bylo řečeno, vrstva View slouží k interakci s uživatelem. V demonstrační aplikaci „Editor 
videa“ používám několik stěžejních ovládacích prvků popsaných v kapitole 5.1. Jádrem každého 
komplexního ovládacího prvku je konečný automat, který zde bude uveden pro ucelení čtenářovy 
představy o jeho funkčnosti. 
Správce projektu (Project Manager) 
S prvkem Project manager přijde uživatel při prvním kontaktu s demonstrační aplikací do styku jako 
s prvním. Definuje dva módy – Media browser a Project manager. 
 
Obrázek 25 - Stavový automat pro správce projektu 
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První z jmenovaných nabízí možnost procházet obsah disku a přidávat video soubory 
do repositáře. Druhý mód zobrazuje uživateli zdrojová videa, která má pro svoji práci k dispozici. 
Obrázek 25 demonstruje stavový automat znázorňující možnosti ovládání správce projektu. Project 
manager obecně vzato slouží pro správu zdrojových dat pro další ovládací prvek – Monitor. 
Monitor 
Na obrázku 26 je znázorněn stavový automat složený z vnitřního a vnějšího bloku. Vnitřní část je 
typická pro výstupní monitor, který disponuje zúženou sadou funkcí oproti vstupnímu. Mezi rozšířené 
funkce vstupního monitoru patří především již zmíněné značky začátku a konce intervalu, jejichž 
vytyčením se monitor přepne do stavu „Interval ready“ a následným stiskem tlačítka myši uvnitř 
obrazovky monitoru přechází do stavu „Drag&Drop“. Poznamenejme, že díky vzájemnému propojení 
hlavních ovládacích prvků přes jejich ViewModely (blíže v další kapitole) je možné stavy 
synchronizovat a tudíž v tuto chvíli přechází do téhož stavu i Timeline (viz obrázek 27) a může 
reagovat na případné vložení klipu.  
 
Obrázek 26 - Stavový automat pro monitor 
 
Pomocí záložek v záhlaví lze přepínat módy monitoru. Po přepnutí do módu efektů lze stiskem 
myši některý vybrat přechodem do stavu „Aplikace efektů“ (dochází opět k synchronizaci s Timeline), 
tažením zvolit chtěné umístění a uvolněním myši může být efekt aplikován (v závislosti, zda byl 
upuštěn nad Timeline či nikoliv) nebo zahozen. Uvolněním myši dochází k přechodu do výchozího 
stavu. 
Timeline 
Jak je patrné z obrázku 27, výchozím módem je zde selekce, ve které lze mazat klipy a jejich efekty. 
Stiskem levého tlačítka myši je možné realizovat přechod do jednoho ze stavů „Drag&Drop ready“ 
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nebo „Stretch ready“ v závislosti na tom, zda je aktuální poloha kurzoru myši nad tělem (MouseDown 
- A) nebo okrajem (MouseDown - B) klipu. Následným pohybem myši dochází ke změně pozice klipu 
nebo jeho roztažení/zúžení. Uvolněním tlačítka myši je automat přepnut zpět do svého výchozího 
stavu. Pomocí prvku „Nástroje“ lze volit mezi módy Split, Selekce a Generování výstupu. V režimu 
Split při kliknutí na daný klip dochází k jeho rozdělení, Generování výstupu automaticky přejde zpět 
do výchozího stavu po svém skončení. 
 
 
Obrázek 27 - Stavový automat pro timeline 
 
Obrázek 28 znázorňuje hlavní aplikační workflow. Nejprve jsou pomocí Project manageru 
zvoleny zdrojové soubory, ty jsou zobrazeny pomocí vstupního monitoru přehrány a je vymezen úsek 
zvaný klip pro umístění na Timeline. Zde je definováno rozložení klipů a jsou aplikovány efekty. 
Náhled výsledné kompozice je zobrazen výstupním monitorem.  
 
 
Obrázek 28 – Hlavní workflow aplikace 
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5.2 Vrstva ViewModelu 
Vrstva ViewModleu je tvořená hierarchií ViewModelů, které zapouzdřují vlastní data modelovaná 
datovou vrstvou. V kapitole o návrhových vzorech jsem zmínil, že pro použití MVVM je třeba mít 
jistou podporu ze strany technologie, která má být použita k implementaci.  
Implementace MVVM 
Role WPF a .NET Framework při implementaci podle MVVM je popsána v kapitole 5. Nyní se 
zaměřím více na implementační část problematiky. Již bylo řečeno, že princip DataBinding je založen 
na automatickém přihlášení se View na událost OnPropertyChanged, které .NET Framework 
naslouchá a aktualizuje příslušné hodnoty View. K tomu je nutné zajistit, aby třída ViewModelu, se 
kterou má být požadovaný View svázán, implementovala speciální rozhraní INotifyPropertyChanged 
deklarující  událost PropertyChanged. Implementace této události je stěžejní pro realizaci slabé oné 
zpětné vazby ViewModelu na View. V definici UI pomocí WPF lze u každé vlastnosti libovolného 
vizuálního prvku definovat její napojení na ViewModel, který při změně některé ze svých vlastností 
vyvolá událost PropertyChanged, na kterou reaguje .NET Framework a upraví dané hodnoty ve View. 
Tento princip lze navíc realizovat oběma směry, tedy pokud se změní některá z hodnot View, je tato 
změna odražena i ve ViewModelu. 
Diagram tříd ViewModelů 
Každý ViewModel má vlastnosti dvojího typu. Na jedné straně musí reflektovat stav Modelu, který je 
jím zapouzdřen, na straně druhé definuje aktuální stav View. Jak si lze všimnout, jádrem aplikace je 
TimelineViewModel. Ten přebírá zodpovědnost za správu sekvencí, zejména definuje jejich pořadí a 
tím i prioritu klipů při renderování výstupu.  
Mezi nejdůležitější data spravovaná objektem typu TimelineViewModel patří kolekce sekvencí 
reprezentované třídou SequenceViewModel, která obsahuje již vlastní kolekci klipů – tříd odvozených 
od ClipModelBase. Třída TransitionComposer asistuje při vytváření přechodů a jak již z diagramu 
vyplývá, operuje vždy se dvěma klipy. Nadále ProjectInfoViewModel obstarává zdrojová data pro 
MonitorViewModel, který (jak již víme) umožňuje selektovat jejich úseky zvané klipy a ty jsou 
umístěny do sekvencí objektu TimelineViewModel. Obrázek 29 demonstruje způsob komunikace a 
propojení jednotlivých ViewModelů.  
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Obrázek 29 - ViewModel class diagram 
 
SequenceViewModel 
Z hlediska UI mají sekvence klesající prioritu shora dolů, tedy rendering musí začít od poslední 
sekvence uvnitř TimelineViewModelu. Sekvence jsou reprezentovány kolekcí objektů typu 
SequenceViewModel, které obsahují již vlastní klipy (odvozené z ClipModelBase).  
Mezi důležité metody implementované každou sekvencí patří přidání a odebrání klipu. 
Zejména přidání klipu je implementačně netriviální, jelikož je nutné zajistit časovou konzistenci klipů. 
Je totiž nutné zachovat časovou disjunkci klipů uvnitř sekvence. Pokud je nový klip vkládán na místo, 
které je již plně nebo zčásti obsazeno jiným klipem, je nutné vypočítat posunutí a klip umístit do 
volného prostoru. Pokud je i nově vypočítaná lokace okupována, je tento postup rekurzivně opakován, 
dokud není možné všechny potřebné klipy posunout a správně umístit. 
ClipModelBase 
Reprezentuje klip v sekvenci. Původní vlastnosti modelu obohacuje o informaci, kde na sekvenci se 
právě nachází, případně definuje změnu měřítka časové osy daného klipu (tedy rychlost jeho 
přehrávání) nebo faktor zvětšení definujíc vizuální šířku klipů (v závislosti na nastavení prvku časové 
osy – viz kapitola 4) 
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TransitionComposer  
Za bližší komentář stojí rovněž pomocná třída TransitionComposer. Ačkoliv se nejedná přímo o 
ViewModel, jak je tomu v ostatních případech, představuje důležitou třídu, která poskytuje funkce pro 
aplikaci speciálních efektů – přechodů. Přechod je zpravidla tvořen dvojicí efektů, každý je umístěn na 
příslušný klip a tvoří svoji část výsledného efektu. TransitionComposer tyto efekty umožňuje 
vypočítat a správně časově umístit na výsledné klipy. 
MonitorViewModel 
Jak je vidět z obrázku 30,  přehrávání videa se provádí skrz MonitorViewModel. Ten poskytuje 
veškeré metody pro ovládání přehrávání a jejich napojení na akce UI, což bylo popsáno v předchozích 
kapitolách.  
 
Obrázek 30 - Diagram tříd přehrávání videa 
 
K realizaci vlastního přehrávání je využito přehrávače implementujícího rozhraní IPlayer. Na 
straně vstupního monitoru se jedná o InPlayer operující nad objektem SimplePlayer, který slouží pro 
čtení snímků ze zdrojového souboru. Výstupní monitor používá VidPlayer1), který pro kompozici 
výstupu používá třídu VidComposer. Ten je použit na dvou místech – ve třídách RecorderViewModel 
a MonitorViewModel, jako zdroj dat používá objekt třídy TimelineViewModel.  
5.3 Vrstva Modelu 
Datová vrstva modeluje vlastní objekty úzce spojené s prací s videem. Mezi tyto patří zejména třídy 
SimplePlayer, Clip, Frame a Effect.  
Diagram tříd Modelů 
Ústřední třídou v diagramu na obrázku 22 je Clip. Ten používá jednoduchá přehrávač videa 
SimplePlayer pro extrakci snímků z videa a získaná data reprezentuje pomocí třídy Frame. Každá 
instance Frame obsahuje kromě reference na vlastní bitmapová data také další informace jako je čas 
snímku v rámci klipu nebo hodnotu průhlednosti. SimplePlayer zastřešuje třídu AviPlayer, která 
zajišťuje vlastní bezprostřední manipulaci s video proudy. K volání metod z AviPlayer dále přidává 
vlastní režii zajišťující správné rozlišení snímků, jejich frekvenci atd. Každý klip nadále obsahuje 
kolekci efektů popsaných v kapitole 6.2. 
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Kromě toho dokáže nastavit aktuální rozlišení extrahovaných snímků a vystavuje metody pro 
ovládání podřízeného přehrávače – SimplePlayer. 
 
 
Obrázek 31 - Diagram tříd klipu 
Clip 
Třída Clip disponuje sadou vlastností a metod důležitých pro modelaci problematiky editace videa. 
Z těch nejdůležitějších je v první řadě třeba zmínit referenci na zdrojový video soubor, označení 
začátku a konce intervalu, do kterého je klip zasazen nebo trvání celého klipu či aktuální časovou 
pozici v něm. 
SimplePlayer 
Jak již bylo řečeno, jedná se o lehkou formu zapouzdřující třídy pro volání metod z AviPlayer. Proto 
musí vystavovat všechny důležité ovládací metody typu Start(), Stop()… Nadále je třeba zajistit 
produkci snímků správného rozlišení. 
AviPlayer 
AviPlayer založený na vyčítání snímků video pomocí metod knihovny avifil32.dll, která je 
součástí Windows a volně dostupná online. Více informací o této knihovně lze nalézt v průvodním 
souboru přiloženého CD. 
Frame 
Třída reprezentující snímky se nazývá Frame. Data uchovává ve formě bitmapy, resp. reference na ni. 
Kromě dodatečných vlastností popisujících snímek z hlediska časového umístění, jeho velikosti či 
míře průhlednosti disponuje sadou metod pro dodatečnou manipulaci se snímkem. Dobrým příkladem 
je metoda pro převzorkování snímku nebo překrytí daného snímku jiným, kdy dochází k míchání 
barev na základě průhlednosti obou zúčastněných. 
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IEffect 
IEffect je rozhraní pro implementace efektů. Každý klip jich může obsahovat libovolné 
množství – jak je patrné z diagramu tříd – a jejich implementace je podrobněji popsána v kapitole 6.2. 
 
 
1) Pojmenování VidPlayer může budit dojem porušení nastolené konvence pojmenování s prefixem „In“ pro vstupní nebo 
„Out“ pro výstupní entity. Bylo tak učiněno z toho důvodu, že VidPlayer má z hlediska filozofie architektury silnější vazbu 
na třídy VidComposer a VidRecorder. Proto jsou doplněny raději společným prefixem „Vid“. 
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6 Hlavní implementační principy 
V této kapitole se budu blíže věnovat implementačním principům důležitých častí knihovny 
pro editaci videa. V první řadě je nutné se zabývat realizací přehrávání a kompozice videa, poté s tím 
spojenými efekty a v neposlední řadě objasnit pojem skupina klipů vysvětlující implementaci chování 
klipů na časové ose. V poslední části této kapitoly bude rozvedeno generování výstupu spolu 
s demonstrací vlivu velikosti snímku na výkonnost rendrování. 
6.1 Přehrávání a kompozice videa 
Přehrávání videa 
Přehrávání videa je dvojího charakteru – přehrávání vstupního (zdrojového) video souboru 
a přehrávání výstupu. K tomu slouží třída MonitorViewModel, využívající speciální přehrávač.  
Jelikož se přehrávání zdroje zásadně liší od přehrávání výstupu, je nutné tento přehrávač 
implementovat tak, aby byl schopen toto dvojí chování rozlišit. Proto třída MonitorViewModel drží 
pouze referenci na rozhraní deklarující společné ovládací metody typu Play(), Stop(), Pause() atd. Toto 
rozhraní musí být implementováno oběma přehrávači – jak vstupním (InPlayer) i výstupním 
(VidPlayer). 
Přehrávač vstupu (InPlayer) je v jádru poměrně jednoduchý – pro extrakci informací z videa 
včetně jeho snímků používá SimplePlayer (blíže popsaný v kapitole 7.3 Datová vrstva). Na základě 
aktuálního frame rate je vypočítán interval, s jakým jsou snímky vyčítány a zobrazovány ve vstupním 
monitoru.  
Výstupní přehrávač (VidPlayer) je podstatně složitější. Taktéž pro vlastní extrakci snímků 
používá třídu AviPlayer, pro tvorbu výstupu ovšem používá zpravidla více zdrojových video souborů 
(podle počtu klipů v Timeline). Vlastní kompozice se provádí dle výše uvedeného schématu třídou 
VidComposer a výsledek je prezentován výstupním monitorem. Jelikož při generování výstupu 
dochází k mhohem více operacím než pouhému načtení z disku, dekódování a zobrazení (jak je tomu u 
vstupního přehrávače), dochází k poklesu výkonnosti. Výsledný výkon generování závisí na zvoleném 
rozlišení a množství aplikovaných efektů.  
Kompozice videa 
Kompozice videa je založena na postupném vyčítání snímků v konkrétních časech a aplikaci efektů. 
Konkrétně k tomu slouží třída VidComposer, která pracuje v několika krocích. V první řadě je třeba 
určit, které klipy jsou v daném čase přehrávány (ty mohou být až tři současně – pro každou sekvenci 
jeden), vypočítat čas relativní vůči začátku každého klipu a následně extrahovat snímky. Extrakce 
probíhá dle priority sestupně. Čili nejprve jsou zpracovány snímky nejnižší priority a postupně jsou na 
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ně aplikovány efekty. Ty jsou potom překryty snímky priority vyšší a na základě průhlednosti může 
dojít k prolnutí. 
6.2 Efekty a přechody 
Aplikace efektů je nepochybně hlavní funkcí editoru videa a tedy i demonstrační aplikace, která je 
součástí této práce. Při vývoji nebyl kladen důraz na vývoj nepřeberného množství efektů, jako spíše 
na dostatečně obecné renderovací jádro snadno rozšiřitelné o další nové efekty. Jelikož se dle mého 
názoru z implementačního hlediska jedná o jedno z nejzajímavějších míst celé aplikace, rád bych se 
zde této problematice blíže věnoval.  
 
Obrázek 32 - Diagram tříd implementace efektů (Inverzní efekt) 
 
Základním principem aplikace efektů je změna snímku, která může nastat: 
 
Změnou průhlednosti – jedná se o rychlou operaci, která spočívá v podstatě pouze v nastavení 
hodnoty jediné proměnné pro daný snímek. 
Posunutím snímku – opět nenáročná operace založená na nastavení dvou proměnných 
(pro horizontální a vertikální offset). 
Vlastní změna dat snímku – je velmi náročná operace, jelikož se musí procházet všechny body 
snímku (např. efekt inverze). 
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Efekty můžeme dále rozdělit do dvou základních skupin: 
 
Efekty – aplikují se na jeden snímek, jsou odvozeny od EffectBase a výsledek je závislý na pixelech 
daného snímku a jeho pozici v čase (parametry efektů se mohou v čase měnit – např. 
poloměr u efektu blur). 
Přechody – vycházejí z obyčejných efektů. Existovat však mohou pouze v párech – aby definovali 
efekt prvního (zpravidla mizícího) i druhého klipu. Tím lze realizovat např. prolnutí dvou 
klipů nebo jejich překrytí. Třída TransitionBase propůjčuje svým instancím schopnost 
rozlišit tyto dva stavy. 
 
Vlastní implementace efektů je založena na zastřešujícím rozhraní IEffect, které umožňue se 
všemi efekty pracovat jednotným způsobem1). Toto rozhraní implementuje abstraktní třída EffectBase. 
Ta především zajišťuje správnou posloupnost společných akcí a dále deklaruje abstraktní metodu 
DoApply() jejíž implementací potomek rozhoduje o konkrétní podobě daného efektu. Každý efekt je 
tedy reprezentován vlastní třídou, která definuje algoritmus jeho výpočtu v metodě DoApply(). 
Obrázek 32 ilustruje příklad implementace jednoduchého efektu inverze barev. Základní třída 
implementuje rozhraní ICloneable, což je systémové rozhraní deklarující metodu Clone(), která 
implementuje vytvoření kopie, a rozhraní IEffect, jehož deklarace jsou patrné z obrázku níže. Členy 
třídy EffectBase lze rozdělit do třech kategorií: 
 
Společné vlastnosti – mluvíme o společných vlastnostech, neboť jsou definovány v základní třídě a 
inicializace spolu s vlastním užitím přichází ze strany potomka odvozeného od EffectBase. 
Mezi tyto vlastnosti řadíme jmenovitě Duration (udávající délku trvání), StartMilliseconds 
(definující začátek platnosti efektu v milisekundách) a EndMilliseconds (představující konec 
efektu). Časy jsou relativní vůči klipu, ke kterému efekt patří. Tedy pokud efekt začíná 
v čase 0, afektuje snímky klipu od samotného začátku. 
Implementované metody – Apply(), IsApplicable() a Clone() spolu s výše uvedenými vlastnostmi 
implementují inkrementovaná rozhraní. Metoda Apply() pouze zapouzdřuje volání 
abstraktní metody DoApply() – stejně jako metoda Clone() volá svoji abstraktní 
implementaci CreateClone(). Metoda IsApplicable() rozhoduje o možnosti efekt aplikovat 
na daný snímek. Vlastní výpočet je velmi prostý. Jelikož efekt nemusí nutně pokrývat celou 
délku klipu, k němuž je přiřazen, ale pouze jeho část, je třeba porovnat aktuální čas snímku 
s polohou intervalu vymezujícího efekt. Pokud IsApplicable() rozhodne pozitivně a snímek 
kontrolou projde, dochází posléze k volání DoApply(). 
Abstraktní metody – jsou implementovány ve třídě potomka, který tak může diktovat konkrétní 
implementaci efektu v metodě DoApply() a způsob vytvoření kopie v CreateClone(). Jak je 
jistě čtenáři známo, pro vytvoření instance ze třídy odvozené z abstraktního předka je nutné 
implementovat veškeré jeho abstraktní metody. Tím je zaručeno, že každý efekt bude plně 
definovat své chování. 
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Dalším zajímavým aspektem je zvláštní varianta klipu – zvaná skupina dvou klipů (nebo 
ClipGroup). Jedná se o pevné spojení dvou klipů využívané při aplikaci přechodů. 
6.3 Klip a skupina dvou klipů 
Klip sám o sobě může existovat libovolně uvnitř sekvence. Jeho pozice je definována časem posunutí 
začátku vůči sekvenci. Na každému klipu lze přidávat efekty, provádět jeho dělení a měnit měřítko 
jeho časové osy (viz dále). Platí omezení, že dva klipy uvnitř sekvence se nemohou překrývat. Lze je 
umístit libovolně vedle sebe, vždy však musí platit vzájemná disjunkce časů jakýchkoliv dvou klipů.  
Toto omezení neplatí uvnitř skupiny klipů. Ty jsou výhradně binárního charakteru, tudíž 
skupina může obsahovat vždy přesně dva klipy, které se z části nebo i plně překrývají. Toho 
se využívá při aplikaci efektů typu přechod, kde je nutné pro dosažení výsledného efektu použít data 
z obou klipů. Typickým příkladem je efekt, při kterém první klip plynule přechází v druhý – dochází 
k míchání barev pixelů snímků obou zúčastněných klipů na základě měnící se hodnoty průhlednosti. 
Následující obrázek graficky znázorňuje závislost mezi průběhem průhlednosti v obou klipech a 
vzájemného překrytí. 
 
Obrázek 33 - Ukázka jednoduchého přechodu 
Skupina – stejně jako klip – implementuje rozhraní ITimelineClip typické pro objekty umístěné 
v sekvencích. Proto rámec aplikace – mohu-li tak svoji implementaci nazvat – nečiní mezi skupinou a 
klipem rozdíl ve smyslu přidávání efektů a vytváření dalších skupin. Každá skupina může tedy 
obsahovat klipy, jiné skupiny nebo jejich kombinace. Tím může vzniknout bohatá struktura v podobě 
binárního stromu, ve kterém uzly jsou skupiny a listy tvoří klipy. Z důvodu implementační náročnosti 
již nezbyl prostor pro realizaci rozdělení klipu a změny časového měřítka pro klipy uvnitř stromové 
struktury skupiny. Doplnění této funkčnosti je jedním z dobrých námětů pro rozšíření práce. 
Změna měřítka časové osy 
Měřítko časové osy ovlivňuje rychlost běhu času uvnitř klipu. Jelikož bez ohledu na aktuální měřítko 
je stále používán neměnný zdrojový soubor pro extrakci snímku. Pro rozhodnutí, který snímek se 
reálně uplatní slouží jednoduchá transformační funkce, která z času uvnitř klipu v daném měřítku 
vypočítá originální čas ve zdrojovém souboru. Stejnou metodou jsou upravovány další důležité časové 
vlastnosti, jako je doba trvání klipu, která se s různým časovým měřítkem mění. 
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Rozdělení klipu 
Pomocí nástroje Split je možné určitý klip rozdělit na dva. Každý klip se z hlediska své architektury 
skládá mimo jiné z přehrávače typu SimplePlayer, který drží referenci na kýžený zdrojový soubor. 
V případě rozdělení klipu musí být vytvořeny dvě kopie tohoto přehrávače, aby nedošlo k současnému 
ovládání původní instance z obou klipů nově vzniklých rozdělením. Nově vzniklé klipy následují na 
časové ose bezprostředně za sebou a jsou dostupné pro standardní manipulaci. 
Rozpojení skupiny 
Jak již bylo zmíněno, skupina představuje uzel binárního stromu. Každý prvek (klip nebo skupina) 
obsahuje referenci na svůj rodičovský uzel, skupina dále na své dva potomky, kterými může být klip 
nebo další skupina. Rozdělení skupiny poté představuje rozdělení binárního stromu. Původní skupina 
(kořenový element) je ze sekvence vyjmut a vloženy jsou nové objekty vzniklé rozdělením. 
Poznamenejme, že těmito objekty rozumíme skupinu i klip, který může vzniknout po oddělení 
okrajového listu z binárního stromu. 
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7 Srovnání s ostatními editory 
Při porovnávání s ostatními editory je nutné vycházet jednak z časových omezení vytyčených pro 
vývoj demonstrační aplikace, rovněž jako z omezení plynoucích z množství lidských zdrojů. Z těchto 
důvodů nelze klást přímý požadavek na konkurence schopnost s již existujícími aplikacemi, neboť tyto 
se zpravidla vyvíjí po delší dobu a u skutečně kvalitních editorů se k dlouhé historii vývoje přičítá 
rovněž nemalý rozpočet a tým vývojářů. S přihlédnutím k výše zmíněnému lze zejména 
u nenáročných editorů, které jsou k dispozici bezplatně nebo jako součást operačního systému, docílit 
jistého stupně porovnání.  
Timeline 
Oproti některým jednoduchým editorům disponuje demonstrační aplikace bohatším prvkem Timeline, 
který poskytuje tři stopy pro výstupní sekvence. Programy jako Windows Movie Maker, Avidemux 
nebo Kino zpravidla obsahují podporu pouze jedné sekvence.  
Jiné pokročilejší, ačkoliv stále ne špičkové, editory jako například Cinerrela nebo Kdenlive 
disponují taktéž vícestopou Timeline a poskytují navíc některé funkce, například zapnutí/vypnutí dané 
sekvence, což demonstrační aplikace neobsahuje.  
High-end editory jako je Adobe Premierre, Apple Final Cut a další podporují timeline o více 
než třech stopách (teoreticky neomezeně mnoho). Současně se rozrůstá nabídka funkcí pro práci s 
danými stopami, přibývá možnost přidávat automaticky generované zvuky či obrazové vzory. 
 
Demonstrační aplikace obsahuje timeline pro tři stopy. Lze v ní volně pozivovat klipy, aplikovat 
na ně libovolné množství efektů a měnit časové měřítko klipů, případně provádět jejich střih. 
Jednodušším editorům typu Windows Movie Maker může tedy bez větších problémů konkurovat, za 
první editor s lepší timeline bych označil Cinerrela díky pestřejším funkcím (zapnutí/vypnutí 
frekvence atd.). 
Monitor 
Nadále lze pozorovat rozdíl v přítomnosti dvou monitorů a lze tedy současně sledovat náhled zdroje i 
výstupu. Tyto funkce se u zmíněných jednodušších editorů zpravidla koncentrují do jediného 
monitoru. Taktéž zde bývá jednodušší prvek časové osy v podobě prostého posuvníku bez možnosti 
změny měřítka. Funkce bývají zpravidla omezeny až na spuštění, pozastavení přehrávání a vyznačení 
úseku pro vložení do timeline (jak je tomu v případě Windows Movie Maker). Avidemux a Kdenlive 
sice již obsahují více funkcí včetně prvku pro jemný posuv snímků, nicméně změna měřítka je stále 
nemožná. 
 Komplexnější prvek časové osy obsahuje například Cinerrela. Ke standardním ovládacím 
funkcím přidává další - jako možnost přehrávání vyznačené smyčky a změnu měřítka časové osy.
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 Profesionální editory dle očekávání disponují širokou paletou funkcí. Prakticky pokrývají vše 
zmíněné výše a přidávají mnoho dalších. 
 
Ve své demonstrační aplikaci implementuji monitor ve dvou variantách – vstupní a výstupní. I 
nabídku funkcí bych označil za dobrý standard mezi low-end editory. Zejména prvek časové osy 
(inspirovaný podobným prvkem z Adobe Premiere) umožňující změnu měřítka časové osy se 
v kategorii jednoduchých editorů zcela vymyká. 
Efekty 
Základní editory umožňují použití obecně jednodušších efektů a přechodů. Mezi ně lze zařadit inverzi 
barev, efekty na základě konvolute (motion blur, gaussovské rozmazání, detekce hran sobelovým 
filtrem…) a jednoduché přechody (prolnutí snímků na základě průhlednosti nebo postupné překrytí 
jednoho snímku druhým z jiného video zdroje). Podobnými efekty – ať již ve více či méně pestré 
nabídce – disponuje většina jednoduchých editorů. 
Pokročilejší editory přidávají větší svobodu a flexibilitu při aplikaci efektů. To se projevuje ve 
větší svobodě nastavení parametrů efektů, nebo jejich vlastní definice. Například editor Kino 
umožňuje vlastní definici průběhu přechodů pomocí čtyř bodů proložených křivkami. 
Nejlepší editory v čele s Adobe Premierre umožňují velmi pokročilé funkce a efekty. Mezi 
nejzajímavější bych zařadil sledování objektů v obraze, nebo odstranění vyznačeného objektu 
z obrazu. 
 
Ve své práci implementuji 5 přechodů a 14 efektů (viz Tabulka 2). Jedná se o spíše jednodušší 
efekty jako inverze barev, motion blur apod. Tímto bych svoji aplikaci přiřadil více k základním 
editorům jako je Avidemux nebo Windows Movie Maker. K výpočtům se používá procesor, 
akcelerace grafickou kartou chybí. Z důvodů implementační náročnosti bylo nutné vynechat práci se 
zvukem, což je výrazný nedostatek ve srovnání se všemi ostatními editory a současně dobrý námět pro 
další rozšíření. 
Hardwarové nároky 
Z hlediska hardwarových nároků lze až na výjimky aplikovat pravidlo čím propracovanější nástroj, 
tím vyšší nároky jsou na hardware kladeny. Jednoduché editory se spokojí s poměrně slabým 
procesorem, nepotřebují silnou grafickou kartu k akceleraci výpočtů ani mnoho místa na disku. 
Například Cinerrela se spokojí s CPU na frekvenci 500MHz a 256 MB RAM. Editoru LiVES postačí 
dokonce polovina této paměti, ovšem poněkud zvyšuje požadavky na sílu procesoru na 800 MHz (celá 
srovnávací tabulka - http://www.cyberciti.biz/faq/top5-linux-video-editing-system-software). 
U profesionálních nástrojů tyto požadavky rapidně rostou. Grafická karta se běžně používá pro 
výpočty efektů, je třeba silný procesor i nemálo místa na disku. Například nejnovější verze Adobe 
Premiere vyžaduje 64-bitový procesor, 2 GB operační paměti, 10 GB místa na disku a samozřejmě 
zmíněný grafický akcelerátor (více v kapitole 3.1). 
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Pro spuštění demonstrační aplikace postačí i slabý procesor (nejslabší testovací sestava měla 
800 MHz), ovšem pro hladný a bezproblémový běh doporučuji spíše procesor o frekvenci 2 GHz nebo 
lepší a to především z důvodu rychlého výpočtu efektů. Ty jsou pro generování náhledu prováděny na 
zmenšených kopiích zdrojového videa, což proces urychluje a je možné zobrazovat náhled relativně (v 
závislosti na množství a složitosti efektů a síle stroje) plynulého videa. Paměťové nároky jsou 
poměrně nízké. Za svého běhu aplikace potřebuje cca 90 MB operační paměti a po nainstalování 
zabírá na disku necelých 1,3 MB. 
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Závěr 
Ve své práci popisuji problematiku editace videa od jejich počátků až po moderní současnost. Výklad 
se věnuje historické lineární editaci, stejně jako editaci nelineární včetně její moderní podoby, kdy je 
realizována pomocí speciálních aplikací – editorů videa. V praktické části práce byl implementován 
jednoduchý video-editor.  
Editační aplikace disponuje funkcemi pro bezproblémové přehrávání videa. Navigace v čase je 
realizována pomocí netriviálního prvku časové osy, který kromě změny selektovaného času umožňuje 
nastavit aktuální zvětšení a jemnost kroku časové osy, což umožňuje snadnou orientaci s vysokým 
rozlišením, tedy lze přehledně vybírat jednotlivé snímky. Zdrojové soubory je možné přehledně 
vybírat, přehrávat jejich náhledy ještě před vlastním přidáním do projektu. Z pohledu editace videa 
poskytuje základní sadu funkcí dostačující pro nenáročného uživatele. Výčtem lze uvést přehrávání 
vstupního videa, jeho střih, změna rozlišení nebo frame rate a samozřejmě aplikace efektů. 
Implementována byla řada efektů, mezi které patří několik variací vzájemného přechodu jedné video 
sekvence do druhé, inverzní filtr, efekt rozmazání atd.  
Pokud bych měl výslednou aplikaci srovnat s již existujícími, zaměřil bych se na jednodušší 
aplikace jako je například Windows Movie Maker, oproti kterému obsahuje komplexnější prvek 
časové osy, dva monitory nebo přehlednější timeline. Na druhou stranu celková nabídka funkcí je 
z pochopitelných důvodů užší, zejména citelná je absence zvuku. 
Při vlastní implementaci byl kladen velký důraz na programovou čistotu a přenositelnost kódu. 
Z toho důvodu se v textu práce zabývám problematikou návrhových zdrojů, ze kterých si pro další 
pokračování vybírám MVVM. Pod tímto konceptem je vedena celá implementace realizovaná 
jazykem C#. V dalších kapitolách odděleně a přehledně popisuji všechny tři vrstvy architektury 
založené na MVVM. Uvedeny jsou diagramy tříd a u stěžejních prvků stavové automaty dokreslující 
princip jejich funkce a napomáhající lepšímu pochopení výkladu.  
Výsledkem je funkční video-editor schopný provádět střih videa, aplikovat efekty a přechody a 
generovat výstup. Zabudovaná je i podpora projektů a stav práce je možné v jakémkoliv okamžiku 
uložit a opět načíst. Nastavení umožňuje zvolit velikost generovaného obrazu a frekvenci snímků. 
Díky použití návrhového vzoru MVVM byla zachována programová čistota a přehlednost kódu. 
Práce je dle mého názoru vhodná pro další pokračování. V tomto případě vidím možnosti 
rozšíření zejména v doplnění funkcí pro práci se zvukem, přidání komplexnějších nástrojů, bohatších 
efektů anebo realizací náročných výpočtů pomocí grafické karty. 
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