In this work, we present an approach for documenting object-oriented application frameworks and using the documentation to guide the framework instantiation process. Our approach is based on a shift from a framework-centered to a functionality-centered documentation, through which, a tool can guide the instantiation process according to the functionality required for the new application. The fundamental idea of our work is the combination of the concept of user-tasks modeling and least commitment planning methods to guide the instantiation process. Based on this techniques, our tool is able to present to the developer the different high level activities that can be carried out when creating a new application from a framework, taking as basis the documentation provided by the designer through instantiation rules.
Introduction
Object-oriented application frameworks constitute a great improvement in software reuse because they promote the reuse of not only single building blocks, but also the reuse of the design of systems or subsystems. A framework embodies design decisions like the application control flow, distribution of responsibilities among classes and communication protocols for implementing collaborations, which are implicitly reused by a user when developing a new application using the framework.
Depending on framework complexity, however, this development may be a hard and time-consuming task for novice users. Usually, in order to take full advantage of framework capabilities, a user must understand the internal details of the framework design. This involves, for example, the relationships among the different framework components and what is expected from the application specific code. Besides, considering that a framework is generally a very flexible design, this usually implies a design harder to understand.
These reasons make good quality documentation an essential factor to make a framework successful.
However, traditional design and code documentation techniques are not enough to describe the complexity of a framework, specially if considered the different kind of users that may need to access framework documentation [Johnson92]. Butler et al. [Butler99b] describe four kind of framework (re)users: application developer, framework maintainer, developer of another framework and verifier. Taking into account this variety, different documentation methods have been proposed for documenting frameworks. Some of them are informal and prescriptive [Johnson92] [Pree94] [Schappert95], that is, they describe how the framework should be used. Some other methods are more formal and descriptive: they describe the framework design, and the user has to deduce how to use it [Helm90] [Soundarajan99]. Every technique is oriented to a given kind of framework user, and even some of these approaches are able to provide good descriptions of some framework aspects, none of them can successfully satisfy all the framework documentation requirements [Richner98] .
In this context, more powerful tools to support the production of good documentation and guidance for framework users become increasingly important. In this work we present a new approach to support framework documentation in such a way it can act as an active guide for the tasks that users must accomplish to build a specific application using the framework. The fundamental idea of our work is the combination of the concept of user-tasks modeling and least commitment planning methods [Weld94] to guide an instantiation process. Based on this technique, a tool can present to the developer the different high level activities that can be carried on when creating a new application from a framework taking as basis the documentation provided by the designer through instantiation rules. For example, if the framework is on the accounting domain, some of the initial activities can be to create a new type of account, or to describe a new algorithm to calculate the tax rate. For each of these high level activities, there is a list of tasks that the user must carry on in order to complete the activity. When the user selects his next objective, the tool is able to build the sequence of tasks that have to be done to accomplish that objective; this list of tasks is called the instantiation plan, and the process of plan creation is named planning. For this end a specialized planing algorithm, called PIT (Planing Instantiation Tasks), was developed. In this paper we present the main characteristics of the planning approach and a short example of the instantiation tool being developed.
The paper is organized as follows. Next section discusses framework documentation requirements and the role of user tasks applied to the framework instantiation process. In section 3 and 4 we present the concept of incremental planning of instantiation tasks and the PIT algorithm. Section 5 presents an example of the approach through the documentation of a simple framework using the prototype tool under development. Finally, in section 6, the main conclusions of the work are presented.
Framework Documentation and User Modeling
It is widely accepted that good framework documentation must combine diverse methods for documenting frameworks [Pree95] . Focussing on an application developer user (that is, one that uses the framework for developing a new application), an important technology is represented by the so-called active cookbooks. A cookbook contains a set of recipes, where each recipe describes, in an informal way, the solution for a specific problem using the framework. Recipes do not explain the rationale of the design or why a problem must be resolved in a given way, but just explain how the problem can be solved using the framework. Active cookbooks are tools that enact recipe descriptions, providing the user an interactive interface that guide him through the instantiation process. One of the reasons of cookbook success is that humans are good at following step-by-step directions.
Cookbooks are a promising approach, but they are limited by two fundamental drawbacks: firstly, the lack of adequate environments that support the creation of the cookbooks. Currently, cookbooks must be created from scratch, and all the work is responsibility of the documentation writer (consistency rules, if any, the steps to be done, etc). Secondly, the recipes and cookbooks present the problem of little flexibility. The more detailed the assistance provided by a given recipe is, the less possible it is for the user to follow an instantiation process different from the one stated by the recipe. This problem is more evident when dealing with active cookbooks, where the user has to follow the embedded recipe up to the last detail, or resign to not using the tool at all. Even worse, framework documentation should address the needs of developers with varying levels of experience with the framework, given each one the opportunity to interact with the documentation at the level he/she prefers.
Besides these drawbacks, the focus of the documentation represents a critical point. In general framework designers tend to explain how to use a framework taking into account what we call a frameworkcentric view. That is, the documentation tend to explain how to use or add specific components instead of center the specification around what functional requirements are satisfied by a given combination of framework components or methods.
Under this view, we claim that a more powerful tool should provide the user some mechanism to express the requirements that his/her specific application should fulfill, and provide guidance about what programming activities should be done in order to get such behaviors with the framework. On the other side, a documentation support tool should emphasize the organization of the documentation regarding this aspect as a central one.
Seeing the instantiation process as a set of programming activities (i.e, subclassing, method overriding, etc.) then such activities can assimilated to the concept of user-tasks, successfully used in the modeling of interactive applications [Johnson93] . In this way, the process of producing instantiation documentation can be seen as a process of user-tasks modeling, as we explain below.
Instantiation Tasks
During the last years there has been a growing effort devoted to the modeling of the tasks a user can accomplish while working with an interactive application. The modeling of user-tasks can be helpful in several different directions. Interesting results have been obtained through the use of task models in the design and early prototyping of user interfaces, [Johnson93] . There are also applications of task models in aspects more related to the final implementation, like simplifying the construction of the user interface by means of models of the tasks it should support, [Patterno97] . The integration of task models into tools for the overall implementation of user interfaces is another aspect of related activity during the last years. Finally, the use of tasks models in complex applications allows a richer interaction between the user and the system, since the system is able to more precisely understand the user objectives, and give him/her support towards their accomplishment. This support can be in terms of user modeling and adaptation of the application to his/her needs, support for the development of help systems for applications, [Pangoli95] , support for the use of multiple connected applications, etc.
One of the roles of task models in the applications mentioned above is, in one way or another, to connect the semantics of user actions to the lower level of elementary actions (events) imposed by windows toolkits. Usually, the applications under consideration have a well defined set of basic user actions, which is still too complex for a novice user to comprehend or for a designer to keep in mind while thinking about other aspects of the interface.
The instantiation of software frameworks is an activity that is also based on a well defined amount of basic tasks, like for example class specialization and method overwriting, but it presents a higher degree of complexity. A framework documentation tool should provide means to allow a designer to describe the different ways a framework can be used, by describing the different instantiation tasks (i.e., subclassing, method implementation, etc.) that are needed to obtain a given functionality with the framework, along with the conditions under which such tasks can be executed. Nowadays, standard task management systems consist essentially of an event parser that is able to match sequences of user events against task models in order to decide which tasks the user is accomplishing, and also to match sequences of higher level tasks against higher level task models. A task management system that is suitable for the control of framework instantiation processes must include also a dynamic basis of pending tasks, and a rule interpreter that modifies the set of pending the tasks according to the actions of the user. These modifications can include the addition of new pending tasks that are necessary to accomplish after some others, or the more subtle modifications needed when a task like the creation of a software component is undone.
On the other side, a generic tool that gives support for the instantiation of software frameworks can not consist just in a set of smaller tools that are able to deal with specific portions of the framework. Instead, it must include an interface that allows the designer of the framework to specify in a simple way the tasks and goals to be achieved, as well as the constraints that must be satisfied. Many of these constraints are expressed naturally as rules of the form "all software components of some specific type must satisfy some specific condition". The relation among tasks is also stated many times naturally by means of rules of the form "each time a software component of some specific type is created, a specific set of additional tasks must be accomplished". This imposes some degree of extensibility to the system that is not present in nowadays task-based systems, where the only extensibility that is possible is through the definition of new task models.
Having the information about which tasks should be done in order to implement some functionality, it would be possible to generate, at least, a partial sequence of such tasks that guide the user in the instantiation process. This sequence of tasks can be seen as an instantiation plan that can be produced through some planning algorithm. Planning is an AI technique that, given a goal and a set of possible actions, produces an execution sequence to reach the goal. In this case the goal is to build an application that must satisfy several functional requirements and the development is done through the adequate combination of several instantiation tasks that produces the final application, or at least, the main parts that can be built using the framework.
The instantiation environment is based on a planner that, given the functionality the user wants or needs, produces an instantiation plan. This plan is a set of partially ordered task that must be executed in order to obtain the desired functionality. Some tasks can be automatically executed and some others must be carried out by the user. An example of automatic task is the reuse of an existing component. Example of user task is the creation of a new class, or the redefinition of a given method.
It is necessary to make clear that, in order to be practical, a tool like this has to allow for a flexible execution of tasks. It has to allow tasks to be achieved in any order, to be interrupted in order to work on other tasks, and even to be cancelled at any moment, and the system must be able to adapt itself to the new situation risen at each of these steps. In this sense the use of least commitment planning techniques [Weld 94] appears as an interesting alternative to build partial plan sequences in a flexible way. The next section presents the PIT algorithm specially developed to support the planning of instantiation tasks based on instantiation rules. In the next section we introduce the PIT algorithm and the general format of the instantiation rules that must be provided to the planner as input.
Incremental Planning of Instantiation Tasks
The PIT algorithm is an adaptation of the POP planing algorithm [Weld94], specially developed to manage the requirements of a framework instantiation process. The POP algorithm (with its extensions supporting variables and Partially Instantiated Actions) is further extended to support not only partial planning, but incremental planning too.
The planning is said to be partial because the resulting tasks are just partially ordered. Given a pair of tasks, they can have a specific ordering (that is, one should be finished before the other can be executed) or no ordering, so any one can be executed first, and even they can be executed in parallel.
Besides being partial, the planning is incremental. That is, the instantiation plan is not generated at once, but it is done gradually, according to the tasks executed by the user. Sometimes the plan generation is halted, waiting for some user input. Moreover, the user can incrementally define his/her objectives, or modify past decisions, and the plan generation must be updated accordingly.
Instantiation Rules
The input of the planner is a set of rules that describe the necessary steps to obtain the desired functionality. These rules are generated by the tool through a graphical interface that allows the designer express instantiation action along with general design documentation of the framework. The interface is described in the next section.
Some of these rules are framework specific, while others describe general situations of framework instantiation. The general form of a rule is: precondition list AE postcondition and represents changes on the software and/or the plan state.
While implicit in this representation there is an instantiation task (that, executed when the preconditions hold, will produce a satisfaction of the post-condition), only pre and post-conditions are significant to the planning algorithm. Specifically, post-condition states a condition that will be true when the preconditions are true. So, in every moment the planner tries to make true the preconditions of an action whose post-conditions are goals.
The following are an example of specific rules of a visualization framework that manages abstraction scales (see appendix 1):
→ functionality('Management of detail levels').
The first rule states that to obtain any visualization at different detail levels, a component (or set of components) that implements a "scale" must be used. Besides, the component must be selected taking into account the sets of levels to be visualized the user wants. The second rule represents that given a specific scale to visualize, the HouseAbstractor component can be used to implement such functionality.
It must be noticed here that the terms used to express the functionality are arbitrarily fixed by the designer. In this way the tool must show to the user the different functionality implemented by the framework. This representation can be further refined if a domain language were defined to provide a textual vehicle to express the functionality desired for a specific application, although this aspect is beyond of our current goals.
An example of a generic rule is a rule that states how a component can be used is: The first rule states that, in order to use an existing component, the user can choose between use it "as is", or create a specialization of it. The second one shows what to do if the component does not exist.
These framework independent rules are called "primitives", because are the building blocks to describe the framework specific rules.
Some primitive rules have, as a side effect, the creation of tasks that must be carried on by the user.
For example, if the planner finds that the implementation of a given functionality requires the specialization of a component and the redefinition of some methods, the corresponding tasks are created and queued as "pending" tasks to the user. For example, the following primitive rule describes how to instantiate a new component:
There exists a second type of task, called "waiting tasks", which represent tasks whose result is necessary to the planning algorithm continue. When the planning algorithm finds a waiting task as a precondition of a desired post-condition, it creates the task and is suspended. Once the user completes the task, the algorithm is reinitiated. One of the primitive rules used to get input from the user is waitTask ('GetInputTask', Description, Return) AE getUserInput (Description,Return)
Based on this rule representation, next section introduces the planning algorithm
PIT
The algorithm is called with three arguments: a plan (initially null), a set of goals to be satisfied, and a set of rules describing actions that can be used to satisfy the goals. The plan itself is composed by three elements: a list of instantiated actions, a list of partial orderings, and a set of causal links. The three of them are empty in the null (initial) plan. In each loop the algorithm looks in the agenda for a goal to be satisfied, and if it finds a rule that describes how to satisfy it, adds its preconditions to the agenda.
Step 1 tests if the agenda is empty, and if true, returns the current plan. An important remark is this returned plan has no information to be used directly by the user. The user interacts through the tasks produced during the planning process, but he/she does not need to know about the middle steps produced by
Step 2 selects the next goal to be satisfied (A need ). As the goal ordering can be significant, the first goal of the agenda is always selected. It the goal is a waitTask, the corresponding task is created, put in the queue of task to be executed, and the execution is halted (by calling to nextEvent procedure) until an event is
produced. An event represents, in general, a task finished by the user. If the finished task is the one the planner is waiting for, the agenda is updated to reflect the result of the user action, and the algorithm is restarted. On the other hand, if A need is not a waitTask, it goes to step 3.
Step 3 looks for an action that satisfies the preconditions of the current goal (A need in the algorithm).
With this purpose, it looks first for an action already instantiated that can be used (that is, it try to find if the work was already done by a previous action). If one of these previous actions can be used, it is selected. Just in case none of the instantiated actions are useful, the algorithm looks for a rule that describes how the satisfy the preconditions. It takes the first rule it finds, but if in the future fails to satisfy a goal, will backtrack to this point and a different rule (if exists) will be selected. Then, it updates the plan representation. 
Causal link protection: For every action A t that might threaten a causal link A p AE
R A c ∈ L' choose a consisten ordering constraint. If neither constraint is consistent, then return failure.
Recursive invocation: PIT (〈A',O',L'〉, agenda', ∆).
Function NextEvent () 1. Wait next event: stop until the user produces an event, by finishing a pending task. event = 〈EventName, TaskDesc, Args〉.
Goal Updating:
The first goal in the agenda (A need ) is a waitTask(EventName,Args). It is replaced by an action A new = wasTask(TaskDesc, Args), with no preconditions. agenda' = agenda -A need + A new .
3. Restart planning: return.
Fig. 1. PIT algorithm
In the case there is no way to satisfy the current goal, the current partial plan is stored, and the algorithm backtrack to find alternative ways to satisfy the user goals. If it does not exist a way, the last partial plan is returned. That represents the case the framework documentation is not enough to completely describe how to implement a given functionality, but user tasks for implementing the known parts are generated anyway.
Step 4 updates the agenda. If the action selected in 3 is an old action, it just need to remove the current goal from the agenda. On the other side, if it is a new action, it is added to the agenda.
In step 5 verifies if the added action needs some ordering relationship with the old ones, and in this case the necessary relationships are added to the partial ordering list.
Finally, step 6 makes the recursive invocation.
The Environment
Currently we are working on a Smalltalk prototype based on these ideas. Essentially, the tool allows the designer to build documentation books. The design information required for such a tool will be different Besides traditional design documentation (in this case based on UML notations), the developer is required to specify instantiation rules that have to be enforced on the application specific code. From these rules, the planning algorithm can produce a sequence of instantiation tasks that must be carried on by the developer, depending on the functionality desired for the new application.
Both the documentation and code of the framework, as well as derived applications, are represented using a model based on the metamodel defined by UML [Rational97]. This representation is language independent, and can be used to generate code in different object-oriented languages. Besides, a specification using that representation can be partially built from the code; the completeness this automatically built specification can reach is dependent on the language used for implementing the framework. Instantiation tasks execute their actions over this software representation.
The tool provides a seamless environment to produce documentation about the framework and the application themselves. New documentation can be added during the development process, either about the framework or the application being implemented, and the new documentation can be used to validate the work already done and generate more accurate plans for the rest of the instantiation. Also, it is fully integrated with the Smalltalk browser in such a way that if the users produces code that is related to some instantiation task involved in the instantiation plan, such modifications are reflected in the framework model.
The next two sections present an example of the prototype using a simple framework called
LuthierAbstractors [Campo 99 ], which was designed to provide automatic abstraction control in information visualization systems(see Apendix 1 for details). The use of the environment consists of two separated processes: in a first step, the framework developer uses the prototype to create the documentation (Documentation Environment), and then the application developer uses the documentation to create an instance of the framework (Instantiation Environment).
Documenting a Framework
On the documentation stage, the framework developer must describe the design of the framework using UML, being this documentation structured as a design book. In this book the user can navigate through the different diagrams, specifications, textual annotations and the framework code. Besides traditional notations, the designer should describe what functionality could be implemented using the framework, and how the functionality is related with the framework components. Figure 2 shows an example of associating functionality to a collaborative group. In this example, the designer creates a collaborative group (called Abstraction Level), and specifies that this collaboration implements the "Management of Detail Level" functionality. The specification describes the components needed for implementing the functionality and imposes some constrains on these components.
Specifically, the description shown in figure 2 represents:
• For implementing the "Management of Detail Level" functionality, it should be used one instance of ScaleAbstractor (or one of its subclasses) and one instance of a subclass of AbstractionLevel.
• The method setAbstractionLevel of ScaleAbstractor must be invoked from another object (the caller class and method are not defined)
• The setAbstractionLevel method of AbstractionLevel must call the changeAbstractionLevel of
ScaleAbstractor
• The changeAbstractionLevel method of ScaleAbstractor must send a getItems message to self.
• The getItems method of ScaleAbstractor must invoke the method currentLevel of AbstractionLevel.
There exist subclasses of ScaleAbstractor (which are not shown in the figure 2) , that redefine the functionality attribute of the ScaleAbstractor class, by defining specific scales managed by the subclasses.
Because of this refinement, the planner will have to ask the scale to be managed, in order to be able to choose the right component.
Fig.2 -Example of Functionality Specification
These descriptions are used, mainly, to generate the rules used by the planner of the instantiation environment to generate the instantiation plan. For example, from the description of figure 2 the following rule is derived:
tryUseComponent(X1, 'ScaleAbstractor') ^ tryUseComponent(X2, 'AbstractionLevel') ĉ alls([Any],[Any],X1,'setAbstractionLevel') ^ calls(X2,'setAbstractionLevel',X1,'changeAbstractionLevel') ĉ alls(X1,'changeAbstractionLevel,X1,'getItems') ^ calls(X1,'getItems',X2,'currentLevel') → functionality('Management of detail levels').
These rules are added to the other rules defined for the framework and the generic rules used independently of the framework.
Functionality descriptions are used not just for rule generation, but also they are linked with the rest of the documentation, and can be navigated by the framework user when trying to understand how the framework works.
Planning a Instantiation
Once the framework has been documented, the instantiation environment can be used to assist the implementation of applications using the framework. Based on the designer description, the tool shows to the user the functionality provided by the framework. The user selects the functionality required for the application to be implemented, and the instantiation plan is generated, according to the describing rules. Focus") Figure 4 shows the user interface of the task manager, that is, the list of task that must be executed by the user. Through this interface the user can, for example, select a class to be executed, inspect a task, or navigate to the documentation that explains the context of the task (why it should be executed, constrains, etc.).
The planner starts to work with the first goal, functionality ("Management of Detail Levels"), and finds the rule generated from the specification of figure 2. As a consequence, the action and its preconditions are added to the agenda. The next condition to be satisfied is:
In this point, the planner applies a primitive rule, that specifies how the use a component. From this rule, the planner finds that it needs further information from the user, namely, the abstraction scale that must be managed. A GetInputTask is generated with this goal, and using the user input, the planner concludes that a HouseAbstractor component can be used. Every time a component is selected to be used, the user can choose either to use it "as is", or to create a specialization of the component. This fact is described by a primitive rule that generates a task (second task of figure 4) so the user can choose. In the example, the user has selected to create a specialization of the component, so the planner generates a task to define a new subclass of HouseAbstractor (third task on the list). Besides, following the designer specification, two more tasks to define methods of the new class are generated (fourth and fifth tasks).
In the same way the second requirement is analyzed. In this case, the planner asks the user to provide the list of types of items to be filtered. With the user answer, the planner concludes that no existing component implements the required functionality, but there exists a component that implements the generic "filter" functionality (FilterAbstractor). For these reason, it generates a task to define a new class, subclass of FilterAbstractor.
Besides the tasks for implementing the specific functionality, there are tasks that must be executed every time an application is built using the framework. In this case, it is necessary that the user defines the objects to be visualized and the presentations of these objects. This is represented by the last two tasks of the list.
Conclusions
An effective improvement on the guidance of framework-based application development can be achieved by centering the assistance on the application functionality. This is especially useful with novel users, which usually do not have any knowledge about the framework design. Nevertheless, the approach is flexible enough to assist more expert users. If a user decides to ignore the suggested plan, the rules are still useful to guide him/her to implement the application consistently with the framework design.
The prototype environment shows that the combination of user-tasks modeling and least commitment planning methods are a good vehicle to implement the functionality-oriented assistance, and they provide the necessary flexibility to assist users with different experience on the framework.
In spite of this, further tests are needed to check the applicability of the approach to different frameworks. Especially, the planning algorithm must be improved to deal with more complex conditions that can arise in a framework instantiation process. In the same way, improvements are needed on the user interfaces of both the documentation and the instantiation environment.
One of the limitations of the proposed approach is the additional burden for the framework developer. Every documentation technique implies a given effort from the developer, but in this case, the more complete is the instantiation guide provided the more details about the framework must be specified.
Nevertheless, considering that developing a framework is a hard and time-consuming task, and the success of a framework is highly tied to its usability, producing good documentation can be considered an activity within the development process which worth investing efforts.
LuthierAbstractors provides the abstract class Abstractor which defines the generic behaviour of abstractors. Each abstractor will have associated an instance of AbstractionLevel, which defines the current abstraction level; a view (generically represented by the class View) and subject (generically represented by the class Subject ).
The abstraction scale mechanism is defined by the AbstractionLevel class. This class provides the support for comparing symbolic levels of abstraction. The ScaleView class implements the user interface of the scale, which can be used interactively by the user to vary the detail level shown in the visualization.
Abstractor instances are created through the message on: aSubject, which creates the corresponding instance, sets the subject of the abstractor and triggers the configuration mechanism (configureAbstractor method). The code below shows the creation of an instance of a ClassHierarchyAbstractor class. This instance receives the associated abstraction scale and its associated view. This, in turn, receives the abstractor instance as its model. The configuration mechanism allows the automatic construction of hierarchically composed abstractors which manage the individual abstraction levels corresponding to structured data. For example, an In this way, the setting of a subject class hierarchy will automatically generate the corresponding hierarchy of abstractors on the classes of that hierarchy. Through this mechanism abstractors of complex structures can be set with little effort.
Managing abstraction levels
The key idea behind abstractors design is the definition of a standard protocol through which visualizations can ask their models for data to be visualized. Each view must ask this information through two standard messages getNodes e getLinks. The generic behaviour of these messages implements the control mechanism of the current abstraction level. If such level is greater than the level represented by the abstractor, the complete information of the model is returned. Otherwise only the corresponding abstract information is returned: The default implementation of getFullNodesInformation method return the full component list of the abstractor, while getAbstractNodesInformation returns an empty list indicating that there is no information to be visualized at the current level of abstraction. This mechanism can be specialized in subclasses to implement, for example, semantic zoom mechanisms based on the current attention focus of the user. For example, in a software visualization system an abstractor representing subsystems can override the default behaviour to guarantee that always the subsystem will be visualized, independently of the abstraction level:
Abstractor subclass: #SubsystemAbstractor ... An abstractor can be enabled or disabled. When an abstractor is disabled the default implementation of the protocol returns an empty list indicating that there is no available information to be visualized. This functionality is very useful to visualize the information resulting of a selection process. Enabling the abstractors associated with selected items those items not selected will no appear in the visualization without the need of programming special mechanisms for this behavior.
