Abstract. Linear hybrid automata (LHAs) are of particular interest to formal verification because sets of successor states can be computed exactly, which is not the case in general for more complex dynamics. Enhanced with urgency, LHA can be used to model complex systems from a variety of application domains in a modular fashion. Existing algorithms are limited to convex invariants and urgency conditions that consist of a single constraint. Such restrictions can be a major limitation when the LHA is intended to serve as an abstraction of a model with urgent transitions. This includes deterministic modeling languages such as Matlab-Simulink, Modelica, and Ptolemy, since all their transitions are urgent. The goal of this paper is to remove these limitations, making LHA more directly and easily applicable in practice. We propose an algorithm for successor computation with non-convex invariants and closed, linear urgency conditions. The algorithm is implemented in the open-source tool PHAVer, and illustrated with an example.
Introduction
Linear Hybrid Automata (LHA) are discrete automata enhanced with realvalued variables and linear constraints [12] . Despite their syntactical simplicity, they admit a rich variety of behaviors. In LHA, the evolution of the variables over time is governed by differential inclusions, called flows, which can be simple intervals such asẋ ∈ [1, 2], or more complex linear constraints over the derivatives such as the conservation lawẋ +ẏ = 0. Changes of the discrete state admit arbitrary linear updates of the variables. For example, LHA can model discretetime affine systems, a widely used class of control systems, by using discrete updates of the form x + = Ax + b. Linear Hybrid Automata belong to the very few classes of hybrid systems for which set-based successor computations can be carried out exactly [1] . This makes them prime candidates for formal verification. LHA can serve as abstractions of systems that require not only timed behavior but quantitative information, e.g., to capture accumulation effects. The LHA abstraction can then be verified using model checkers such as HyTech [11] or PHAVer [9] . If the abstraction is conservative, verifying it implies that the real system satisfies the specification; if the abstraction is an approximation that is not entirely conservative, its verification helps to find bugs and identify pertinent test cases.
In model-based design, the basis for building LHA abstractions is often an existing model, given in formats like or Modelica [15] , which are the de-facto standard in many industries. Like the academic formalism Ptolemy [7] , the semantics of these models are deterministic. In particular, a discrete transition is taken as soon as it is enabled, which is also referred to as urgent or as-soon-as-possible (ASAP) semantics. This can pose a problem when trying to build a corresponding LHA model, since LHA transitions do not force the system to change state when they are enabled. In particular, if the derivatives of the system happen to be zero when the guard is enabled, the system may remain forever at that state. One way to circumvent this problem is to add a clock to the controller model and periodically test (with a self-loop transition) whether the constraint is satisfied or not. This is a formally correct and conservative way to model such a system, and it even corresponds quite closely to actual behavior of process controllers, which periodically sample the sensors and set actuators. But it can tremendously increase the computational complexity of the verification task: the clock ticks introduce discrete state changes at a rate much higher than the time constants of the system, multiplying the number of sets of states that need to be computed. Another way is to build a LHA with extra locations whose invariants depend on the geometry of the urgency and flow conditions. But this requires several operations on polyhedra and one needs to disregard the reachable states in the extra locations. Our approach is to add urgency conditions to the LHA formalism and use a corresponding postoperator. Declaring certain states of the controller as urgent prevents time from elapsing, and one can now construct an LHA abstraction (or approximation) of deterministic transitions.
Existing algorithms for set-based successor computations of LHA require urgency conditions to either be independent of the continuous variables [11] or consist of a single constraint [9] , which can be quite restrictive in practice. In this paper, we propose an algorithm to compute successor states for arbitrary, non-convex, closed urgency conditions. To be able to do so, we also propose an algorithm for computing successor states for general non-convex invariants, for which so far no algorithm is available. Related work is discussed in more detail for non-convex invariants in Sect. 2.3 and for urgency in Sect. 3.4.
The proposed algorithms are implemented in the open-source tool PHAVer on the SpaceEx tool platform [8] . The tool as well as all examples from this paper are available for download at spaceex.imag.fr. Detailed proofs are available in a technical report [16] .
In the next section, we recall the basics on LHA and then propose our post operator for non-convex invariants. In Sect. 3, we propose our post operator for urgency conditions and make the connection to urgent transitions. The computation of reachable states with these operators is illustrated by an example in Sect. 4.
