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Abstrakt 
Práce se zabývá problematikou tvorby minimálního grafického intra svou velikostí nepřesahujícího 
64kB. Základem intra je procedurálně generovaný terén, který je doplněn o procedurální vegetaci a 
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Práce se zabývá výrobou grafického intra (dema) s omezenou velikostí s použitím OpenGL. 
Následující kapitola se detailněji zabývá intrem jako takovým a popisuje jeho vznik a také důvody, 
proč je intro s omezenou velikostí pro jeho tvůrce stále zajímavou výzvou. Intro je vykreslováno 
pomocí OpenGL a proto druhá kapitola tohoto textu popisuje tuto knihovnu. Další kapitoly pak 
popisují techniky použitelné a použité při výrobě takovéhoto intra. 
Základem intra je terén, proto je veliká část této práce věnována technikám pro generování a 
vykreslování terénu za použití výškového mapování. Terén je generován pomocí kombinace dvou 
technik a to Spektrální syntéza a Fault formation s důrazem na to, aby využil klady obou metod a 
snažil se potlačit jejich nedostatky. Dojem úplnosti vykreslovaného terénu doplňuje vegetace, která je 
taktéž generována procedurálně za použití L-systémů a také obloha pokrytá mraky. Tyto mraky byly 
generovány pomocí Perlinova šumu. Perlinova šumu je zde také užito, jako základu pro tvorbu 
textury lávy. Dalším způsobem generování textru, kterým se tato práce zabývá je použití vzájemné 
polohy náhodných bodů a generování cellular textur. Posledním způsobem generování textur je 
získání obrazu scény, na které je vykreslen mnohokrát jediný polygon v různé poloze a natočení. 
V intru jsou také obsaženy trojrozměrné modely, problematice těchto modelů, především však 
aplikací dělících schémat na trojrozměrné modely se věnuje pátá kapitola této práce. Šestá kapitola 
pak přibližuje techniky použité při animaci intra a děj intra. V této kapitole je také popsáno jakým 
způsobem je v intru přehrávána hudba. Předposlední kapitola se zabývá kompresí intra pro dosažení 
požadované velikosti.   
Vzhledem k omezení velikosti intra není možné při jeho tvorbě použít tradiční metody 
používané při tvorbě grafických aplikací (například textura vložená jako externí obrázek), proto je 
většina obsahu intra generována procedurálně. 
Tato práce vychází ze semestrálního projektu. Kapitoly věnující se terénu a vegetaci byly 
převzaty téměř beze změny. Naopak kapitola semestrálního projektu zabývající se modely byla 
kompletně změněna. Část zabývající se popisem kamery vytvořené v rámci semestrálního projektu 
byla značně rozšířena. Do tohoto modulu totiž přibyly funkce, které se starají o děj výsledného intra. 
Asi největší rozdíl oproti semestrálnímu však prodělala aplikace, která byla v rámci této práce 




2 Grafické intro 
Grafické intro je ve své podstatě počítačová animace velmi často obsahující také hudbu, která slouží 
za účelem předvedení dovedností jeho autora, nebo autorů. Omezením velikosti takového intra vzniká 
pro autory výzva umístit do svého intra co nejvíce grafických efektů, bez překročení požadované 
velikosti. Celé intro musí být pouze jeden spustitelný soubor a nesmí obsahovat žádné dodatečné 
soubory. Vzhledem k tomu, že většina efektů a objektů nacházejících se ve scéně je spočítána ve 
chvíli, kdy se intro nahrává, nebo přímo za běhu programu, jsou tato intra obsahující opravdu 
pokročilé efekty velice náročná na použitý hardware a nahrávací fáze může být velmi dlouhá. 
Grafická intra vznikla původně jako osobní prezentace počítačových pirátů, kteří tato intra 
přikládali do svých programů, jako vizitku. Nyní intra vznikají jako spolupráce mnoha různých 
programátorů, kteří se snaží ukázat své schopnosti v oblastech nejen počítačové grafiky, ale i 
počítačově generované hudby. Tato skupina programátorů se nazývá demoskupina (demogroup). 
Členy demoskupiny však v dnešní době nejsou pouze programátoři, ale i umělci, tak jak je chápe 
široká veřejnost, tedy osoby se silným uměleckým cítěním, například v oblasti hudby nebo 
výtvarného umění.  Tyto skupiny se slučují do demoscény (demoscene). Demoscéna vznikla také za 
účelem srovnání a interakce jednotlivých skupin. Tato srovnání dnes probíhají v mezinárodním 
měřítku. 
Za účelem srovnání jednotlivých inter vznikly i jednotlivé kategorie rozdělující intra, dle cílové 
platformy, typu intra, ale především jejich velikostí. Nejmenší intra svou velikostí nepřesahuji 16B. 
Takto malá intra jsou většinou napsána v programovacím jazyce asembler. Větší intra jsou vytvořena 
v jazyce C, případně C++. Existují však také intra pro specifické platformy. Objevila se intra, která 
celá běží v terminálu, intra pro „chytré“ mobilní telefony, PDA a dokonce na programovatelné 
kalkulačky. Demoskupiny se nezabývají pouze tvorbou inter, ale je zde snaha o tvorbu počítačových 
her. Příkladem takovéto počítačové hry je bezpochyby .kkrieger, což je počítačová hra vytvořená 
skupinou .theproduct, která svou velikostí nepřesahuje 96kB. Více informací a o této hře je k nalezení 
v [1]. Intro jako takové je vždy omezeno svou velikostí a celé toto intro musí být pouze jediný 
spustitelný soubor. V případě, že intro nesplňuje tyto předpoklady a skládá se například z více 
souborů, nejedná se o intro, ale o demo. Slovo demo však v kontextu demoscény nereprezentuje 
neúplnou testovací verzi hry nebo aplikace, jedná se o plnohodnotný program, který má většinu rysů 
intra avšak není omezen na jediný soubor, nebo přesně definovanou velikost. Dalším produktem 
demoscény bývají dentra, dentro (spojení slov DEmo a INTRO ) je kombinací dema a intra. Jedná se 
o jediný soubor, který však svou velikostí přesahuje požadovanou maximální velikost intra. V dnešní 
době se již dentra nepoužívají a v minulosti sloužila dentra, jako ukázka, před dokonalou kompresí a 
vznikem výsledného intra[10].   
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Přestože jednotlivé skupiny mezi sebou při výrobě inter soutěží, mnohé z nich poskytují 
ostatním například nástroje pro kompresi inter. Skupiny mezi sebou také často spolupracují. 
Existence demoscény je důležitá také pro průmysl vyvíjející počítačové hry. Demoscéna totiž 
poskytuje tomuto průmyslu mladé a talentované programátory, grafiky a hudebníky v oblasti 
generované hudby. 
Protože většina umělců nepatří mezi zdatné programátory a mnoho velice schopných 
programátorů postrádá umělecké cítění, probíhá vývoj intra v mnoha iteracích, každá z iterací spočívá 
v tom, že umělec sdělí programátorovi, jakým způsobem by si například vzhled intra představoval a 
ten se poté pokusí jeho představu realizovat vytvořením odpovídajícího kódu. Na výsledek 
implementace se poté opět podívá umělec a navrhne programátorovi další možné úpravy. A poté se 
celý cyklus opakuje. V případě spokojenosti obou stran vývoj intra končí a výstup je mnohokrát 
předána dalšímu programátorovi specializujícímu se na integraci jednotlivých složek intra. Již 
spojené intro obsahující veškeré efekty, textury, hudbu atd. Je poté komprimováno a touto kompresí 
vznikne intro připravené ke koncové prezentaci. 
Další možností jak může osoba s uměleckým cítěním, ale bez potřebných znalostí vytvořit intro 
je použití demo nástroje (demotool). Demo nástroj je nástroj s předem implementovanými efekty, 
hudbou, nebo grafikou, s jehož pomocí může uživatel vytvářet svá vlastní dema. Výstupem demo 
nástroje nemusí být dema jako celek, ale pouze jedna s klíčových složek dema, jako je například 





OpenGL  je zkratkou pro Open Graphical Library a jedná se o specifikaci rozhraní dvojrozměrné a 
trojrozměrné počítačové grafiky, která není závislá na použitém hardware, nebo operačním systému. 
 Tato knihovna se používá u mnoha různých aplikací od CAD nástrojů používaných ve 
strojírenství a architektuře až po tvorbu zvláštních efektů ve filmovém průmyslu. 
 OpenGL je postaven na způsobu komunikace klient/server, přičemž klient i server mohou být 
na stejném počítači, nebo na různých místech spojených sítí. Klient poté zasílá OpenGL serveru 
příkazy pro zobrazení grafických primitiv, kterými jsou například úsečky, trojúhelníky čtyřúhelníky 
atd. Klient také může zasílat informace o tom, jakým způsobem mají být tato primitiva vykreslena. 
Natavuje například barvu, zapíná a vypíná osvětlení atd. Tyto informace jsou ukládány do stavového 
stroje (OpenGL state machine). To znamená, že pokud je například nastaveno vykreslování červenou 
barvou, bude se tato barva používat do té doby, než se stavovému stroji nastaví barva jiná. Pro tuto 
knihovnu existuje celá řada rozšíření, například knihovna GLUT (OpenGL Ultility Toolkit), která 
podporuje vytváření oken, rozhraní ke klávesnici a myši a mnoho jiných funkcí. Z hlediska 
grafického intra je však použití tohoto rozšíření zbytečné, protože spolu přináší značný nárůst 
velikosti spustitelného souboru. 
 Z hlediska historie je opekl relativně novým standardem. Předchůdcem OpenGL byla 
grafická knihovna IRIS GL vyvíjená firmou Silicon Graphics. Nyní je OpenGL otevřeným 
standardem, který spravuje ARB (OpenGL Architecture Review Board). Jehož členy jsou například 
SGI, IBM, Intel atd. ARB se schází dvakrát ročně a na těchto schůzkách, na kterých se mohou podílet 
i přizvaní nečlenové ARB, je projednáváno, zda se do standartu OpenGL zařadí nová rozšíření 
[BIBLE]. 
3.1 Vykreslovací řetězec 
Důležitou součástí OpenGL je vykreslovací řetězec (rendering pipeline). Vykreslovací 
řetězec je na obrázku 3.1. 
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Obrázek 3.1 Vykreslovací řetězec OpenGL převzato z [11] 
 
Do vykreslovacího řetězce přicházejí dva typy dat a to geometrická data (údaje o vrcholech) a 
rastrová data (textury, pixmapy atd.). Vykreslovací řetězec tato data zprvu zpracovává nezávisle na 
sobě a tím je díky paralelnímu přístupu k těmto datům urychlen proces vykreslování, data jsou opět 
spojena při pasterizaci. Všechny moduly pracují nezávisle na ostatních modulech a nepředávají si 
žádné řídící informace. Řízení probíhá prostřednictvím dat. Operace prováděné uvnitř jednotlivých 
modulů lze opět paralelizovat. 
 
Display listy 
Všechna data, bez ohledu na to, zda popisují geometrii nebo pixely, je možné uložit do display listu. 
Display list je možné si představit, jako vyhrazenou část paměti, do které je uložena posloupnost 
příkazů, které by aplikace normálně provedla při vykreslování objektu v display listu uloženém. Tato 
posloupnost pak může být vyvolána zavoláním jediného příkazu. 
 
Evaluátory 
Všechna geometrická primitiva mohou být popsána svými vrcholy. Parametrické křivky a plochy 
mohou však být popsány také svými řídícími body. Díky evaluátorům je možné z těchto řídících bodů 





Per vertex operace 
Všechny vrcholy na vstupu musí být zpracovány. Tento blok bere jednotlivé vstupní vrcholy a 
převádí je na vrcholy výstupní, při převodu na výstupní vertex mohou být například transformovány 
souřadnice vstupního vrcholu. 
 
Sestavení 
Sestavení (primitive assembly) provádí transformaci dle perspektivy a ořezání do záběru, ořezání 





Při rastrových operacích (pixel operations) je bitmapa rozbalena z paměti, je upravena pozice a 
rozměry, nebo je tato bitmapa zpracována pixmapou. Výsledek je poté zapsán do texturovací paměti, 




Sestavení textury (texture assembly) provádí v případě, že je na objekt naneseno několik textur 
sloučení těchto textur do jedné z důvodu zmenšení objemu dat. 
   
Rasterizace 
Převod geometrických a rastrových dat na fragmenty. 
 
Per-fragment operace 
Mezi operace s fragmenty patří texturování, kdy je pro fragment vygenerován texel a na tento 
fragment nanesen barva texelu může být shodná s barvou textury, nebo může být například kombinací 
barvy textury s barvou původního pixelu při použití blendingu. V tomto bloku je prováděno testování, 
výpočet mlhy, test průhlednosti atd. Tyto testy mohou vyřadit fragment z dalšího zpracování. 
Všechny tyto operace mohou být také vypnuty. 
 
Framebuffer 
Výstup je uložen do takzvaného framebufferu, který se skládá z jednotlivých bufferů. Mezy 
nejdůležitější patří barvový buffer (color buffer), paměť hloubky (z-buffer), paměť šablony (stencil 
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buffer) a akumulační buffer (accumulation buffer). Jedním z nejdůležitějších je barvový buffer, který 
je většinou zobrazen na obrazovce. [11] 
 Moderní grafické karty umožňují použít programovatelný grafický řetězec, který používá pro 
zpracování primitiv krátké programy zvané shadery. V této práci však není programovatelný 
vykreslovací řetězec použit. 
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4 Procedurálně generovaný obsah 
Vzhledem k faktu, že velikost 64kB je velice nízká, je nutné s pamětí velice šetřit a snažit se do intra 
téměř neukládat žádný obsah, který lze popsat například matematickým způsobem. Místo toho, aby se 
do intra ukládaly například jednotlivé pixely textury, která je popsatelná matematickou funkcí, uloží 
se pouze tato funkce a hodnoty pixelů jsou dopočítány za běhu intra. Tento způsob se jmenuje 
procedurální generování. Při procedurálním generování se velice často používají pseudonáhodná 
čísla.   
4.1 Terén 
K zobrazování terénu se v počítačové grafice používá technika výškového mapování. Jako výšková 
mapa se často používá šedotónový obraz (o velikosti například 512 x 512 pixelů), ve kterém 
souřadnice každého pixelu představují hodnoty na osách x a z a hodnota pixelu představuje výšku 
bodu ve výsledném terénu. Taková výšková mapa se pak načte z daného souboru a zobrazí pomocí 
vybraných technik. Bohužel při tvorbě intra s omezenou velikostí je tato technika nepoužitelná, 
protože by samotná výšková mapa mnohonásobně překročila požadovanou maximální velikost intra. 
Z tohoto důvodu je nutné výškovou mapu vygenerovat procedurálně. 
Většina těchto technik je založena na generátoru pseudonáhodných čísel a jejich pozdější 
úpravu do tvaru připomínajícím po svém vykreslení reálný terén. Těchto technik existuje celá řada, 
v této kapitole budou podrobněji popsány některé vybrané techniky generování výškových map. 
Spektrální syntéza 
Intro zobrazuje průlet terénem. Aby průlet působil reálně, je vhodné navodit u pozorovatele dojem 
nekonečnosti terénu. Díky procedurálnímu generování je teoreticky možné vytvořit výškovou mapu 
neomezené velikosti. Vzhledem k tomu, že vygenerovaná mapa je uložena v operační paměti 
počítače, je velikost této paměti jediným omezením velikosti výsledné mapy. Je zřejmé, že pohlcení 
valné části operační paměti počítače pro vygenerovanou výškovou mapu není dobrým řešením. Je 
vhodné užít techniku, u které je výsledná výšková mapa souměrná a je možné ji zobrazit několikrát za 
sebou a docílit tak dojmu rozsáhlého terénu. Jednou z metod poskytujících souměrnou výškovou 
mapu je spektrální syntéza. 
Tato metoda je založená na zpětné Fourierově transformaci. Při používání této metody je 
výšková mapa chápána, jako stochastický fraktál. U takovéhoto fraktálu lze nalézt jeho spektrální 
hustotu a jí odpovídající koeficienty Akl a Bkl, které tvoří dvojrozměrné pole. A s nimi provézt zpětnou 
Fourierovu transformaci. Při implementaci generátoru založeném na této metodě je nutné náhodně 
vygenerovat pole koeficientů tak, aby splňovaly podmínku: 
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 ( + , )~1/ (4.1) 
   
kde E je očekávaná hodnota a β je proměnná svázaná s Hurstovým koeficientem přímo ovlivňující 












kde X(x,y) je hodnota výsledné výškové mapy na souřadnicích x,y. Tento proces je výpočetně dosti 
náročný, proto je nutné volit rozměry pole koeficientů a výsledné výškové mapy obezřetně. Detailní 
rozbor této metody je k nalezení v [2],[3]. Počet koeficientů Akl a Bkl přímo ovlivňuje členitost 
výsledného vygenerovaného terénu. Na obrázku 3.1 je ukázka výškové mapy o rozměrech 512 x 512 
pixelů. Pro názornost je výšková mapa nanesena jako textura na obdélník. Čím více koeficientů 
použijeme tím je výsledný terén členitější. Při použití velmi vysokého počtu koeficientů je však 




Obrázek 4.1 Výšková mapa pro různý počet koeficientů 
Důvodem, proč je tato metoda velmi dobře použitelná v intru, je fakt, že výsledná výšková 
mapa je dokonale souměrná ve všech směrech. Je tedy možné ji vykreslit mnohokrát za sebou a 
docílit tak dojem téměř nekonečného terénu. Další výhodou této souměrnosti je, že u krajních vrcholů 
jsme schopni právně určit normálové vektory tím, že pro jejich určení použijeme vektory, které s nimi 
sousedí na protilehlé straně mapy. Výšková mapa vykreslená samostatně a poté několikrát za sebou je 





Obrázek 4.2 Výšková mapa vykreslená mnohokrát za sebou 
Fault formation 
Princip tohoto algoritmu spočívá v rozdělení vstupní, zpravidla ploché výškové mapy na poloviny 
náhodnou přímkou. Hodnota výšky všech bodů na jedné polovině je přičítána, hodnota bodů na 
polovině druhé je odečítána. Tento postup je proveden v iteracích pro značné množství náhodných 
přímek. Na výsledný terén je poté aplikován filtr pro dosažení lepšího vizuálního dojmu. 
První iteraci tohoto algoritmu s vysokou hodnotou inkrementace pro lepší názornost nalezneme 




Obrázek 4.3 první iterace algoritmu Fault formation. 
Jak již bylo řešeno výše, je nutné vstupní mapu rozdělit na poloviny náhodnou přímkou. 
Náhodnou přímku lze získat z obecné rovnice přímky: 
 
  +  +  = 0 (4.3) 
 
Kde a a b jsou náhodně vygenerována čísla a hodnota c je náhodná hodnota závislá na šířce 
vstupní výškové mapy. Všechny body výškové mapy jsou dosazeny do této rovnice a dle výsledného 
znaménka je určeno, na které straně výškové mapy rozdělené přímkou se bod nachází. Po značném 
počtu iterací je na výškovou mapu aplikována filtrace, při které je hodnota bodu výškové mapy 
ovlivněna hodnotou sousedního bodu: 
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 ℎ",# =  ℎ"$%,# ∗ (1 − ) + ℎ",# ∗  (4.4) 
 
Kde hx-1,z je hodnota výšky daného bodu a hx-1,z je hodnota výšky bodu sousedního. Tento filtr 
je několikanásobně aplikován na výškovou mapu oběma směry horizontálně a oběma směry 
vertikálně. Terén před filtrací a po ní, tudíž výsledný terén, je zobrazen na obrázcích 4.4 a 4.5. 
Nevýhodou tohoto algoritmu je, že výsledný terén není souměrný a tudíž jej nelze vykreslit 
několikrát za sebou pro dosažení rozlehlosti terénu. Modifikace této metody spočívá v rozdílném 
přístupu k jednotlivým stranám mapy rozdělené přímkou. Je možné například pouze inkrementovat 
jednu stranu a druhou ponechat beze změny. Další možnou modifikací je úprava inkrementované 
hodnoty. Tato hodnota může například klesat s každou iterací algoritmu pro dosažení menších změn 








Obrázek 4.5 Výsledný terén generovaný algoritmem Fault formation 
Kombinace jednotlivých technik 
Z předchozích obrázků je patrné, že metoda spektrální syntézy terénu poskytuje na svém výstupu 
hladký terén svým vzhledem připomínající písečné duny. Zatímco terén vytvořený algoritmem Fault 
formation připomíná před filtrací, nebo při aplikaci filtrace pouze několikrát, skály. Ideální terén by 
byl tudíž kombinací obou těchto přístupů a proto je tento postup použit ve výsledném intru. Nejprve 
je terén vygenerován pomocí spektrální syntézy, k tomuto terénu je poté přičtena výšková mapa 
vygenerována metodou Fault formation bez filtrace násobená nízkým váhovým koeficientem. Vstupy 
a výsledná výšková mapa jsou zobrazeny na obrázcích 4.6 a 4.7  
  
 




Obrázek 4.7 Výsledný terén vytvořený kombinaci předchozích metod 
Vykreslování terénu 
Výšková mapa je vykreslena, jako rovnoměrná trojúhelníková síť. Klíčovým je však nastavení 
osvětlení, protože při vypnutém, nebo nesprávně nastaveném osvětlení není patrná členitost terénu. 
Částečného stínování při vypnutém osvětlení lze dosáhnout pomocí ovlivnění odstínu barvy pixelu 
hodnotou výšky tohoto pixelu. Je však žádoucí dosáhnout správného stínování při zapnutém 
osvětlení.  
Při vykreslování pomocí grafické knihovny OpenGL, je stínování závislé na správném 
nastavení normálových vektorů. Lze dosáhnout celkem tří způsobů stínování. Bez normálových 
vektorů tudíž bez stínování. Ploché stínování (flat shading), u kterého nastavíme normálový vektor 
pro celý trojúhelník. Normálový vektor trojúhelníku se vypočítá pomocí skalárního součinu dvou 
vektorů vytvořených z koncových bodů daného trojúhelníku. Nejreálnější vzhled však poskytuje 
jemné stínování (smooth shading), při kterém se každému vrcholu nastaví jemu odpovídající 
normálový vektor. Tento vektor se určí tak, že pro daný vrchol jsou nalezeny všechny trojúhelníky, 
jejichž je součástí. U těchto trojúhelníků jsou určeny normálové vektory a jejich aritmetickým 
průměrem se získá normálový vektor vrcholu. Tento způsob určení normálového vektoru demonstruje 
obrázek 4.8, kde normálové vektory trojúhelníků představují šipky modrou barvou a výsledný 




Obrázek 4.8 Určení normálového vektoru vrcholu. 
Každý vrchol výškové mapy je součástí šesti trojúhelníků, je tedy nutné určit normálové 
vektory těchto trojúhelníků pro určení normálového vektoru vrcholu. Tento proces není příliš 
výpočetně náročný, ale vykonává se mnohonásobně, protože je potřeba určit správný normálový 
vektor každého z vektorů výškové mapy. Neustálé určování normálových vektorů by bylo velmi 
neefektivní. Proto je osvětlení spočteno před vlastním vykreslováním pouze jednou a uloženo do 
pomocné datové struktury o stejných rozměrech, jako výšková mapa. Při vlastním vykreslování se 
pak normálové vektory získávají z této struktury. 
Dalším aspektem vykreslování terénu je určení zobrazené části terénu. Vykreslování těch častí 
terénu, které nejsou uživateli zobrazeny, by bylo plýtváním výkonem grafické karty, proto je vhodné 
zobrazit pouze ty části, které jsou zobrazeny. Proto je vygenerovaná výšková mapa rozdělena na 
šestnáct částí a zobrazují se pouze ty části, které jsou v zorném poli kamery. Vhodným rozšířením 
tohoto přístupu by bylo použití některého z algoritmů Level of detail. Tato metoda bude také použita 
při zobrazování vegetace a modelů. K dosažení co nejvyššího výkonu jsou jednotlivé segmenty 
výškové mapy zobrazeny jako display listy. 
Textura dle výšky výškové mapy 
K vygenerované výškové mapě je možné také vygenerovat jí odpovídající texturu. Tato textura je 
opět vygenerována procedurálně a jedná se o kombinaci jiných již existujících textur v závislosti na 
výšce bodu, na který mají být naneseny. Novou texturu můžeme vytvořit dvěma způsoby buď 
mícháním, nebo vyřezáváním. Obě metody jsou založeny na podobném přístupu. Výška terénu je 
rozdělena do částí v závislosti na počtu vstupních textur. Při vyřezávání je bodu přiřazena hodnota té 
textury odpovídající jeho výšce. Při míchání se z výšky určí procentuální zastoupení jednotlivých 
vstupních textur a bodu je přiřazena hodnota těch textur, které jej přímo ovlivňují smíchaných 
v procentuálním poměru, ve kterém jej ovlivňují. Výšková mapa v intru však svou velikostí 
nereprezentuje tak vysoký terén, aby mělo použití textury vygenerované tímto způsobem smysl. 
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Působilo by velice podivným dojmem, kdyby se na hoře, která svou velikostí pouze několikanásobně 
překračuje výšku stromu, vystřídalo několik prostředí počínajících pláží a končicích sněhovou 
pokrývkou. Při tvorbě například textury reprezentující celou planetu je však takto textura jednoznačně 
vhodná. 
Otázkou však zůstává jakým způsobem získat textury, ze kterých bude tato textura vytvořena. 
Tímto problémem se zabývá následující kapitola. 
4.2 Textury 
Representovat některé povrchy například louku pokrytou trávou pomocí polygonů představujících 
každé stéblo trávy by znamenalo vykreslování obrovského počtu těchto polygonů a mělo by velice 
negativní dopad na výkonnost programu. Proto je vhodné tyto povrchy representovat jako rovné 
plochy a dojem členitosti dosáhnout použitím textur. 
Stejně jako u výškové mapy je použití textury uložené do externího obrázku nereálné, protože 
pouze tento obrázek několikanásobně přesahuje požadovanou velikost výsledného intra. Proto je 
nutné generovat také textury procedurálně.  
V intru je použito několik různých metod tvorby procedurálních textur. První popsanou 
metodou je metoda Perlinova šumu, dále je popsána metoda tvorby Cellular textur a poslední 
popsanou metodou je získání obrazu scény a použití tohoto obrazu jako textury.    
Perlinův šum 
Metoda Perlinova šumu se často používá k procedurálnímu generování textur připomínající svým 
povrchem přírodní objekty (mramor, dřevo, mraky). Tato textura je v intru použitá k tvorbě textury 
mraků, ze které je poté získána úpravami textura lávy.  
Při tvorbě oblaků je nejprve vygenerován náhodný dvojrozměrný šum s rovnoměrným 
rozložením. Takto vytvořený šum se poté vzájemně sčítá sám se sebou avšak s jiným měřítkem a tím 
vzniká šum nový. Šumy v různém měřítku se nazývají oktávy.[6] Při sčítání jsou hodnoty šumů 
interpolovány, aby docházelo k jemnějším přechodům mezi sousedními hodnotami. Každá oktáva má 
dvojnásobné měřítko a poloviční amplitudu. Při generovaní mraků se v aplikaci používají čtyři 
oktávy. Výsledná textura mraků je zobrazena na obrázku 4.9 vlevo, na obrázku 4.9 vpravo je textura 
mraků tak jak je vykreslena v intru, to znamená s použitím blendingu. 
 
 Obrázek 4.9 
 Takto vygenerovaná textura velice vhodná pro representování mrak
jednoduché úpravy lze však dosáhnout velice reálné textury 
Texturu vytvořenou pomocí 
(i k tomuto účelu se také používá). K
zvolených prahů. Pixelům nízkých hodnot je v
nastává v oblasti pixelů vyšších hodnot. Tyto hodnoty jsou interpolovány mezi 
případně mezi červenou a žlutou barvou. Inte
 




Operace + zde reprezentuje interpolaci barev na základ
representují podíl hodnoty pixelu v
obrázku 4.10. Tato textura je v
 
 
Textura mraků vygenerovaná pomocí Perlinova šumu
ů, nebo p
lávy.  
Perlinova šumu si můžeme představit také jako výškovou mapu 
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 Obrázek 
 Touto metodou lze dosáhnou mnoha zajímavých výsledk
jednotlivých prahů, nebo přidáním dalších barev pro interpolaci.
způsobem je na obrázku 4.12. 
 
Cellular textury 
Tato kapitola čerpá z [12]. Další technikou pro
Princip generování těchto textur spo
umístěných bodů v tomto poli umíst
k nejbližšímu bodu, nebo bodů
Tento přístup umožňuje vytvoř
pole. Celá problematika tudíž spo












4.10 Textura lávy vytvořená z Perlinova šumu 
 
ů. Například úpravou hodnot 
 Další textura vygenerovaných tímto 
cedurálního generování textur je použití cellular textur. 
čívá ve vytvoření dvojrozměrného pole a ně
ěných. Pro každý prvek pole je poté hledána vzdálenost 
m a výsledná hodnota prvku je poté přímo úměrná této vzdálenosti. 
ení mnoha různých textur v závislosti na určení výsledné hodnoty 
čívá v určení vzdálenosti dvou bodů v rovině. 
 tabulce 4.2. 
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 Výsledná textura závisí na po
v tabulce 4.2 byly vygenerovány
způsobem jsou v intru použity k
žádoucí, aby na sebe jednotlivé plošky hladce navazovaly. Z
souměrná. Toho lze docílit úpravou funkce pro ur
naznačen na obrázku XZ, kde bod s
 
Obrázek 4.11 S
ení hodnoty bodu 
 nejbližšímu bodu 
 nejbližšímu bodu ^2 
vzdálenost k nejbližšímu bodu - vzdálenost k nejbližšímu bodu
 druhému nejbližšímu bodu - vzdálenost k nejbližšímu bodu 
Tabulka 4.2 Ukázka cellular textur 
čtu použitých náhodně vygenerovaných bod
 za použití patnácti náhodných bodů. Textury vygenerované tímto 
 texturování objektů. Tyto objekty se skládají z 
 tohoto důvodu mu
čení vzdálenosti bodů. Způsob úpravy funkce je 
 nejmenší vzdáleností od bodu B je bod A, nikoli bod C.
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 Celý princip tudíž spočívá v nalezení jednoho, nebo několika nejbližších bodů v rovině. Tato 
vzdálenost se určuje pomocí vzorce XZ 
 
 ( = )( − %)( − %)( − %)( − %) (4.5) 
 
Kde x2 a y2 jsou souřadnice náhodného bodu a x1 a y1 jsou indexy pole. Celá tato procedura je 
vykonána pro všechny náhodně vygenerované body. Situace naznačená na obrázku XZ je řešena tak, 
že se nejprve určí rozdíly x a y složky vzdáleností a pokud jedna z nich svou velikostí přesáhne 
velikost textury je od této velikostí odečtena. Tímto je dosaženo souměrné textury. Většina 
modifikací algoritmů pro textury buněk spočívá v efektnějším, nebo rychlejším nalezení nebližších 
bodů. Počet náhodných bodů je však velmi nízký a textura je generována v nahrávací fázi intra, tudíž 
není nutné tyto modifikace použít. [12] 
 
Textura trávy 
Další texturou vytvořenou v intru je textura trávy. Pro vytvoření takovéto textury by bylo možné opět 
použít Perlinova šumu a vhodnou interpolací barev dosáhnou textury podobné trávě tak jako tomu 




Obrázek 4.12 Textura trávy pomocí Perlinova šumu 
 
 Taková textura se však v intru nevyskytuje. Vzhledem k faktu, že v intru se vyskytují modely 
draků a celý děj je o příběhu v dračí zemi připomíná textura spíše než trávu hustě zalesněnou džungli. 
Tohoto dojmu je dosaženo nejprve vytvořením jediného stébla. Toto stéblo je poté mnohonásobně 
vykresleno v různé poloze a různě otočené čímž je dosaženo dojmu zalesněné džungle. Tento proces 
probíhá v načítací fázi tudíž člověk pozorující intro tento proces nepostřehne. Po vykreslení je 
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nastavena kamera do středu budoucí textury a pomocí funkce glCopyTexImage2D() je vytvořena 




Obrázek 4.13 Textura vytvořená z jednoho stébla 
4.3 Vegetace 
Dalším důležitým detailem při tvorbě scén je vegetace. V intru je vegetace procedurálně generována 
pomocí L-systémů. Původním záměrem bylo vykreslovat vegetaci přímo do terénu, tato technika se 
však jevila jako neefektivní, proto je vygenerovaná vegetace převedena na texturu a vykreslena 
pomocí metody zvané Billboarding. 
L-systémy 
Roku 1968 představil maďarský biolog Aristid Lindenmayer techniku pro formální popis vývoje 
mnohobuněčných organismů. U těchto organismů se jednalo o dělení růst a odumírání jednotlivých 
buněk. Dnes se tomuto popisu říká L-systémy. Rozsah L-systémů se postupně rozšířil na květiny, 
stromy a ostatní objekty, které se dají popsat pomocí opakujících větvících se modulů. V kontextu L-
systému je modulem myšleno vše co se v rámci daného systému (například stébla trávy) opakuje, 
mění, nebo rozrůstá. Jako modul tudíž můžeme chápat například každý list rostliny. Největší výhodou 
tohoto pohledu je, že jednotlivé moduly se s postupem rozrůstání se rostliny opakují. Toto opakování 
můžeme vyjádřit pomocí rekurze. 
Z hlediska informatiky je L-systém velice podobný formální gramatice. Jedná se o čtveřici: 
 
 * = (+, ∑, -, .) (4.6) 
   
kde V je množina symbolů, které je možno přepsat, 
∑ je množina formálních parametrů, 
- je startovací řetězec symbolů z V,  
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P je konečná množina přepisovacích pravidel. 
Největším rozdílem mezi formální gramatikou a L-systémem je, že v každé iteraci je 
aplikované tak velké množství přepisovacích pravidel, jak je to jen možné.[7] Pro názornost je možné 
uvézt L-systém generující stéblo trávy: 
 
 * = (/0, 1, / +, −, 2, 31, /1, .) (4.7) 
 
.:  ⟶ 0 − 623 + 7 + 02+03 −  
0 ⟶ 0F 
  
Kde při vykreslování vygenerovaného řetězce symboly + a – představují rotaci o + respektive – 
definovaný úhel. Symbol [ představuje uložení aktuální pozice a nastavení rotací, která je obnovena 
při výskytu symbolu ]. Proměnná X nemá při vykreslování speciální význam, proměnná F představuje 
vykreslení úsečky předdefinované délky, s každou další iterací se tato délka snižuje. Tento L-systém 





Obrázek 4.14 Stéblo trávy vygenerováno L-systémem. 
L-systémy jsou také použitelné pro generování stromů. Počtem iterací algoritmu je možné 
ovlivňovat množství detailu vykreslovaného objektu. Čím vzdálenější bude objekt od kamery, tím 
méně detailů může obsahovat. Tuto metodu je vhodné použít při vykreslování stromů jako 





Obrázek 4.15 Strom vygenerovaný L-systémem s různou úrovní detailu. 
Největším nedostatkem vytvořených stromů je, že neobsahují listí. Původně bylo zamýšleno 
vykreslovat listy jako trsy trojúhelníků, tato metoda však nevypadala příliš realisticky, ideálním 
přístupem by bylo vygenerovat listy a nanést na stromy, jako texturu. Generováním této textury se 
však práce nezabývá. 
Billboarding 
Strom vygenerovaný pomocí L-systému se skládá z mnoha polygonů. Čím více těchto stromů je, tím 
více polygonů je zapotřebí. Vzhledem k tomu, že divák nepozná, zdali se dívá na skutečné 
trojrozměrné stromy, nebo pouze texturu trojrozměrných stromů nanesenou na obdélník. Je možné 
vytvořit ze stromu vygenerovaného pomocí L-systému texturu a tuto pak nanést na částečně 
průhledný čtyřúhelník. Nejdůležitější však je, aby tento obdélník směroval stále přímo k uživateli- ke 
kameře. Technika, která se zabývá úpravou objektů tak, aby směřovaly k danému cíli, se jmenuje 
Billboarding. Tato metoda nemusí být použitá pouze při snaze snížit počet polygonů ve scéně, ale 
také v situacích, kdy je nutné, aby objekty směřovaly k nějakému předem definovanému cíli. 
Například v počítačové hře fotbal, hráči sledují polohu míče. 
Existují dva základní způsoby Billboardingu tyto dva přístupy se od sebe liší v tom, jestli 
objekty směřují k pohledové rovině, což je rovina kolmá na pohledový vektor kamery (Obrázek 4.13 





Obrázek 4.15 Různé přístupy Billboardingu. 
Při této technice je tedy nutné určit pozici kamery a její směrový vektor. Všechny tyto 
informace obsahuje modul kamery (viz níže). V intru je použitá technika otáčení objektu vzhledem 
k pohledové rovině kamery. Polygon, na který je nanesena textura, je před vykreslením otočen o 
opačný úhel, než je vertikální úhel otočení kamery. Při tvorbě textury, která bude poté pomocí 
míchání (blendingu) nanesena na vykreslovaný polygon je kladen důraz na to, aby byl strom přímo 
uprostřed této textury. Pokud by byl umístěn jinak, způsobilo by použití Billboardingu pohyb stromu 
ve scéně, protože polygon je otáčen dle osy v jeho středu. 
Stromy je po jejich vytvoření nutné vykreslit do scény. Pro dosažení náhodného umístění 
stromu bylo původně vygenerováno dvojrozměrné pole stejné velikosti, jako pole představující terén, 
které bylo naplněno náhodnými hodnotami, a právě velikost této náhodné hodnoty určovala, zda bude 
strom vykreslen nebo nikoli. Úpravou prahu pro vykreslení bylo poté možné do scény stromy přidat, 
nebo je naopak odebrat. Pozice stromu byla určena právě souřadnicemi pole přesahujícími práh. 
Tento přístup se však při testování intra ukázal, jako velmi neefektivní, protože se muselo tímto 
dvojrozměrným procházet při každém vykreslení a přestože se na daném místě strom nenacházel, 
bylo toto místo mnohonásobně procházeno zbytečně. Nehledě na to, že počet prázdných míst byl 
mnohonásobně menší, než počet míst reprezentujících stromy. Proto bylo umístění do scény upraveno 
a to takovým způsobem, že se pří nahrávací fázi intra vygenerovalo pole, do kterého se vygenerovaly 
náhodné hodnoty v rozsahu nula až velikost terénu bez opakování. Tyto pozice pak představovaly 
pouze místa, do kterých bude umístěn strom. Při vykreslování scény se poté určí pozice kamery a 





Veškeré objekty uvedené v předchozí části této práce byly vygenerovány procedurálně. Bohužel 
procedurální generování je možné užít pouze u objektů, které se dají nějakým způsobem popsat 
matematicky, nebo jiným formálním způsobem. Má-li se však ve scéně nacházet objekt, který svým 
vzhledem připomíná nějaký komplexní objekt nejen z reálného světa, je nutné tento objekt nejprve 
vymodelovat pomocí specializovaného nástroje pro tvorbu těchto modelů, importovat jej do scény a 
vykreslit.  
U minimálního intra opět může nastat situace, kdy vkládaný model svou velikostí přesahuje 
velikost intra. Velikost modelu je úměrná počtu polygonů v tomto modelu obsaženém. Platí však 
také, že čím víc polygonů objekt obsahuje, tím je hladší a působí reálnějším dojmem. Proto se při 
importování modelu dbá na to, aby obsahoval co nejmenší počet polygonů. U souměrných modelů je 
například importovaná jedna z jeho částí, a druhá je dopočítána dle osové souměrnosti při načítání 
intra. U některých objektů však není možné použít ani tuto metodu. Další možností je načíst model 
s nižším počtem polygonů a zbylé polygony získat aplikací dělícího schématu. 
5.1 Blender 
K vytvoření modelu, který je zobrazen v grafickém intru byl použit modelovací nástroj Blender. 
Jedná se o open source nástroj vhodný nejen pro tvorbu 3D modelů, ale také rozsáhlejších projektů 
typu animace, nebo počítačová hra. Velikou výhodou tohoto nástroje je veliká komunita, díky které 
vznikla velká spousta návodů, jak používat tento nástroj. 
 Jak bylo napsáno výše při tvorbě modelu, který bude umístěn v intru, je kladen důraz na 
pokud možno co nejnižší počet vrcholů výsledného modelu. Jednou z těchto technik je použití 
zrcadlení dle jedné z os souměrnosti a práce pouze s polovinou vrcholů. K tomuto účelu je možné 
použít modifikátor zrcadlení (mirror modifier), který zobrazí také zrcadlovou část modelu, dle 
zvolené osy souměrnosti. Další možností jak redukovat počet polygonů je využití dělících schémat. 
Nejčastěji užívaným algoritmem je algoritmus Catmull-Clark, který je blíže popsán níže. Výhodou 
Blenderu je, že má také implementován tento algoritmus. Při tvorbě modelu může být použit 
modifikátor dělícího schématu (surface subdivision modifier) a díky této vlastnosti může tvůrce 
modelu pracovat na modelu totožném s modelem, který bude po importu a aplikaci tohoto dělícího 
schématu zobrazen ve výsledném intru. Výhodou použití této techniky je také možnost natavení počtu 
dělení, díky kterému lze zjistit, kdy je již další dělení zbytečné. Použití těchto technik je výhodné 
nejen z hlediska redukce počtu vrcholů daného modelu, ale také díky nižšímu počtu vrcholů a 
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snadnější editaci modelu. Ukázka práce v nástroji Blender s použitím modifikátoru dělícího schématu 
a zrcadlení je na obrázku 5.1. 
 Samotná práce v tomto nástroji poté spočívá v načtení základního modelu například krychle, 
odstraněním osově souměrných vrcholů a aplikací MODIFIERS. Poté se pracuje s jednotlivými 
vrcholy daného modelu a to především použitím operací tvarování (extrude), kdy z původních 
vrcholů vzniknou nové vrcholy s původními vrcholy spojené pomocí ploch, a operací uchopení 
(grab), kdy je pohybováno původními, nebo nově vzniklými vrcholy. Dalšími operacemi je například 




Obrázek 5.1 Ukázka tvorby modelu nástrojem Blender 
  
Výsledný model vytvořený tímto nástrojem však zabírá řádově stovky kB až jednotky MB, 
tudíž model jako takový je v intru nepoužitelný. Blender však také obsahuje API v jazyce Python, 
díky kterému může uživatel používat a vytvářet své vlastní skripty. Model obsahuje velké množství 
nepotřebných informací, například pozici kamery, normálové vektory atd. Do grafického intra 
z hlediska modelu použijeme pouze souřadnice jednotlivých vrcholů a také informaci, které vrcholy 
spolu tvoří plochy. Je tudíž vhodné vytvořit skript, který vyexportuje pouze tyto údaje do v intru 
použitelného formátu. Při tvorbě tohoto skriptu byl také kladen důraz nato, ať vyexportovaná data 
svou velikostí nepřesahují rozsah datového typu short. Tento datový typ je na rozdíl od datového typu 
float pouze 16-ti bitový a díky tomu ve výsledném intru zabírá model poloviční velikost oproti použití 
typu float. Exportní skript kontroluje maximální a minimální souřadnici vrcholu a lze zjistit, zda 
nedošlo k překročení požadované minimální, nebo maximální hodnoty. Vzhledem, k tomu, že datový 
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typ float udává také desetinnou hodnotu čísla, je nutné při exportu tuto hodnotu vhodně oříznout. To 
skript provádí vynásobením hodnoty na zvolený počet desetinných míst a zaokrouhlením zbytku. 
Díky tomuto přístupu zabíral vytvořený model s použitím typu short o 12kB méně místa, než model 
načítán v datovém typu float. 
 Model je v Blenderu reprezentován dvěma poli. První pole udává, které vrcholy spolu tvoří n-
úhelníky. A druhé obsahuje souřadnice vrcholů. Vzhledem k tomu, jakým způsobem jsou modely 
v intru načítány a uchovávány musí importovaný model obsahovat pouze čtyřúhelníky. Proto je 
použití dvou polí zbytečné. Vyexportovaný model je tudíž reprezentován pouze jedním polem, kde 
vždy trojce hodnot tvoří vrchol a čtveřice těchto trojic tvoří čtyřúhelník. Při tvorbě modelu je tudíž 
nutné dávat pozor na to, aby se v něm nevyskytoval například trojúhelník. Přestože že se takovýto 
přístup jeví podivným způsobem, není použití trojúhelníků při tvorbě modelů doporučeno, z důvodu 
problémů s animací modelů, jež trojúhelníky obsahují. Vzhledem k použití zrcadelní se exportuje 
pouze jedna strana modelu a druhá je dopočtena na základě osové souměrnosti při načítání intra. Při 
této proceduře však nestačí pouze změnit znaménko u osově souměrné strany modelu, ale i upravit 
pozici vrcholů ve čtyřúhelníku z důvodu správného počítání normálových vrcholů. Tento problém je 
v intru vyřešen tak, že výsledné pole obsahující i osově souměrné čtyřúhelníky je plněno 
importovanými vrcholy zepředu a vrcholy zrcadlenými zezadu, tím je docíleno toho, že při průchodu 
výsledným polem je pořadí zrcadlených vrcholů otočeno, díky čemuž jsou normálové vektory 
počítány správně.  
Části modelu jsou vytvořeny jednotlivě a až v intru je model zobrazen jako celek. Díky tomu 
lze opět uspořit prostor. V intru je použit model draka, vzhledem k tomu, že drak má dvě křídla není 
nutné do výsledného souboru ukládat obě tato křidla, ale pouze jedno a toto křídlo vykreslit dvakrát. 
Tělo draka je velice dlouhé a jeho souřadnice přesahovaly požadovaný rozsah typu short je 
souřadnice reprezentující délku vyexportována poloviční a při načítací fázi opět vynásobena, aby 
rozměry odpovídaly rozměrům modelu. Na model je v intru aplikováno dělící schéma, je tedy nutné, 
aby model splňoval podmínky nezbytné při aplikaci tohoto algoritmu (viz níže). Splnění všech těchto 
podmínek skript nekontroluje. Kontroluje však velice podstatnou podmínku a to, aby se 
v exportovaném modelu nacházely pouze čtyřúhelníky. Nesplnění této podmínky skript indikuje. 
 Použití Blenderu při tvorbě grafického intra je velice dobrá volba díky vlastnostem popsaným 
výše, ale také velice intuitivnímu způsobu modelování, ke kterému přispívá veliké množství 
klávesových zkratek, které urychlují spouštění často používaných operací.[13] 
 
5.2 Způsoby reprezentace polygonálních sítí 
Model je v intru representován, jako síť čtyřúhelníků, tyto čtyřúhelníky jsou representovány svými 
vrcholy. U těchto čtyřúhelníků však není definováno, které vrcholy spolu sdílejí. Pro aplikaci 
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složitějších úprav, mezi které patří i dělící schémata je však vhodné mít model reprezentován 
polygonální sítí, ve které je snadné zjistit informace například o tom, které plochy užívají daný 
vrchol, které hrany tento vrchol vytváří a se kterými vrcholy atd. 
 
Okřídlená hrana 
Okřídlená hrana (winged edge) je datová struktura vhodná, pro reprezentaci a procházení polygonální 
sítí. Obsahuje ukazatele, díky kterým je například určení toho které body spolu tvoří n-úhelník 
snadné. Každá okřídlená hrana obsahuje ukazatele na: 
• počáteční bod hrany 
• koncový bod hrany 
• polygon napravo 
• polygon nalevo 
• předchozí hranu nalevo 
• následující hranu nalevo 
• předchozí hranu napravo 
• následující hranu napravo 
 
Okřídlenou hranu je možné representovat tabulkou. Příklad okřídlené hrany representované 
tabulkou je tabulka 5.1. Tato tabulka representuje okřídlenou hranu zobrazenou na obrázku 5.2. 
 
Hrana Vrcholy Čtyřúhelníky Levá Pravá 
Jméno počáteční koncový Levý Pravý předchozí následující předchozí následující 
A X Y 1 2 B D c e 
 




Obrázek 5.2 Okřídlená hrana dle tabulky 5.1 
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Okřídlená hrana obsahuje veškeré tyto ukazatele usnadňující procházení modelem. Ve 
vytvořeném intru jsou však některé tyto ukazatele zbytečné, tudíž nebyly implementovány. Okřídlená 
hrana, která je použitá v intru obsahuje pouze: 
• počáteční bod hrany 
• koncový bod hrany 
• střed hrany 
• polygon napravo 
• polygon nalevo 
 
Pro aplikaci dělícího schématu nejsou další ukazatele potřebné, navíc je zde také hodnota 
středu hrany, která je naopak při aplikaci tohoto algoritmu potřebná. Objekty representované 
okřídlenou hranou však musí splňovat určitá specifika. Musí se jednat o manifold objekty. 
Manifold objekty jsou tvořeny vzájemně propojenými hraničními stěnami. Každá hrana 
manifold objektu je sdílena pouze dvěma stěnami daného objektu. Objekt nesmí obsahovat díry. 
Ukázka manifold objektu je na obrázku 5.3 vlevo, ukázka non-manifold objektu je na obrázku 5.3 




Obrázek 5.3 Manifold a non-manifold objekt. 
 
 Importovaný objekt je do této datové struktury ukládán tak, že vrcholy importovaného 
modelu jsou procházeny po čtveřicích reprezentujících čtyřúhelník. Každému čtyřúhelníku je 
přiřazeno unikátní číslo a toto číslo je také uloženo jako hodnota levého polygonu okřídlené hrany. 
Tato operace se provede pro všechny hrany tvořící čtyřúhelník a ten se uloží do zvláštního pole. Při 
vytváření každé z hran se pak toto zvláštní pole prochází a hledá se, zda li již toto pole neobsahuje 
vytvářenou hranu. Pokud je nalezena shoda, je u obou hran vyplněna hodnota pravého polygonu, dle 
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hodnoty levého polygonu totožné hrany. Po průchodu všemi čtyřúhelníky importovaného modelu 
obsahuje nově vytvořené pole celý model representovaný okřídlenou hranou. Vzhledem 
k předpokladu, že do intra bude vložen model k tomuto účelu vytvořený, není naimplementována 
žádná kontrola naplnění. Tato kontrola by však znamenala pouze průchod polem a kontrolu, zda 
všechny hrany mají vyplněnou hodnotu polygonu vlevo a vpravo. Takto uložený model se nepoužívá 
pouze při aplikaci dělícího schématu, ale také při počítání normálových vektorů jednotlivých vrcholů 
modelu k dosažení jemného stínování velice podobným způsobem, jako tomu bylo u terénu s tím 
rozdílem, že počet hran, které daný vrchol obsahují, není předem znám a musí se určit za běhu 
programu. Plnění z pole vrcholů do této datové struktury je velice pomalé, protože při vysokém počtu 
vrcholů je při hledání shodné hrany prohledáváno velice veliké pole a tento proces je velmi pomalý, 
vzhledem k tomu, že tato technika je použitá při načítací fázi intra pouze několikrát nemá tento 
nedostatek dopad na výkon intra, ale prodlouží jeho nahrávací fázi. Pokud by měla být obsah sítě 
procházen a především měněn za běhu intra bylo by nutné hledání shodné hrany optimalizovat.  
 
Půl hrana 
 Alternativou k okřídlené hraně je půl hrana (half edge), tato datová struktura také slouží 
k popisu polygonální sítě a umožňuje jednoduchý průchod jednotlivými vrcholy této sítě. Struktura 
půl hrany obsahuje tyto ukazatele: 
• vrchol na konci této půl hrany 
• opačně orientovaná přiléhající půl hrana 
• ploška ohraničená touto půl hranou 
• následující půl hrana okolo plošky 
 
, půl hrana však neobsahuje pouze zuto jedinou strukturu, speciální strukturu má také vrchol a ploška, 
vrchol obsahuje: 
• x,y,z souřadnici vrcholu 
• ukazatel na půl hranu z tohoto vrcholu vycházející 
 
Ploška poté obsahuje pouze ukazatel na půl hranu této plošce přiléhající. Tato struktura je 
z hlediska použití ve vytvářeném intru zbytečně složitá, protože její přínos je především urychlení 
složitějších průchodu polygonální sítí oproti okřídlené hraně. Takovéto složité průchody sítí nejsou 
potřeba, proto byla v intru použita redukovaná varianta okřídlené hrany [16]. 
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5.3 Dělící schémata 
Dělící schéma (surface subdivisions) je soubor pravidel, jejichž aplikací na polygonální síť 
dojde k změně této polygonální sítě. Při aplikaci těchto pravidel dojde k vypočtení nových vrcholů a 
hran spojujících tyto nově vytvořené vrcholy s vrcholy stávajícími pomocí nově vytvořených hran. 
Každá z nově vytvořených polygonálních sítí je tudíž hladší. Tato schémata jsou obvykle 
implementována, jako rekurzivní algoritmus, jehož opětovným voláním lze dosáhnout čím dál 
hladšího objektu. Toho se dá opět využít při vykreslování objektu vzdálenějších od pozorovatele, 
nebo v případě minimálního intra použití jednoduššího modelu reprezentovaného polygonální sítí a 
pomocí této techniky vypočtení sítě složitější a tím dosažení hladšího modelu. 
Dělící schémata mohou pracovat se sítí reprezentovanou obecnými n-úhelníky, nejčastěji se 
však používají čtyřúhelníkové, nebo trojúhelníkové plošky. Na začátku procesu dělení je vložený 
model reprezentovaný polygonální sítí. U tohoto modelu představují vrcholy sítě libovolné body 
v prostoru, hrana je pak spojnicí dvou vrcholů. Ploška tohoto modelu je poté tvořena několika 
hranami, které na sebe navazují a vzájemně se nekříží. Dělící proces pracuje tak, že na model 
rekurzivně aplikuje pravidla dle požadovaného stupně dělení. Aplikováním těchto pravidel vzniká 
nová množina vrcholů hran a plošek, které jsou vypočteny z pozic vrcholů hran a plošek předchozího 
stupně. Dělící pravidla jsou vytvořena tak, že počet dělení je teoreticky nekonečný, ale protože 
aplikací těchto schémat velice rychle narůstá počet vrcholů, hran a plošek, přináší to s sebou nárůst 
požadavků na výkon, při počítání dalších iterací, a také grafický výkon při vykreslování výsledné sítě. 
Z tohoto důvodů se v praxi používá omezený počet iterací. 
Množinu dělících schémat lze také rozdělit dle hlediska, zda nově vytvořená síť prochází body 
původní sítě. Interpolační dělící schéma vytváří v každé iteraci hladší síť, jejíž povrch vždy protíná 
všechny body původní nerozdělené sítě. Aproximační dělící schéma pak vytváří sítě, jejichž vrcholy 
původní nerozdělenou sítí neprocházejí a objem dělené sítě je vždy menší, než objem sítě původní, 
výhodou však je, že nově vzniklá sít je mnohem hladší, než sít vzniklá interpolačním dělícím 
schématem [17]. Srovnání interpolační metody s metodou aproximační je na obrázku 5.4. Vlevo je 
schéma aproximační a vpravo interpolační 
 
 Obrázek 5.4 Srovnání aproxima
 
Dalším způsobem použití d
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 Ukázka několika iterací algoritmu Catmull-Clark
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Obrázek 5.6 Vrchol plošky 
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Obrázek 5.7 Hranový bod 
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Obrázek 5.8 Určení nového bodu 
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Obrázek 5.9 Ukázka aplikace implementovaného dělícího schématu na model 
 
Doo-Sabinovo dělící schéma 
Většina dělících schémat používá při zjemňování modelu polygonální síť representovanou 
čtyřúhelníky. Může však nastat situace, kdy je nutné použít síť tvořenou také trojúhelníky. V těchto 
případech se používá dělící schéma Doo-Sabin. Toto schéma bylo vytvořeno Donaldem Doo a 
Malcolmem Sabinem. Přesto, že toto schéma produkuje tří a čtyřúhelníkovou síť na výstupu, je 
možné ji přepnou do režimu práce pouze se čtyřúhelníky. V takovém případě je výstup velice 
podobný výstupu dělícího schématu Catmull-Clark. Pravidla tohoto dělícího schématu jsou 
následující: 
• pro každou plošku je určen vrchol plošky, shodným způsobem, jako u Catmull-Clark 
• hranový vrchol je určen, jako průměr bodů, kterými je tato hrana tvořena 
 
 





• nový vrchol N je pak určen jako průměr původního vrcholu V a vrcholu plošky, pro 
kterou je tento nový vrchol počítán a hranových vrcholů hran přiléhajících plošce a 
procházejících původním vrcholem 
 




•  Poté jsou nové vrcholy spojeny. Na každé straně hrany původní sítě vznikly nové dva 
vrcholy. Tyto vrcholy jsou spojeny a vzniká tak nový čtyřúhelník napříč původní hranou. 
Uvnitř každého původního n-úhelníku vzniká stejný počet nových vrcholů, jako byl 
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původní počet vrcholů tohoto n-úhelníku, jejich spojením vzniká menší n-uhelník 
vsunutý do původní sítě. Okolo původního vrcholu vznikly nové vrcholy v přilehlých 
rozích každého z n-úhelníků. Tyto vrcholy jsou spojeny a vzniká nový n-úhelník 
s hranami, jejichž počet je roven počtu n-úhelníků přiléhajících původnímu vrcholu. 
 
Z kroků uvedených výše vyplývá, že pro každou hranu původní sítě vznikne nový čtyřúhelník, 
pro každý n-úhelník vzniká nový menší n-úhelník a pro každý původní vrchol vzniká nový n-úhelník, 
jehož počet vrcholů je shodný s počtem původních hran vycházejících z vrcholu. Vzhledem k tomu, 
že algoritmus i po první aplikaci stále pracuje s n-úhelníky, je zde značná režie spojená se správou 
různého počtu polygonů síti, z tohoto důvodu nebylo toto dělící schéma při tvorbě intra použito. 
Několik iterací dělícího schématu Doo-Sabin v porovnání s algoritmem dělícím schématem Catmull-




Obrázek 5.9 Srovnání dělících schémat Doo-Sabin a Catmull-Clark převzato z [18] 
 
Dělící schéma Butterfly 
Tato část čerpá z [17]. Butterfly je zástupcem iteračních dělících schémat. Jehož autory jsou Nira 
Dyn, David Levin a John A. Gregory bylo popsáno v roce 1990. V dnešní době se používá jeho 
modifikovaná verze. Název Butterfly (motýl) je odvozen od mřížky, kterou jsou popsány sousední 
vrcholy vrcholu nově vzniklého. Tato mřížka je zobrazena na obrázku 5.10 a nově vzniklý vrchol je 
zobrazen červenou barvou. Toto schéma pracuje s trojúhelníkovou sítí. Pravidla přidávání nového 
vrcholu jsou jednoduchá. Pro každou hranou je proveden váhový součet vrcholů v mřížce a je 





Obrázek 5.10 Mřížka schématu Butterfly převzato z [17]  
 









• : %%E − D 
 
Kde w je tenze, která udává, jakým způsobem nově vzniklý povrch obtéká povrch původní. Je li tato 
hodnota rovna − %%E, není nově vzniklý povrch jemnější, ale totožný s povrchem původním a nové 
vrcholy jsou pouze lineární interpolací vrcholů původních. Toto schéma se však neumí vyrovnat se 
situací, kdy okolí hrany neodpovídá mřížce. Konkrétně případům, kdy hranovými body prochází 
méně, než pět hran. V takovém případě není dostatek informací pro správné dělení a nově vzniklý 
bod je pouze průměrem svých hranových bodů. Tato situace odpovídá situaci, kdy je hodnota tenze 
− %%E . Výstupem je poté síť, která není v okolí takovýchto vrcholů nijak zjemněna. V dnešní době se 
používá modifikovaná verze Butterfly schématu, která se liší v mřížce. Mřížka upraveného schématu 




Obrázek 5.11 Modifikace schématu Butterfly převzato z [17] 
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Příklad aplikace tohoto dělícího schématu je na obrázku 5.4 vpravo. Více informací o tomto 
dělícím schématu je k nalezení v [17]. 
   
5.4 Vykreslování modelu 
Jak již bylo napsáno, není model do intra importován jako celek, ale po jednotlivých částech. Tento 
způsob umožňuje drobnou animaci modelu draka a to konkrétně pohyb křídel. Ke každé části modelu 
jsou předem vypočítány normálové vektory k určení osvětlení. Protože jsou a model jsou aplikována 
dělící schémata, velice rychle narůstá počet vykreslovaných polygonů. Při vykreslování tolika 
polygonů je výhodné použít jinou techniku vykreslování než klasické použití souřadnic například 
pomocí glVertex*f(). Nabízí se však více možností. Při tvorbě intra bylo k vykreslování modelů 
zvažováno také použití display listů a vrcholových polí (vertex arrays). Základní výhodou 
vrcholových polí oproti display listům je fakt, že s daty v těchto polích umístěných je možné dále 
pracovat a upravovat je aniž by to představovalo nějakou režii před vlastním vykreslováním. Se 
souřadnicemi vrcholů modelu nebude v intru nijak manipulováno, proto nebyla tato výhoda brána 
v potaz. Hlavním požadavkem na způsob vykreslování modelu byla rychlost vykreslování. Názory na 
rychlost vykreslování display listů a vrcholových polí se různí, proto bylo nutné oba tyto způsoby 
vyzkoušet a porovnat jejich vzájemné rychlosti. Zkoušky probíhaly na třech různých počítačích a 
jediným kritériem byl počet snímků za sekundu. Model byl nejprve vykreslen pomocí GL_QUADS a 
hodnotami zadávanými pomocí glVertex3f(). Poté proběhlo vykreslení pomocí vrcholových 
polí a display listů. Nejprve se vykresloval model bez aplikace dělícího schématu, poté s jednou a se 
dvěma aplikacemi. Při poslední zkoušce byl vykreslen model s jednou aplikací dělícího schématu 







Inter Core2 Duo 
2.2GHz T6600 
ATI Mobilty 
Radeon HD 4650 








GL_QUADS 1153 702 202 204 
Display list 1176 903 481 480 
Vrcholová pole 1282 1067 663 672 
Intel Core Duo 
2.2GHz E4500 
ATI Radeon HD 
3800 
    
GL_QUADS 249 178 46 47 
Display list 236 172 46 46 
Vrcholová pole 250 210 82 75 
Intel Core Duo 
2.2GHz T6670 
Mobile Intel 4 
Series Chipset 
Express Family 
    
GL_QUADS 2397 895 259 258 
Display list 2727 1764 722 705 
Vrcholová pole 3061 2222 937 1027 
 
Tabulka 5.2 Počet snímků za sekundu při různých způsobech vykreslování modelu 
 
Jak vyplývá z tabulky, ve všech případech byla nejrychlejší vrcholová pole, proto jsou modely v intru 
vykreslovány právě tímto způsobem. Překvapením bylo, že na počítači s nejméně výkonnou 
grafickou kartou bylo klasické vykreslování pomocí zadávání souřadnic vrcholů funkcí 




6 Animace intra 
Jak bylo popsáno v kapitole 2 je grafické intro animace. Techniky popsané v předchozích částech této 
práce různými způsoby vytvářely obsah použitelný v intru. Tento obsah je však nutné také správným 
způsobem skombinovat a získat tak výslednou animaci. K dokreslení děje intra hraje hudba, způsob 
uložení hudební skladby v intru a její přehrávání je také obsahem této kapitoly. 
6.1 Kamera 
Kamera umožňuje rotaci vertikálním i horizontálním směrem a posuv po scéně. 
Další zajímavou funkčností z hlediska grafického intra kterou kamera umožňuje je plynulý 
pohyb po křivkách. Intro pracuje se vstupními body a z těchto bodů je pomocí algoritmu de Cateljau 
vypočte Bézierovu křivku. U kamery je však důležitá nejen její pozice, ale i její natočení, proto 
algoritmus nebere vstupní body jako trojici definovanou souřadnicemi, ale bere v potaz i rotace 
kamery. Při načítací fázi intra se z předem definovaných bodů vypočítá, křivka po které se bude 
kamera pohybovat. Součástí modulu kamery je tedy několik polí pro různé pohyby po křivkách 
v závislosti na fázi intra. Obsahuje také speciální pozice, pro zobrazení detailů scény. Posouváním se 
v těchto polích vzniká děj vytvořeného intra. 
Uživatel intra je také schopen získat pomocí stisknutí tlačítka pozici kamery. Kamera 
umožňuje také několik různých způsobů pohybu. Standardními pohybu jsou pohyby vpřed a vzad 
vzhledem k pohledovému vektoru kamery, v tomto případě mění kamera svou pozici vzhledem ke 
všem třem souřadným osám. Dalším pohybem je pohyb, při kterém se kamera ve scéně, ale nemění se 
její výška, tudíž se nepohybuje vzhledem k vertikální ose. Intro má však simulovat video sekvenci, 
proto ve výsledném intru nejsou tyto funkce povoleny a běžný uživatel o těchto funkcích ani nemusí 
vědět. Výhodou takto pojatého modulu kamery je fakt, že při tvorbě děje intra může tvůrce tohoto 
děje pohybovat kamerou a do zvláštního souboru ukládat řídící body, dle kterých bude počítána 
výsledná křivka pohybu. Další výhodou je, že takto vytvořená kamera potřebuje pouze drobné úpravy 
a může být použita při tvorbě například počítačové hry, kdy uživatel ovládá objekt, který se pohybuje 
ve scéně. 
Kamera zde také slouží, jako jakýsi stavový stroj představující, ve které fázi se intro nachází. 




6.2 Částicový systém 
Částicový systém (particle system) je v počítačové grafice způsob simulace fuzzy fenoménů, které by 
se velmi těžko modelovaly a vykreslovaly obvyklými způsoby. Mezi tyto fenomény patří například 
oheň, víření prachu, déšť, vítr a obecně jevy spojené se simulací počasí, exploze, magie 
v počítačových hrách atd. 
 Částicové systémy typicky vycházejí z jednoho místa. Tomuto místu se říká vysílač (emiter). 
Vysílač může představovat bod, plocha, nebo například celý trojrozměrný objekt. Částice se od 
tohoto objektu šíří v závislosti na předem definovaných vlastnostech každé z částic. Mezi tyto 
vlastnosti patří 
• Aktuální pozice 
• Rychlost 
• Směr šíření 
• Délka života 
• Vliv gravitace 
• Barva částice 
 
a další, v závislosti na tom, který z jevů částice představuje. Při použití jako emitoru například 
polygonální sítě je jako směr šíření nastaven normálový vektor každé z plošek, ze které částice 
vycházejí. Způsob a směr šíření je také ovlivňován gravitačními vlivy, nemusí se jednat pouze o 
gravitaci, tak jak ji známe ze zemského povrchu, a to jako sílu která přitahuje částice směrem k zemi, 
ale jako obecný vektor libovolného směru. Může tak snadno dojít k situaci, kdy je vliv gravitace na 
částici opakem gravitace skutečné. Důležitou vlastností částice je délka života. Tato hodnota určuje, 
po jak dlouhé době částice definitivně zanikne, nebo je opět vyslána emitorem, například jiným 
směrem. 
 Částice může být představovány také libovolným objektem, bodem, úsečkou, ale také celým 
komplexním trojrozměrným modelem. V takovém případě je však nutné brát v potaz, jaký jev má 
daná částice představovat, protože k dosažení dojmu například deště je nutné použít velké množství 
částic a použití pro jednotlivou částici příliš složitého objektu by mohlo přinést negativní dopad na 
rychlost vykreslování takovéhoto systému. 
 V intru je používán velice jednoduchý částicový systém představující fontánu tryskající oheň 
a také ohnivý dech draka. Emitorem je v intru jediný bod. V nahrávací fázi intra je naplněno pole 
částic se stejnou počáteční pozicí ale náhodnými rychlostmi a náhodnou životností. Náhodná je také 
barva částice, která je ve fázi, kdy částicový systém přestavuje tryskající oheň vybírána z odstínů 
červené, nebo žluté barvy a ve fázi, kdy představuje dech draka je vybírána s odstínů barvy modré. 
Při každém vykreslení scény jsou nejprve naplněna pomocná pole aktuální barvou a pozicí částice. 
Poté je k pozici částice přičtena její rychlost dle směru šíření částice a je odečtena její životnost. 
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V případě, že životnost částice klesne na nulu, je tato částice vygenerována znovu a je opět vyslána 
emitorem. Díky tomuto faktu je v systému stále stejný počet částic. Částici v tomto případě 
představuje obyčejný trojúhelník. Pro vykreslení je zde opět použito vrcholových polí, která obsahují 
údaje o barvě a pozici každé z částic. Částicový systém je zde použit pouze dvojrozměrný, to 
znamená, že se částice šíří pouze v horizontálním a vertikálním směru, aby pozorovatel tento fakt 
nezaznamenal je opět billboardingu. 
 S částicovým systémem bylo v intru také experimentováno jiným způsobem, než pro 
generování přírodních jevů. Částice se zde také používala pro ovládání pohybu draka a snažila se 
navodit dojmu, že drak sám létá. Tento způsob však nebyl ve výsledném intru použit, protože 
reálnějším dojmem působilo kopírovat modelem dráhu kamery. Ukázka použití částicového systému 




Obrázek 6.1 ukázka použití částicového systému 
   
6.3 Hudba 
Ve většině inter hraje hudba, proto ani toto intro není výjimkou. Při vkládání hudby do intra je 
samozřejmě nutné brát v potaz jeho omezenou velikost a dle toho vybírat formát, ve kterém má být 
hudba uložena. Mezi nejoblíbenější formáty používané v dnešní době patří formát MP3. Bohužel ani 
při velice výrazném snížení kvality se nepodaří snížit velikost hudebního souboru natolik, aby bylo 
možné jej umístit v intru, z tohoto důvodu je nutné použít formát více vyhovující použití v intru. 
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 Jedním z formátů, který lze použít v grafickém intru je formát MIDI. U formátu midi je 
hudba uložena jako seznam not a tento seznam not je přehrán pomocí simulace hudebních nástrojů ve 
zvukovém hardware. Tento formát se dodnes používá při tvorbě inter s maximální velikostí 4kB. 
 Další možností je použití hudebního syntetizátoru. Hudební syntetizátor je program, který je 
pomocí různých algoritmů schopen vytvořit zvuk specifického hudebního nástroje. Jedním 
z nejznámějších hudebních syntetizátorů je V2 vytvořen německou demoskupinou farbausch[21]. 
 V tomto intru je však použita hudba ve formátu XM (Extended Module). Hudební moduly na 
rozdíl od formátu MIDI obsahují nejen noty přehrávané hudby ale také vzorky hudebních nástrojů, ve 
skladbě obsažených. Formát XM vytvořený demoskupinou Triton tento formát rozšiřuje o 
multisampling.[25] K přehrání hudby ve formátu XM je v intru použita varianta knihovny FMOD a to 
konkrétně miniFMOD. Tato knihovna je dostupná i se zdrojovými kódy, a aby bylo možné hudbu 
přehrávat, stačí tyto kódy přidat do intra a zavolat funkce pro přehrávání souboru. 
 Hudba přehrávaná v intru nesmí být uložena v externím souboru, protože by nebyly splněny 
požadavky na intro. Hudba tudíž musí být součástí spustitelného souboru. Jednou možností je použít 
hudbu jako zdrojový soubor (ressource file). Používání zdrojových souborů však s sebou přináší 
značnou režii a tudíž nebylo v intru použito. Hudba je v intru uložená v bytovém poli (byte array). 
Převod souboru s hudbou na testový soubor obsahující byte pole spočívá v tom, že soubor s hudbou 
ve formátu XM je čten po jednotlivých bytech a dekadická hodnota daného bytu je vytištěna do 
výstupního souboru s polem. Z takto vytvořeného textového souboru je poté pole s dekadickými 
hodnotami vykopírováno do zdrojového kódu intra a přehrána. U inter vytvořených demoskupinou je 
huba vytvořena přesně dle potřeb daného intra, v tomto intru je však použita hudba převzata z [23]. 
 
6.4 Děj 
Další nezbytnou částí intra je děj. Děj je v intru velice důležitý, protože právě děj vytváří u 
pozorovatelů intra výsledný dojem. Stejně jako u filmového průmyslu, kde firmy obsahující ty 
nejdokonalejší efekty nedosahují v případě špatného, nebo absurdního děje těch nejlepších kritik, je u 
intra tento děj také velmi důležitý. K čemu by byl v intru velmi složitý efekt, při jehož tvorbě strávil 
jeho tvůrce mnoho hodin, když při špatně zvoleném ději běžní pozorovatelé intra tento efekt ani 
nezaznamenají. Někdy i velice jednoduchá animace s dobře propracovaným dějem, nebo příběhem 
zaujme diváka více. Volba správného děje intra, nebo vymyšlení zajímavého příběhu však vyžaduje 
umělecké cítění, které je velice subjektivní. 
 Při tvorbě intra bylo především snahou prezentovat všechny techniky v intru použité. Byl 
však také kladen důraz na to, aby intro mělo děj a diváka zaujalo. 
 Intro se odehrává v říši draků, a na začátku je tato říše představena jako průlet nad krajinou, 
která je pokryta texturou džungle a obsahuje stromy. Při tomto průletu se společně s kamerou 
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pohybují také křídla, která navozují dojem zobrazení z dračí perspektivy. Poté se na scéně objevuje 
hlavní záporný hrdina a to tak, že je zobrazen v dáli před drakem, z jehož perspektivy vidí divák 
průlet nad krajinou. Průvodce scénou při spatření nepřítele klesne blíže k terénu, což je snaha navodit 
u diváka dojem, že se nepřítele zalekl. Poté je zobrazen detail hlavy a části těla modelu draka 
nepřítele po dostatečně dlouhou dobu, aby si divák mohl prohlédnout jednotlivé detaily tohoto 
modelu.  Po chvíli detailního zobrazení se aktivuje částicový systém a drak chrlí oheň. Poté je opět 
zobrazen terén s detailem na strom, na který působí částicový systém, v této chvíli se však změní 
textura terénu z textury reprezentující džungli na texturu lávy a strom zmizí a částicový systém se 
rozptýlí, tato změna je symbolem příchodu zla do krajiny draků. Následuje opět další průlet krajinou 
tentokrát pokrytou texturou lávy a částmi těl draků, po tomto průletu se objeví kladný hrdina, který je 
vykreslen pod jiným úhlem a z větší dálky, aby si mohl divák prohlédnout také model těla draka. 
Následuje let z perspektivy hrdiny směrem k jeho nepříteli. Těsně, než se odehraje finální souboj 








Přestože při výrobě intra bylo použito mnoho technik pro dosažení co nejmenší velikosti výsledného 
spustitelného souboru nepodařilo se dosáhnout požadované velikosti. Jendou z možností, jak ještě 
snížit velikost výsledného souboru je odstranění standardní běhové knihovny pomocí přepínače 
/NODEFAULTLIB u linkování. Tato knihovna však zabezpečuje například správu paměti, typové 
konverze a o objektově orientovaný přístup a proto její odstranění přináší značné potíže a je potřeba, 
aby se o všechny tyto funkce postaral tvůrce programu. Vzhledem k použití objektově orientovaného 
programování a snaze vyvarovat se problémům s jejím nepoužitím byla standardní knihovna v intru 
zachována. 
Přesto že je velikost intra téměř trojnásobná, než potřebný limit a to  kB je možné na intro 
aplikovat speciální kompresní nástroje. Tyto nástroje zkomprimují vstupní soubor a ke 
zkomprimovanému souboru také přidají dekompresní nástroj, takže tímto nástrojem zkomprimovaný 
soubor je možné dekomprimovat také na počítači, kde není komprimační nástroj nainstalován. Ke 
kompresi intra bylo použito několika dostupných nástrojů a to program UPX [23], kompresní 
program vytvořený demoskupinou faurbauch kkrunchy [22], který je určen speciálně pro intra 64kB a 
a Aspack [26]. Výsledky jednotlivých kompresních nástrojů pro výsledné intro o velikosti 175kB jsou 
zobrazeny v tabulce 7.1. 
 
Nástroj Velikost po kompresi [kB] Kompresní poměr  [%] 
UPX 83 2,1 
kkrunchy 60,5 2,89 
Aspack 83 2,1 
 
Tabulka 7.1 Srovnání nástrojů při finální kompresi intra 
 
Jediným nástrojem, kterému se podařilo zkomprimovat intro natolik, aby vyhovoval limitu, byl 
nástroj kkruchy. 
V intru je však obsažena relativně kvalitní hudba, bez této hudby intro bez použití komprimace 
splňuje limit velikosti. Po použití kompresních nástrojů se intro dostává na hranici 20kB. Komprese 





Nástroj Velikost po kompresi [kB] Kompresní poměr  [%] 
UPX 27,5 2,2 
kkrunchy 20,5 2,95 
Aspack 33 1,83 
 
Tabulka 7.2 Srovnání nástrojů při kompresi intra neobsahujícího hudbu 
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8 Závěr 
Během práce na tomto projektu bylo nastudováno a implementováno mnoho různých metod 
generování procedurálního obsahu, také byly získány cenné zkušenosti v oblasti algoritmizace a 
datových struktur (dělící schémata, reprezentace polygonální sítě), modelování a především 
vykreslování a práci s knihovnou OpenGL. Zajímavým přínosem byl také průzkum v oblasti rychlosti 
jednotlivých vykreslovacích metod a po rozporuplných závěrech různících se dle zdroje, srovnání 
těchto vykreslovacích metod a použití té, která dopadla v testu nejlépe.  
 Výsledné intro obsahující hudbu mělo po kompresi velikost 60,5 kB tudíž s rezervou splnilo 
požadovanou velikost. Ještě zajímavější však byla velikost intra neobsahujícího hudbu, toto intro 
mělo po kompresi velikost 20,5 kB a bylo by velice zajímavé pokračovat na tomto projetu ve snaze 
snížit velikost intra natolik, aby spadalo do kategorie pro intra do 16kB. Další možností rozšíření je 
předělání výsledného intra na počítačovou hru, což by vzhledem k současnému návrhu zahrnovalo 
pouze úpravu objektu kamery.  
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Přiložené CD obsahuje:  
- Adresář SRC obsahující zdrojové kódy, model vytvořený nástrojem Blender, exportní skript, 
projekt pro Microsoft Visual Studio 2008 
- Adresář DOC obsahující tuto dokumentaci 
- Adresář CODE obsahující pouze zdrojové kódy práce 
- Adresář EXE obsahující komprimované intro s a bez hudby 
- Soubor readme.txt s detailním popisem jednotlivých adresářů a podadresářů  
 
