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1 INTRODUCCIÓ 
Amb el pas del temps els ordinadors s’han anat fent cada vegada més i més petits, des 
d’aquelles primeres màquines gegants fins als ordinadors personals de l’actualitat. Avui 
en dia, estem presenciant l’aparició de petits dispositius d’una mida molt reduïda amb 
una potència que va creixent dia a dia, fins al punt de comparar-se amb un ordinador de 
sobretaula.  
 
Al mateix temps, les comunicacions s’han anat tornant cada vegada més importants, per 
no dir imprescindibles. Avui en dia, ja no es té l’idea d’un ordinador sense connexió a 
altres.  
 
Per altra banda, en els última anys, l’apropament de la telefonia mòbil a tot tipus de gent 
degut a la disminució de preus, ha suposat un creixement vertiginós d’aquest tipus de 
dispositius.   
Totes aquestes situacions han propiciat que disposar d’un telèfon mòbil i un ordinador 
connectat a la xarxa internet no sigui gens estrany.  
 
Un dels serveis que ofereixen les operadores de telefonia mòbil per aquests tipus de 
telèfons que disposin de tecnologia GSM, és l’enviament i recepció de missatges curts, 
més coneguts com a SMS. Aquest servei ha tingut una extraordinària acceptació a 
Europa, ja que cada mes es poden comptar per cents de milions els enviaments de 
missatges en diferents països del continent. 
 
Els missatges SMS s’han desenvolupat a partir dels missatges localitzadors de persones, 
anomenats busques, però amb una funcionalitat més extensa. Aquests ens permeten que 
des de qualsevol dispositiu GSM es pugui realitzar un enviament a un altre equip sense 
la necessitat d’establir una comunicació amb un teleoperador.  
 
L’èxit del servei dels SMS sembla que s’ha produït per la manera tan fàcil i ràpida que 
ens ofereixen aquests per establir una connexió amb un altre terminal GSM, només amb 
l’enviament d’un missatge.  
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Les possibilitats de comunicació mitjançant “missatges curts GSM” (SMS) són moltes i 
molt variades, però sempre limitades per les característiques d’aquests missatges: 160 
caràcters, baixa velocitat (en comparació amb les línies telefòniques convencionals) i 
que no es tracta d’un servei garantitzat (els missatges solen arribar però no existeix cap 
garantia que arribin, i que arribin en l’ordre com s’han enviat). Existeixen moltes 
especificacions de format de missatges en els serveis oferts a través de SMS, el que els 
dóna gran potència i complexitat. 
 
L’accés a la xarxa GSM es pot obtenir de diferents formes. El mètode més senzill és 
utilitzant directament un terminal GSM connectat a l’ordinador. Aquest terminal pot ser 
un telèfon mòbil GSM  normal o un mòdem GSM. Aquests mòdem GSM són iguals que 
els mòdems convencionals de la xarxa telefònica bàsica (RTB), però el seu mitjà de 
transport  és la xarxa GSM i no el parell de fils telefònics. 
 
La comunicació entre l’ordinador i el terminal es sol realitzar per un port de 
comunicacions sèrie. Casi tots els aparells mòbils actuals porten incorporat un mòdem 
GSM en el seu interior, de manera que la forma per establir una comunicació entre un 
ordinador i un telèfon GSM és la mateixa que amb un mòdem convencional, és a dir, 
amb comandos AT. Si el telèfon no porta incorporat un mòdem GSM en el seu interior, 
per comunicar-se amb el telèfon és necessari utilitzar les especificacions del protocol 
que ens doni el fabricant. 
 
En el projecte s’implementa un sistema de control remot utilitzant el mòdem d’un 
telèfon mòbil GSM, però en comptes d’utilitzar el PC per comunicar-nos amb ell, 
utilitzarem un microcontrolador. El fet d’utilitzar un microcontrolador ens ofereix la 
possibilitat de fer un sistema molt més senzill i petit, i alhora ens obre un gran ventall 
d’aplicacions diferents per poder programar. 
 
Primer de tot descriurem les principals característiques dels comandos AT i dels AT+, 
que són una extensió dels anteriors per poder fer front a les noves funcionalitats de què 
disposen els mòbils GSM. Ens centrarem bàsicament en els comandos que ens permeten 
l’enviament i recepció de SMS, així com el que ens permet la identificació de trucada. 
Estudiarem les diferents formes que tenim per enviar els SMS, mostrant un exemple de 
cada una d’elles. 
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Pel sistema de control serà necessària la utilització d’aquests comandos.  
 
Un cop estudiats els comandos, passarem a escollir el microcontrolador que utilitzarem 
per realitzar l’aplicació. Es compararan diferents microcontroladors de diversos 
fabricants i s’escollirà el que s’ajusti millor a les nostres especificacions. Per la 
comunicació entre el microcontrolador i el mòbil existeixen dos formes de realitzar-la: 
mitjançant un cable de dades sèrie o per infrarojos. Es descriuran les propietats de les 
dues comunicacions, els components que es necessiten per cada una d’elles i la 
connexió d’aquests. 
 
Arribats a aquest punt, ja tindrem tota la part de comunicació entre el microcontrolador i 
el mòbil solucionada. El següent pas serà explicar com s’ha de programar el sistema de 
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2 OBJECTIUS 
Abans de començar el projecte s’han plantejat una sèrie d’objectius que es pretenen 
assolir. Aquests objectius són: 
 
Fer una cerca i el posterior estudi de la utilització de comandos AT que permetin 
l’enviament i la recepció de SMS, així com la busca d’un comando que ens permeti la 
identificació del número de trucada entrant. 
 
Establir una comunicació entre el PIC i el mòbil tant amb infrarojos com amb un cable 
de dades sèrie. 
 
Estudiar un llenguatge apropiat  per la programació de la nostra aplicació. Aquesta 
aplicació ha de permetre l’enviament i recepció de SMS i la identificació de les trucades 
entrants. 
 
Elaborar un programa per la codificació automàtica dels SMS, semblant als que 
existeixen per les PDA. 
 
Implementació de la nostra aplicació en una placa de circuit imprès. Aquesta placa 
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3 COMANDOS AT 
 
3.1 Introducció comandos AT Hayes 
Actualment, la majoria de telèfons mòbils que s’utilitzen diàriament porten incorporat 
un mòdem GSM. Aquests mòdems són els que ens permeten connectar-nos a internet 
mitjançant el nostre aparell mòbil, descarregar dades de qualsevol tipus (música, 
imatges...), enviar e-mails... 
 
El comportament d’aquests mòdems GSM és molt similar al d’un mòdem normal, que 
són els que s’utilitzen per connectar-se a internet mitjançant la línia telefònica. Aquests 
permeten l’intercanvi de dades amb un altre mòdem utilitzant els comandos AT Hayes. 
La particularitat d’aquests mòdems GSM és que funcionen juntament amb la targeta 
SIM del mòbil. En aquesta targeta SIM  és on es guarda el número identificador de 
l’usuari, la llista telefònica, historials de SMS i trucades... 
 
Els comandos AT Hayes, utilitzats en els mòdems normals,  gestionaven moltes menys 
funcionalitats de les que disposa un terminal mòbil actual amb mòdem GSM incorporat. 
Degut a que aquestes ja estaven molt esteses i estandarditzades, van aparèixer uns nous 
comandos que començaven per les lletres AT+, denominats comandos AT+.  
 
3.1.1 Connexió amb mòdems: comandos AT 
Com hem esmentat anteriorment, per poder gestionar les diferents funcionalitats que 
tenen els mòdems utilitzarem els anomenats comandos AT Hayes. Val a dir, però, que 
cal diferenciar dos tipus de mòdems: 
• Mòdems per circuit imprès: són de tamany molt reduït i estan preparats per ser 
incorporats dins d’una placa de circuit imprès. Per aquests  s’ha de desenvolupar 
un hardware específic que no depengui d’un PC (Personal Computer). 
• Mòdems per PC: el seu tamany també és bastant reduït, i disposen d’un 
connector de tipus sèrie per connectar-se al PC. 
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La principal diferència entre els dos tipus de mòdems són els nivells de tensió que 
utilitzen. Pel què fa als mòdem per PC utilitzen els nivells definits per la norma RS232, 
en canvi, els mòdems per circuit imprès utilitzen nivells TTL. 
Els telèfons mòbils porten incorporats mòdems per circuit imprès. Això significa que 
aquests funcionen amb nivells de senyal TTL. Com citarem més endavant en l’apartat 
de connexió del mòbil, observarem en detall els nivells de tensió tant de la norma 
RS232 com dels senyals TTL, i com ho fem per adaptar-los entre ells. 
 
L’estàndard per controlar els mòdems es basa en comandos AT Hayes, més coneguts 
com a comandos AT. Abans de realitzar una connexió, el mòdem es troba en mode 
comando, és a dir, el mòdem s’està esperant a que li arribi algun comando AT. Quan es 
troba en aquest mode podem configurar i controlar el mòdem utilitzant comandos AT. 
Una vegada s’ha establert la connexió amb un mòdem remot, es passa del mode 
comando al mode connexió, el que fa que la informació que li arriba al mòdem per la 
línia sèrie no és interpretat com a comandos AT, sinó que s’interpreta com a informació 
a enviar. Una vegada s’ha acabat la transmissió el mòdem torna al mode comando. 
 
Els comandos AT són cadenes ASCII (American Standard Code For Information 
Interchange),  que comencen pel caràcter AT i acaben amb un retorn de desbordament 
(CR o Carrier Return), que correspon a la tecla ENTER del teclat del PC. Cada vegada 
que el mòdem rep un comando el processa i retorna un resultat en forma de cadena 
ASCII. Les respostes més usuals que rebem del mòdem després d’haver-li enviat un 
comando són: 
• OK: el mòdem ha executat correctament el comando enviat. 
• ERROR: el mòdem no ha pogut executar el comando enviat. Pot ser degut a una 
error en la comunicació i que no s’hagi enviat correctament, a algun error de 
sintaxi en enviar el comando o que el mòdem no suporti aquell comando. 
• RING: aquest ens informa dels tons de trucada quan el mòdem rep una trucada 
entrant. 
• NO CARRIER: aquest s’envia quan es realitza una trucada i no hi ha portadora, 
és a dir, no es pot establir la comunicació. 
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Com que la comunicació amb el mòdem es realitza mitjançant caràcters ASCII podrem 
utilitzar el PC per enviar comandos AT al mòdem del telèfon mòbil. Val a dir, que en 
l’enviament d’aquests comandos no importa si ho fem en forma de minúscules o 
majúscules. La connexió amb aquest, com s’ha comentat, es pot fer amb un cable de 
dades sèrie (que venen els fabricants de mòbils per a cada model) o mitjançant el port 
d’infrarojos del PC. Per establir la comunicació i enviar les dades s’utilitzarà l’aplicació 
HyperTerminal que ja porta incorporat el propi Windows. Amb el sistema operatiu 
Linux, s’utilitzaria l’aplicació Minicom.  La Figura 3.1 mostra l’esquema d’una 
connexió entre un mòdem i un PC. 
 
 
Figura 3.1 Comunicació PC amb mòdem 
 
Els comandos AT més utilitzats, sempre acabats amb CR, són: 
• AT: ens informa de si el mòdem es troba operatiu. 
• ATA: respondre a una trucada entrant. 
• ATD: trucar a un número de telèfon. Ex: ATD939999999 
• ATDT: trucada per tons. 
• ATDP: trucada per polsos. 
• ATDL: repetir l’últim número marcat. 
• ATH: penjar/despenjar. 
• ATL: volum de l’altaveu. 
• ATZ: reset del mòdem. 
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A la  Figura 3.2 s’observa una connexió entre el PC i un mòbil amb mòdem GSM 
incorporat, utilitzant l’HyperTerminal. Per la connexió física hem utilitzar el port 
d’infrarojos, ja que el mòbil també disposa d’aquest. Fixant-nos en aquest exemple, 
primer de tot s’ha enviat AT  per veure si el mòdem es trobava operatiu i aquest ens ha 
respost amb OK. Un cop hem comprovat que el mòbil es troba en funcionament, hem 
intentat fer una trucada al número de telèfon 939999999. Per fer la trucada s’ha enviat 
ATD939999999 al mòdem del mòbil. Com que aquest no existeix i no s’ha pogut 
establir la connexió, el mòdem ens ha respost amb NO CARRIER. El comando ATZ ha 
fet un reset del mòdem. Veiem que després de que el mòdem ens hagi respost OK 
trobem un RING. Això és degut a que el mòdem ha detectat una trucada entrant, i en 
cada to de la trucada envia un RING. Hem despenjat la trucada entrant amb el comando 




Figura 3.2 Proves amb diferents comandos at 
 
3.1.2 Connexió amb mòdems GSM: comandos AT+ 
Com ja s’ha comentat en la introducció dels comandos AT, el mòdem GSM que porten 
els telèfons mòbils actuals, permeten moltes més funcionalitats que els mòdems 
normals. Aquest fet va fer que s’haguessin de buscar nous comandos per utilitzar totes 
aquestes noves funcionalitats, i aquests es van anomenar comandos AT+. 
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En els últims anys hi ha hagut un gran creixement pel que fa al camp de la telefonia 
mòbil. Aquest fet ha repercutit enormement en les prestacions que ofereixen els 
terminals. Aquests augment de prestacions dels terminals fan que constantment vagin 
apareixent nous comandos AT+. Encara que s’intenta que aquests nous comandos 
siguin estàndards per a tots els fabricants de mòbils, hi ha alguns comandos que només 
funcionaran per un fabricant en concret. Aquest fet fa que cada fabricant tingui les seves 
llistes de comandos AT+ per cada terminal en concret.  
 
3.2 Enviament de SMS utilitzant comandos AT+ 
Un cop vist com s’utilitzen alguns comandos AT+, passarem a veure en detall com 
podem enviar SMS amb l’ajuda d’aquests. Pel que fa a l’enviament dels SMS existeixen 
dues formes. La primera s’anomena en mode text i ens permet enviar directament amb 
caràcters ASCII  l’SMS que volem, només especificant el número del centre de servei, 
que podem trobar en el mòbil, i el número de mòbil al que volem enviar l’SMS.  
L’altre forma d’enviar-los és en format PDU. Aquesta forma és molt més complexa que 
l’anterior a l’hora d’enviar el missatge ja que cal una codificació prèvia, però té 
l’avantatge que és compatible per tots els mòbils que permetin l’enviament de 
missatges. Per contra, l’enviament en mode text no és suportat per tots els mòbils. 
 
3.2.1 Enviament de SMS en mode text 
Com sabem, l’enviament de SMS en mode text utilitzant les comandes AT+, és una 
forma ràpida i fàcil d’enviar els missatges, però amb la desavantatge que no tots els 
mòbils la permeten. Els models més actuals del mercat ja permeten aquest format.  
 
Per saber si un mòbil GSM permet aquest mode, el que farem primer de tot és 
connectar-lo al PC i establir una comunicació amb aquest utilitzant l’HyperTerminal. 
Un cop el tinguem connectat enviarem el comando AT+CMGF=? i  el mòdem ens 
respondrà +CMGF: (0,1). L’important per saber si el mòdem suporta el format en mode 
text són els números que estan entre parèntesi. El número 0 significa que suporta el 
format PDU, mentre que el número 1 significa que suporta el mode text. Si un mòdem 
no suporta el format en mode text dins el parèntesi només hi hauria el número 0. Un 
altre comando útil en aquests casos és l’AT+CMGF?, que permet saber com està 
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configurat el mòdem en aquest moment. Si està configurat en mode text ens respondrà 
+CMGF: 1. 
 
Una vegada comprovat que el mòdem permet el mode text, ja es passarà a enviar el 
missatge en aquest format. El primer que s’ha de fer és configurar el mòdem per 
treballar en aquest mode text. Per fer això, s’envia el comando AT+CMGF=1 i el 
mòdem ens respondrà amb OK si tot està correcte. Un cop rebut OK indicarem al 
mòdem el número del centre de servei que s’utilitza. Aquesta informació es sol trobar 
en la configuració dels SMS en el mòbil. Un cop localitzat aquest número, que en el 
nostre cas és +34656000311, s’enviarà AT+CSCA=”+34656000311”,145. Si el 
comando és correcte el mòdem ens respondrà amb OK. Un cop fet això, s’informarà al 
mòdem del número de mòbil al qual volem enviar el missatge amb el comando 
AT+CMGS=”609951262”. Si tot ha estat correcte el mòdem ens respondrà amb > i ja 
podrem escriure el missatge que volem enviar en format ASCII. Un cop escrit el 
missatge que volem enviar, acabarem amb el caràcter control+z, que serà com una 
confirmació que ja es pot enviar el missatge.  
 
En la Figura 3.3 podem veure com s’envia el missatge text del missatge al número de 
telèfon 609951262, utilitzant un mòbil amb un mòdem que permet l’enviament de 
missatges en format text. També es pot observar el caràcter control+z, que correspon a 
la fletxa negra després del text del missatge. 
 
 
Figura 3.3 Exemple enviament SMS en mode text 
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3.2.2 Enviament de SMS en format PDU 
Com s’ha comentat prèviament, tots els mòbils que permeten l’enviament de missatges 
SMS permetran utilitzar comandos AT+ per poder enviar SMS en format PDU. Per 
estar segurs que un mòbil pot enviar SMS en format PDU es pot fer el que hem explicat 
anteriorment. Enviem al mòdem el comando AT+CMGF=?, i si accepta aquest mode 
ens respondrà +CMGF: (0). El zero de dins el parèntesi informa que el mòdem pot 
enviar SMS en format PDU. En aquest format, el que s’haurà de fer abans de poder 
enviar l’SMS és generar-nos la nostra PDU, que seran una sèrie d’octets on hi haurà tota 
la informació per poder enviar el missatge.  
Primer de tot s’estudiarà què significa cada octet i un cop vist això, es passarà a veure 





00 Llargada de la informació del centre de servei de missatges (SMSC). 
Aquest octet és opcional  
11 Primer octet del missatge SMS-SUBMIT (SMS enviat) 
00 Si posem 00 aquí el telèfon posa el número de referència del missatge 
automàticament ell mateix 
0B Llargada del numero de telèfon en hexadecimal  
91 Tipus de direcció o format del número de telèfon 
4306991562F2 Número de telèfon en mitjos octets. Es canvia l’ordre dels dos números 
de l’octet i el que queda lliure s’hi posa una F. Ex: 43 és 34 
00 TP-PID. Identificador de Protocol 
00 TP-DCS. Disposició de les dades codificades 
AA TP-Validity-Period. Període de validesa 
0A Número de caràcters que té el missatge  




Primer octet del missatge SMS-SUBMIT 
El primer octet del missatge SMS-SUBMIT té la següent disposició: 
 
Bit núm. 7 6 5 4 3 2 1 0 
Nom TP-RP TP-UDHI TP-SRR TP-VPF TP-VPF TP-RD TP-MTI TP-MTI 
 
TP-RP: aquest paràmetre indica que existeix una resposta a la trajectòria 
TP-UDHI: aquest bit es posa a 1 si el Byte de camp de llargada de les dades es compta 
com a Byte d’inici de dades 
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TP-SRR: aquest bit es posa a 1 si es sol·licita un informe d’estat 
TP-VPF: format del període de validesa. Podem tenir: 
 00: el camp de període de validesa no està present en la PDU. 
 10: el camp de període de validesa està present. Format relatiu (1 octet). 
 01:  el camp de període de valides està present. Format rellevat (7 octets). 
 11: el camp de període de valides està present. Format absolut. 
TP-RD: rebuig duplicat. 
TP-MTI: bits núm. 1 i núm.0 es posen a 0 i 1 respectivament per indicar que aquesta 
PDU és d’un SMS-SUBMIT. 
 
Tipus de direcció o format del número de telèfon 
L’octet del tipus de direcció o format del número de telèfon, ens indica el format 
d’aquest i te la següent disposició:  
 
Bit núm. 7 6 5 4 3 2 1 0 
Nom Sempre 1 Tipus de número Pla numèric d’identificació 
 
Tipus de número: 
 
Bits 
6 5 4 
Significat del tipus de número 
0 0 0 Desconegut. S’usa quan la xarxa no té prioritat d’informació del pla de numeració 
0 0 1 Número internacional 
0 1 0 Número nacional. El prefix no estarà inclòs 
0 1 1 Número específic de xarxa. És usat per indicar el número específic de l’operador 
del servei de la xarxa 
1 0 0 Número d’abonat 
1 0 1 Alfanumèric (codi acordat amb GSM TS 03.38, format de 7 bits) 
1 1 0 Número abreviat 
1 1 1 Reservat per una extensió 
 
Pla d’identificació numèric: 
 
Bits 
3 2 1 0 
Significat del bits del pla numèric d’identificació 
0 0 0 0 Desconegut 
0 0 0 1 ISDN/ pla de numeració telefònic (E.164/E.163) 
0 0 1 1 Pla de numeració de dades (X.121) 
0 1 0 0 Pla de numeració tèlex 
1 0 0 0 Pla de numeració nacional 
1 0 0 1 Pla de numeració privat 
1 0 1 0 Pla de numeració ERMES (ETSI DE/PS 3 01-3) 
1 1 1 1 Reservat per extensions 
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Identificació de Protocol (TP-PID) 
La identificació de Protocol (TP-PID), igual que en els casos anteriors es compon d’un 
octet. 
 
Bit 7 Bit 6 Ús 
0 0 Assignació dels bits 0..5 més avall 
0 1 Assignació dels bits 0..5 més avall 
1 0 Reservat 
1 1 Assignació dels bits 0..5 per ús específic de SC 
   
El cas en què el bit 7 i el bit 6 són posat a 0 tenim: 
 
Bit 5 Descripció 
0 No definim cap tipus de missatge, s’utilitza el protocol SME a SME                       
1 Missatge de tipus telemàtic                                           
 
 
En el cas de tipus de missatge telemàtic els bits 4..0 indicaran el següent: 
 
Bits 4..0 Descripció 
00000 Implícit- aquest tipus de recurs és específic per aquest SC, o pot ser concluït 
sobre la base de l’adreça 
00001 Tèlex (o teletext reduït a format tèlex) 
00010 Tipus fax grup 3 
00011 Tipus fax grup 4 
00100 Telèfon de veu 
00101 ERMES (European Radio Messaging System) 
00110 NPS (National Paging System). Conegut per SC 
00111 Videotext (T.100/T.101) 
01000 Teletex, desbordament no especificat 
01001 Teletex, en PSPDN 
01010 Teletex, en CSPDN 
01011 Teletex, en PSTN analògic 
01100 Teletex, en ISDN digital 
01101 UCI (Universal Computer Interface, ETSI DE/PS 3 01-3) 
01110.. 
..01111 
Reservat, 2 combinacions 
10000 Facilita un missatge dirigit (conegut per SC) 




Reservat, 5 combinacions 
11000.. 
..11110 
Valor específic per cada SC, 
11111 Estació mòbil GSM. L’SC converteix l’SM del receptor TP-DCS a alguna 
codificació de dades suportada per l’ MS 
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Si el bit 5 val 1 en un SMS-SUBMIT PDU, indica que l’SME és un mecanisme 
telemàtic, el tipus del qual és indicat en els bits 4...0, i pregunta a SC per convertir l’SM 
en cada tipus de classe de mecanisme. Si la destinació de la xarxa és l’ISDN, l’ SC pot a 
més seleccionar l’indicador de  servei adequat per connectar a cada tipus de mecanisme. 
 
En el cas que tinguem Bit 7=0 i Bit 6=1 els Bits 5..0 es defineixen així: 
Bits 5..0 Descripció 
000000 Missatge curt tipus 0 
000001 Enviar missatge curt tipus 1 
000010 Enviar missatge curt tipus 2 
000011 Enviar missatge curt tipus 3 
000100 Enviar missatge curt tipus 4 
000101 Enviar missatge curt tipus 5 
000110 Enviar missatge curt tipus 6 
000111 Enviar missatge curt tipus 7 
001000..011110 Reservats 
011111 Enviar missatge de trucada 
100000..111100 Reservat 
111101 Descarregar dades de ME 
111110 Missatge curt personalitzat de ME 
111111 Descarregar dades de SIM 
 
 Disposició de les dades codificades (TP-DCS) 
La disposició de les dades codificades (TP-DCS), definit en GSM 03.40, ens indica la 




Utilitat dels Bits 3..0 
00xx  
Els Bits 5..0 indiquen el següent: 
Bit 5  
0 Text no comprimit 
1 Text comprimit 
 
Bit 4  
0 Bit 1 i bit 0 estan reservats i no representen cap classe de missatge 
1 Bit 1 i bit 0 representen una classe de missatge 
 
Bit 3 Bit 2 Alfabet que utilitzen 
0 0 Alfabet no presentat de 7 bits 
0 1 Dades de 8 bits 
1 0 UCS2 (16 bits) 
1 1 Reservat 
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Bit 1 Bit 0 Classe de missatge Descripció 
0 0 Classe 0 Visualització immediata per pantalla (alert) 
0 1 Classe 1 ME específic 
1 0 Classe 2 SIM específic 
1 1 Classe 3 TE específic 
 
En el cas de tenir els bits 0000 0000 indica que l’alfabet per defecte és de fase 2 
0100.. 
..1011 
Grup de codificació reservat 
1100 Indicador de missatges: missatge descartat 
1101 Indicador de missatges: missatge guardat. 
Quan els bits 7..4 estan a 1101 rebem un missatge, el mòbil guarda el text del 
missatge a més de marcar la indicació següent: 
Bit 3 Descripció 
0 Posem indicació activa 
1 Posem indicació inactiva 
 
Bit 2 està reservat i es posa a 0. Bit 1 i bit 0 indiquen el següent: 
Bit 1 Bit 0 Tipus d’indicació 
0 0 Indica un missatge de veu 
0 1 Indica un missatge de fax 
1 0 Indica un missatge de e-mail 
1 1 Indica altres missatges 
 
 
1110 Indicador de missatge de grup: missatge guardat 
1111 Codificació de dades/classe de missatge. 
Bit 3 reservat, es posa a 0. Anem a veure com codifiquen els bit 2, bit 1 i bit 0: 
Bit 2 Codificació de missatge 
0 Alfabet no presentat de 7 bits 
1 Dades de 8 bits 
 
Bit 1 Bit 0  Classe de missatge Descripció 
0 0 Classe 0 Visualització immediata per pantalla (alert)
0 1 Classe 1 ME específic 
1 0 Classe 2 SIM específic 





Codificació de les dades de 7 bits en octets 
La codificació de les dades de 7 bits (caràcters de l’alfabet no presentat de 7 bits) en 
octets, és molt útil, ja que hi ha molts aparells mòbils que no suporten els caràcters 
codificats en 8 bits. En la Taula 3.4 s’observa l’alfabet no presentat de 7 bits que 
utilitzen alguns telèfons mòbils. Aquesta codificació que veurem el que fa és convertir 
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els caràcters que en principi estan formats per 7 bits en 8 bits, per poder-los enviar en un 
SMS. 
Taula 3.4 Alfabet no presentat de 7 bits 
Hex Dec Caràcter ISO-8859-1 DEC 
0x00 0 @ 64 
0x01 1 £ 163 
0x02 2 $ 36 
0x03 3 ¥ 165 
0x04 4 è 232 
0x05 5 é 233 
0x06 6 ù 249 
0x07 7 ì 236 
0x08 8 ò 242 
0x09 9 Ç 199 
0x0A 10 Salt de línia (LF) 10 
0x0B 11 Ø 216 
0x0C 12 ø 248 
0x0D 13 Retorn de carro (CR) 13 
0x0E 14 Å 197 
0x0F 15 å 229 
0x10 16 ∆  
0x11 17 _ 95 
0x12 18 Φ  
0x13 19 Γ  
0x14 20 Λ  
0x15 21 Ω  
0x16 22 Π  
0x17 23 Ψ  
0x18 24 Σ  
0x19 25 Θ  
0x1A 26 Ξ  
0x1B 27 Escape (ESC)  
0x1B0A 27 10  12 
0x1B14 27 20 ^ 94 
0x1B28 27 40 { 123 
0x1B29 37 41 } 125 
0x1B2F 27 47 \ 92 
0x1B3C 27 60 [ 91 
0x1B3D 27 61 ~ 126 
0x1B3E 27 62 ] 93 
0x1B40 27 64 | 124 
0x1B65 27 101 € 164 (ISO-8859-15) 
0x1C 28 Æ 198 
0x1D 29 æ 230 
0x1E 30 ß 223 
0x1F 31 É 201 
0x20 32 Espai 32 
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0x21 33 ! 33 
0x22 34 " 34 
0x23 35 # 35 
0x24 36 ¤ 164 (ISO-8859-1) 
0x25 37 % 37 
0x26 38 & 38 
0x27 39 ' 39 
0x28 40 ( 40 
0x29 41 ) 41 
0x2A 42 * 42 
0x2B 43 + 43 
0x2C 44 , 44 
0x2D 45 - 45 
0x2E 46 . 46 
0x2F 47 / 4 
0x30 48 0 48 
0x31 49 1 49 
0x32 50 2 50 
0x33 51 3 51 
0x34 52 4 52 
0x35 53 5 53 
0x36 54 6 54 
0x37 55 7 55 
0x38 56 8 56 
0x39 57 9 57 
0x3A 58 : 58 
0x3B 59 ; 59 
0x3C 60 < 60 
0x3D 61 = 61 
0x3E 62 > 62 
0x3F 63 ? 63 
0x40 64 ¡ 64 
0x41 65 A 65 
0x42 66 B 66 
0x43 67 C 67 
0x44 68 D 68 
0x45 69 E 69 
0x46 70 F 70 
0x47 71 G 71 
0x48 72 H 72 
0x49 73 I 73 
0x4A 74 J 74 
0x4B 75 K 75 
0x4C 76 L 76 
0x4D 77 M 77 
0x4E 78 N 78 
0x4F 79 O 79 
0x50 80 P 80 
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0x51 81 Q 81 
0x52 82 R 82 
0x53 83 S 83 
0x54 84 T 84 
0x55 85 U 85 
0x56 86 V 86 
0x57 87 W 87 
0x58 88 X 88 
0x59 89 Y 89 
0x5A 90 Z 90 
0x5B 91 Ä 196 
0x5C 92 Ö 214 
0x5D 93 Ñ 209 
0x5E 94 Ü 220 
0x5F 95 § 167 
0x60 96 ¿ 191 
0x61 97 a 97 
0x62 98 b 98 
0x63 99 c 99 
0x64 100 d 100 
0x65 101 e 101 
0x66 102 f 102 
0x67 103 g 103 
0x68 104 h 104 
0x69 105 i 105 
0x6A 106 j 106 
0x6B 107 k 107 
0x6C 108 l 108 
0x6D 109 m 109 
0x6E 110 n 110 
0x6F 111 o 111 
0x70 112 p 112 
0x71 113 q 113 
0x72 114 r 114 
0x73 115 s 115 
0x74 116 t 116 
0x75 117 u 117 
0x76 118 v 118 
0x77 119 w 119 
0x78 120 x 120 
0x79 121 y 121 
0x7A 122 z 122 
0x7B 123 ä 228 
0x7C 124 ö 246 
0x7D 125 ñ 241 
0x7E 126 ü 252 
0x7F 127 à 224 
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Per entendre el procés a seguir per codificar les dades de 7 bits en octets, es farà 
mitjançant un exemple codificant la paraula activades. 
 
Primer de tot es fa una taula on es posen el valor en decimal i en binari de 7 bits de la 
paraula a codificar: 
a c t i v a d e s 
97 99 116 105 118 97 100 101 115 
1100001 1100011 1110100 1101001 1110110 1100001 1100100 1100101 1110011 
1100001 1100011 1110100 1101001 1110110 1100001 1100100 1100101 1110011 
 
Com veiem en l’última fila de la taula hem començat seleccionant l’últim bit del segon 
septet, i a mesura que augmentem els septets anem augmentant els bits que seleccionem. 
Un cop arribat al 8è septet, tornarem a començar com si ens trobéssim al primer. En la 
taula següent observem com aquests bits que hem seleccionat del final dels septets, 
passaran a davant del septet que els precedeix.  
Observem com queda la taula següent un cop realitzat el pas anterior. Fixem-nos que en 
comptes de la codificació en septets, ja la tenim en octets. També, un cop tenim la 


















E1 31 3D 6D 0F 93 CB  73 
 
Com es pot comprovar, el missatge codificat en 8 octets que s’hauria de posar en la 
PDU per poder enviar el missatge activades és: E1 31 3D 6D 0F 93 CB 73. 
 
Aquesta és una tasca lenta de fer per cada SMS que es vol enviar. Per poder dur a terme 
aquesta codificació d’una manera ràpida s’ha elaborat un programa en Delphi. En 
aquest li entrem el text que volem enviar i ell sol ens farà aquesta codificació i ens 
generarà la PDU per poder enviar l’SMS.  
En l’exemple següent d’enviament d’un SMS utilitzant l’alfabet no presentat podem 
veure com el programa ens genera la PDU que hem generat nosaltres manualment. 
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En el document annex1 es troba explicat el funcionament d’aquest en detall, alguns 
exemples i el seu codi font. 
3.2.2.1 Exemple enviament d’un SMS en format PDU i alfabet de 8 bits 
Un cop vist com es genera la PDU per poder enviar un SMS en aquest format, es veurà 
com es genera aquesta PDU d’un dels SMS que enviem en el programa. El que farem és 
enviar el missatge “alarma activada” a un telèfon mòbil mitjançant la xarxa GSM. 
D’aquesta manera es veurà molt més clar com s’ha de generar la trama d’octets. 
 
En la taula s’observa la forma que té la PDU generada per enviar el missatge “alarma 
activada” en un format de 8 bits: 
 
1 2 3 4 5 6 7 8 
00 01 00 0B 91 4306991562F2 41 F5 
9 10 
11 22 41 6C 61 72 6D 61 20 61 63 74 69 76 61 64 61 22 Ctrl+z 
 
Com es pot veure, hem separat els diferents octets i els hem assignat un número a cada 
un per explicar el seu significat detalladament: 
 
1) Aquest octet és opcional. La majoria de mòbils no en fan cas, però per assegurar-nos 
que no ens donarà errors nosaltres sempre el posarem. El seu valor sempre és 00.  
 
2) Aquí triem que no volem declarar l’octet de períodes de validesa en la PDU, i a més, 
que es tracta d’un SMS enviat. Per declarar això si mirem l’apartat anterior del primer 
octet del SMS-SUBMIT, veiem que hauríem de posar 0000 0001 que en hexadecimal o 
en un octets és 01.  
 
3) Aquí sempre posarem 00, ja que així el mòdem posa automàticament el número de 
referència del missatge. 
 
4) En aquest octet s’indica la llargada del número de telèfon, en hexadecimal, on es vol 
enviar el missatge. Com que nosaltres volem enviar el missatge al telèfon mòbil 
43609951262, veiem que té 11 dígits, que si ho passem a hexadecimal queda 0B. 
                                                 
1 Annex Programació, pàg.42 
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5) Aquest octet informa del tipus de direcció o format del número de telèfon. El número 
de telèfon al qual volem enviar el missatge es tracta d’un número internacional, 
pertanyent al pla de numeració telefònic ISDN. Per seleccionar això hem de posar els 
següents bits: 1001 0001, que si ho passem a hexadecimal queda 91. 
 
6) En aquest octet s’ha d’indicar el número de telèfon al qual es vol enviar el missatge. 
Recordem que hem seleccionat que es tractava d’un número internacional, per tant el 
número de mòbil correcte serà 34609961262.  
Com s’ha explicat en l’apartat d’enviament de SMS en format PDU, els números de 
l’octet es canvien d’ordre i si queda un octet amb un sol número s’omple amb el valor 
F. Fem la transformació del nostre número: 
34 60 99 51 26 2            43 06 99 15 62 F2 
 
7) A partir d’aquest octet, ja només es farà referència al text del missatge a enviar. 
Recordem que aquest es tractava del TP-PID. S’ha configurat el missatge a enviar com 
un missatge curt de tipus 1. Val a dir, però, que s’han provat els diferents tipus de 
missatges curts que hi ha, hi tots funcionen correctament menys el tipus 0. 
Per enviar un missatge curt tipus 1 s’han de posar els bits 0100 0001, que en 
hexadecimal corresponen a 41. 
 
8) Aquest octet és el que indica la codificació de les dades del missatge. Aquí també es 
pot triar la classe de missatge que volem: tipus alert, ME específic, TE específic o SIM 
específic.  
En aquest exemple es vol una codificació de 8 bits i tipus ME específic. Per aquesta 
opció haurem de posar els bits a 1111 0101, que en hexadecimal correspon a F5. 
 
9) Aquest octet serveix per indicar el número de caràcters que té el missatges a enviar. 
Veiem que el nostre missatge té 17 caràcters, que en hexadecimal correspon al número 
11. El caràcter corresponent a Ctrl+z no es compta, ja que es tracta d’un indicador de 
final de línia de dades. 
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10) Aquest camp és el text que enviarem en el missatge. Com que es tracta d’una 
codificació de 8 bits, posarem directament el valor en hexadecimal dels caràcters que 
volem enviar. 
 
Per poder enviar l’SMS, primer de tot haurem de configurar el mòbil perquè treballi en 
format PDU, enviant el comando at+cmgf=0. Un cop s’ha configurat el mòbil, s’han de 
comptar els octets que té la PDU que s’ha generat, sense comptar el primer, ja que 
aquest octet és opcional i no es compta. Veiem que en el nostre cas tenim un total de 30 
octets. Per indicar el número d’octets i poder enviar l’SMS utilitzarem el comando 
at+cmgs. Al tenir una PDU de 30 octets enviarem at+cmgs=30 i el mòbil ens respondrà 
amb > , i aquí és on escriurem la PDU del nostre missatge. 
 
3.2.2.2 Exemple enviament d’un SMS utilitzant l’alfabet no presentat 
En la taula següent podem veure la PDU generada per enviar el missatge “alarma 
activada” amb una codificació de  7 bits: 
 
1 2 3 4 5 6 7 8 
00 01 00 0B 91 4306991562F2 41 F0 
9 10 
11 A2 30 3B 2C 6F 87 41 E1 31 3D 6D 0F 93 C3 22 Ctrl+z 
 
 
Com es pot veure en aquest exemple, la PDU per la codificació de 7 bits, té els 7 
primers camps iguals que l’exemple anterior, on teníem una codificació de 8 bits. Això 
és degut a que aquests 7 primers camp no fan referència al text del missatge, sinó que 
com hem vist tenen més relació amb el número de telèfon que volem enviar el missatge 
i d’altres aspectes no relacionats amb el text. 
 
Estudiem en detall els tres últims camps que són els que difereixen en aquest tipus de 
codificació: 
 
8) En aquest octet és on s’escull la classe de missatge que s’envia i la codificació de les 
dades. En aquest cas, a part de la codificació de les dades de 7 bits, enviem un missatge 
de la classe de presentació immediata per pantalla (alert).  
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Quan es rep un missatge d’aquest tipus en el mòbil, aquest ens informa de que s’ha 
rebut un missatge i el text d’aquest es mostra immediatament en la pantalla del telèfon 
(com les consultes de saldo). El fet de visualitzar-se immediatament per pantalla té 
l’inconvenient que no queda guardat en la memòria del telèfon o en la memòria de la 
targeta SIM. Si es vol es pot guardar un cop obert per llegir-lo, ja que a part de mostrar-
se per pantalla el podem obrir i veure’l com si fos un missatge de la classe ME 
específic, SIM específic o TE específic. 
Per seleccionar aquestes propietats, haurem de posar els següents bits en el TP-DCS: 
1111 0000, que en hexadecimal és F0. 
 
9) Aquest octet serveix per indicar el número de caràcters que té el missatges a enviar. 
Veiem que el missatge té 17 caràcters, que en hexadecimal és 11. El caràcter 
corresponent a Ctrl+z no es compta, ja que es tracta d’un indicador de final de línia de 
dades. 
 
10) En aquest camp trobem les dades codificades de 7 bits en octets, de la forma com 
s’ha explicat anteriorment. Els octets que ens han sortit un cop codificades les dades 
són: A2 30 3B 2C 6F 87 41 E1 31 3D 6D 0F 93 C3 22 Ctrl+z 
 
 
En la Figura 3.5 podem veure com enviem aquest missatge amb l’HyperTerminal. 
Primer de tot enviem at+cmgf=0 per configurar l’enviament en format PDU, després 
enviem at+cmgs=28 per indicar el número d’octets que conté la PDU (sense comptar el 
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Figura 3.5 Enviament SMS format PDU 
 
Un cop generada la PDU del missatge a enviar, anem a veure com ens la implementa el 
programa que hem fet amb l’ajuda del Delphi. En aquesta aplicació que hem fet hem de 
posar el text del missatge que volem enviar, el número de telèfon al qual volem enviar 
l’SMS (sense posar el prefix internacional) i de la forma que el volem enviar (alert o 
ME específic). 
 
En l’aplicació posarem el text del missatge que volem enviar a la casella de missatge a 
enviar. El número de mòbil el posarem a la casella anomenada  número de mòbil a 
enviar el missatge. Pel tipus de missatge hem de triar una de les dues opcions que 
tenim. En el cas del missatge com a alert, com hem comentat abans, és el missatge que 
es mostra automàticament per pantalla, i el de tipus ME específic és el que es guarda en 
la memòria del telèfon mòbil. 
Un cop hem introduït aquestes tres opcions, si veiem que les hem introduït 
correctament, polsarem el botó on posa Codifica i ens donarà el número que hem de 
posar en enviar el comando at+cmgs en la casella AT+CMGS= , i la PDU que haurem 
d’enviar en la casella de sota. 
En el cas que ens donem compte que les dades introduïdes són incorrectes, polsant el 
botó Reseteja ens esborrarà tots els camps entrats i podrem tornar a introduir-los de nou. 
 
En la Figura 3.6 es pot observar com hem escrit el missatge “alarma activada” , el 
número de mòbil al qual el volem enviar i enviar-lo com a tipus alert. Al polsar el botó 
codifica, automàticament ens ha generat la PDU i ens ha donat el valor que hem de 
posar al comando at+cmgs. 
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Figura 3.6 Codificació automàtica de la PDU d’un SMS 
 
 
3.3 Recepció de SMS 
Un cop vist com es fa l’enviament de SMS, passarem a estudiar la recepció d’aquests. 
Aquestes dades que estudiarem, són les que el mòdem del telèfon mòbil envia pel port 
sèrie o pel port d’infrarojos quan rep un SMS.  
Aquesta funció no la suporten tots el mòbils, i només en alguns dels models més actuals 
podem identificar la recepció de SMS. 
 
3.3.1 Descripció de la recepció de SMS 
El comando AT+ que permet configurar el mòdem perquè ens informi dels SMS rebuts 
és AT+CNMI. Amb l’ajuda d’aquest comando es pot saber com està configurat el 
mòdem en qualsevol moment, quines configuracions permet i configurar-lo de la forma 
desitjada, sempre que aquest ho permeti. 
 
Primerament estudiarem les possibilitats de configuració que ens dona aquest comando 
pel que fa a la recepció de SMS. Si enviem AT+CNMI=? el mòdem ens respondrà amb 
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+CNMI: (llista de suport <mode>), (llista de suport <mt>), (llista de suport <bm>), 
(llista de suport <bfr>) OK. 
 
Anem a descriure els diferents valors de les llistes de suport i el que significa cada una. 
Per explicar els diferents valors s’utilitzen els noms TA i TE. El TA en el nostre cas és 
el telèfon mòbil GSM que utilitzem i el TE és el microcontrolador que tenim connectat 
al telèfon mòbil mitjançant el port sèrie. 
 
<mode> 
0: El buffer no sol·licita els codis resultants al TA. Si el buffer de codis resultants de TA 
és ple, indica que es guardin les indicacions en un altre lloc o les més antigues 
d’aquestes seran reemplaçades per noves indicacions. 
1: Descarta indicacions i rebutja resultats de codis d’un nou missatge quan existeix un 
enllaç reservat entre TA-TE. Si no, ho avança directament cap al TE. 
2: El buffer no sol·licita els codis resultants al TA quan existeix un enllaç reservat entre 
TA i TE, i els envia al TE després de la reserva. Si no existeix l’enllaç ho envia 
directament al TE. 
3: Avança els codis resultants directament al TE.  
 
<mt> 
0: No indica al TE que s’ha rebut un SMS. 
1: Si un SMS rebut és guardat en la memòria de TA, envia al TE la posició de memòria 
on és guardat (índex) i la classe de missatge que és (mem). Ens envia <mem>, <índex>. 
2: Els SMS rebuts excepte els de classe 2 són enviats directament al TE sense sol·licitar 
els codis resultants: 
+CMT: ,<length><CR><LF><pdu> (mode PDU activat) 
+CMT: <oa>,, <scts> [,<tooa>, <fo>, <pid>, <dcs>, <sca>,<tosca>, <length>] 
<CR> <LF> <data> (mode text activat) 
3: Els SMS rebuts són enviats directament al TE, sol·licitant els codis resultants  




0: Les indicacions CBM no són enviades al TE. 
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2: Els nous CBM són enviats directament al TE: 
+CBM: <length><CR><LF><pdu> (mode PDU activat) 
+CBM: <sn>,<mid>,<dcs>,<page>,<pages><CR> <LF><data> (mode text 
activat). 
3: Els CBM  són enviats directament al TE, sol·licitant els codis resultants a <bm>=2 
 
<ds> 
0: L’informe d’estat de l’SMS no s’envia al TE. 
1: L’informe d’estat de l’SMS és enviat al TE de la següent manera: 
+CDS: <length><CR><LF><pdu> (mode PDU activat)  
+CDS: <fo>,<mr>,[<ra>],[<tora>],<scts>,<dt>, <st> (mode text activat) 
2: Si l’informe d’estat de l’SMS és guardat a la memòria del TA, s’indicarà al TE de la 




1: El buffer del TA que sol·licita els codis resultants s’esborra quan s’entra algun dels 
modes de <mode>1..3 
 
 
Un cop estudiat el comando per configurar la recepció de SMS, anem a estudiar en 
detall el que significa cada un dels octets de la PDU quan rebem un SMS. Com veurem, 
podem saber el número de telèfon que envia el missatge, el centre de servei de 
missatges d’aquest, la codificació del text del missatge...  
 
Octets Descripció 
07 Llargada de la informació SMSC = Octets tipus 
adreça+octets número centre de servei 
91 Tipus d’adreça del centre de servei de missatges (SMSC) 
72 83 01 00 10 F5 Número centre de servei. Mitjos octets canviats d’ordre, i 
es posa F al que quedi lliure. Ex: 72 és 27 
04 Primer octet del SMS rebut (SMS-DELIVER) 
0B Llargada del número que envia el SMS en hexadecimal 
C8 Tipus d’adreça  o format del número que envia el SMS 
72 38 88 09 00 F1 Número que envia el SMS, en mitjos octets canviats 
d’ordre 
00 TP-PID. Identificador de Protocol 
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00 TP-DCS. Disposició de les dades codificades 
99 30 92 51 61 95 80 TP-SCTS. Centre de servei de fixació de l’hora 
0A TP-UDL. Llargada dels caràcters del  missatge.  
E8329BFD4697D9EC37 Caràcters del missatge de 7 bits codificats en octets 
 
 
Primer octet de la PDU del SMS rebut (SMS-DELIVER PDU) 
El primer octet de la PDU de l’SMS rebut té la següent disposició: 
 
Bit n. 7 6 5 4 3 2 1 0 
Nom TP-RP TP-UDHI TP-SRI 0 0 TP-MMS TP-MTI TP-MTI 
 
Com es pot observar en la disposició d’aquest octet, el bit 4 i el bit 3 no s’utilitzen i es 
posen sempre a 0. 
 
TP-RP: aquest paràmetre indica que existeix una resposta a la trajectòria. 
TP-UDHI: aquest bit es posa a 1 si el Byte de camp de llargada de les dades es compta 
com a Byte d’inici de dades 
TP-SRI: informe indicador d’estat. Aquest està a 1 si l’informe indicador d’estat es 
retorna a SME 
TP-MMS: aquest bit està a 0 si hi ha més missatges per enviar 
TP-MTI: els bits número 1 i número 0 estan a 0 si es tracta d’una PDU d’un SMS rebut 
(SMS-DELIVER) 
 
 Centre de servei de fixació de l’hora (TP-SCTS) 
El centre de servei de fixació de l’hora (TP-SCTS) es forma a partir de mitjos octets i 
representa l’hora local en el moment de l’enviament de l’SMS. En la taula tenim què 
significa cada un dels 7 octets. 
 







Els mitjos octets estan invertits d’ordre. Per 
exemple, el dia 12 el posaríem com a 21 
Zona horària 1 Relació amb GMT. Una unitat són 15 min. Si el bit 
més significatiu (MSB)=1 el seu valor és negatiu 
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Veiem un exemple de codificació horària: 
99 20 21 50 75 03 21 significa 12 Febrer 1999 05:57:30 GMT+3 
 
3.3.2 Exemples de recepció de SMS 
Ara que ja sabem el que signifiquen les diferents configuracions del comando 
AT+CNMI, i el que significa cada octet de la PDU del missatge rebut, provem el que 
ens respon un mòbil que no accepta el mode text i un mòbil que si accepta el mode text. 
 
Fem una prova amb el mòbil Siemens SL55, que no accepta el mode text: 
at+cnmi=? 
+CNMI: (0,1),(0,1),(0,2),(0,2),(1) 
Veiem que el màxim que podem rebre és la classe de missatge que s’envia i el número 
de posició que ocupa en la memòria del mòbil, ja que només podem posar <mt>=0 o 
<mt>=1. Connectem el mòbil a l’HyperTerminal, el configurem enviant-li el comando 
at+cnmi=1,1,2,2,1, enviem un missatge al mòbil i comprovem que ens respon: 
+CMTI: "ME",37 
 
Provem ara amb el mòbil Sony Ericsson T630, que accepta el mode text: 
At+cnmi=? 
+CNMI: (2),(0,1,3),(0,2),(0),(0) 
En aquest cas el mòbil envia la PDU del missatge que es rep en aquest, ja que es pot 
configurar amb <mt>=3. Veiem un exemple configurant el mòbil (TA) amb 
at+cnmi=2,3,2,0,0. Un cop tenim el mòbil configurat enviem el missatge “alarma 
activada” des d’un altre telèfon mòbil en aquest. 
En enviar un missatge de text SMS, el mòbil ens deixa escollir  si el volem enviar en 
format de text estàndard, tèlex, fax, email i X400. Veiem la PDU que rebem pels casos 
de: 
 





  COMANDOS AT 
 32










Es pot observar que els únics octets que difereixen en les tres PDU són els de 
identificació de protocol (TP-PID), que es troben en la posició 8 i els de centre de servei 
de fixació de l’hora de la posició 11. Anem a estudiar en detall la primera PDU de text 
estàndard i el significat que tenen els diferents valors que trobem en el camp núm. 8 de 
identificació de protocol:  
 
1 2 3 4 5 6 7 8 9 
07 91 4306090968F5 04 0B 91 4306991562F2 00, 21, 22 
 
00 
10 11 12 
50500271130180 11 A2303B2C6F8741E1313D6D0F93C322 
 
1) És la llargada dels octets en format hexadecimal dels camps 2 i 3, que són el format 
del número del centre de servei i el número d’aquest. En els camps 2 i 3 tenim: 91 43 06 
09 09 68 F5, que com veiem sumen 7 octets. 
 
2) Per saber del format de número que es tracta, haurem de passar a binari el número 
hexadecimal que tenim. 91h= 1001 0001b. 
Com podem veure en l’apartat de Tipus de direcció o format del número de telèfon, el 
bit 7 sempre està a 1. Els bits 6, bit 5 i bit 4 posats a 001 vol dir que es tracta d’un 
número internacional. Pel que fa als bits 4, bit 2, bit 1 i bit 0 posats a 0001 ens diu que 
es tracta d’un número del pla de numeració telefònic ISDN. 
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3) En aquest camp tenim el número del centre de servei de missatges amb els mitjos 
octets canviats d’ordre. Nosaltres rebem 43 06 09 09 68 F5 que correspon al número del 
centre de servei de missatges 34609090865. 
 
4) Aquest ens informa del primer octet de la PDU del SMS rebut (SMS-DELIVER 
PDU). Passem el número en hexadecimal que rebem a binari, 04h= 0000 0100b. Els tres 
bits més significatius ens indiquen que no existeix una resposta a la trajectòria i que no 
hi ha informe indicador d’estat. El bit 4 i el bit 3 sempre estan a 0. El bit 2 que està a 1 
ens indica que no hi ha més missatges per enviar, i els bits1 i bit 0 que es troben a 0 
indiquen que es tracta d’una PDU d’un missatge rebut. 
 
5) Aquest camp ens indica en format hexadecimal la llargada del número que ens envia 
el missatge. Anem a veure la llargada que té el número 34609951262 que és el que hem 
utilitzat per enviar els missatges. Com veiem aquest número té 11 dígits, que passat a 
hexadecimal correspon a 0B. 
 
6) En aquest camp tenim la informació del tipus d’adreça o format del número de 
telèfon que envia el missatge. Passem el número a binari per veure el que significa, 91h= 
1001 0001b. El bit 7 sempre es troba a 1, i els bits 6, bit 5 i bit 4, que estan a 0, 0 ,1 
respectivament, ens indiquen que es tracta d’un número internacional. Els bits 3, bit 2, 
bit 1 i bit 0 (0001) ens indiquen que es tracta d’un número del pla de numeració 
telefònic ISDN. 
 
7) En aquest camp tenim el número de telèfon que envia el missatge, canviant els mitjos 
octets d’ordre i emplenant les posicions buides amb el caràcter F. El número 43 06 99 
15 62 F2 que rebem correspon al número de telèfon 34609951262. 
 
8) Aquí trobem l’identificador de protocol, que és diferent pels tres tipus d’SMS rebuts. 
Anem a veure què significa per cada cas: 
Text estàndard:  en el cas del text estàndard rebem 00h= 0000 0000b. Això significa que  
es tracta d’un missatge implícit. Aquest tipus de recurs és específic per aquest SMS. 
Format tèlex: en aquest cas rebem 21h= 0010 0001b. Com podem comprovar en 
l’identificador de protocol, es tracta d’un tèlex (o teletext reduït a format tèlex). 
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Format fax: en aquest cas rebem 22h= 0010 0010b. Com podem veure en l’indicador de 
protocol, es tracta d’un missatge tipus fax de grup 3. 
 
9) En aquest camp trobem la disposició de les dades codificades (TP-DCS). Rebem 
l’octet 00, que en binari correspon a 0000 0000. Si els bits 7 i bit 6 estan a 0, el bit 5 ens 
indica que es tracta d’un missatge on el text no està comprimit. Com que tenim el bit 4 a 
0, ens informa que el bit 1 i bit 0 no seran utilitzats per descriure la classe de SMS que 
s’envia, sinó que seran depreciats. El bit 3 i bit 2 posats a 0 indiquen que utilitza 
l’alfabet no presentat. 
 
10) Aquest camp format per 7 octets és el que ens informa de l’hora local en el moment 
d’enviar-se el missatge. Anem a veure l’hora que es tracta en el cas que rebem 50 50 02 
71 13 01 80.  
El primer octet 50 correspon a l’any, que si canviem de posició els mitjos octets queda 
05, que es refereix a l’any 2005. 
El segon octet 50 ens indica el mes, que es tracta del mes 05 que correspon al maig. 
El tercer octet 02 ens indica el dia, que correspon al dia 20. 
El quart octet 71 ens indica l’hora, el qual indica les 17 hores. 
El cinquè octet 13 ens indica els minuts, que corresponen a 31 minuts. 
El sisè octet 01 ens indica els segons, que correspon a 10 segons. 
Per últim, el setè octet ens indica la zona de temps que utilitza. Rebem 80, i ens indica 
que correspon a la zona horària GMT+1.. 
Finalment, podem saber que aquest missatge ha estat enviat el 20 de maig de 2005 a les 
17:31:10. 
 
11) Aquest octet indica el número de caràcters que té el text del missatge en 
hexadecimal. Al rebre el número 11, sabem que el text del missatge està compost per 17 
caràcters. 
 
12) En aquest últim camp rebem el text del missatge de 7 bits codificats en 8 bits, 
A2303B2C6F8741E1313D6D0F93C322. Si ho descodifiquem, podem comprovar que 
realment es tracta del missatge de text “alarma activada”. 
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3.4 Identificació de trucada 
En aquest apartat explicarem i analitzarem amb exemples com podem identificar el 
número de telèfon que truca en el nostre mòbil. Configurarem el mòbil amb una sèrie de 
comandos, i quan aquest rebi una trucada, enviarà pel port sèrie el número de telèfon de 
la trucada que rep. Alguns mòbils també ens permeten, si tenim aquell número entrat en 
l’agenda del nostre mòbil, conèixer el nom associat a aquell número. 
 
Per la identificació de trucades utilitzarem el comando AT+CLIP. Aquest comando 
permet 2 configuracions diferents pel mòbil. Podem configurar el mòbil amb 
AT+CLIP=0 o amb AT+CLIP=1. Si el configurem amb AT+CLIP=0, el mòbil no 
identificarà el número de les trucades entrants, sinó que només ens informarà dels tons 
de trucada enviant la paraula RING.  En canvi, si configurem el mòbil amb 
AT+CLIP=1, aquest ens informarà del número de  telèfon del qual rebem la trucada. 
Anem a veure en exemples la identificació de trucades en dos mòbils diferents, un que 
només ens informa del número de telèfon que truca i un altre que a més del número de 
telèfon ens informa del nom que tenim associat amb aquest número en l’agenda del 
mòbil. 
 
Amb el Siemens SL55 només podem identificar el número que ens truca. En la Figura 
3.7 podem veure el que enviem i el que ens respon el mòdem del telèfon mòbil per 
configurar la identificació de trucades. Primer de tot enviem el comando AT+CLIP=1 i 
el mòdem ens confirma aquesta configuració responent OK. Un cop tenim el mòbil 
configurat amb la identificació de trucada, realitzarem una trucada des d’un altre mòbil 
a aquest i veurem com el mòdem ens mostrarà el número del telèfon que truca. 
 
 
Figura 3.7 Exemple identificació de trucada 
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Anem a fer el mateix amb el Sony Ericsson T630, que a part de mostrar-nos el número 
que truca, si el tenim entrat en l’agenda del mòbil, ens mostrarà el nom associat a aquest 
número. En la figura 3.8 podem observar com primer de tot es configura el mòbil per la 
identificació de trucades, i un cop fet això es realitza una trucada en aquest. A part del 
número que truca, també es mostra el nom que tenim associat a aquest número en 
l’agenda de telèfons del mòbil. 
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4 DESCRIPCIÓ DEL HARDWARE 
 
4.1 Selecció del microcontrolador 
Un cop portades a terme totes les proves d’enviament i recepció de missatges i 
d’identificació de trucada amb l’ajuda del PC, el següent pas és substituir el PC per un 
microcontrolador que implementi totes les funcions  que realitzava aquest.  
 
Les especificacions que necessitem en el nostre microcontrolador per poder simular el 
comportament del PC són: 
• Cal que el microcontrolador disposi d’un port de comunicacions sèrie asíncron.  
• Un altre factor important a tenir en compte és la llargada de paraula amb la qual 
pot treballar el microcontrolador. Necessitem que aquesta sigui de 8 bits, ja que no hem 
de manejar gran quantitat d’informació, sinó que la informació amb la qual treballem té 
la llargada d’1 Byte= 8 bits. 
• També volem que el microcontrolador disposi d’una sèrie de potes d’entrada que 
ens produeixin una interrupció si hi ha un canvi en el valor d’entrada. Aquestes potes 
ens serviran per tenir-hi diferents senyals d’alarma i poder saber quan es disparen.  
• Hem d’assegurar-nos que el microcontrolador pugui treballar amb un oscil·lador 
amb una freqüència bastant alta, que ens pugui assegurar una velocitat de transferència 
de dades de 115200 bits/s en el port sèrie asíncron. 
• Un altre component opcional que s’ha mirat que tingui el microcontrolador és 
una memòria ROM de dades on es podrien guardar tots els successos succeïts (alarmes 
activades, SMS rebuts...), i enviar-los més tard en un PC utilitzant el port sèrie. Val a dir 
que en la nostra aplicació no hem implementat aquesta solució, però en escollir el 
microcontrolador ho tenim en compte per si es vol implementar en un futur. 
 
Un cop clars tots els punts descrits, s’ha buscat un microcontrolador que els implementi 
tots, que sigui econòmic i que sigui un producte d’alta comercialització. Els fabricants 
més importants, econòmics i comercials que s’han trobat són Motorola, Toshiba i 
Microchip.  
Un cop mirats els tres fabricants s’ha optat per Microchip, ja que disposa de diferents 
microcontroladors que s’adapten perfectament a les nostres necessitats, té una millor 
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comercialització en les botigues on es compren els components i a més són bastant 
econòmics. Aquests microcontroladors de Microchip són els coneguts amb el nom de 
PIC. 
 
Dins la família dels PIC existeixen diferents gammes: hi ha la gamma més baixa o nana, 
la gamma baixa, la gamma mitja i la gamma alta.  
La separació per famílies es fa d’acord amb els bits que s’utilitzen en les instruccions. 
En la gamma baixa les instruccions són de 12 bits, en la gamma mitja de 14 bits i en la 
gamma alta de 16 bits. 
 
S’ha optat pel PIC16F876 de la gamma mitja, ja que disposa de: mòdul USART que ens 
permet una transmissió i recepció de dades sèrie de forma asíncrona a velocitats de 
115200 bps, 5 entrades que ens produeixen interrupció per canvi d’estat (RB0/INT i 
RB7 a RB4) i una memòria EEPROM de dades de 256KB. Val a dir que aquest 
PIC16F876 juntament amb el 16F84 és un dels més comercialitzats de la gamma dels 
PIC, ja que és bastant econòmic i permet una gran flexibilitat per fer diferents 
aplicacions. 
 
Les lletres que hi ha en els diferents models de cada PIC, en el nostre cas la F (16F876), 
ens indica el tipus de memòria de programa que utilitza. En el nostre cas tenim una 
memòria de tipus FLASH, que és una memòria no volàtil, de baix consum i que es pot 
escriure i esborrar elèctricament.  El seu funcionament és com el de les memòries ROM 
i RAM,  però consumeix menys i és més petita. A diferència de la ROM, la memòria 
FLASH és programable en el propi circuit. És més ràpida i de major densitat que la 
EEPROM. L’alternativa FLASH és més recomanable enfront a la EEPROM quan es 
precisa gran quantitat de memòria de programa no volàtil. És més ràpida i tolera més 
cicles d’escriptura/esborrat. 
Val a dir que si en el nom del PIC hi ha una C (ex: 16C77), disposarà d’una memòria de 
programa de tipus OTP, que es tracta d’una memòria de lectura no volàtil que només es 
pot programar un sol cop per l’usuari. Si en el nom trobem una CR (ex:16CR65), es 
tractarà d’una memòria de tipus ROM, que és una memòria no volàtil que només es pot 
gravar durant la fabricació del chip. 
La memòria de dades, si el PIC en disposa, sol ser una EEPROM (Electrical Erasable 
Programmable Read Only Memory). Es tracta d’una memòria de lectura, programada i 
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esborrada elèctricament. L’operació d’esborrat i programat és molt senzilla, ja que es 
realitza amb un programador comandat per un PC. A més, es pot gravar i esborrar tantes 
vegades com es vulgui. 
 
Aquest PIC16F876 disposa d’una CPU de tipus RISC. Aquesta es composa d’un 
conjunt d’instruccions reduït i molt simples que generalment s’executen en un sol cicle 
d’instrucció. Disposa d’un joc d’instruccions de 35 instruccions. Pot operar fins a una 
freqüència d’oscil·lació de 20Mhz, que representa un cicle d’instrucció de 200ns. 
Disposa de tres comptadors que produeixen interrupció quan desborden: un TMR0 de 8 
bits, un TMR1 de 16 bits i un TMR2 de 8 bits.  





Figura 4.1 Encapsulat PIC16F876 
 
 
   
4.2 Connexió RS232 entre el PIC i el mòbil 
En aquest apartat es veurà com s’adaptaran les dades procedents del mòdul USART del 
PIC a l’estàndard RS232. Haurem d’adaptar les senyals del PIC a l’estàndard RS232, ja 
que per connectar el mòbil disposem d’un cable de dades Siemens, on en un extrem hi 
ha un connector pel mòbil i en l’altre extrem hi ha un connector de port sèrie DB9 per 
connectar al PC. Aquest cable de dades del fabricant Siemens utilitza les senyals de 
transmissió (TX), recepció (RX) i la referència de les dades (GND).  
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El mòdul USART del PIC treballa amb una senyal digital amb uns nivells de 0V i 5V. 
S’han d’adaptar aquest nivells de tensió als de l’estàndard RS232, que com s’observa en 
la figura 4.2 es troben en una tensió entre +15V i –15V. En la figura 4.2 també es 
distingeixen els nivells lògics d’entrada i de sortida als quals treballa l’estàndard RS232. 
Pel que fa als nivells lògics de sortida d’una senyal RS232, el 0 lògic pot prendre valors 
entre 5V i 15V, i l’1 lògic pot prendre valors entre –5V i –15V. Pel que fa als nivells 
lògics de les entrades RS232, el 0 lògic pot prendre valors entre 3V i 15V, i l’1 lògic pot 
prendre valors entre –3V i –15V.  
 
 
Figura 4.2 Nivells de tensió RS232 
 
A part d’adaptar els nivells de tensió, també s’haurà de mantenir la velocitat de 
115200bps que tenim a la sortida del PIC. 
Uns circuits típics per a aquestes aplicacions són els coneguts com a MAX, del fabricant 
Maxim Integrated Products. Aquests circuits integrats adapten senyals digitals de 0V a 
5V a senyals de ±12V. Els diferents models de MAX es diferencien bàsicament per la 
velocitat amb la qual poden treballar i el número de transmissions diferents que poden 
realitzar alhora. Aquests MAX utilitzen una transmissió sèrie asíncrona, com la que 
s’utilitza amb el mòdul USART del PIC. 
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En el nostre cas, només necessitem fer 1 transmissió a una velocitat de 115200bps. En 
la figura 4.3 trobem diferents integrats que ens podrien anar bé, com podrien ser: 
MAX231, MAX232, MAX233, MAX242... 
Un cop mirades les especificacions de cada un, s’ha arribat a la conclusió que els que 
s’adapten millor a les nostres especificacions són el MAX232 i el MAX233. Aquests 
ofereixen una velocitat de 120Kbps, que és la necessària en la nostra aplicació, i a més 
poder realitzar dues transmissions diferents alhora, que en el nostre cas només 
n’utilitzarem una. 
Al final ens hem decidit pel MAX233, ja que amb aquest només haurem de connectar-hi 
1 condensador de 1µF pel seu funcionament, enfront als 5 que hem de posar pel 
funcionament del MAX232. Això ens simplificarà les connexions en integrar-lo en una 
placa de circuit imprès. La desavantatge del MAX233 enfront el MAX232 és el número 
de pins, ja que en té 4 més que el MAX232, però s’ha cregut més convenient apostar per 




Figura 4.3 Característiques components MAX 
 
 
L’encapsulat de la Figura 4.4a correspon al MAX233, i en la Figura 4.4b trobem les 
seves connexions internes. Com podem comprovar, només s’ha de posar 1 sol 
condensador d’1µF dels +5V d’entrada a la referència (GND). Aquest disposa de 2 
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entrades TTL/CMOS, que treballen amb senyals de 0V i 5V. En una d’aquestes entrades 
s’hi connectarà la sortida TX del PIC. La sortida d’aquestes potes, si s’utilitza la 2 serà 
la 5, i si s’utilitza la 1 serà la 18, són sortides RS232, que es connectaran al pin 3 (TX) 
del DB9. Amb això ja tindrem solucionada  la transmissió de dades des del PIC fins al 
mòbil. Pel que fa a la recepció de les dades, les potes 4 i 19 del MAX233 corresponen a 
entrades RS232, que connectarem al pin 2 (RX) del DB9. Les sortides TTL/CMOS 
corresponents a aquestes entrades RS232 són les potes 3 i 20 del MAX233. Una 
d’aquestes potes la connectarem a la pota d’entrada de dades RX del PIC. Un cop fetes 
aquestes connexions, es tindrà tant la transmissió com la recepció de dades entre el PIC 
i el mòbil. Només faltarà posar el pin 5 del DB9 a la referència de dades o massa 
(GND). 
 
Figura 4.4a Encapsulat MAX233   Figura 4.5b Connexions internes MAX233 
 
 
La figura 4.5 ens mostra un esquema de la connexió entre el PIC, el MAX i el port sèrie 
DB9 del cable de dades del mòbil. El cable vermell correspon a la transmissió de dades 
del PIC cap al mòbil, i el cable verd correspon a la recepció de dades que s’envien del 
mòbil cap al PIC. 
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Figura 4.5 Connexió PIC, MAX233 i DB9 
 
 
4.3 Connexió IrDA entre el PIC i el mòbil 
Un cop vista la comunicació sèrie entre el PIC i el mòbil, s’estudiarà comes podria 
substituir la connexió física per una connexió inhalàmbrica, utilitzant els infrarojos del 
telèfon mòbil. Per poder tenir aquesta connexió inhalàmbrica faria falta un component 
que transformés la senyal sèrie de sortida del PIC a una senyal d’infrarojos IrDA 
(Infrared Data Association), que és el que disposa el telèfon mòbil. Primerament es 
veuran en detall les diferents capes del protocol IrDA que existeixen, la funció que 
tenen i la que necessitem en el nostre cas. Un cop vist el que necessitem pel nostre cas, 
es farà una cerca en el mercat dels diferents productes que implementin el que 
necessitem. 
 
4.3.1 Introducció a l’IrDA 
A l’any 1993 es van agrupar 50 empreses i es van anomenar Infrared Data Assocciation 
(IrDA). Aquestes s’agruparen per definir uns estàndards per la transmissió de dades 
utilitzant infrarojos de curt abast. A partir d’aquell moment cents d’empreses es van unir 
a l’associació i des de llavors s’han anat introduint millores una darrera l’altre. Les 
especificacions d’IrDA inclouen els estàndards pels dispositius físics i els protocols que 
utilitzen per comunicar-se entre ells. La longitud d’ona utilitzada per aquests dispositius 
és de 875nm ± la tolerància de la producció (al voltant de 30nm). 
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La Physical Layer (nivell físic ) o protocol IrPHY , aporta totes les característiques 
físiques. Les transmissions es realitzen en un angle de 30 graus des del punt mig, tot i 
que s’ha comprovat de forma real que amb un angle aproximat d’uns 65 graus la 
transmissió també segueix funcionant correctament. Aquest tipus de connexió requereix 
un nivell intermedi de llum, ja que si hi hagués molta llum o molt poca llum la 
transmissió no es realitzaria correctament. El nivell màxim de llum que es pot tenir és 
de 10Klux. 
Les velocitats per la gamma o versió  d’IrDA 1.0 van des de 2400 Kbps fins a 
115200Kbps. En la Figura 4.6 podem veure la modulació dels polsos per passar d’una 
trama sèrie a una trama d’IrDA. La duració dels polsos de la trama d’IrDA per aquesta 
gamma és de 3/16 la duració original d’un pols. El format de les dades en una trama 
d’IrDA és el mateix que per un port sèrie,  amb un bit d’start al principi de la trama i un 
bit d’stop al final d’aquesta. Si s’utilitza una velocitat de 115200bps, es tindrà una 




Figura 4.6 Modulació polsos IrDA 
 
 
La versió 1.1 d’IrDA engloba velocitats des de 0,576Mbps a 1,152Mbps. A aquestes 
velocitats la duració del pols és d’1/4 la duració del pols total i els paquets es 
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transfereixen de forma síncrona, amb una seqüència que comença al principi. En la 
Figura 4.7 es pot observar una senyal NRZ que podria pertànyer a la sortida d’un port 
sèrie i la corresponent modulació tant en la versió d’IrDA 1.0 com en la versió IrDA1.1. 




Figura 4.7 Codificació d’una senyal NRZ a IrDA 
 
La PDU (Protocol Data Unit) que genera la capa  física o IrPHY, es pot observar en la 
Figura 4.8. La PDU consisteix en dos Bytes d’inici (01111110) anomenats STA. El 
següent Byte és un Byte d’adreça on mitjançant el protocol IrDA es van assignant 
diferents valor per poder reconèixer les trames en enviar-les. Després d’aquest Byte 
d’adreça es troben les dades. Les dades no tenen una longitud fixa, sinó que tindran una 
llargada d’un número determinat de Bytes. Després de les dades es troba el camp de 
control d’errors CRC de 16 bits. Per acabar la PDU trobem un Byte de final de trama 
(011111110) anomenat STO. 
 
 
Figura 4.8 PDU capa IrPHY 
 
STA: Byte d’inici de trama, 01111110 binari 
ADDR: Camp d’adreces de 8 bits. 
DATA: camp de les dades. 
FCS: Control d’errors CRC de 16 bits. 
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STO: Byte de final de trama, 01111110 binari. 
 
Aquesta codificació de dades s’utilitza per  velocitats fins a 1,152Mbps. En el nostre cas 
com que treballem amb una velocitat de 115200bps, s’utilitzarà aquesta codificació. Per 
velocitats de 4Mbps s’utilitza la codificació que es veu esquematitzada en la Figura 4.9. 
S’observa que 2 bits es codifiquen amb 4 bits (ex:00-1000). Al final de la Figura 4.9 es 
pot observar la PDU que està formada per un Byte PA, un STA, les dades i un Byte de 
STO. 
 
Figura 4.9 PDU per IrDA de 4Mbps 
 
 
En aquesta capa física trobem quatre tipus diferents de transmissió: 
• SIR: es tracta d’una transmissió sèrie asíncrona. Comprèn les mateixes velocitats 
que les que utilitza un port sèrie estàndard, de 9600 a 115200bps. Aquest tipus 
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de connexió és utilitzada per dispositius connectats a un port sèrie d’infrarojos. 
En els ordinadors normalment s’associa aquest port a un port sèrie estàndard i es 
pot treballar de la mateixa forma com si es tractés d’aquest. 
• MIR: aquesta transmissió és una transmissió sèrie síncrona, que actualment 
sembla que es troba en desús. Està orientada a transmissions entre 0,5Mbps i 
1,152Mbps. 
• FIR: aquesta transmissió síncrona és pròpia de dispositius integrats. Al no estar 
connectada al port sèrie permet velocitats de fins a 4Mbps. 
• VFIR: encara que en la figura no aparegui, ha sorgit una nova transmissió en 
aquesta capa física anomenada VRIF, per a dispositius de molt alta velocitat. Pot 
arribar a velocitats de fins a 16Mbps. Un exemple per veure que aquesta nova 
transmissió encara no es troba molt integrada és que un sistema com és el Linux 
encara no la suporta.  
 
Com tots els models, l’IrDA també es basa en diferents capes. Un cop vista la capa 
física o IrPHY, anem a estudiar les diferents capes que es troben en un nivell superior a 
aquesta.  
En la Figura 4.10 podem veure la disposició de les diferents capes. 
 
 
Figura 4.10 Capes protocol IrDA 
 
 
La següent capa que trobem és l’anomenada IrLAP ( IR Link access Protocol). Fins aquí 
es treballava a un nivell bastant baix. En aquesta capa ja es treballa en un nivell més alt. 
La capa IrLAP és l’encarregada de mantenir la comunicació entre dos ports d’infrarojos,  
on es detecten els errors de transmissió i per tant s’encarregarà de la retransmissió de 
paquets perduts. També disposa d’un petit control de flux, tot i que el deixarem per a 
capes superiors on serà més eficient. El control de flux està basat en HDLC, però 
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millorat en l’aspecte de les reconnexions, ja que en les transmissions d’infrarojos és 
molt fàcil perdre la connexió i s’haurà de tornar a establir aquesta. 
 
La següent capa que es troba és la IrLMP (IR Link Management Protocol). Aquesta 
capa permet tenir un o més serveis treballant en una única connexió sobre IrLAP. Amb 
l’ajuda de la capa superior LM-IAS, les aplicacions poden accedir directament a aquest 
nivell per enviar les seves dades. 
La finalitat de IrLMP és detectar la presència de dispositius que ofereixin un servei, 
comprovar el flux de dades i actuar com a multiplexor per les configuracions amb més 
dispositius amb diverses capacitats implicades (comparable als sockets en una 
comunicació TCP/IP). No obstant, aquesta capa no defineix una manera segura de crear 
un canal (com en el TCP). 
Un exemple d’un dispositiu que podria utilitzar una connexió en aquest nivell seria una 
impressora connectada pel port d’infrarojos. 
 
La capa LM-IAS té una funció molt concreta i fàcil de descriure. Requereix de la capa 
IrLMP per la seva utilització. És en aquesta capa on es busquen i es detecten els 
diferents dispositius d’infrarojos. No té cap altra funció. 
 
En el mateix nivell de la capa LM-IAS es troba la capa Tiny TP (Tiny Transport 
Protocol). Aquesta capa és l’encarregada del control dels canals virtuals entre els 
dispositius, realitza les correccions d’errors (paquets perduts, paquets amb errors...), 
segmenta i torna a reensamblar els paquets.  
Podem dir que aquesta capa és l’encarregada del control de flux. 
 
L’última capa que resta per veure és la de nivell més alt que podem trobar. En aquesta 
capa es troben diferents protocols que explicarem tot seguit. 
 
El protocol IrTran-P és el que permet l’intercanvi d’imatges amb imatges digitals 
capturades d’un dispositiu o camera. 
 
El protocol IrObex (Infrared Object Exchange) és un estàndard de transferència de 
dades binària a través d’IrDA. Permet transferir fitxers, dades d’agenda de mòbil, 
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imatges... Està basat en una espècie d’HTML en el que s’especifica el tipus de dades, la 
longitud...  
L’estàndard defineix el que ha de contenir un paquet perquè els dispositius es puguin 
reconèixer i es puguin comunicar. 
 
El protocol IrLAN és l’emulació d’una LAN (xarxa d’àrea local). Permet associar 
dispositius de xarxa a ports d’infrarojos, tant punt a punt com multipunt. Podem 
associar direccions IP, fer pings, FTP (Field Transfer Protocol)... a través del port 
d’infrarojos tal com si es tractés d’una xarxa.  
 
Un altre protocol és l’IrComm. Aquest protocol va ser dissenyat per donar suport a 
aquelles aplicacions que ja funcionaven sobre un port COM. Permet associar un port 
sèrie a un dispositiu d’IrDA i operar igual com si d’un port sèrie es tractés. Molts 
telèfons mòbils porten incorporat un mòdem que es pot controlar mitjançant comandos 
AT a través del port d’infrarojos, i per tant, necessitaran d’aquest protocol per 
comunicar-se amb el mòbil si no es vol fer des d’un port sèrie convencional.  
 
L’últim protocol que s’explicarà és l’IrMC (Infrared for Mobile Communications). 
Aquest protocol va ser dissenyat per Nokia per alguns dels seus models (el 6110 és el 
més conegut) per la transferència de dades de l’agenda telefònica. Actualment ja es 
troba en desús, ja que només és suportat per Nokia i és incompatible amb tota la resta de 
dispositius IrDA.  
 
Un cop explicats els diferents protocols IrDA, veiem que per la connexió amb el mòbil 
necessitem utilitzar l’IrComm, ja que aquest és per aplicacions que funcionen sobre un 
port sèrie i per treballar amb els infrarojos com si d’un port sèrie es tractés. Anem a 
veure diferents components que hi ha en el mercat que ens adaptin la senyal de sortida 
del PIC a aquest protocol IrComm. Per la comunicació òptica seran necessaris uns leds 
d’infrarojos que permetin tant la transmissió com la recepció de dades. 
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4.3.2 Anàlisi de components que implementin el protocol IrComm 
Un cop escollit el tipus de component que necessitem per aquesta comunicació per 
infrarojos entre el PIC i el mòbil, s’ha fet una cerca de components en el mercat que 
compleixin les especificacions esmentades. 
 
Realitzada la cerca en els principals fabricants i distribuïdors de components electrònics, 
s’han trobat els següent components que ens adapten el protocol UART al protocol 
IrComm: 
• Microchip: MCP2140, MCP2150 i MCP2155. 
• Texas Instruments: MSP430. 
• ACTiSYS: ACT-IR8200P/M. 
 
Pel que fa als components de Microchip, l’MCP2140 no ens serveix, ja que aquest 
només ens permet una comunicació de 9,6Kbps, i en el nostre cas necessitem una 
comunicació de 115200bps. 
Els altres dos components, l’MCP2150 i l’MCP2155, poden treballar a velocitats de fins 
a 115200bps. La diferència entre aquests dos és que l’MCP2150 s’utilitza per connectar 
amb equips terminals de dades (DTE) i l’MCP2155 per connectar amb equips de 
comunicació de dades (DCE). En el nostre cas necessitem  fer una connexió amb un 
mòdem, per tant hem de mirar que les senyals de control d’entrada del mòdem (CTS, 
DSR, RI i CD) siguin de sortida en l’MCP, i les de sortida del mòdem (DTR i RTS) 
siguin d’entrada en l’MCP. En la Figura 4.11 podem veure els encapsulats de 
l’MCP2150 i de l’MCP2155, i com podem comprovar el component que s’adapta a les 
nostres necessitats és l’MCP2150, que com s’observa és per comunicar amb equips 
terminals de dades. 
 
Figura 4.11 Encapsulats MCP2150 i MCP2155 
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Mirant en detall el datasheet de l’MCP2150 es comprova que aquest només pot actuar 
com a secundari i, per tant,  només es podrà comunicar amb equips que actuïn com a 
primaris.  
Els equips que actuen com a primaris són els que identifiquen si hi ha algun equip que 
intenta comunicar-se amb ell, i quan el troba s’estableix un enllaç entre aquests i es 
poden començar a enviar dades, com és el cas del PC. La transferència de les dades 
només la pot iniciar un equip que actuï com a primari.  
Els equips que actuen com a secundari no poden iniciar la transferència de dades. 
Aquests s’estan identificant constantment enviant una determinada informació que 
permet a l’equip que actua com a primari d’identificar-lo. Un cop la connexió està 
establerta, el que actua com a secundari esperarà rebre dades del primari, i només podrà 
respondre a les dades que li enviï aquest. 
 
Els telèfons mòbils poden actuar tant com a primaris o com a secundaris, però en el 
nostre cas treballa com a secundari. El que es fa en el nostre projecte és enviar uns 
comandos des del PIC al telèfon mòbil i esperem rebre la resposta d’aquest. Per tant, 
veiem que aquest és un cas molt clar on el PIC i l’MCP han d’actuar com a primari i el 
telèfon mòbil com a secundari. Com a conclusió, l’MCP2150 no ens servirà per establir 
aquesta comunicació inhalàmbrica. 
 
Pel que fa al fabricant Texas Instruments disposa de l’MSP430, que també ens 
implementa el protocol IrComm. El problema d’aquest és el mateix que el de 
l’MCP2150, ja que només pot actuar com a secundari. 
 
L’últim component per estudiar és l’ACT-IR8200P/M del fabricant ACTiSYS. Aquest 
component s’encarrega d’implementar el protocol IrComm a partir del protocol sèrie 
UART, i a més pot actuar tant com a primari o com a secundari. 
En la Figura 4.12 s’observen els diferents protocols que pot implementar actuant com a 
primari o com a secundari, les velocitats a les que pot treballar i el format de les dades. 
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Figura 4.12 Protocols que implementa ACT-IR8200P/M 
 
En la Figura X es poden identificar les potes més importants que s’utilitzen per la 
connexió entre el microcontrolador, l’ACT-IR8200P/M i el diode led d’infrarojos.  
 
Símbol Núm. Pin I/O Descripció 
P1.3 15 I Ir_RX. Entrada senyal infrarojos transmissor infrarojos 
P1.7 19 O Ir_TX. Senyal de sortida al transmissor d’infrarojos 
P3.2 30 I STOP_TX. Entrada de control de flux del PIC 
P3.3 31 O STOP_RX. Sortida de control de flux cap al PIC 
P3.4 32 O TX. Transmissió de dades cap al PIC 
P3.5 33 I RX. Recepció de dades del PIC 
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L’encapsulat de l’ACT-IR8200P/M és el que es tenim en la Figura 4.13. 
 
 
Figura 4.13 Encapsulat ACT-IR8200P/M 
 
 
Un cop tenim el component que ens implementa el protocol IrComm i que actua com a 
primari, només falta escollir el mòdul transmissor d’infrarojos. Aquest transmissor 
d’infrarojos transformarà les dades que li arribin des de l’ACT-IR8200P/M a una senyal 
òptica d’infrarojos. En el mercat existeixen molt mòduls emissors d’infrarojos, com 
podem ser l’ IRMS 6118 i l’IRMT6118 de Infineon Technologies, l’HSDL-1001 de 
Hewlett Packard, el TFDU4100 i el TFDS4500 de Vishay... 
Tots aquests mòduls d’infrarojos tenen la mateixa funcionalitat i les seves prestacions 
són similars. Al final ens hem decantat pel mòdul TFDS4500 de Vishay, ja que la gran 
majoria dels altres només es fabriquen en format SMD i això dificulta molt la soldadura 
d’aquest en una placa de circuit imprès, pel fet que es tracta de components molt petits 
que es solen soldar amb màquines especialitzades.  
 
Pel que fa a les especificacions més importants del TFDS4500 són: 
• Utilització IrDA 1.2 amb velocitats superiors a 115200bps. 
• Tensió d’alimentació de 2,7 a 5,5V. 
• Consum de baixa potència (1,3mA d’abast de corrent). 
• Transferència a gran distància (més de 3m a una velocitat de 115200bps). 
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En la següent taula es descriuen els diferents pins del TFDS4500. 
 
Núm. Pin Funció Descripció I/O Actiu 
1 IRED càtode IRED càtode, connectat internament amb el 
transistor conductor 
I ALT 
2 Rxd Recepció de dades. No necessita pull-up o pull-
down extern (té 20KΩ de resistència interna). 
Pin està actiu durant la transmissió. 
O BAIX
3 Vcc1/SD Alimentació/   
4 GND Massa    
5 SC Control de sensibilitat  I ALT 
6 NC No s’ha de connectar   
7 Txd Transmissió de dades I ALT 




Un cop vistes les descripcions de tots els pins del component, en la Figura 4.14 podem 








Un cop vist els components que necessitem per establir una comunicació d’infrarojos 
entre el PIC i el mòbil, en la Figura 4.15 veurem com s’estableixen les connexions 
d’aquests. La línia vermella correspon a la transmissió de dades des del PIC cap al 
mòbil, i la línia verda correspon a la recepció de dades per part del PIC que li arriben 
del mòbil. 
 








4.3.3 Proves amb els diferents components 
Un cop estudiats d’una forma teòrica els diferents components que ens implementen el 
protocol IrComm, i vist que l’únic que s’adapta a les nostres necessitats és l’ACT-
IR8200P/M, es va fer una cerca d’aquest en els principals distribuïdors de productes 
electrònics espanyols. No es va trobar aquest component en cap dels catàlegs i en les 
webs on disposen d’un catàleg on-line actualitzat, per això es va decidir enviar correus 
electrònics i realitzar algunes trucades als distribuïdors més importants del país. La 
resposta en tots els casos va ser negativa, però alguns donaven la possibilitat de deixar-
los un marge de temps per fer la cerca i poder-nos trobar el component. L’opció que 
quedava era demanar el component directament al fabricant, però amb l’inconvenient 
que aquest es trobava a Fremont (USA, Califòrnia). 
 
Un cop vista la dificultat per trobar aquest component, afegit a que no quedava excessiu 
temps per la conclusió del projecte i que la comunicació per infrarojos no era un 
objectiu primordial pel funcionament de l’aplicació, es va decidir no utilitzar-lo i 
explicar únicament el seu funcionament d’una forma teòrica. 
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Tot i que els altres components, com són els MCP de Microchip i l’MSP430 de Texas 
Instruments, no serveixen per la nostra aplicació, es decidí fer unes proves amb aquests 
encara que no servissin d’una forma directe per la realització del nostre projecte. Les 
diferents proves es van realitzar amb l’MCP2150 de Microchip i el transmissor d’IrDA 
TFDS4500. Aquests dos productes es van trobar en dos distribuïdors com són Farnell i 
Todoelectronica.  
 
Com hem descrit anteriorment el que no podem aconseguir és una comunicació entre el 
PIC i el mòbil, actuant el PIC com a primari. Per aquest motiu, el que s’ha fet és establir 
una comunicació entre dos ordinadors, ja que aquests poden actuar tant com a primari o 
com a secundari. Tindrem un ordinador amb una comunicació RS232 que seria el que 
substitueix el PIC i un altre ordinador amb una comunicació pel port d’infrarojos que 
ens substituirà el mòbil. En la Figura 4.16 es mostra un esquema amb els components 
per realitzar aquesta prova i les línies tant de transmissió de dades (TX) com recepció de 
dades (RX) dibuixades.  
 
 
Figura 4.16 Connexió per infrarojos 
 
 
Com hem esmentat, el PC que actua com a primari és el que té el port d’infrarojos, i el 
que té una comunicació RS232 actua com a secundari. El que actua com a secundari el 
farem servir per comprovar que les dades que s’envien des de l’altre PC es reben 
correctament.  
D’una manera pràctica s’ha pogut comprovar que el que enviem des del PC amb port 
d’infrarojos es rep correctament pel port sèrie de l’altre PC. Ha fet falta utilitzar el 
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MAX233 per adaptar els nivells de tensió de les dades de la sortida de l’MCP a 
l’estàndard RS232 del port sèrie del PC. 
 
Per comprovar-ho també podem establir un enllaç d’infrarojos amb el telèfon mòbil. 
Hem fet una prova amb aquest però no s’ha pogut verificar si les dades es transmeten 
correctament. En aquest cas només es té connectat l’MCP2150 i el TFDS4500. Per 
comprovar que s’estableix un enllaç entre l’MCP2150 i el mòbil, el que es fa és que el 
mòbil actuï com a primari. Per fer això s’envia una imatge guardada en la memòria del 
mòbil pel port d’infrarojos, i efectivament, el mòbil ens informa que les dades s’estan 
enviant correctament.  
 
Amb aquestes proves queda demostrat que la comunicació d’infrarojos s’hagués pogut 
realitzar correctament si en el nostre projecte el mòbil hagués treballat com a primari, o 
s’hagués disposat d’un component que implementés el protocol IrComm i actués com a 
primari, com pot ser l’ACT-IR8200P/M. 
 
4.3.4 Connexió utilitzant un conversor de RS232 a IrDA 
Una altra opció que s’ha provat per tenir una comunicació inhalàmbrica entre el PIC i el 
mòbil és la d’utilitzar un conversor de protocol RS232 a protocol IrDA. Aquests cables 
són pensats per utilitzar en els ordinadors, ja que en un extrem tenen un connector de 
port sèrie DB9 i en l’altre extrem hi ha el transmissor d’infrarojos. 
 
El primer que s’ha fet és establir una connexió entre el PC i el mòbil. Per poder-lo 
connectar al PC, prèviament s’han hagut d’instal·lar uns drivers  que anaven junt amb el 
cable. Un cop instal·lats els drivers i el cable connectat, hem comprovat que s’estableix 
una connexió entre el PC i el mòbil. S’han fet diferent proves utilitzant l’HyperTerminal 
(trucades, enviament de SMS...) i s’ha pogut comprovar que tot funciona correctament. 
Mentre el cable està en funcionament, s’encén un led en el transmissor d’infrarojos 
indicant que aquest es troba operatiu. 
 
Un cop vist que el cable funciona correctament, cal saber si també pot funcionar sense 
la instal·lació dels drivers, ja que si es vol utilitzar per connectar-lo amb el PIC no es 
podran instal·lar aquests. Per poder comprovar-ho el que s’ha fet és connectar el cable 
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en un port sèrie del PC, per exemple el COM1, i amb l’HyperTerminal s’ha establert un 
connexió utilitzant aquest COM1. Amb els drivers instal·lats, només d’establir la 
comunicació ja s’encén un led en el transmissor d’infrarojos indicant que aquest es 
troba operatiu, i en aquest cas no s’encén cap led. Tot i això hem posat el mòbil davant 
el transmissor d’infrarojos i hem enviat alguns comandos AT, però no s’ha obtingut cap 
resposta per part del mòbil, i tampoc no s’encén cap led al transmissor d’infrarojos ja 
que el PC no li dóna l’alimentació necessària pel seu funcionament. Al no tenir 
alimentació, la part que adapta la senyal de protocol RS232 a protocol IrDA i l’envia 
utilitzant un led d’infrarojos no es troba en funcionament, i per tant és impossible 
establir la comunicació. 
 
L’última prova que s’ha fet per assegurar-nos que necessitem els drivers ha sigut 
intentar connectar-lo amb el MAX233 que tenim a la sortida del PIC. Per fer això s’ha 
donat una alimentació externa de 5V al cable conversor que necessita pel seu 
funcionament, i s’ha encès el led indicant que el dispositiu es troba alimentat 
correctament (mateix led que s’encén quan establim una connexió amb 
l’HyperTerminal).  Un cop alimentat el circuit correctament, s’ha col·locat el mòbil en 
l’extrem on hi ha el transmissor d’infrarojos i s’han enviat alguns comandos AT. Tal 
com s’ha comprovat abans, no es pot establir la connexió, ja que tot i que s’envien 
correctament els comandos en el connector de port sèrie DB9, aquest no els transforma 
a senyals d’infrarojos i per tant la comunicació no és viable. 
 
Amb aquestes proves s’ha pogut certificar que aquest adaptador de RS232 a IrDA no 
ens serveix pel nostre cas, ja que necessita de l’ajuda dels drivers que porta incorporats 
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5 DESCRIPCIÓ DEL SOFTWARE 
Un cop vista tota la part de hardware, passarem a estudiar la part de programació del 
microcontrolador. Primer de tot s’explicaran els principals recursos que s’han utilitzat 
per l’elaboració del programa. Seguidament es veurà l’estructura i la funcionalitat de 
l’aplicació programada.  
 
Per l’elaboració del programa del PIC s’ha utilitzat el programa MPLAB (Microchip 
Pic Laboratory) del fabricant Microchip. El llenguatge utilitzat és l’ensamblador. S’ha 
optat per aquest llenguatge ja que al ser un llenguatge de molt baix nivell és estàndard 
per a molts programes diferents i això fa que tenint unes bones nocions d’aquest es 
puguin programar molt tipus d’aplicacions diferents. 
 
5.1 Descripció de les instruccions d’ ensamblador utilitzades 
Abans de començar a explicar com s’ha configurat el microcontrolador i el programa 
que s’ha realitzat, es veurà la funció que tenen les instruccions que s’han utilitzat per la 
realització d’aquest.  
 
5.1.1 Instruccions utilitzant Bytes orientades a registres 
Aquest tipus d’instruccions treballen amb registres i variables que tenen una llargada 
d’1 Byte o 8 bits. Anem a descriure en detall les instruccions que s’han utilitzat d’aquest 
grup. 
 
5.1.1.1 Instrucció CLRF (Clear f) 
Sintaxi: [etiqueta] CLRF  f 
Operands: 0≤ f ≤ 127 
Operació: 00h→ (f) 
         1→ Z 
Bits de l’STATUS que afecta: Z 
Descripció: el contingut del registre ‘f’ es posa a 0 i el bit Z de l’STATUS es posa a 1. 
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5.1.1.2 Instrucció CLRW (Clear W) 
Sintaxi: [etiqueta] CLRW 
Operands: no intervé cap operant 
Operació: 00h→ (W) 
         1→ Z 
Bits de l’STATUS que afecta: Z 
Descripció: el contingut del registre W (acumulador) es posa a 0 i el bit Z de l’STATUS 
es posa a 1. 
 
5.1.1.3 Instrucció DECF (Decrement f) 
Sintaxi: [etiqueta] DECF  f,d 
Operands: 0≤ f ≤ 127 
       d ε [0,1] 
Operació:  (f)-1→ (destí) 
Bits de l’STATUS que afecta: Z 
Descripció: decrementa el registre ‘f’. Si ‘d’ és 0 el resultat es guarda al registre W. Si 
‘d’ és 1 el resultat es guarda al registre ‘f’. 
 
5.1.1.4 Instrucció INCF (Increment f) 
Sintaxi: [etiqueta] INCF  f,d 
Operands: 0≤ f ≤ 127 
       d ε [0,1] 
Operació: (f)+1→ (destí) 
Bits de l’STATUS que afecta: Z 
Descripció: el contingut del registre ‘f’ s’incrementa. Si ‘d’ és 0 el resultat es guarda en 
el registre W. Si ‘d’ és 1 el resultat es guarda en el registre ‘f’. 
 
5.1.1.5 Instrucció MOVF (Move f) 
Sintaxi: [etiqueta] MOVF  f,d 
Operands: 0≤ f ≤ 127 
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       d ε [0,1] 
Operació: (f)→ (destí) 
Bits de l’STATUS que afecta: Z 
Descripció: el contingut del registre ‘f’ es mou al destí depenent del valor de ‘d’. Si ‘d’ 
és 0 el destí és el registre W. Si ‘d’ és 1 el destí és el registre ‘f’. Si ‘d’ val 1 es mira el 
valor del registre ‘f’ i el bit Z de l’STATUS es pot veure afectat. 
 
5.1.1.6 Instrucció MOVWF (Move W to f) 
Sintaxi: [etiqueta] MOVWF  f 
Operands: 0≤ f ≤ 127 
Operació: (W)→ (f) 
Bits de l’STATUS que afecta: cap 
Descripció: mou les dades que hi ha al registre W al registre ‘f’ 
 
5.1.1.7 Instrucció SUBWF (Substract W from f) 
Sintaxi: [etiqueta] SUBWF  f,d 
Operands: 0≤ f ≤ 127 
       d ε [0,1] 
Operació: (f)-(W)→ (destí) 
Bits de l’STATUS que afecta: C, DC, Z 
Descripció: resta, en complement a 2, el que hi ha en el registre ‘W’ de ‘f’. Si ‘d’ és 0 el 
resultat es guarda al registre ‘W’. Si ‘d’ és 1 el resultat es guarda al registre ‘f’. 
 
5.1.1.8 Instrucció SWAPF (Swap Nibbles in f) 
Sintaxi: [etiqueta] SWAPF  f,d 
Operands: 0≤ f ≤ 127 
       d ε [0,1] 
Operació: (f<3:0>)→ (destí <7:4>) 
      (f<7:4>)→ (destí <3:0>) 
Bits de l’STATUS que afecta: cap 
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Descripció: els bits de major i menor ordre del registre ‘f’ són canviats. Si ‘d’ val 0 el 
resultat es guarda al registre ‘W’. Si ‘d’ val 1 el resultat es guarda en el registre ‘f’. 
 
5.1.2 Instruccions amb bits orientades a registres 
Aquest tipus d’operacions treballen amb 1 bit. Només es treballarà amb un sol bit de 
tots els que formen el registre. 
 
5.1.2.1 Instrucció BCF (Bit Clear f) 
Sintaxi: [etiqueta] BCF  f,b 
Operands: 0≤ f ≤ 127 
       0≤ b≤ 7 
Operació: 0→ (f<b>) 
Bits de l’STATUS que afecta: cap 
Descripció: el bit ‘b’ del registre ‘f’ es posa a 0 
  
5.1.2.2 Instrucció BSF (Bit Set f) 
Sintaxi: [etiqueta] BSF  f,b 
Operands: 0≤ f ≤ 127 
       0≤ b≤ 7 
Operació: 1→ (f<b>) 
Bits de l’STATUS que afecta: cap 
Descripció: el bit ‘b’ del registre ‘f’ es posa a 1 
 
5.1.2.3 Instrucció BTFSC (Bit Test f, Skip is Clear) 
Sintaxi: [etiqueta] BTFSC  f,b 
Operands: 0≤ f ≤ 127 
       0≤ b≤ 7 
Operació: salta una instrucció si (f<b>)=0 
Bits de l’STATUS que afecta: cap 
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Descripció: si el bit ‘b’ del registre ‘f’ és 1 s’executa la següent instrucció. Si el bit ‘b’ 
del registre ‘f’ és 0 no s’executa la següent instrucció i s’executa un NOP fent que la 
instrucció duri 2 cicles d’instrucció. 
 
5.1.2.4 Instrucció BTFSS (Bit Test f, Skip is Set) 
 Sintaxi: [etiqueta] BTFSS  f,b 
Operands: 0≤ f ≤ 127 
       0≤ b≤ 7 
Operació: salta una instrucció si (f<b>)=1 
Bits de l’STATUS que afecta: cap 
Descripció: si el bit ‘b’ del registre ‘f’ és 0 s’executa la següent instrucció. Si el bit ‘b’ 
del registre ‘f’ és 1 no s’executa la següent instrucció i s’executa un NOP fent que la 
instrucció duri 2 cicles d’instrucció. 
 
5.1.3 Instruccions amb literals i instruccions de control 
En aquest apartat veurem diferents instruccions que realitzen operacions amb literals i 
unes altres instruccions de control. 
 
5.1.3.1 Instrucció CALL (Call Subroutine) 
Sintaxi: [etiqueta] CALL  k 
Operands: 0≤ k≤ 2047 
Operació: (PC)+1→ TOS, k→ PC<10:0>, (PCLATH<4:3>)→ PC<12:11> 
Bits de l’STATUS que afecta: cap 
Descripció: crida a una subrutina. Primer, retorna l’adreça (PC+1) i la posa a la pila. Els 
següents 11 bits es carreguen als bits del PC<10:0>. Els bits de major pes del PC<12:11> són 
carregats des del PCLATH<4:3>. 
La instrucció CALL dura 2 cicles d’instrucció.  
 
5.1.3.2 Instrucció GOTO (Unconditional Branch) 
Sintaxi: [etiqueta] GOTO  k 
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Operands: 0≤ k≤ 2047 
Operació: k→ PC<10:0>, (PCLATH<4:3>)→ PC<12:11> 
Bits de l’STATUS que afecta: cap 
Descripció: la instrucció goto és un salt incondicional. Els valor dels onze bits són 
carregats al PC<10:0>. Els bits de major importància  del PC<12:11> són carregats des 
del PCLATH<4:3>. Aquesta instrucció s’executa en dos cicles de rellotge. 
 
5.1.3.3 Instrucció IORLW (Inclusive OR Literal With W) 
Sintaxi: [etiqueta] IORLW  k 
Operands: 0≤ k≤ 255 
Operació: (W) OR k→ (W) 
Bits de l’STATUS que afecta: Z 
Descripció: es fa una operació OR entre el valor que conté el registre ‘W’ i el literal ‘k’. 
El resultat es guarda en el registre ‘W’. 
 
5.1.3.4 Instrucció MOVLW (Move Literal to W) 
Sintaxi: [etiqueta] MOVLW  k 
Operands: 0≤ k≤ 255 
Operació: k→ (W) 
Bits de l’STATUS que afecta: cap 
Descripció: els 8 bits del literal ‘k’ són carregats al registre ‘W’.  
 
5.1.3.5 Instrucció RETFIE (Return from Interrupt) 
Sintaxi: [etiqueta] RETFIE 
Operands: no intervenen operands 
Operació: TOS→ PC, 1→ GIE 
Bits de l’STATUS que afecta: cap 
 
5.1.3.6 Instrucció RETLW (Return with Literal in W) 
Sintaxi: [etiqueta] RETLW  k 
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Operands: 0≤ k≤ 255 
Operació: k→ (W), TOS→ PC 
Bits de l’STATUS que afecta: cap 
Descripció: carreguem el registre ‘W’ amb els 8 bits del literal ‘k’. El comptador de 
programa (PC) es carrega de la posició més alta de la pila. Aquesta operació dura dos 
cicles d’instrucció. 
 
5.1.3.7 Instrucció RETURN (Return from Subroutine) 
Sintaxi: [etiqueta] RETURN 
Operands: no intervenen operands 
Operació: TOS→ PC 
Bits de l’STATUS que afecta: cap 
Descripció: retorn d’una subrutina. Es retorna la pila i el punter de pila (TOS) es carrega 
al PC. Aquesta operació dura dos cicles d’instrucció. 
 
5.1.3.8 Instrucció SUBLW (Substract W from Literal ) 
Sintaxi: [etiqueta] SUBLW  k 
Operands: 0≤ k≤ 255 
Operació: k-(W) → (W) 
Bits de l’STATUS que afecta: C, DC, Z 
Descripció: es resta, en complement a 2, el valor que tenim al registre ‘W’ del literal k. 
El resultat es guarda en el registre ‘W’. 
 
5.2 Descripció i configuració dels PORTS 
El PIC16F876 disposa de 3 ports: PORTA, PORTB i PORTC. Podem veure en detall la 
configuració que tenim en els diferents ports i el que tenim en cada pin. Per configurar 
si volem el pin com  a entrada o com a sortida, haurem d’utilitzar els registres TRISA, 
TRISB i TRISC. Si posem un ‘1’ en un bit d’aquests registres es configurarà la pota 
corresponent al bit que hem posat a ‘1’ com a entrada. En canvi, si posem un ‘0’, la pota 
corresponent al bit que hem posat a ‘0’ es configurarà com a sortida. 
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5.2.1 Descripció i configuració del PORTA 
El PORTA disposa de 6 pins que tenim detallats en la següent taula: 
 
Nom Núm. Bit Buffer Funció 
RA0/AN0 Bit0 TTL Pin entrada/sortida o entrada analògica 
RA1/AN1 Bit1 TTL Pin entrada/sortida o entrada analògica 
RA2/AN2 Bit2 TTL Pin entrada/sortida o entrada analògica 
RA3/AN3/Vref Bit3 TTL Pin entrada/sortida, entrada analògica o tensió de 
referència 
RA4/T0CKI Bit4 ST Pin entrada/sortida o entrada de rellotge pel Timer0  
RA5/SS/AN4 Bit5 TTL Pin entrada/sortida, entrada de selecció d’esclau 
per port sèrie sincron o entrada analògica 
 
En el nostre programa s’han configurat els pins de la següent manera: 
• RA0: Sortida. Posem un led vermell que ens indica que el mòbil està mal connectat. 
• RA1: Sortida. Posem un led de color verd que ens indica que el mòbil ha estat 
configurat correctament. 
• RA2, RA3, RA4 i RA5: Sortides. No s’utilitzen. 
 
5.2.2 Descripció i configuració del PORTB 
El PORTB disposa de 8 pins que tenim detallats en la següent taula: 
 
Nom Núm. Bit Buffer Funció 
RB0/INT Bit0 TTL/ST Pin  entrada/sortida o entrada d’interrupció externa 
RB1 Bit1 TTL Pin entrada/sortida 
RB2 Bit2 TTL Pin entrada/sortida 
RB3 Bit3 TTL Pin entrada/sortida 
RB4 Bit4 TTL Pin entrada/sortida 
RB5 Bit5 TTL Pin entrada/sortida 
RB6 Bit6 TTL Pin entrada/sortida 
RB7 Bit7 TTL Pin entrada/sortida 
 
En el nostre programa s’han configurat els pins de la següent manera: 
• RB0/INT: Entrada. S’utilitza per una entrada que quan es posi a ‘0’ es produirà una 
interrupció que farà que s’enviï un SMS. 
• RB1: Entrada. És un enable del programa. Si es troba a ‘1’ la interrupció de 
RB0/INT s’executarà, però si es troba a ‘0’ no s’executarà la interrupció. 
• RB2: Entrada. No s’utilitza. 
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• RB3, RB4, RB5 i RB6: Sortides. No s’utilitzen. 
• RB7: Entrada. Preparada per una senyal d’entrada de 12V que fa canviar l’estat de 
la pota i pot produir interrupció si es programa correctament. 
 
5.2.3 Descripció i configuració del PORTC 
El PORTC disposa de 8 pins que tenim detallats en la següent taula: 
 
Nom Núm. Bit Buffer Funció 
RC0/T1OSO/T1CKI Bit0 ST Pin entrada/sortida, sortida oscil·lador Timer1 
o entrada de rellotge de Timer1 
RC1/T1OSI/CCP2 Bit1 ST Pin entrada/sortida, entrada oscil·lador 
Timer1 o sortida de PWM2/comparador2 
RC2/CCP1 Bit2 ST Pin entrada/sortida o sortida 
PWM1/comparador1 
RC3/SCK/SCL Bit3 ST Rellotge sèrie sincron per SPI i I2C 
RC4/SDI/SDA Bit4 ST Entrada dades SPI (mode SPI) o dada 
d’entrada/sortida (mode I2C) 
RC5/SD0 Bit5 ST Pin d’entrada/sortida o sortida de dades del 
port sèrie sincron 
RC6/TX/CK Bit6 ST Pin d’entrada/sortida, transmissió asíncrona 
USART o rellotge sincron 
RC7RX/DT Bit7 ST Pin entrada/sortida, recepció transmissió 
asíncrona USART o dada sincrona 
 
En el nostre programa s’han configurat els pins de la següent manera: 
• RC0 a RC5: Sortides. No s’utilitzen. 
• RC6: Sortida. Aquesta sortida serà configurada com a TX. S’utilitza per la 
transmissió de dades asíncrones USART. 
• RC7: Entrada. Aquesta entrada serà configurada com a RX. S’utilitza per la recepció 
de dades asíncrones USART. 
 
5.2.4 Codi de programa per configurar els ports 
movlw 0x00    
movwf TRISA ;configurem PORTA tot sortides 
movlw b'10000111' ; configurem PORTB com RB6 a RB3 sortides, RB7 entrada 
movwf TRISB  ; i RB0 a RB2 entrades 
movlw b'10000000' ;configurem PORTC com RC7(RX) entrada i RC6(TX) a RC0    
movwf TRISC  ;sortides 
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5.3 Descripció dels registres de caràcter general utilitzats 
En primer lloc es farà una descripció dels principals registres de caràcter general que 
s’han utilitzat per l’elaboració del programa. Per fer el programa s’han utilitzat els 
següents registres de caràcter general: STATUS, OPTION_REG, INTCON, PIE1 i 
PIR1. 
 
Abans d’entrar a veure en detall aquests registres, s’observarà la disposició que tenen 
tots els registres en la memòria del PIC. Aquests registres es troben en la memòria de 
dades del PIC. En la Figura 5.1 veiem que tenim els registres agrupats en 4 bancs 
diferents: Bank0, Bank1, Bank2 i Bank3. Abans d’utilitzar qualsevol d’aquests registres 
ens haurem de situar en el banc corresponent, sinó el programa ens donaria errors. En la 
descripció del registre STATUS es veu com es fa per seleccionar el banc al qual volem 
accedir. 
 
Figura 5.1 Registres PIC16F876 
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5.3.1 Descripció del registre STATUS 
El registre STATUS és el que guarda l’estat de les operacions aritmètiques que realitza 
l’ALU i els bits per seleccionar el banc de la memòria de dades. Aquest registre 
STATUS es troba en el quatre bancs de la memòria de dades, per tant es pot utilitzar des 
de qualsevol banc. 
 
El registre STATUS es composa dels següents bits i tenen la següent definició: 
 
Bit 7     IRP: Bit per seleccionar el banc dels registres (direccionament indirecte) 
     1= Bank2, 3 (100h-1FFh) 
        0= Bank0, 1 (00h-FFh) 
Bit 6-5     RP1:RP0: Bits per seleccionar el banc de registres (direccionament directe) 
     11= Bank3 (180h-1FFh) 
     10= Bank2 (100h-17Fh) 
     01= Bank1 (80h-FFh) 
     00= Bank0 (00h-7Fh) 
Bit 4     TO: Bit de desbordament de temps 
     1= Després d’un power-up, instrucció CLRWDT o instrucció SLEEP 
     0= Quan es produeix un desbordament de WDT 
Bit 3     PD: Bit de Power-down 
     1= Després d’un power-up o d’una instrucció de CLRWDT 
     0= Quan s’executa la instrucció SLEEP 
Bit 2     Z: Bit de zero 
     1= El resultat d’una operació lògica és zero 
     0= El resultat d’una operació lògica no és zero 
Bit 1     DC: Bit de desbordament 
     1= S’ha produït un desbordament el quart bit menys important 
     0= No s’ha produït cap desbordament en el quart bit menys important 
Bit 0     C: Bit de desbordament 
     1= S’ha produït un desbordament en el bit més significatiu 
     0= No s’ha produït cap desbordament en el bit més significatiu 
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5.3.2 Descripció del registre OPTION_REG 
El registre OPTION_REG es pot tant llegir com escriure i conté diferents bits per poder 
configurar el prescaler del TMR0, els postcaler del WDT, la interrupció externa INT i 
els pull-up del PORTB. A continuació es poden veure els bits dels quals es composa el 
registre OPTION_REG i la seva descripció: 
 
Bit 7 RBPU: Bit que ens permet activar el pull-up del PORTB 
 1= Pull-up del PORTB desactivats 
0= Pull-up del PORTB activats 
Bit 6 INTEDG: Bit de selecció del flanc de la interrupció 
 1= La interrupció de RB0/INT es produeix per flanc ascendent 
 0= La interrupció de RB0/INT es produeix per flanc descendent 
Bit 5 T0CS: Pin de selecció de la font de rellotge del TMR0 
 1= Transició en el pin RA4/T0CKI 
 0= Cicle d’instrucció de rellotge intern (CLKOUT=Fosc/4) 
Bit4 T0SE: Pin de selecció de la font del flanc del TMR0 
 1= Increment per la transició de nivell alt a baix en el pin RA4/T0CKI 
 0= Increment per la transició de nivell baix a alt en el pin RA4/T0CKI 
Bit3 PSA: Bit d’assignació de prescaler  
 1= Prescaler és assignat al WDT 
 0= Prescaler és assignat al TMR0 
Bit2-0 PS2:PS0: Bits de selecció del prescaler 
  
Bits Valor TMR0 Valor WDT
000 1:2 1:1 
001 1:4 1:2 
010 1:8 1:4 
011 1:16 1:8 
100 1:32 1:16 
101 1:64 1:32 
110 1:128 1:64 
111 1:256 1:128 
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5.3.3 Descripció del registre INTCON 
El registre INTCON es pot tant escriure com llegir. Conté diferents bits de banderes de 
successos, activació del TMR0, canvi d’estat en el PORTB i interrupció externa de 
RB0. Tot seguit tenim els bits que composen el registre INTCON i la seva descripció: 
 
Bit 7 GIE: Bit d’activació d’interrupcions globals 
 1= Habilitem  totes les interrupcions globals 
 0= Deshabilitem totes les interrupcions 
Bit 6 PEIE: Bit d’activació d’interrupcions de perifèrics 
 1= Habilitem totes les interrupcions de perifèrics 
 0= Deshabilitem totes les interrupcions de perifèrics 
Bit 5 T0IE: Bit d’interrupció de desbordament del TMR0 
 1= Habilitem interrupció per desbordament del TMR0 
 0= Deshabilitem interrupció per desbordament del TMR0 
Bit 4 INTE: Bit d’interrupció de RB0/INT 
 1= Habilitem interrupció de RB0/INT 
 0= Deshabilitem interrupció de RB0/INT 
Bit 3 RBIE: Bit d’interrupció de canvi d’estat del PORTB 
 1= Habilitem interrupció per canvi d’estat en el PORTB 
 0= Deshabilitem interrupció per canvi d’estat en el PORTB 
Bit 2 T0IF: Bit que ens informa si el TMR0 ha desbordat 
 1= TMR0 ha desbordat (s’ha d'esborrar per software) 
 0= TMR0 no ha desbordat 
Bit 1 INTF: Bit que ens informa si s’ha produït interrupció de RB0/INT 
 1= S’ha produït interrupció de RB0/INT (s’ha d'esborrar per software) 
 0= No s’ha produït interrupció de RB0/INT 
Bit 0 RBIF: Bit que informa si s’ha produït interrupció per canvi d’estat al PORTB 
 1= Un pin de RB7:RB4 ha canviat d’estat (s’ha d'esborrar per software) 
 0= Cap pin de RB7:RB4 ha canviat d’estat 
 
  DESCRIPCIÓ DEL SOFTWARE 
 72
5.3.4 Descripció del registre PIE1 
Aquest registre conté els bits que permeten activar les interrupcions dels perifèrics. 
Veiem dels bits que es composa i la seva descripció: 
 
Bit 7 PSPIE: Aquest bit és per interrupció del port paral·lel, però com que en el nostre 
PIC no disposem de port paral·lel aquest bit no s’utilitzarà 
Bit 6 ADIE: Bit d’interrupció del conversor A/D 
 1= Habilitem interrupció del conversor A/D 
 0= Deshabilitem interrupció del conversor A/D 
Bit 5 RCIE: Bit d’interrupció de recepció de dades en el mòdul USART 
 1= Habilitem interrupció per recepció de dades en el mòdul USART 
 0= Deshabilitem interrupció per recepció de dades en el mòdul USART 
Bit 4 TXIE: Bit d’interrupció de transmissió de dades en el mòdul USART 
 1= Habilitem interrupció per transmissió de dades en el mòdul USART 
 0= Deshabilitem interrupció per transmissió de dades en el mòdul USART 
Bit 3 SSPIE: Bit d’interrupció del port sèrie sincron (SSP) 
 1= Habilitem interrupció de l’SSP 
 0= Deshabilitem interrupció de l’SSP 
Bit 2 CCP1IE: Bit d’interrupció de CCP1 
 1= Habilitem interrupció de CCP1 
 0= Deshabilitem interrupció de CCP1 
Bit 1 TMR2IE: Bit d’interrupció del TMR2 amb el PR2 (prescaler 2) 
 1=Habilitem interrupció del TMR2 amb el PR2 
 0= Deshabilitem interrupció del TMR2 amb el PR2 
Bit 0 TMR1IE: Bit d’interrupció per desbordament del TMR1 
 1= Habilitem interrupció per desbordament del TMR1 
 0= Deshabilitem interrupció per desbordament del TMR1 
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5.3.5 Descripció del registre PIR1 
El registre PIR1 conté els bits que ens informen (bandera) de si s’ha produït alguna 
interrupció de perifèrics. A continuació tenim els bits que composen aquest registre i la 
seva descripció: 
 
Bit 7 PSPIF: Bandera d’interrupció del port paral·lel.  En el nostre PIC com que no 
 tenim aquest port paral·lel, aquest bit no l’utilitzarem. 
Bit 6 ADIF: Bandera d’interrupció del conversor A/D 
 1= S’ha acabat una conversió del conversor A/D 
 0= La conversió del conversor A/D no s’ha acabat 
Bit 5 RCIF: Bandera d’interrupció de recepció de dades en el mòdul USART 
 1= El buffer de recepció del mòdul USART està ple 
 0= el buffer de recepció del mòdul USRAT està buit 
Bit 4 TXIF: Bandera d’interrupció de transmissió de dades en el mòdul USART 
 1=  El buffer de transmissió del mòdul USART està ple 
 0=  El buffer de transmissió del mòdul USART està buit 
Bit 3 SSPIF: Bandera d’interrupció del port sèrie sincron (SSP) 
 1= S’ha produït una condició d’interrupció del SSP 
 0= No s’ha produït cap condició d’interrupció del SSP 
Bit 2  CCP1IF: Bandera d’interrupció del CCP1 
 Mode de captura: 
 1= S’ha produït una captura de registre del TMR1 
 0= No s’ha produït cap captura del registre TMR1 
 Mode de comparació: 
 1= S’ha produït una comparació de registre del TMR1 
 0= No s’ha produït una comparació de registre del TMR1 
 Mode PWM: 
 No s’utilitza en aquest mode 
Bit 1 TMR2IF: Bandera d’interrupció del TMR2 amb PR2  
 1= S’ha produït una interrupció de TMR2 amb PR2 
 0= No s’ha produït cap interrupció de TMR2 amb PR2 
Bit 0 TMR1IF: Bandera d’interrupció de desbordament del TMR1 
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 1= El TMR1 ha desbordat 
 0= El TMR1 no ha desbordat 
 
5.4 Utilització del mòdul Timer0 (TMR0)  
Donat que en el nostre programa s’utilitza el TMR0, creiem interessant analitzar 
detalladament la seva utilització, per així poder entendre millor el que es durà a terme 
en la nostra aplicació. 
 
5.4.1 Configuració del TMR0 
En el nostre programa es volen transmetre les dades ‘at’ pel mòdul USART cada 2 
segons. Per poder tenir aquesta interrupció cada 2 segons s’ha utilitzat el TMR0, ja que 
aquest és ideal per generar interrupcions ràpides. Depenent del prescaler que assignem 
també ens variarà el temps que tardarà a produir-se la interrupció. Observem en detall la 
configuració del TMR0 per poder tenir una interrupció cada 2 segons. 
 
Les principals característiques del TMR0 són: 
• És un comptador de 8 bits. Utilitza el registre TMR0 de 8 bits. 
• Tan es pot escriure com llegir. 
• Es pot programar el prescaler per software. 
• Pot utilitzar un rellotge intern o extern. 
• La interrupció es produeix quan es passa de FFh a 00h. 
• Es pot triar el flanc que compta si s’utilitza un rellotge extern. 
 
Posant el bit T0CS del registre OPTION_REG a ‘0’ o a ‘1’, es pot treballar amb un 
rellotge intern o amb un rellotge extern. En el nostre cas s’ha optat per treballar amb el 
rellotge intern, ja que aquest ja ens serveix pels valors que es volen comptar i així no 
caldrà fer ús d’un altre rellotge extern.  
Per poder produir una interrupció cada 2 segons el que es farà és configurar el TMR0 
perquè generi una interrupció cada 10ms i quan s’hagin generat 200 interrupcions de 
10ms ja hauran passat els 2 segons desitjats. Haurem de tenir un comptador inicialitzat a 
200, i decrementar-lo en cada interrupció de 10ms, i quan valgui 0 voldrà dir que ja 
hauran passat els 2 segons. 
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Calculem el valor amb el qual haurem de carregar el comptador del TMR0 per tenir una 
temporització cada 10ms. 
El prescaler que utilitzem és el de 1:256. 
 
Valor TMR0=   Temporització  =           10.10-3              = 180 
   4.Tosc.Prescaler     4.(1/18,432.106).256 
 
Valor a carregar al TMR0= 256-180= 76 
 
Per poder tenir la interrupció cada 10ms s’ha de carregar el registre TMR0 amb el valor 
76, tenint en compte que treballem amb un rellotge intern pel TMR0, amb un oscil·lador 
extern de 18,432MHz i un prescaler de 1:256. 
 
5.4.2 Codi de programa corresponent al TMR0 
Pel que fa al codi de programa corresponent al TMR0, es pot trobar en dos parts molt 
diferenciades. Una part correspon a la configuració dels registres OPTION_REG i 
INTCON per configurar com treballarà el TMR0. L’altre part correspon al codi que es 
té un cop s’ha produït la interrupció per desbordament d’aquest, al passar del valor FFh 
a 00h,, cada 10ms. Dins aquesta interrupció és on tindrem una variable que s’anirà 
decrementant cada vegada que hi entrem. Aquesta variable, en un primer moment, se li 
donarà el valor 200, i quan arribi al valor 0 hauran passat els 2 segons. Un cop valgui 0 
la tornarem a inicialitzar a 200 per poder tornar a comptar els 2 segons. 
 
5.4.2.1 Codi de programa corresponent a la configuració del TMR0 
En aquest apartat es veurà el fragment de programa en el qual es configurem els 
registres corresponents al TMR0. 
 
movlw     b'00000111' 
movwf     OPTION_REG ;triem prescaler de 256 i rellotge intern 
bcf     INTCON,T0IF ;esborrem bandera d’interrupció del TMR0 
bank0    ;ens situem al Bank0 
movlw     timer0  ;posem el valor de timer0=76 a l’acumulador 
movwf     TMR0  ;carreguem el registre TMR0 amb el valor de timer0=76 
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movlw     cont2s  ;posem a l’acumulador el valor de cont2s=200 
movwf     regist2s  ;posem el que tenim a l’acumulador al registre regist2s 
 
5.4.2.2 Codi de programa corresponent a la interrupció del TMR0 
En aquest apartat trobem el codi corresponent a quan es produeix una interrupció per un 
desbordament del TMR0. El primer que es fa en entrar en aquesta interrupció és 
esborrar la bandera d’interrupció, ja que si sortim de la interrupció i encara tenim 
aquesta bandera activada es tornarà a entrar en aquesta. Un cop esborrada la bandera 
d’interrupció decrementem el registre regist2s, i fins que no sigui zero sortirem de la 
interrupció. Un cop és zero, que hauran passat 2 segons, encenem el led de mòbil mal 
connectat, tornem a carregar el registre regist2s amb el valor 200, el registre TMR0 amb 
el valor de 76 i posem el valor 1 al registre flag2s que ens servirà per determinar quan 
han passat els 2 segons en sortir de la interrupció. 
 
int_TMR0 bcf INTCON,T0IF    ;esborrem bandera d'interrupció 
  decf regist2s,1     ;decrementem el registre regist2s  
  btfss STATUS,Z     ;es zero? 
  goto fi_TMR0     ;no, sortim de la interrupció 
 bsf PORTA,0     ;si, encenem led a RA0 indicant que el mòbil           
        ;no està ben connectat 
  movlw  cont2s       
  movwf  regist2s ;carreguem cont2s=200 al registre regist2s 
  movlw  timer0 
  movwf  TMR0 ;carreguem TMR0 amb timer0=76 per poder  
     ; tornar a produir una interrupció cada 10ms 
  movlw  0x01  ; carreguem el valor 1 a flag2s per saber que han 
  movwf  flag2s  ; passat 2 segons quan sortim de la interrupció 
  goto  fi_int  ;sortim de la interrupció  
    
fi_TMR0 movlw  timer0  ;carreguem TMR0 amb timer0=76 per poder tornar 
  movwf  TMR0 ; a produir una interrupció cada 10ms  
  goto  fi_int 
 
5.5 Utilització del mòdul Timer1 (TMR1) 
En aquest apartat s’estudiaran les propietats que té el Timer1, la seva configuració i com 
s’ha utilitzat en la nostra aplicació.  
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5.5.1 Descripció del registre T1CON 
El registre T1CON (Timer1 Control) és el que permet la configuració del TMR1. A 
continuació es poden observar els bits que composen aquest registre i la seva descripció. 
 
Bit 5-4 T1CKPS1:T1CKPS0: Bits per seleccionar el prescaler del rellotge d’entrada. 
 11= Prescaler de valor 1:8. 
 10= Prescaler de valor 1:4. 
 01= Prescaler de valor 1:2. 
 00= Prescaler e valor 1:1. 
Bit 3 T1OSCEN: Bit d’activació de l’oscil·lació del TMR1. 
 1= Oscil·lador activat. 
 0= Oscil·lador desactivat. 
Bit 2 T1SYNC: Bit de selecció de la sincronització del rellotge extern d’entrada 
 Quan TMR1CS=1: 
 1= Rellotge extern d’entrada no sincronitzat. 
 0= Sincronisme amb rellotge extern d’entrada 
 Quan TMR1CS=0 
 S’ignora aquest bit. TMR1 utilitza el rellotge intern quan TMR1CS=0 
Bit 1 TMR1CS= Bit de selecció del rellotge utilitzat 
 1= S’utilitza el rellotge extern del pin RC0/T1OSO/T1CKI (flanc de pujada) 
 0= Rellotge intern (Fosc/4) 
Bit 0 TMR1ON: Bit d’activació del TMR1 
 1= Activar TMR1 
 0= Desactivar TMR1 
 
5.5.2 Configuració del TMR1 
En la nostra aplicació s’ha utilitzat aquest comptador, ja que és necessari fer una 
temporització de 15 segons i una altra de 7 segons, i aquestes no es poden arribar a fer 
amb el TMR0, i per això s’ha d’utilitzar el TMR1.  
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Com en el cas del TMR0, també es disposa d’un comptador que cada cop que entrem en 
la interrupció d’aquest l’anirem decrementant fins a que arribi a valer zero. Aquest fet 
succeirà quan hagin passat els 15 segons o els 7 segons. 
 
Les principals característiques del TMR1 són: 
• És un comptador de 16bits. Utilitza els registres TMR1L i TMR1H de 8 bits 
cada un. 
• Pot utilitzar un rellotge extern o intern. 
• Es pot triar el flanc que compta si s’utilitza un rellotge extern. 
• Es produeix interrupció quan es passa de FFFFh a 0000h. 
  
Com s’ha esmentat en el registre T1CON es pot treballar amb un rellotge extern o amb 
un rellotge intern, igual com passava amb el TMR0. En aquest cas també utilitzarem el 
rellotge intern per generar la temporització de les interrupcions que hauran de ser cada 
15s o cada 7s. Per fer això es generarà una interrupció cada 100ms. Dins aquesta 
interrupció tindrem un comptador que es pot inicialitzar a 150 o a 70, i que s’anirà 
decrementant cada vegada que entrem dins d’aquesta. Quan el comptador valgui zero 
voldrà dir que hauran passat els 15s o els 7s respectivament. 
 
Anem a calcular el valor que s’ha de posar als registres TMR1H i TMR1L per poder 
tenir una interrupció del TMR1 cada 100ms 
 
Valor TMR1=   Temporització    =           100.10-3         = 57600 
   4.Tosc.Predivisor       4.(1/18,432.106).8 
 
Valor a carregar a TMR1= 65536-57600= 7936= 1111100000000b                                       
 
Per poder tenir una interrupció del TMR1 cada 100ms s’ha de carregar el valor 00h al 
TMR1L i l’1Fh al TMR1H, treballant amb el rellotge intern, un oscil·lador de 
18,432MHz i un prescaler de 1:8. 
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5.5.3 Codi de programa corresponent al TMR1 
Com en el cas del TMR0, el codi de programa corresponent al TMR1 també es pot 
trobar en dues parts. Una part és on es configura el registre T1CON per definir com 
actuarà el TMR1. L’altre part del codi corresponent al TMR1 serà quan es produeixi 
una interrupció per desbordament d’aquest. Dins aquesta interrupció, que es produirà 
cada 100ms, és on hi haurà un comptador que anirem decrementant, i quan valgui zero 
voldrà dir que hauran passat els 7s o els 15s. 
 
La interrupció cada 7s ens serveix per determinar l’últim to d’una trucada rebuda, ja que 
entre 2 tons de trucada passen 5s. Si es rep un to i es produeix la interrupció de 7s 
voldrà dir que la trucada ha finalitzat. 
Si rebem dos o tres trucades en un temps de menys de 15s entre elles i tenen un 
determinat nombre de tons, podrem actuar sobre el PIC. Per aquest motiu ha calgut 
implementar aquesta interrupció de 15s. 
 
5.5.3.1 Codi de programa corresponent a la configuració del TMR1 
En aquest apartat s’estudiarà el codi corresponent a la configuració del registres per 
escollir les funcionalitats que tindrà el TMR1. 
 
movlw   b’00110001’    ;configurem prescaler de 1:8, rellotge intern (Fosc/4).  
movwf   T1CON    ; Encara està desactivat. Més tard l’activarem 
bcf        PIR1, TMR1IF ;esborrem bandera d’interrupció del TMR1 
 
5.5.4 Codi de programa corresponent a la interrupció del TMR1 
En la Figura 5.2 s’observa mitjançant un diagrama, la màquina d’estats corresponent a 
quan s’entra dins la interrupció per desbordament del TMR1. Aquesta màquina d’estats 
ens ajudarà a comprendre més bé l’explicació següent i el codi font d’aquesta part. 
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Figura 5.2 Maquina d’estats de la interrupció del TMR1 
 
Dins la interrupció per desbordament del TMR1, primerament s’esborra la bandera 
d’interrupció, ja que així s’evita que torni a entrar en la interrupció un cop ha sortit 
d’aquesta. Un cop fet això es decrementa el registre regsegons, i si no és zero, es posen 
els valors corresponents a TMR1L i TMR1H per així produir una altra interrupció en 
100ms i es surt d’aquesta. 
Si el registre regsegons és zero significa que han passat 7s o 15s. El procediment que es 
segueix és mirar el número de tons que tenim en el registre comptador i si aquest 
número de tons és zero, voldrà dir que no s’ha acabat de rebre una trucada i anirem a 
veure el número de trucades rebudes. Correspon a una interrupció de 15s. Si aquest 
número de trucades rebudes que tenim guardat en el registre rebudes és 2 o 3, enviarem 
un SMS per indicar que s’han rebut correctament. Abans de sortir de la interrupció 
desactivarem la interrupció per desbordament del TMR1, esborrarem els registres 
comptador i rebudes i prepararem el TMR1 per poder produir una interrupció de 7s. Si 
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el número de trucades rebudes no és igual a 2 o 3 desactivarem la interrupció per 
desbordament del TMR1, esborrarem els registres comptador i rebudes i el preparem 
perquè la pròxima interrupció que es produeixi sigui de 7s. 
Si el registre comptador no val zero vol dir que s’acaba de rebre una trucada. Aquesta 
interrupció correspondrà a una interrupció de 7s. Si el número de tons d’aquesta trucada 
és 2 o 3 incrementarem el registre de trucades rebudes anomenat rebudes. Abans de 
sortir es configura el TMR1 per produir una interrupció de 15s, s’activa la interrupció 
per desbordament del TMR1 i es surt d’aquesta. 
Si el número de tons rebuts en la trucada no són 2 o 3 es prepara el TMR1 perquè la 
pròxima interrupció sigui de 7s, es desactiva la interrupció per desbordament del 
TMR1, s’esborren els registres comptador i rebudes i es surt d’aquesta. 
 
Veiem ara el codi de programa corresponent a la interrupció del TMR1. 
 
int_TMR1 bcf PIR1,TMR1IF ;esborrem bandera d'interrupció 
  decf regsegons,f  ;decrementem el registre que ens fa de 
      ; comptador per 7s o 15 s 
btfss STATUS,Z  ;es zero? 
  goto fi_TMR1  ;no, sortim de la interrupció 
  bcf PORTA,1      ;si, vol dir que han passat els 7 o 15 segons 
  movf comptador,w  Posem el valor del comptador a acumulador 
  sublw 0x00   ;Restem 0-W(acumulador) 
  btfss STATUS,Z  ;es zero? 
  goto RING_rebut  ;no, anem a mirar els RING rebuts 
  goto  O_RING  ;si, mirarem el valor de trucades rebudes 
RING_rebut clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a acumulador 
  sublw 0x01   ;restem 1-W(valor del comptador) 
  btfss STATUS,Z  ;es zero? 
  goto actua   ;no, hi ha hagut més d'1 RING 
  goto sortim   ;si, només hem rebut 1 RING 
actua  clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a W 
  sublw 0x02   ;restem 2-W(valor del comptador)  
  btfss STATUS,Z  ;hi han hagut 2 RING? 
  goto son_3   ;no, anem a mirar si són 3 RING 
  goto correcte  ;si, trucada és de 2 RING 
son_3  movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x03   ;restem 3-W (valor del comptador) 
  btfss STATUS,Z  ;es zero? 
  goto sortim   ;no, sortim 
correcte incf rebudes,f  ;si, s'hauran produït 2 o 3 RING.  
      ;Incrementem rebudes 
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  bank1 
 bsf PIE1,TMR1IE ;habilito interrupció del TMR1 per  
     ; quan sortim de la interrupció 
bank0 
  movlw cont15s  ;posem a W el valor de cont15s. La  
     ; pròxima trucada haurà de ser abans de 15 segons  
  movwf regsegons  ;si vol actuar sobre el PIC. Posem el valor 
      ; pel comptador de 15s al registre regsegons 
  clrf comptador  ;esborrem registre comptador 
  goto fi_TMR1  ;sortim de la interrupció 
O_RING clrw 
  movf rebudes,w  ;posem valor de trucades rebudes a W 
  sublw 0x03   ;restem 3 menys trucades rebudes  
  btfss STATUS,Z  ;es zero? 
  goto es_2   ;no, anem a es_2 per mirar si són 2 RING 
  goto es_3   ;si, anem a es_3. Rebem 3 RING  
  clrw 
  movf rebudes,w  ;posem el valor de trucades rebudes a W 
  sublw 0x02   ;restem 2-W (valor de trucades rebudes) 
  btfss STATUS,Z  ;es zero? 
  goto sortim   ;no, sortim 
TX_cmgs1 bsf PCLATH,1 
  envia mis_cmgs2,loop5,espera5,final5 ;transmetem at+cmgs=31 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
     ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs1  ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_2,loop6,espera6,final6 ;enviem la trama d’octets  
    ; corresponent al SMS 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
es_3  bsf PCLATH,1 
  envia mis_cmgs3,loop7,espera7,final7 ;transmetem at+cmgs=31 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
    ; >(espai) per poder començar a enviar octets  
  btfsc erroni,0  ;hem rebut OK? 
  goto es_3   ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,0 
  bsf PCLATH,1 
  envia mis_3,loop8,espera8,final8 ;enviem la trama d’octets  
    ; corresponent al SMS 
  bcf PCLATH,0 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
sortim  bank1 
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  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  bank0 
  clrf comptador  ;esborrem comptador per tornar a començar 
    ; a comptar els nous RING rebuts 
  clrf rebudes  ;esborrem la variable de trucades rebudes 
  movlw cont7s   ;posem a W el valor de cont7s 
  movwf regsegons  ;posem el valor de W al registre comptador  
    ; per poder tornar a comptar els 7s entre RING i RING 
fi_TMR1 movlw timer1l 
  movwf TMR1L  ;posem valor de timer1l a TMR1L 
  movlw timer1h  ;i timer1h a TMR1H per tenir 
  movwf TMR1H  ; una interrupció cada 100ms 
  goto fi_int   ;sortim de la interrupció 
 
 
5.6 Utilització de la interrupció RB0/INT 
En el nostre programa s’utilitza aquesta interrupció per poder detectar una senyal 
d’entrada, que podria venir d’una alarma. Quan arribi aquesta senyal es produirà una 
interrupció de RB0/INT i s’enviarà un SMS d’alarma activada. 
Com hem vist en la descripció dels registres de caràcter general, la interrupció de 
RB0/INT es pot configurar i controlar amb els registres OPTION_REG i INTCON 
respectivament.  
 
5.6.1 Configuració de la interrupció RB0/INT 
En el nostre cas s’ha configurat que la interrupció es produís quan arribés un flanc de 
baixada en el pin RB0/INT. Aquesta estarà sempre a 5V, i quan arribi una senyal de 0V 
es produirà aquest flanc de baixada i s’entrarà en la interrupció de RB0/INT. 
Per configurar la interrupció per flanc de baixada s’ha de posar el bit7 INTEDG del 
registre OPTION_REG a ‘0’. Un cop fet això s’han d’activar les interrupcions globals 
perquè aquesta es pugui produir, i això es fa posant a ‘1’ el bit7 GIE de INTCON. Un 
cop fetes aquestes dues coses només ens caldrà activar la interrupció de RB0/INT 
perquè es pugui produir, i ho farem posant a ‘1’el bit4 INTE de INTCON.  
Per saber quan s’ha produït aquesta interrupció mirarem el bit1 INTF de INTCON. 
Quan aquest bit valgui ‘1’ ens indica que s’ha produït la interrupció de RB0/INT, i si es 
troba a ‘0’ és que la interrupció no ha estat de RB0/INT. Aquest bit és una bandera 
d’interrupció de RB0/INT que ens informa quan es produeix la interrupció. 
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5.6.2 Codi de programa corresponent a RB0/INT 
En aquest cas, al tractar-se d’una interrupció, tindrem dos parts bastant diferenciades de 
programa referents a la interrupció de RB0/INT. Una part molt curta serà la 
configuració d’aquesta, i l’altra part serà el que es fa dins la interrupció produïda per 
aquesta. 
 
5.6.2.1 Codi de programa corresponent a la configuració de RB0/INT 
A continuació veurem el codi de programa que ens permet configurar la interrupció de 
RB0/INT tal com hem descrit. 
 
bcf INTCON,INTF  ;esborrem bandera d’interrupció de RB0/INT 
bcf OPTION_REG,INTEDG ;interrupció a RB0/INT per flanc de baixada 
 
Un cop vist el codi de programa que configura la interrupció de RB0/INT, veiem el codi 
de programa que ens permet activar-la. 
 
bsf INTCON,GIE  ;habilitem interrupcions globals 
bsf INTCON,INTE ;habilitem interrupció de RB0/INT 
 
5.6.2.2 Codi de programa corresponent a la interrupció de RB0/INT 
Un cop s’ha entrat en la interrupció de RB0/INT, el primer que es fa esborrar la bandera 
d’interrupció de RB0/INT. A continuació es mira si la pota RB1 està a ‘1’. Aquesta 
senyal és com un enable d’aquesta entrada d’alarma. Si aquesta pota RB1 no es troba a 
‘1’ encara que arribi un flanc de baixada a RB0/INT no s’enviarà el missatge dient que 
s’ha disparat l’alarma i es sortirà de la interrupció. 
Si aquesta pota RB1 es troba a ‘1’ s’envia l’SMS indicant que s’ha disparat l’alarma i es 
surt de la interrupció. 
 
Veiem el codi de programa corresponent a aquesta interrupció. 
 
int_RB0 bcf  INTCON,INTF ;desactivo bandera d’interrupció RB0/INT 
  bcf PORTA,1  ;apaguem led pota RA1 
  btfsc PORTB,1  ;esta a '0' la pota RB1 (enable)? 
  goto TX_cmgs  ;no, està a 1. Anem a enviar SMS 
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  goto  fi_RB0  ;si, sortim de la interrupció 
TX_cmgs bsf PCLATH,1 
  envia mis_cmgs1,loop2,espera2,final2 ;transmetem at+cmgs=31 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
    ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs  ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_1,loop3,espera3,final3  ;enviem la trama d’octets 
    ; corresponent al SMS 
bcf PCLATH,1 
  goto fi_int   ; sortim de la interrupció 
fi_RB0 goto fi_int   ;sortim de la interrupció 
 
 
5.7 Utilització del mòdul USART 
El mòdul Universal Síncron Asíncron Receptor i Transmissor (USART) és un dels dos 
mòduls sèrie d’entrada/sortida. El mòdul USART pot ser configurat com un sistema full 
duplex (es pot tan transmetre com rebre dades al mateix temps) asíncron o com un 
sistema half duplex (no es pot transmetre i rebre dades al mateix temps) síncron. En 
resum, es pot configurar el mòdul USART dels tres modes següents: 
• Asíncron (full duplex) 
• Síncron – Mestre (half duplex) 
• Síncron- Esclau (half duplex) 
 
A continuació es mostren els registres que cal configurar per utilitzar el mòdul USART. 
 
5.7.1 Descripció del registre TXSTA 
El registre TXSTA és el que permet configurar el tipus de transmissió que s’utilitzarà en 
el mòdul USART. A continuació s’observen els bits que composen aquest registre i la 
seva descripció. 
 
Bit 7 CSRC: Bit per selecció de font de rellotge 
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 Mode asíncron: 
 No importa 
 Mode síncron: 
 1= Mode mestre (es genera el rellotge internament des de BRG) 
 0= Mode esclau (s’utilitza un rellotge extern) 
Bit 6 TX9: Bit per activar la transmissió de 9 bits 
 1= Seleccionem una transmissió de 9 bits 
 0= Seleccionem una transmissió de 8 bits 
Bit 5 TXEN: Bit per activar la transmissió 
 1= Transmissió activar 
 0= Transmissió desactivada 
Bit 4 SYNC: Bit de selecció del mode d’operació de l’USART 
 1= Mode síncron 
 0= Mode asíncron 
Bit 3 No s’utilitza: Si el llegim serà 0 
Bit 2 BRGH: Bit de selecció d’alta velocitat de transmissió 
 Mode asíncron: 
 1= Alta velocitat 
 0= Baixa velocitat 
 Mode síncron: 
 No s’utilitza en aquest mode 
Bit 1 TRMT: Bit d’informació del registre transmissor (TSR) 
 1= TSR està buit 
 0= TSR està ple 
Bit 0 TX9D: 9è bit de dades en la transmissió. És el bit de paritat 
 
5.7.2 Descripció del registre RCSTA 
El registre RCSTA és el que permet configurar la recepció de dades en el mòdul 
USART. A continuació es poden veure els bits dels quals està compost aquest registre i 
la seva descripció. 
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Bit 7 SPEN: Bit d’activació del port sèrie 
1= Port sèrie activat (configura els pins RC7/RX/DT i RC6/TX/CK com a pins 
de port sèrie) 
Bit 6 RX9: Bit d’activació de recepció de dades de 9 bits 
 1= Seleccionem recepció de dades de 9 bits 
 0= Seleccionem recepció de dades de 8 bits 
Bit 5 SPEN: Bit d’activació de recepció única 
 Mode asíncron: 
 No s’utilitza 
 Mode síncron- Mestre: 
 1= Activem recepció única 
 0= Desactivem recepció única 
 Mode síncron- Esclau: 
 No s’utilitza 
Bit 4 CREN: Bit d’activació de recepció contínua 
 Mode asíncron: 
 1= Activem recepció contínua 
 0= Desactivem recepció contínua 
 Mode síncron: 
 1= Activem recepció contínua fins que el bit CREN es posa a 0 
 0= Desactivem recepció contínua 
Bit 3 ADDEN: Bit d’activació de detecció de direcció 
 Mode asíncron de 9 bits (RX9=1): 
1= Activem detecció d’adreça. Activem interrupció i carreguem el valor del 
buffer de recepció quan RSR<8> està a 1 
0= Desactivem detecció d’adreça, tots els bits són rebuts i el 9è bit s’utilitza com 
a bit de paritat 
Bit 2 FERR: Bit de trama errònia 
1= Trama errònia (es soluciona llegint el registre RCREG i rebent un nou Byte 
correcte) 
0= La trama és correcte 
Bit 1 OERR: Bit d’error de funcionament 
1= S’ha produït error de funcionament (s’esborra quan s’esborra el registre 
CREN) 
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0= No hi ha error de funcionament 
Bit 0 RX9D: 9è bit de la recepció de dades (és un bit de paritat) 
 
5.7.3 Generador de velocitat del mòdul USART  
El generador de velocitat del mòdul USART (BRG) suporta tan el mode síncron com el 
mode asíncron. És un generador de velocitat de 8 bits. El registre SPBRG controla el 
període de transició del rellotge de 8 bits. En el mode asíncron, el bit BRGH 
(TXSTA<2>) controla la velocitat del mòdul. En el mode síncron el bit BRGH no 
s’utilitza.  
En la següent taula trobem la fórmula per calcular el valor (x) que s’ha de posar en el 
registre SBPRG depenent dels bits SYNC i BRGH que s’hagin configurat prèviament. 
Aquest valor ‘x’ que es posarà en el registre SPBRG estarà comprès entre 0 i 255. 
 
SYNC BRGH=0 (Baixa velocitat) BRGH=1 (Alta velocitat) 
0 (Asíncron) Velocitat= Fosc/(64(x+1)) Velocitat= Fosc/(16(x+1)) 
1 (Síncron) Velocitat= Fosc/(4(x+1)) -- 
 
5.7.4 Utilització del mòdul USART en mode asíncron 
En aquest mode asíncron el mòdul USART utilitza un format de dades de no retorn a 
zero (NRZ). Aquest format està composat per 1 bit d’inici de trama, 8 o 9 bits de dades i 
un bit de final de trama. 
Aquest mode asíncron s’escollirà posant a 0 el bit SYNC (TXSTA<4>). Aquest mode 
asíncron es composa dels següents elements principals: 
• Generador de velocitats. 
• Circuit simple. 
• Transmissió asíncrona. 
• Recepció asíncrona. 
 
5.7.4.1 Transmissió de dades utilitzant el mode asíncron  
En la Figura 5.3 s’observa el diagrama de transmissió d’aquest mòdul USART. El nucli 
de la transmissió és el registre TSR. Aquest registre agafa la dada del registre TXREG. 
  DESCRIPCIÓ DEL SOFTWARE 
 89
Les dades a enviar es carreguen al registre TXREG per software. Un cop la dada ha 
estat carregada a TXREG, passa al registre TSR d’una forma automàtica.  
Un cop el registre TSR ha transmès el bit de final de trama (bit d’stop), mirarà si hi ha 
una nova dada disponible en el registre TXREG, i si ja s’ha carregat una nova dada 
aquí, ja la carregarà a TSR. 
Quan el registre TXREG ja ha carregat la dada a TSR, aquest quedarà buit i es sabrà 
mirant el bit TXIF del registre PIR1, que estarà a 1 i voldrà dir que es pot carregar una 
nova dada a TXREG. Aquest bit TXIF no cal posar-lo a 0 per software sinó que ja es 
farà automàticament quan es carregui la dada del registre TXREG a TSR.  
El bit TRMT (TXSTA<1>) ens informarà de l’estat del registre TSR, per saber si està 
buit o ple. 
 
Per activar la transmissió es posarà el bit TXEN (TXSTA<5>) a 1. Si es posa aquest bit 





Figura 5.3 Transmissió mòdul USART 
  
Per realitzar una transmissió asíncrona s’han de seguir els següents passos: 
• Inicialitzar el registre SPBRG amb la velocitat adequada. Si es vol una alta 
velocitat s’ha de posar el bit BRGH a 1. 
• Activar el port sèrie asíncron posant el bit SYNC a 0 i el bit SPEN a 1. 
• Si es desitja tenir una interrupció s’ha de posar el bit TXIE a 1. 
• Si es vol una transmissió de 9 bits s’ha de posar el bit TX9 a 1. 
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• Per activar la transmissió s’ha de posar el bit TXEN a 1. 
• Si s’ha escollit una transmissió de 9 bits, el 9è bit es localitza en el bit TX9D. 
• Per començar la transmissió s’ha de carregar una dada al registre TXREG. 
• Si s’utilitzen interrupcions, s’han de posar els bits GIE i PEIE a 1. 
 
5.7.4.2 Recepció de dades utilitzant el mode asíncron 
La Figura 5.4 ens mostra el diagrama de recepció de dades. Les dades són rebudes pel 
pin RC7/RX/DT i guardades en un buffer. Si tenim el mode de recepció asíncrona 
seleccionat, per activar la recepció es posarà el bit CREN (RCSTA<4>) a 1. 
El primer registre en el qual es reben les dades, és el registre RSR. Un cop rebut el bit 
de final de trama, les dades que tenim en el registre RSR passen automàticament en el 
registre RCREG, si aquest es troba buit. Quan s’ha completat la transferència de dades 
el bit RCIF (PIR1<5>) es posa a 1. Per activar la interrupció en rebre dades s’ha de 
posar el bit RCIE (PIE1<5>) a 1. El bit de bandera RCIF que ens informa de si el 
registre receptor de dades està ple o buit es posa automàticament a 0 quan es carreguen 





Figura 5.4 Recepció mòdul USART 
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5.7.5 Codi de programa corresponent al mòdul USART 
Després d’esmentar com es configura i com s’utilitza el mòdul USART, veurem el codi 
de programa en el qual utilitzem aquest mòdul en la nostra aplicació. Aquest codi de 
programa el veurem en dos apartats diferents. En un apartat tindrem el que correspon a 
la transmissió de dades i en l’altre apartat tindrem el codi corresponent a la recepció de 
dades. 
 
5.7.5.1 Codi de programa corresponent a la transmissió de dades 
Pel que fa al codi de programa corresponent a la transmissió, tindrem dos apartats 
diferenciats. El primer apartat serà  el corresponent a la configuració de la transmissió 
de dades i el segon el referent a una macro (subrutina) de transmissió. 
 
Codi de programa per la configuració de la transmissió sèrie asíncrona: 
Abans de veure el codi de programa, es calcularà el valor que s’ha de posar en el 
registre SPBRG per poder tenir una velocitat de transmissió de 115200bps. Com que es 
disposa d’una transmissió asíncrona (SYNC=0) i una alta velocitat de transmissió 
(BRGH=1) la fórmula per calcular el valor que s’ha de posar a SPBRG és: 
 
Velocitat = Fosc/(16(x+1)) → 115200= 18,432.106/(16(x+1)) → x = 9 
 
En el registre SBPRG s’ha de posar el valor de 9. En el nostre programa aquest valor 
està associat a una costant anomenada bps_RS232. 
 




movwf SPBRG   ;posem a SPBRG la constant bps_RS232 per tenir  
    ; una velocitat del port sèrie de 115200 bps 
bcf TXSTA,SYNC  ;triem transmissió asíncrona 
bsf TXSTA,BRGH  ;triem alta velocitat de la transmissió asíncrona 
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Codi de programa per la transmissió de dades sèrie asíncrones: 
Per l’enviament de dades sèrie asíncrones tindrem una macro que agafarà les dades que 
es volen enviar d’una taula de dades i les anirà enviant ordenadament. Aquesta taula de 
dades té la següent configuració: 
 
mis_at  addwf PCL,1   
  retlw a 
  retlw t 
  retlw enter 
  retlw 0x00 
 
S’observa que per llegir els valor d’aquesta taula de dades cada cop que es crida, es va 
incrementant el PCL, i això permet saltar cada cop una lletra i anar agafant les lletres 
corresponents. Acabarem les taules amb el valor 0 i al retornar aquest valor sabrem que 
ja no hi ha més dades a la taula. Com s’ha vist abans, la instrucció retlw ens retorna el 
valor que se li dona a l’acumulador.  
 
La macro que va llegint els valors de la taula de dades i els envia pel port sèrie és la 
següent: 
 
envia macro missatge,loop,espera,final 
loop movf    digit,w          ;W= dígit 
 call missatge  ;agafa un caràcter de la taula de dades         
        iorlw 0                ;compara el caràcter de la taula amb zero  
        btfsc STATUS,Z        ;és zero(l’últim)?              
       goto  final   ;si, sortim de la macro de transmissió                
      TX_RS232        ;envia el caràcter carregat de la taula pel port sèrie           
       incf digit,f   ;incrementa el registre dígit 
       goto loop   ;tornem a carregar un nou valor de la taula 
final clrf digit 
 clrw 
 endm 
   
TX_RS232 macro  
espera  bank1 
  btfss TXSTA,TRMT ;mira si el registre transmissor esta buit 
  goto espera   ;espera a que estigui buit 
  bank0 
  movwf TXREG  ;posem el que volem enviar al registre 
    ; TXREG i s’enviarà pel port sèrie 
 clrw 
  endm 
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5.7.5.2 Codi de programa corresponent a la recepció de dades 
Pel que fa al codi de programa corresponent a la recepció de dades, també es tenen dos 
apartats diferenciats de codi, com en el cas de la transmissió. En un d’aquests apartats es 
configurarà el mòdul USART per permetre la recepció de dades asíncrones. L’altre 
apartat consistirà en una macro que ens permetrà comparar les dades que anem rebent 
amb les que s’han de rebre si tot funciona correctament.  
 
Codi de programa per la configuració de la recepció sèrie asíncrona: 
El codi de programa on configurem la recepció de dades asíncrones és el següent: 
 
bank0 
 bsf RCSTA,SPEN  ;configurem pins RC7=RX i RC6=TX 
 bsf RCSTA,CREN  ;habilita recepció 
 
Codi de programa per la recepció de dades sèrie asíncrones: 
Aquesta macro de recepció de dades asíncrones el que fa és agafar un valor de la taula 
de dades i mirar que no sigui l’últim, que és un zero. Si el que agafa no és el zero el 
guarda en un registre anomenat recepció. Un cop guardada la dada el que es fa és 
esperar que es rebi una dada pel port sèrie. Un cop s’ha rebut la dada es compara la dada 
rebuda amb la que tenim guardada en el registre recepció. Si les dades coincideixen es 
continuarà comparant dades. En canvi, si les dades no coincideixen es pararà de 
comparar dades i es posarà el valor 1 al registre sms_erroni i es sortirà de la macro. 
Gràcies al valor sms_erroni es pot saber si el valor rebut és correcte o no. 
 
Veiem el codi de programa referent a aquesta macro: 
 
repdada macro sms, lup, rebre, final_err, finalsms  
lup  movf digit,w   ;W= dígit 
  call sms   ;agafa el caràcter del sms per comparar 
  iorlw 0   ;compara amb zero 
  btfsc STATUS,Z  ;és zero(l’últim)? 
  goto finalsms  ;si 
  movwf recepcio  ;no, guardem el valor que volem comparar  
    ; amb el que rebem a recepció 
rebre  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto rebre   ;no, esperem rebre dada 
  movf RCREG,w  ;si, guardem el que rebem a acumulador 
  subwf recepcio,w  ;restem recepció -W. Restem el que volem 
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    ; comparar menys el que rebem 
  btfss STATUS,Z  ;és zero la resta? 
  goto final_err  ;no, aquest sms no és el que esperàvem 
    ; rebre 
  incf digit,f   ;incrementem el registre dígit 
  goto lup   ;tornem a carregar dada de la taula 
final_err movlw 0x01   
  movwf sms_erroni  ;posem 1 al registre sms_erroni 
finalsms clrf digit   ;esborrem variable digit 
  clrw    ;esborrem acumulador 
  endm   
 
5.8 Visió global de l’aplicació desenvolupada 
Una vegada finalitzada l’explicació referent als mòduls i aplicacions més importants 
que s’han utilitzat per implementar el nostre programa, es comentarà en què consisteix 
l’aplicació del programa d’una forma general, sense entrar gaire en detall en la 
programació, ja que aquesta es troba íntegrament en els annexos. 
 
Inicialment, es configuren tots els PORTS, TMR0, TMR1, USART, registres INTCON, 
OPTIIO_REG i PIR1 de la forma que s’ha explicat anteriorment. 
Un cop configurat tot ja entrem en el que seria l’aplicació en si. El primer que es fa aquí 
és enviar at acabat amb el caràcter enter(CR) pel port sèrie, on tenim connectat el mòbil, 
i s’activa la interrupció del TMR0. Com s’ha vist, la interrupció del TMR0 permet saber 
quan han passat 2 segons. En enviar aquest comando, el mòbil ha de respondre OK si tot 
està correcte. Si en un temps de 2 segons el mòbil no ha respost, ens trobarem en una 
mena de bucle on es tornarà a enviar at (CR) i es tornarà a activar la interrupció del 
TMR0. 
 
Un cop el mòbil ens ha respost OK li enviarem el comando at+clip=1(CR) que permet 
la identificació de trucada. En rebre aquest comando el mòbil també ha de respondre 
OK. Si no es rep OK per part del mòbil es tornarà a enviar el comando i es tornarà a 
mirar si es rep OK. Aquí també hi haurà un bucle en el qual fins que no es rebi OK per 
part del mòbil li anirà enviant aquest comando. 
 
Una vegada configurada la identificació de la trucada, s’enviarà el comando 
at+cmgf=0(CR) per configurar l’enviament de SMS en format PDU. En aquest cas 
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també es tindrà un bucle que fins que el mòbil no respon OK es seguirà enviant-li aquest 
comando.  
 
En aquest punt ja tenim configurat el mòbil de la forma que es pretenia, i també s’han 
configurat correctament tots els recursos que s’utilitzen del PIC. Només falta activar la 
interrupció de RB0/INT que s’ha configurat prèviament. Un cop activada aquesta, 
s’entrarà en un bucle que si no es produeix cap succés estarem sempre dins aquest. 
Aquest bucle té el següent codi de programa: 
 
lop bsf PORTA,1  ;encenem LED RA1 que espera INT o dada sèrie 
 btfss PIR1,RCIF  ;rebem dada pel port sèrie?    
 goto lop   ;no, esperem rebre dada o interrupció de RB0/INT 
 
Com es pot veure, en aquest bucle s’encén el led de la pota RA1, ja que quan s’entra en 
les interrupcions sempre s’apaga aquest led. Aquest led permet saber si l’aplicació està 
funcionant correctament, ja que si mai aquest led es troba apagat voldrà dir que el 
programa ha entrat en una interrupció i no n’ha sortit. Un cop encès el led es mira si es 
rep una dada pel port sèrie, i si no es rep cap dada ens quedarem dins el bucle esperant 
rebre una dada pel port sèrie. Aquí en aquest bucle també es podrà produir una 
interrupció de RB0/INT. 
 
La interrupció de RB0/INT es produeix quan arriba un flanc de baixada en aquest pin. 
Aquesta pota està sempre a l’aire o 5V, i quan li arriba una senyal de 0V detecta el flanc 
de baixada i es produeix la interrupció. Quan es produeix aquesta interrupció s’envia un 
SMS de “Alarma activada”, ja que aquesta entrada simula que està connectada a la 
sortida d’una alarma que en disparar-se dóna una senyal de 0V.  
 
Un cop es rep una dada pel port sèrie es mira si es tracta d’una trucada entrant. 
Recordem que s’ha configurat el mòbil per poder veure el número de la trucada entrant. 
En rebre una trucada entrant el mòbil envia pel port sèrie les dades següents en cada to 
de trucada: RING  +CLIP: "609951262",129,,,,0. El que es fa és comparar el que es rep 
amb aquestes dades, que es troben en una taula de dades, i si no són iguals, es tornarà al 
bucle a esperar rebre una nova dada pel port sèrie o una interrupció de RB0/INT. 
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El que permet la identificació de trucada és que només hi haurà un número telèfon 
mòbil que podrà actuar sobre el PIC, ja que qualsevol altre número de telèfon que es 
detecti que truqui no podrà actuar sobre aquest. 
Si les dades que es reben corresponen a una trucada, hi haurà un comptador que anirà 
comptant el número de tons rebuts. Si es reben un total de sis tons, com que es veu 
clarament que és una trucada que pretén establir una connexió amb el telèfon mòbil, el 
que es farà és finalitzar-la utilitzant el comando ath(CR). En el sisè to, es cridarà a la 
subrutina de transmissió i s’enviarà el comando ath(CR) que serveix per finalitzar tant 
les trucades entrants com sortints. 
Aquest registre comptador és el que s’utilitza en la interrupció del TMR1 per saber el 
número de tons rebuts. 
 
Com s’ha vist anteriorment en la interrupció del TMR1, les trucades que poden actuar 
sobre el PIC han de ser de 2 o 3 tons. Si una trucada rebuda no té aquest número de tons 
es tornarà a començar a comptar el número de trucades rebudes de 2 o 3 tons. Cada 
trucada de 2 o 3 tons que rebem anirà incrementant el valor de trucades rebudes 
correctes, registre rebudes.  
Perquè aquest número de trucades rebudes pugui incrementar-se, s’ha de complir que 
entre l’últim to de la primer trucada i el primer de la segona trucada han de passar més 
de 7 segons i menys de 22 segons. Si això no es compleix es tornarà a comptar des de 
zero el número de trucades rebudes correctes. 
 
Si el número de trucades rebudes correctes és 2, el PIC enviarà un SMS al telèfon mòbil 
que ha realitzat la trucada de “POSICIO1 ACTIVAT” . Si, en canvi, el número de 
trucades rebudes correctes és 3, el PIC enviarà un SMS al telèfon mòbil de “POSICIO2 
ACTIVAT”.  
Aquest sistema ens permet activar i desactivar diferents potes del PIC on poden estar 
connectats diferents aparells, i informar amb un SMS de quin ha estat activat o 
desactivat. 
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6 PCB DE L’APLICACIÓ  
Un cop finalitzada l’aplicació i fetes totes les proves per determinar el seu correcte 
funcionament sobre una placa protoboard, s’ha dissenyat una placa de circuit imprès per 
la seva integració. 
 
L’esquema del PCB de la nostra aplicació és el que es mostra en la Figura 6.1. 
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7 CONCLUSIONS 
Un cop finalitzat el projecte s’han contemplat els objectius que s’havien marcat en 
l’inici d’aquest i s’han extret les següents conclusions: 
 
Pel que fa als comandos AT per l’enviament i recepció de SMS i la identificació de 
trucada, s’ha pogut comprovar que hi ha mòbils que disposen de més funcionalitats que 
d’altres. Les proves s’han fet bàsicament amb dos mòbils, un Siemens SL55 i un Sony 
Ericsson T630. Pel què fa a l’enviament de missatges, s’ha pogut realitzar amb tots dos 
utilitzant el format PDU, però l’enviament en mode text, que resulta més senzill, només 
el permet el Sony Ericsson T630. La recepció de missatges només s’ha pogut realitzar 
amb el Sony Ericsson T630, ja que amb el Siemens SL55 només podem saber quan es 
rep un missatge, però no es pot llegir. Per últim, tots dos permeten la identificació del 
número de la trucada entrant, però com a funcionalitat extra, el Sony Ericsson T630 
també ens informa del nom que tenim a l’agenda associat al número de la trucada. 
 
La comunicació entre el mòbil i el PIC només s’ha pogut implementar de forma física 
amb un cable de dades sèrie. La comunicació per infrarojos no s’ha pogut implementar, 
ja que hi ha hagut un component que era essencial per aquesta comunicació, que no s’ha 
trobat en els principals distribuïdors de components electrònics. Això suposava 
comprar-lo directament al fabricant, que es trobava a Califòrnia (EUA). Per manca de 
temps, ja que ens trobàvem en la part final del projecte, i cost de les despeses per només 
enviar un sol component, es va decidir no implementar de forma física la comunicació 
per infrarojos. 
 
Com a última opció per aconseguir la comunicació per infrarojos, es va intentar fer-la 
utilitzant un cable conversor de RS232 a IrDA de què es disposava. Un cop fetes 
diferents proves amb aquest, es va poder comprovar que pel seu bon funcionament calia 
fer ús d’uns drivers específics per aquest cable. Aquest fet va suposar que aquesta 
solució no fos útil pel nostre projecte, ja que al microcontrolador no podem configurar-
li aquests drivers específics per PC, dels que tampoc s’ha pogut esbrinar la funció 
específica que tenen. 
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Pel que fa a l’aplicació desenvolupada, s’ha fet amb el mòbil que no ens permet la 
identificació dels SMS rebuts. No s’ha pogut fer amb el terminal que permet la 
identificació dels SMS, ja que no es disposa de cap cable de dades sèrie per aquest, i el 
seu preu de compra era molt elevat. Tot i així, s’ha elaborat un programa per aquest 
tipus de mòbil, que trobarem al document annex2, i s’ha verificat el seu correcte 
funcionament amb l’ajuda de l’HyperTerminal.  
 
Referent a la placa final de circuit imprès, s’havia comentat que es deixarien algunes 
entrades per fer diferents aplicacions. S’ha buscat en diferents fabricants la tensió que 
dóna una alarma quan es dispara, i totes donen una senyal de 12V. En la placa s’ha 
condicionat una entrada per una senyal de 12V amb l’ajuda d’un relé. També tenim una 
entrada per si ens arriba una senyal de 0V, i 3 entrades per senyals de 5V o per utilitzar 
com a sortides. 
 
Un cop finalitzat el projecte, podem dir que s’han complert els objectius principals 
proposats, menys la comunicació per infrarojos, tot i que aquesta no era essencial pel 
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1 RESUM 
En el projecte s’implementa un sistema de control remot utilitzant el mòdem d’un 
telèfon mòbil GSM i un microcontrolador. El fet d’utilitzar un microcontrolador ens 
ofereix la possibilitat de fer un sistema molt més senzill i petit, i alhora ens obre un gran 
ventall d’aplicacions diferents per poder programar. 
 
Abans de començar el projecte s’han plantejat una sèrie d’objectius que es pretenen 
assolir. Aquests objectius són: 
Fer una cerca i el posterior estudi de la utilització de comandos AT que permetin 
l’enviament i la recepció de SMS, així com la busca d’un comando que ens permeti la 
identificació del número de trucada entrant. 
 
Establir una comunicació entre el PIC i el mòbil tant amb infrarojos com amb un cable 
de dades sèrie. 
 
Estudiar un llenguatge apropiat  per la programació de la nostra aplicació. Aquesta 
aplicació ha de permetre l’enviament i recepció de SMS i la identificació de les trucades 
entrants. 
 
Elaborar un programa per la codificació automàtica dels SMS, semblant als que 
existeixen per les PDA. 
 
Implementació de la nostra aplicació en una placa de circuit imprès. Aquesta placa 
haurà de ser el més versàtil possible, pensant en futures ampliacions de l’aplicació. 
 
Un cop definits els objectius que es volen assolir, es passarà a estudiar la solució que 
s’ha dut a terme per aconseguir aquests.  
 
Pel que fa referència a la utilització dels comandos AT, s’ha realitzat l’enviament dels 
SMS utilitzant el comando at+cmgf i at+cmgs. Per la recepció de SMS s’ha utilitzat el 
comando at+cnmi. Finalment, per la identificació de trucada s’ha utilitzat el comando 
at+clip.  
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Un cop clar el funcionament d’aquests comandos, el següent pas és establir la 
comunicació entre el microcontrolador i el mòbil. El microcontrolador que s’ha utilitzat 
és el PIC16F876 de Microchip. Per la comunicació entre aquests dos s’utilitza un cable 
de dades sèrie de la marca Siemens, igual que el telèfon mòbil. Aquest cable és el que 
permet connectar el mòbil a l’ordinador mitjançant el port sèrie d’aquest. 
Per la transmissió i recepció de dades per part del microcontrolador s’utilitza el mòdul 
USART, que permet tant una transmissió com una recepció sèrie asíncrona. Per adaptar 
les senyals del mòdul USART del microcontrolador al protocol sèrie RS232 que utilitza 
el cable de dades, s’ha utilitzat un component anomenat MAX233. La funció d’aquest 
és adaptar els nivells de tensió de 0V i 5V de les senyals procedents del mòdul USART 
del microcontrolador als 12V i –12V de l’estàndard RS232, i a més, treballa a la 
velocitat de 115200bps que s’utilitza en el nostre cas. 
 
Un cop s’ha pogut establir la comunicació entre el microcontrolador i el mòbil, ja es pot 
començar a programar el sistema de control remot que es vol aconseguir. Aquest 
sistema de control remot ha d’avisar quan succeeixi algun fet anormal, i des d’un 
telèfon mòbil s’ha de poder actuar sobre aquest per intentar solucionar el problema. 
 
En la nostra aplicació, disposem d’una entrada que podria ser la sortida de qualsevol 
senyal d’alarma. Quan aquesta senyal s’activi, el microcontrolador donarà les ordres 
necessàries al mòbil perquè enviï un SMS a qualsevol telèfon mòbil indicant que 
aquesta alarma s’ha disparat. Tan el text del missatge a enviar com el número de mòbil 
al qual s’envia, es programaran prèviament en el microcontrolador.  
Per poder actuar sobre el microcontrolador, intentant solucionar el problema detectat, es 
podrà fer realitzant una trucada o enviant un SMS en el mòbil connectat en aquest. En el 
cas que es rep una trucada, s’ha configurat per tal que només un número de telèfon 
determinat pugui actuar sobre el microcontrolador, fent ús del comando de identificació 
de trucada. Qualsevol trucada d’un número diferent al que tenim programat en el 
microcontrolador no podrà actuar sobre aquest.  
Per poder actuar sobre el microcontrolador, les trucades hauran de ser d’un número 
determinat de tons. Si el número de tons és correcte i entre trucada i trucada existeix un 
temps fixat prèviament, depenent del número de trucades rebudes es podrà actuar sobre 
diferents  potes del microcontrolador. Si la trucada ha estat correcta i s’ha actuat sobre 
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alguna pota, el microcontrolador donarà l’ordre al mòbil perquè enviï un SMS indicant 
quina ha estat la posició o pota sobre la qual s’ha actuat. 
En el cas de voler actuar sobre el microcontrolador enviant un SMS, aquest haurà de ser 
enviat des d’un mòbil determinat, configurat prèviament en el microcontrolador, i tenir 
un text determinat. El microcontrolador compararà l’SMS que rep amb un que se li ha 
programat prèviament, i si el número de mòbil que l’envia o el text és diferent del que té 
programat, no es podrà actuar sobre el microcontrolador. 
 
Per saber la trama d’octets corresponents a l’enviament d’un determinat SMS, ja que en 
aquest cas no és tan senzill com en un telèfon mòbil, s’ha elaborat un programa en 
Delphi que realitzarà aquesta codificació. En aquest programa s’escriurà el text del 
missatge que es vol enviar i el número al qual el volem enviar, i ens donarà directament 
la trama que s’haurà d’enviar des del microcontrolador al mòbil per poder enviar l’SMS 
corresponent. 
 
Un cop finalitzada l’aplicació i verificat el seu funcionament, s’han contemplat els 
objectius marcats en l’inici del projecte i s’han extret les següents conclusions: 
Pel que fa als comandos AT per l’enviament i recepció de SMS i la identificació de 
trucada, s’ha pogut comprovar que hi ha mòbils que disposen de més funcionalitats que 
d’altres. Les proves s’han fet bàsicament amb dos mòbils, un Siemens SL55 i un Sony 
Ericsson T630. La recepció de missatges només s’ha pogut realitzar amb el Sony 
Ericsson T630. Pel que fa a l’enviament de missatges i la identificació de trucada, s’ha 
pogut realitzar amb tots dos models. 
 
La comunicació entre el mòbil i el PIC només s’ha pogut implementar de forma física 
amb un cable de dades sèrie. La comunicació per infrarojos no s’ha pogut implementar, 
ja que hi ha hagut un component que era essencial per aquesta comunicació, que no s’ha 
trobat en els principals distribuïdors de components electrònics, i només s’ha pogut 
explicar la seva connexió de forma teòrica. 
 
Pel que fa a l’aplicació desenvolupada, s’ha fet amb el mòbil que no ens permet la 
identificació dels SMS rebuts. Tot i així, s’ha elaborat un programa per mòbils que 
permetin la recepció de SMS, i s’ha verificat el seu correcte funcionament amb l’ajuda 
de l’HyperTerminal.  
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Referent a la placa final de circuit imprès, s’ha buscat en diferents fabricants la tensió 
que dóna una alarma quan es dispara, i totes donen una senyal de 12V. En la placa s’ha 
acondicionat una entrada per una senyal de 12V amb l’ajuda d’un relé. 
 
Un cop finalitzat el projecte, podem dir que s’han complert els objectius principals 
proposats, menys la comunicació per infrarojos, tot i que aquesta no era essencial pel 
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1 PROGRAMA DE L’APLICACIÓ 
En aquest document tindrem el codi font de les aplicacions desenvolupades. L’aplicació 
que hem vist en la memòria principal i que és la que s’ha dut a terme, correspon a un 
programa utilitzant un mòbil que no ens permet la identificació dels SMS que rebem. A 
més d’aquest, també s’ha elaborat un programa per un mòbil que ens permet la 
identificació del SMS rebuts, però ha sorgit l’imprevist que no s’ha trobat cap cable de 
connexió sèrie per aquest. Tot i així, hem verificat el bon funcionament del programa 
realitzat amb l’ajuda de l’HyperTerminal. S’ha simulat el comportament del mòbil amb 
l’HyperTerminal, per així comprovar que tot funcionava correctament. 
 
Tot seguit trobarem el codi per mòbils que no permetin la identificació de SMS i el codi 
per mòbil que ens permetin la identificació de SMS. 
 
1.1 Codi font de l’aplicació sense identificació dels SMS 
 
List p=16F876  ;Tipus de processador 
include <p16f876.inc> ;Definició de registres interns 
 
__CONFIG _CP_OFF & _WDT_OFF & _BODEN_ON & _PWRTE_ON & _HS_OSC 
& _WRT_ENABLE_ON & _LVP_OFF & _DEBUG_OFF & _CPD_OFF 
 
bank0 macro 
  bcf STATUS,RP0 
  endm 
 
bank1  macro  
  bsf STATUS,RP0 
  endm  
 
envia macro missatge,loop,espera,final 
loop movf    digit,w          ;W= dígit 
 call missatge  ;agafa un caràcter de la taula de dades         
        iorlw 0                ;compara el caràcter de la taula amb zero  
        btfsc STATUS,Z        ;és zero(l’últim)?              
       goto  final   ;si, sortim de la macro de transmissió                
      TX_RS232        ;envia el caràcter carregat de la taula pel port sèrie           
       incf digit,f   ;incrementa el registre dígit 
       goto loop   ;tornem a carregar un nou valor de la taula 
final clrf digit 
 clrw 
 endm 
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TX_RS232 macro  
espera  bank1 
  btfss TXSTA,TRMT ;mira si el registre transmissor esta buit 
  goto espera   ;espera a que estigui buit 
  bank0 
  movwf TXREG  ;posem el que volem enviar al registre 
      ; TXREG i s’enviarà pel port sèrie 
 clrw 
  endm 
 
repdada macro sms, lup, rebre, final_err, finalsms  
lup  movf digit,w   ;W= dígit 
  call sms   ;agafa el caràcter del sms per comparar 
  iorlw 0   ;compara amb zero 
  btfsc STATUS,Z  ;és zero(l’últim)? 
  goto finalsms  ;si 
  movwf recepcio  ;no, guardem el valor que volem comparar  
      ; amb el que rebem a recepció 
rebre  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto rebre   ;no, esperem rebre dada 
  movf RCREG,w  ;si, guardem el que rebem a acumulador 
  subwf recepcio,w  ;restem recepció -W. Restem el que volem 
    ; comparar menys el que rebem 
  btfss STATUS,Z  ;és zero la resta? 
  goto final_err  ;no, aquest sms no és el que esperàvem 
    ; rebre 
  incf digit,f   ;incrementem el registre dígit 
  goto lup   ;tornem a carregar dada de la taula 
final_err movlw 0x01   
  movwf sms_erroni  ;posem 1 al registre sms_erroni 
finalsms clrf digit   ;esborrem variable digit 
  clrw    ;esborrem acumulador 
  endm   
 
;definició de variables 
w_temp  equ 0x70  ; variable used for context saving  
status_temp  equ      0x71         ; variable used for context saving 
digit   equ      0x21     ;Cursor per llegir la taula de dades 
regist2s  equ 0x22  ;registre que utilitzarem per el comptador 
d'1s 
regsegons  equ 0x23  ;registre que utilitzarem per el comptador 
de  
      ; 15s. i de 7s. 
comptador  equ 0x24  ;registre pel comptador de tons 
rebudes  equ 0x25  ;variable que ens comptarà les trucades de 2  
      ; o 3 tons rebudes 
flag2s   equ 0x26  ;variable que ens dirà quan han passat els 2  
      ; segons un cop enviat 'at' 
erroni   equ 0x27  ;variable per enviament erroni de OK 
auxiliar  equ 0x28  ;variable per guardar la primera dada que  
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      ; rebem pel port sèrie 
sms_erroni  equ 0x29  ;variable per saber si sms que rebem es  
      ;incorrecte 
recepcio  equ 0x30  ;variable auxiliar per guardar el valor que  
     ;volem comparar del sms amb el que rebrem 
 
;definició de constants 
bps_RS232  equ .9  ;fixem la velocitat del port sèrie a 115200  
     ;bps en posar aquest valor al registre SPBRG 
a   equ .97  ;valor que pren a 
t   equ .116  ;valor que pren t 
d   equ .100  ;valor que pren d 
O   equ .79  ;valor que pren O 
K   equ .75  ;valor que pren K 
eRe   equ .82  ;valor que pren R 
I   equ .73  ;valor que pren I 
NN   equ .78  ;valor que pren N  
GG   equ .71  ;valor que pren G 
LL   equ .76  ;valor que pren L  
c   equ .99  ;valor que pren c 
l   equ .108  ;valor que pren l 
i   equ .105  ;valor que pren i 
p   equ .112  ;valor que pren p 
m   equ .109  ;valor que pren m 
g   equ .103  ;valor que pren g 
f   equ .102  ;valor que pren f 
h   equ .104  ;valor que pren h 
igual   equ .61  ;valor que pren = 
s   equ .115  ;valor que pren s 
Be   equ .66  ;valor que pren B 
zero   equ .48  ;valor que pren 0 
un   equ .49  ;valor que pren 1 
dos   equ .50  ;valor que pren 2 
tres   equ .51  ;valor que pren 3 
quatre    equ .52  ;valor que pren 4 
cinc   equ .53  ;valor que pren 5 
sis   equ .54  ;valor que pren 6 
sett   equ .55  ;valor que pren 7 
vuit   equ .56  ;valor que pren 8 
nou   equ .57  ;valor que pren 9 
mes   equ .43  ;valor que pren + 
sig   equ .62  ;valor que pren > 
espai   equ .32  ;valor que pren espai 
cometa  equ .34  ;valor que pren " 
eFe   equ .70  ;valor que pren F 
A   equ .65  ;valor que pren A 
Ce   equ .67  ;valor que pren C 
Dee   equ .68  ;valor que pren D 
EE   equ .69  ;valor que pren E 
L   equ .76  ;valor que pren L 
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II   equ .73  ;valor que pren I 
Pe   equ .80  ;valor que pren P 
dsp   equ .58  ;valor que prenen : 
coma   equ .44  ;valor que pren , 
ctrl_z   equ .26  ;valor que pren controlz 
enter   equ .13  ;valor que pren enter o CR(carriage return) 
timer0   equ .76  ;valor que pren timer0  
cont2s   equ .200  ;valor que pren cont2s 
timer1l  equ 0x00  ;valor que pren timer1l 
timer1h  equ 0x1F  ;valor que pren timer1h 
cont15s  equ .150  ;valor que pren el comptador de 15 s 
cont7s   equ .70  ;valor que pren el comptador de 7 s 
 
   org 0x00 
   goto inici 
;--------------------------------------------------------------------------------------------------------- 
 
  ORG     0x04           ; interrupt vector location 
  movwf w_temp          ; save off current W register contents 
  movf STATUS,w   ; move status register into W register 
  movwf status_temp      ; save off contents of STATUS register 
entra_int btfsc INTCON,T0IF ;s'ha produït interrupció pel TMR0? 
  goto int_TMR0  ;si, anem a int_TMR0 
  btfsc INTCON,INTF ;s'ha produït interrupció de RB0/INT? 
  goto int_RB0  ;si, anem a int_RB0 
  btfsc PIR1,TMR1IF ;s'ha produït interrupció del TMR1? 
  goto int_TMR1  ;si, anem a interrupció del TMR1 
  goto fi_int   ;no, sortim de la interrupció 
 
int_TMR0 bcf INTCON,T0IF     ;esborrem bandera d'interrupció 
  decf regist2s,1      ;decrementem el registre regist2s  
  btfss STATUS,Z      ;és zero? 
  goto fi_TMR0      ;no, sortim de la interrupció 
 bsf PORTA,0      ;si, encenem led a RA0 indicant que el          
     ;mòbil no esta ben connectat 
  movlw  cont2s       
  movwf  regist2s  ;carreguem cont2s=200 al registre regist2s 
  movlw  timer0 
  movwf  TMR0 ;carreguem TMR0 amb timer0=76 per poder  
     ; tornar a produir una interrupció cada 10ms 
  movlw  0x01  ; carreguem el valor 1 a flag2s per saber que han 
  movwf  flag2s  ; passat 2 segons quan sortim de la interrupció 
  goto  fi_int  ;sortim de la interrupció  
    
fi_TMR0 movlw  timer0  ;carreguem TMR0 amb timer0=76 per poder tornar  
  movwf  TMR0 ; a produir una interrupció cada 10ms  
  goto  fi_int 
 
int_TMR1 bcf PIR1,TMR1IF ;esborrem bandera d'interrupció 
  decf regsegons,f  ;decrementem el registre que ens fa de 
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      ; comptador per 7s o 15 s 
btfss STATUS,Z  ;és zero? 
  goto fi_TMR1  ;no, sortim de la interrupció 
  bcf PORTA,1      ;si, vol dir que han passat els 7 o 15 segons 
  movf comptador,w  Posem el valor del comptador a acumulador 
  sublw 0x00   ;Restem 0-W(acumulador) 
  btfss STATUS,Z  ;és zero? 
  goto RING_rebut  ;no, anem a mirar els RING rebuts 
  goto  O_RING  ;si, mirarem el valor de trucades rebudes 
RING_rebut clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a acumulador 
  sublw 0x01   ;restem 1-W(valor del comptador) 
  btfss STATUS,Z  ;és zero? 
  goto actua   ;no, hi ha hagut més d'1 RING 
  goto sortim   ;si, només hem rebut 1 RING 
actua  clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a W 
  sublw 0x02   ;restem 2-W(valor del comptador)  
  btfss STATUS,Z  ;hi han hagut 2 RING? 
  goto son_3   ;no, anem a mirar si són 3 RING 
  goto correcte  ;si, trucada és de 2 RING 
son_3  movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x03   ;restem 3-W (valor del comptador) 
  btfss STATUS,Z  ;es zero? 
  goto sortim   ;no, sortim 
correcte incf rebudes,f  ;si, s'hauran produït 2 o 3 RING.  
      ;Incrementem rebudes 
  bank1 
 bsf PIE1,TMR1IE ;habilito interrupció del TMR1 per  
     ; quan sortim de la interrupció 
bank0 
  movlw cont15s  ;posem a W el valor de cont15s. La  
     ; pròxima trucada haurà de ser abans de 15 segons  
  movwf regsegons  ;si vol actuar sobre el PIC. Posem el valor 
     ; pel comptador de 15s al registre regsegons 
  clrf comptador  ;esborrem registre comptador 
  goto fi_TMR1  ;sortim de la interrupció 
O_RING clrw 
  movf rebudes,w  ;posem valor de trucades rebudes a W 
  sublw 0x03   ;restem 3 menys trucades rebudes  
  btfss STATUS,Z  ;es zero? 
  goto es_2   ;no, anem a es_2 per mirar si són 2 RING 
  goto es_3   ;si, anem a es_3. Rebem 3 RING  
  clrw 
  movf rebudes,w  ;posem el valor de trucades rebudes a W 
  sublw 0x02   ;restem 2-W (valor de trucades rebudes) 
  btfss STATUS,Z  ;es zero? 
  goto sortim   ;no, sortim 
TX_cmgs1 bsf PCLATH,1 
  envia mis_cmgs2,loop5,espera5,final5 ;transmetem at+cmgs=31 
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  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
     ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs1  ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_2,loop6,espera6,final6 ;enviem la trama d’octets  
       ; corresponent al SMS 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
es_3  bsf PCLATH,1 
  envia mis_cmgs3,loop7,espera7,final7 ;transmetem at+cmgs=31 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
     ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto es_3   ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,0 
  bsf PCLATH,1 
  envia mis_3,loop8,espera8,final8 ;enviem la trama d’octets  
       ; corresponent al SMS 
  bcf PCLATH,0 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
sortim  bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  bank0 
  clrf comptador  ;esborrem comptador per tornar a començar 
    ; a comptar els nous RING rebuts 
  clrf rebudes  ;esborrem la variable de trucades rebudes 
  movlw cont7s   ;posem a W el valor de cont7s 
  movwf regsegons  ;posem el valor de W al registre comptador  
    ; per poder tornar a comptar els 7s entre RING i RING 
fi_TMR1 movlw timer1l 
  movwf TMR1L  ;posem valor de timer1l a TMR1L 
  movlw timer1h  ;i timer1h a TMR1H per tenir 
  movwf TMR1H  ; una interrupció cada 100ms 
  goto fi_int   ;sortim de la interrupció 
 
int_RB0 bcf  INTCON,INTF ;desactivo bandera d’interrupció RB0/INT 
  bcf PORTA,1  ;apaguem led pota RA1 
  btfsc PORTB,1  ;esta a '0' la pota RB1 (enable)? 
  goto TX_cmgs  ;no, està a 1. Anem a enviar SMS 
  goto  fi_RB0  ;si, sortim de la interrupció 
TX_cmgs bsf PCLATH,1 
  envia mis_cmgs1,loop2,espera2,final2 ;transmetem at+cmgs=31 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
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     ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs  ;no, tornem a enviar at+cmgs=31 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_1,loop3,espera3,final3  ;enviem la trama d’octets 
    ; corresponent al SMS 
bcf PCLATH,1 
  goto fi_int   ; sortim de la interrupció 
fi_RB0 goto fi_int   ;sortim de la interrupció 
 
fi_int  movf   status_temp,w    ; retrieve copy of STATUS register 
  movwf STATUS             ; restore pre-isr STATUS register contents 
  swapf   w_temp,f 
  swapf  w_temp,w           ; restore pre-isr W register contents 
  retfie                      ; return from interrupt 
 
;**********************---TAULA DE DADES---*************************** 
  org 0x200 
mis_at  addwf PCL,1   
  retlw a 
  retlw t 
  retlw enter 
  retlw 0x00 
mis_ath addwf PCL,1 
  retlw a 
  retlw t 
  retlw h 
  retlw enter 
  retlw 0x00 
mis_clip addwf PCL,1 
  retlw a 
  retlw t 
  retlw mes 
  retlw c 
  retlw l 
  retlw i 
  retlw p 
  retlw igual 
  retlw un 
  retlw enter 
  retlw 0x00 
mis_cmgf addwf PCL,1 
  retlw a 
  retlw t 
  retlw mes 
  retlw c 
  retlw m 
  retlw g 
  retlw f 
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  retlw igual 
  retlw zero 
  retlw enter 
  retlw 0x00  
mis_cmgs1 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw vuit 
  retlw enter 
  retlw 0x00 
mis_1  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
  retlw un  
  retlw AA  
  retlw dos  
  retlw tres  
  retlw zero 
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  retlw tres 
  retlw Be 
  retlw dos  
  retlw Ce  
  retlw sis  
  retlw eFe  
  retlw vuit  
  retlw sett 
  retlw quatre 
  retlw un  
  retlw EE 
  retlw un  
  retlw tres  
  retlw un  
  retlw tres 
  retlw Dee  
  retlw sis  
  retlw Dee  
  retlw zero  
  retlw eFe 
  retlw nou  
  retlw tres  
  retlw Ce 
  retlw tres  
  retlw dos 
  retlw dos  
  retlw ctrl_z  
  retlw 0x00 
mis_cmgs2 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw nou 
  retlw enter 
  retlw 0x00 
mis_2  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
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  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
  retlw dos  
  retlw dos  
  retlw dos  
  retlw EE  
  retlw vuit 
  retlw sett 
  retlw tres 
  retlw nou  
  retlw AA 
  retlw un  
  retlw Ce 
  retlw dos  
  retlw sis  
  retlw nou 
  retlw eFe 
  retlw tres  
  retlw un 
  retlw cinc  
  retlw zero 
  retlw sett 
  retlw zero  
  retlw quatre  
  retlw vuit  
  retlw quatre  
  retlw Dee 
  retlw cinc  
  retlw AA 
  retlw vuit 
  retlw tres 
  retlw cinc  
  retlw quatre 
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  retlw un  
  retlw un  
  retlw ctrl_z  
  retlw 0x00 
mis_cmgs3 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw nou 
  retlw enter 
  retlw 0x00 
numero addwf PCL,1 
  retlw Ce 
  retlw LL 
  retlw II 
  retlw Pe 
  retlw dsp 
  retlw espai 
  retlw cometa 
  retlw sis 
  retlw zero 
  retlw nou 
  retlw nou 
  retlw cinc 
  retlw un 
  retlw dos 
  retlw sis 
  retlw dos 
  retlw cometa 
  retlw coma 
  retlw un 
  retlw dos 
  retlw nou 
  retlw coma 
  retlw coma 
  retlw coma 
  retlw coma 
  retlw zero 
  retlw 0x00 
  org 0x300 
mis_3  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
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  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
  retlw dos  
  retlw dos  
  retlw dos  
  retlw EE  
  retlw vuit 
  retlw sett 
  retlw tres  
  retlw nou  
  retlw AA 
  retlw un  
  retlw Ce 
  retlw dos  
  retlw sis  
  retlw nou 
  retlw eFe 
  retlw tres  
  retlw dos  
  retlw cinc  
  retlw zero 
  retlw sett 
  retlw zero  
  retlw quatre  
  retlw vuit  
  retlw quatre  
  retlw Dee 
  retlw cinc  
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  retlw AA 
  retlw vuit 
  retlw tres 
  retlw cinc  
  retlw quatre  
  retlw un  
  retlw un  
  retlw ctrl_z 
  retlw 0x00 
;--------------------------------------------------------------------------------------------------------- 
org 0x400 
inici  bank0 
  clrf PORTA 
  clrf PORTB 
  clrf PORTC 
  clrf digit 
  clrf comptador 
  clrf rebudes 
  clrf flag2s 
  clrf erroni 
  bank1 
  movlw 0x00    
  movwf TRISA  ;configurem PORTA tot sortides 
  movlw b'10000111' 
  movwf TRISB   ;configurem PORTB com a RB7- 
     ; RB3 sortides i RB0-RB2 entrades 
  movlw b'10000000' 
  movwf TRISC   ;configurem PORTC com 
     ; RC7(RX)entrada i RC6-RC0 sortides  
  bank0 
  bsf RCSTA,SPEN ;configurem pins RC7=RX i RC6=TX 
  bsf RCSTA,CREN ;habilita recepció 
  bank1 
  movlw bps_RS232 
  movwf SPBRG  ;posem a SPBRG la constant bps_RS232 
     ; per tenir velocitat del port sèrie de 115200bps 
bcf TXSTA,SYNC ;triem transmissió asíncrona 
  bsf TXSTA,BRGH ;triem alta velocitat de la transmissió 
     ; asíncrona 
  bsf TXSTA,TXEN ;habilitem transmissió 
  bcf INTCON,INTF ;esborrem bandera d’interrupció de 
      ; RB0/INT 
 
  bcf OPTION_REG,INTEDG ;interrupció a RB0/INT per flanc de  
       ; baixada 
  movlw b'00000111'  
  movwf OPTION_REG ;triem prescaler de 256 per el TMR0 i  
      ; rellotge intern 
  bcf INTCON,T0IF ;esborrem bandera d’interrupció del TMR0 
  bank0 
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  movlw timer0 
  movwf TMR0   ;carreguem TMR0 amb el valor de timer0 
  movlw cont2s   ;posem a W el valor de cont2s 
  movwf regist2s  ;posem W al registre regist2s 
  movlw b'00110001'  ;TMR1 prescaler de 8, rellotge intern 
      ; (Fosc/4). Encara està desactivat, 
movwf T1CON  ;més tard l'activarem 
  bcf PIR1,TMR1IF ;posem a '0' bandera d’interrupció del 
      ; TMR1 
  call  TX_at 
TX_clip bsf PCLATH,1 
envia mis_clip,loop9,espera9,final9 ;enviem at+clip=1, per  
   ;configurar identificació de trucada 
  bcf PCLATH,1 
  call RX_OK  ;mirem si el mòbil ens respon OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_clip  ;no, tornem a enviar at+clip=1 
TX_cmgf bsf PCLATH,1 
  envia mis_cmgf,loop10,espera10,final10 ;enviem at+cmgf=0 per  
     ; configurar SMS en format PDU 
  bcf PCLATH,1 
  call RX_OK  ;mirem si el mòbil ens respon OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgf  ;no, tornem a enviar at+cmgf=0 
 
;Aquí ja hem comprovat que el mòbil es troba ben connectat, ja que li hem enviat 'at' i 
;ens ha respost 'OK'. També hem configurat el mòbil per la identificació de trucada. 
;D'aquesta manera només acceptarem les trucades d'un número concret, això ho hem fet 
;amb at+clip=1. També hem configurat l'enviament dels SMS en format PDU enviant 
;at+cmgf=0. Si enviéssim at+cmgf=1, triaríem enviament dels SMS en format text 
 
  bsf INTCON,INTE ;habilitem interrupció de RB0/INT 
  clrf comptador 
lop  bsf PORTA,1  ;encenem LED RA1 que espera INT o dada  
      ;sèrie 
  btfss PIR1,RCIF  ;rebem dada pel port sèrie?    
  goto lop   ;no, esperem rebre dada o interrupció de  
      ; RB0/INT 
  call RX_RING  ;si, mirem si rebem una trucada (RING) 
   btfsc erroni,0  ;hem rebut RING? 
  goto novadada  ;no, anem a novadada 
  clrf erroni   ;si, esborrem la varible erroni 
  incf comptador,f  ;incrementem el comptador per comptar els  
      ; tons (RING) que rebem 
compt_1 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x01   ;restem 1-W  
  btfss STATUS,Z  ;es zero la resta? 
  goto compt_2  ;no, anem a compt_2 (segon to) 
  goto lop   ;si, tornem a esperar dada pel port sèrie 
compt_2 movf comptador,w  ;posem el valor del comptador a W 
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  sublw 0x02   ;restem 2-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_3  ;no, anem a compt_3(tercer to) 
  goto lop   ;si, tornem a esperar dada pel port sèrie 
compt_3 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x03   ;restem 3-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_4  ;no, anem a compt_4 (quart to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_4 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x04   ;restem 4-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_5  ;no, anem a compt_5 (cinquè to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_5 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x05   ;restem 5-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_6  ;no, anem a compt_6 (sisè to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_6 bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  bank0 
  call  TX_ath  ;cridem la subrutina de transmissió per  
     ; acabar la trucada ja que no ens interessa 
  clrf comptador  ;esborrem el comptador (numero de tons) 
  clrf rebudes  ;esborrem trucades rebudes que tenien 2 o 3  
      ; tons 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
 
novadada clrf erroni   ;esborrem la variable erroni 
  goto lop  ;tornem a esperar dada o interrupció de RB0 
 
RX_RING movf RCREG,w  ;posem el que rebem pel port sèrie a W 
  sublw eRe   ;restem R-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, esperem rebre nova dada 
  clrw 
RX_I  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_I   ;no, esperem rebre dada pel port sèrie 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw II   ;restem I-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  clrw 
RX_N  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_N   ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw NN   ;restem N-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
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  clrw 
RX_G  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_G   ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw GG   ;restem G-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  clrw 
RX_mes btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_mes  ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw mes   ;restem (+)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_mes  ;no, esperem rebre (+) 
  clrw 
  clrf sms_erroni  ;esborrem la variable sms_erroni 
  bsf  PCLATH,1 
  repdada  numero, lup, rebre, final_err, finalsms 
  bcf  PCLATH,1 
  btfsc sms_erroni,0 ;hem rebut el numero correcte? 
  goto incorrecte  ;no, anem a esperar nova dada pel port sèrie 
  clrf sms_erroni  ;si, esborrem la variable sms_erroni 
  clrw 
  movlw 0x00   ;posem '0' a acumulador 
  movwf erroni   ;posem '0' a erroni 
  bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  clrw 
  bank0 
  movlw timer1l 
  movwf TMR1L  ;posem valor de timer1l a TMR1L 
  movlw timer1h  ;i timre1h a TMR1H 
  movwf TMR1H  ; per tenir una interrupció cada 100ms 
  movlw cont7s   ;posem a W el valor de comptador de 7s 
  movwf regsegons  ;posem W al registre pel comptador de 7s. o 
      ; 15s 
  bsf INTCON,PEIE ;habilitem interrupció de perifèrics 
  bank1 
  bsf PIE1,TMR1IE ;habilitem interrupció del TMR1 
  bank0 
  return 
 
;*******************---SUBRUTINES DE TRANSMISSIÓ---***************** 
  org  0x500 
TX_at  clrf erroni   ;esborrem la variable erroni 
  clrf flag2s   ;esborrem la variable flag2s 
  bsf PCLATH,1 
  envia mis_at,loop1,espera1,final1  ;enviem at per veure si el  
      ; mòbil es troba operatiu 
  bcf PCLATH,1 
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temporitza bsf INTCON,GIE  ;habilitem interrupcions globals 
  bsf INTCON,T0IE ;habilitem interrupció del TMR0 
rep_dada btfss PIR1,RCIF  ;ha rebut dada pel port sèrie? 
  goto espera2s  ;esperem que rebi dada 
  bcf INTCON,T0IE ;deshabilitem interrupció del TMR0 
  clrf flag2s 
  call   rep_O   ;anem a la subrutina de recepció per veure  
      ; si el que rep es OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_at   ;no, tornem a enviar 'at' 
  bcf PORTA,0  ;si, apaguem LED de mòbil mal connectat 
  clrf erroni   ;esborrem variable erroni 
  return 
espera2s btfss flag2s,0 
  goto rep_dada    
  goto TX_at 
 
TX_ath bsf PCLATH,1 
  envia  mis_ath,loop4,espera4,final4 
  bcf PCLATH,1 
  return 
 
;********************---SUBRUTINES DE RECEPCIÓ---******************** 
RX_OK btfss PIR1,RCIF  ;mirem si ha rebut dada pel port sèrie 
  goto  RX_OK  ;esperem que rebi dada pel port sèrie 
rep_O  movf RCREG,w  ;posem a W el que hem rebut pel port sèrie,  
      ; que es guarda en el registre RCREG 
  sublw O   ;restem O-W. Restem el que hi ha a W de O 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_OK  ;no, esperem rebre O 
  clrw    ;si, esborrem w 
RX_K  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_K   ;no, esperem rebre dada 
rep_K  movf RCREG,w  ;posem a W el que rebem pel port sèrie 
  sublw K   ;restem K-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  movlw 0x00   ;posem '0' a l'acumulador 
  movwf erroni   ;posem '0' a la variable erroni, voldrà dir  
      ; que hem rebut OK 
  return 
incorrecte movlw 0x01   ;posem '1' a l'acumulador 
  movwf erroni   ;posem '1' a erroni, que voldrà dir que no  
      ; hem rebut OK 
  return 
 
RX_espai btfss PIR1,RCIF  ;mirem si ha rebut dada pel port sèrie 
  goto RX_espai   ;esperem que rebi dada pel port sèrie 
repsig  movf RCREG,w  ;posem a W el que hem rebut pel port 
      ; sèrie, que es guarda en el registre RCREG 
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sublw sig   ;restem >-W. Restem el que hi ha a W de > 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_espai  ;no, esperem rebre > 
  clrw    ;esborrem acumulador 
RX_esp btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_esp  ;no, esperem rebre dada 
repesp  movf RCREG,w  ;posem a W el que rebem pel port sèrie 
  sublw espai   ;restem (espai)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  movlw 0x00   ;posem '0' a l'acumulador 
  movwf erroni   ;posem '0' a la variable erroni que voldrà dir  
      ;que ho hem rebut correcte 
  return 
 
 
  END 
 
 
1.2 Codi font del l’aplicació amb identificació dels SMS 
 
List p=16F876  ;tipus de processador 
include <p16f876.inc> ;definició de registres interns 
 
__CONFIG _CP_OFF & _WDT_OFF & _BODEN_ON & _PWRTE_ON & _HS_OSC 
& _WRT_ENABLE_ON & _LVP_OFF & _DEBUG_OFF & _CPD_OFF 
 
bank0 macro 
  bcf STATUS,RP0  ;selecciono Bank0 
  endm 
 
bank1  macro  
  bsf STATUS,RP0  ;selecciono Bank1 
  endm  
 
envia macro missatge,loop,espera,final 
loop movf    digit,w          ;W= dígit 
 call missatge  ;agafa un caràcter de la taula de dades         
        iorlw 0                ;compara el caràcter de la taula amb zero  
        btfsc STATUS,Z        ;és zero(l’últim)?              
       goto  final   ;si, sortim de la macro de transmissió                
      TX_RS232        ;envia el caràcter carregat de la taula pel port sèrie           
       incf digit,f   ;incrementa el registre dígit 
       goto loop   ;tornem a carregar un nou valor de la taula 
final clrf digit 
 clrw 
 endm 
   
TX_RS232 macro  
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espera  bank1 
  btfss TXSTA,TRMT ;mira si el registre transmissor està buit 
  goto espera   ;espera a que estigui buit 
  bank0 
  movwf TXREG  ;posem el que volem enviar al registre 
      ; TXREG i s’enviarà pel port sèrie 
 clrw 
  endm 
 
repdada macro sms, lup, rebre, final_err, finalsms  
lup  movf digit,w   ;W= dígit 
  call sms   ;agafa el caràcter del SMS per comparar 
  iorlw 0   ;compara amb zero 
  btfsc STATUS,Z  ;és zero(l’últim)? 
  goto finalsms  ;si 
  movwf recepcio  ;no, guardem el valor que volem comparar  
      ; amb el que rebem a recepció 
rebre  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto rebre   ;no, esperem rebre dada 
  movf RCREG,w  ;si, guardem el que rebem a acumulador 
  subwf recepcio,w  ;restem recepció -W. Restem el que volem 
      ; comparar menys el que rebem 
  btfss STATUS,Z  ;és zero la resta? 
  goto final_err  ;no, aquest sms no és el que esperàvem 
    ; rebre 
  incf digit,f   ;incrementem el registre dígit 
  goto lup   ;tornem a carregar dada de la taula 
final_err movlw 0x01   
  movwf sms_erroni  ;posem 1 al registre sms_erroni 
finalsms clrf digit   ;esborrem variable digit 
  clrw    ;esborrem acumulador 
  endm   
 
;definició de variables 
w_temp equ 0x70   ; variable used for context saving  
status_temp equ      0x71          ; variable used for context saving 
digit  equ      0x21      ;Cursor per llegir la taula de dades 
regist2s equ 0x22   ;registre que utilitzarem pel comptador d'1s 
regsegons equ 0x23   ;registre que utilitzarem per el comptador 
      ;de 15s. i de 7s. 
comptador equ 0x24   ;registre pel comptador de tons 
rebudes equ 0x25   ;variable que ens comptarà les trucades de 2  
      ;o 3 tons rebudes 
flag2s  equ 0x26   ;variable que ens dirà quan han passat els 2  
      ; segons un cop enviat 'at' 
erroni  equ 0x27   ;variable per enviament erroni de OK 
auxiliar equ 0x28   ;variable per guardar la primera dada que  
      ; rebem pel port sèrie 
sms_erroni equ 0x29   ;variable per saber si SMS que rebem es  
      ; incorrecte 
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recepcio equ 0x30   ;variable auxiliar per guardar el valor que  
     ; volem comparar del SMS amb el que rebrem 
dada_RX equ 0x31   ;variable per guardar el numero de dades  
      ; rebudes de la data del SMS rebut 
 
;definició de constants 
bps_RS232 equ .9   ;fixem la velocitat del port sèrie a 115200  
     ; bps en posar aquest valor al registre SPBRG 
a  equ .97   ;valor que pren a 
t  equ .116   ;valor que pren t 
d  equ .100   ;valor que pren d 
OO  equ .79   ;valor que pren O 
K  equ .75   ;valor que pren K 
eRe  equ .82   ;valor que pren R 
II  equ .73   ;valor que pren I 
NN  equ .78   ;valor que pren N  
GG  equ .71   ;valor que pren G 
J  equ .74   ;valor que pren J 
c  equ .99   ;valor que pren c 
l  equ .108   ;valor que pren l 
i  equ .105   ;valor que pren i 
p  equ .112   ;valor que pren p 
m  equ .109   ;valor que pren m 
n  equ .110   ;valor que pren n 
g  equ .103   ;valor que pren g 
f  equ .102   ;valor que pren f 
h  equ .104   ;valor que pren h 
o  equ .111   ;valor que pren o 
r  equ .114   ;valor que pren r 
M  equ .77   ;valor que pren M 
T  equ .84   ;valor que pren T 
igual  equ .61   ;valor que pren = 
s  equ .115   ;valor que pren s 
zero  equ .48   ;valor que pren 0 
un  equ .49   ;valor que pren 1 
dos  equ .50   ;valor que pren 2 
tres  equ .51   ;valor que pren 3 
quatre   equ .52   ;valor que pren 4 
cinc  equ .53   ;valor que pren 5 
sis  equ .54   ;valor que pren 6 
sett  equ .55   ;valor que pren 7 
vuit  equ .56   ;valor que pren 8 
nou  equ .57   ;valor que pren 9 
mes  equ .43   ;valor que pren + 
sig  equ .62   ;valor que pren > 
espai  equ .32   ;valor que pren espai 
cometa equ .34   ;valor que pren " 
eFe  equ .70   ;valor que pren F 
AA  equ .65   ;valor que pren A 
Be  equ .66   ;valor que pren B 
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Ce  equ .67   ;valor que pren C 
Dee  equ .68   ;valor que pren D 
EE  equ .69   ;valor que pren E 
LL  equ .76   ;valor que pren L 
I  equ .73   ;valor que pren I 
Pe  equ .80   ;valor que pren P 
dsp  equ .58   ;valor que prenen : 
coma  equ .44   ;valor que pren , 
ctrl_z  equ .26   ;valor que pren controlz  
enter  equ .13   ;valor que pren enter o CR(carriage return) 
timer0  equ .76   ;valor que pren timer0  
cont2s  equ .200   ;valor que pren cont2s 
timer1l equ 0x00   ;valor que pren timer1l 
timer1h equ 0x1F   ;valor que pren timer1h 
cont15s equ .150   ;valor que pren el comptador de 15 s 
cont7s  equ .70   ;valor que pren el comptador de 7 s 
 
  org 0x00 
  goto inici 
 
;--------------------------------------------------------------------------------------------------------- 
  ORG     0x04           ; interrupt vector location 
  movwf w_temp          ; save off current W register contents 
  movf STATUS,w   ; move status register into W register 
  movwf status_temp      ; save off contents of STATUS register 
entra_int btfsc INTCON,T0IF ;s'ha produït interrupció pel TMR0? 
  goto int_TMR0  ;si, anem a int_TMR0 
  btfsc INTCON,INTF ;s'ha produït interrupció de RB0/INT? 
  goto int_RB0  ;si, anem a int_RB0 
  btfsc PIR1,TMR1IF ;s'ha produït interrupció del TMR1? 
  goto int_TMR1  ;si, anem a interrupció del TMR1 
  goto fi_int   ;no, sortim de la interrupció 
 
int_TMR0 bcf INTCON,T0IF     ;esborrem bandera d'interrupció 
  decf regist2s,1      ;decrementem el registre regist2s  
  btfss STATUS,Z      ;és zero? 
  goto fi_TMR0      ;no, sortim de la interrupció 
 bsf PORTA,0      ;si, encenem led a RA0 indicant que el          
     ; mòbil no esta ben connectat 
  movlw  cont2s       
  movwf  regist2s  ;carreguem cont2s=200 al registre regist2s 
  movlw  timer0 
  movwf  TMR0 ;carreguem TMR0 amb timer0=76 per poder  
     ; tornar a produir una interrupció cada 10ms 
  movlw  0x01  ; carreguem el valor 1 a flag2s per saber que han 
  movwf  flag2s  ; passat 2 segons quan sortim de la interrupció 
  goto  fi_int  ;sortim de la interrupció  
    
fi_TMR0 movlw  timer0  ;carreguem TMR0 amb timer0=76 per poder tornar  
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  movwf  TMR0 ; a produir una interrupció cada 10ms  
  goto  fi_int 
 
int_TMR1 bcf PIR1,TMR1IF ;esborrem bandera d'interrupció 
  decf regsegons,f  ;decrementem el registre que ens fa de 
      ; comptador per 7s o 15 s 
btfss STATUS,Z  ;és zero? 
  goto fi_TMR1  ;no, sortim de la interrupció 
  bcf PORTA,1      ;si, vol dir que han passat els 7 o 15 segons 
  movf comptador,w  ;Posem el valor del comptador a W 
  sublw 0x00   ;restem 0-W(acumulador) 
  btfss STATUS,Z  ;és zero? 
  goto RING_rebut  ;no, anem a mirar els RING rebuts 
  goto  O_RING  ;si, mirarem el valor de trucades rebudes 
RING_rebut clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a acumulador 
  sublw 0x01   ;restem 1-W(valor del comptador) 
  btfss STATUS,Z  ;és zero? 
  goto actua   ;no, hi ha hagut més d'1 RING 
  goto sortim   ;si, només hem rebut 1 RING 
actua  clrw    ;esborrem acumulador 
  movf comptador,w  ;posem el valor de comptador a W 
  sublw 0x02   ;restem 2-W(valor del comptador)  
  btfss STATUS,Z  ;hi han hagut 2 RING? 
  goto son_3   ;no, anem a mirar si són 3 RING 
  goto correcte  ;si, trucada és de 2 RING 
son_3  movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x03   ;restem 3-W (valor del comptador) 
  btfss STATUS,Z  ;és zero? 
  goto sortim   ;no, sortim 
correcte incf rebudes,f  ;si, s'hauran produït 2 o 3 RING.  
      ;incrementem rebudes 
  bank1 
 bsf PIE1,TMR1IE ;habilito interrupció del TMR1 per  
     ; quan sortim de la interrupció 
bank0 
  movlw cont15s  ;posem a W el valor de cont15s. La  
     ;pròxima trucada haurà de ser abans de 15 segons  
  movwf regsegons  ;si vol actuar sobre el PIC. Posem el valor 
    ; pel comptador de 15s al registre regsegons 
  clrf comptador  ;esborrem registre comptador 
  goto fi_TMR1  ;sortim de la interrupció 
O_RING clrw 
  movf rebudes,w  ;posem valor de trucades rebudes a W 
  sublw 0x03   ;restem 3 menys trucades rebudes  
  btfss STATUS,Z  ;és zero? 
  goto es_2   ;no, anem a es_2 per mirar si són 2 RING 
  goto es_3   ;si, anem a es_3. Rebem 3 RING  
  clrw 
  movf rebudes,w  ;posem el valor de trucades rebudes a W 
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  sublw 0x02   ;restem 2-W (valor de trucades rebudes) 
  btfss STATUS,Z  ;és zero? 
  goto sortim   ;no, sortim 
TX_cmgs1 bsf PCLATH,1 
  envia mis_cmgs2,loop5,espera5,final5 ;transmetem at+cmgs=28 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
    ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs1  ;no, tornem a enviar at+cmgs=28 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_2,loop6,espera6,final6 ;enviem la trama d’octets  
    ; corresponent al SMS 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
es_3  bsf PCLATH,1 
  envia mis_cmgs3,loop7,espera7,final7 ;transmetem at+cmgs=28 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
    ; >(espai) per poder començar a enviar octets  
  btfsc erroni,0  ;hem rebut OK? 
  goto es_3   ;no, tornem a enviar at+cmgs=28 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,0 
  bsf PCLATH,1 
  envia mis_3,loop8,espera8,final8 ;enviem la trama d’octets  
    ; corresponent al SMS 
  bcf PCLATH,0 
  bcf PCLATH,1 
  goto sortim   ;sortim de la interrupció 
sortim  bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  bank0 
  clrf comptador  ;esborrem comptador per tornar a començar 
      ; a comptar els nous RING rebuts 
  clrf rebudes  ;esborrem la variable de trucades rebudes 
  movlw cont7s   ;posem a W el valor de cont7s 
  movwf regsegons  ;posem el valor de W al registre comptador  
    ; per poder tornar a comptar els 7s entre RING i RING 
fi_TMR1 movlw timer1l 
  movwf TMR1L  ;posem valor de timer1l a TMR1L 
  movlw timer1h  ;i timer1h a TMR1H per tenir 
  movwf TMR1H  ; una interrupció cada 100ms 
  goto fi_int   ;sortim de la interrupció 
 
int_RB0 bcf  INTCON,INTF ;desactivo bandera d’interrupció RB0/INT 
  bcf PORTA,1  ;apaguem led pota RA1 
  btfsc PORTB,1  ;esta a '0' la pota RB1 (enable)? 
  goto TX_cmgs  ;no, està a 1. Anem a enviar SMS 
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  goto  fi_RB0  ;si, sortim de la interrupció 
TX_cmgs bsf PCLATH,1 
  envia mis_cmgs1,loop2,espera2,final2 ;transmetem at+cmgs=29 
  bcf PCLATH,1 
  call RX_espai  ;esperem que el mòbil ens respongui amb 
     ; >(espai) per poder començar a enviar octets 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgs  ;no, tornem a enviar at+cmgs=29 
  clrf erroni   ;esborrem variable erroni 
  bsf PCLATH,1 
  envia mis_1,loop3,espera3,final3  ;enviem la trama d’octets 
      ; corresponent al SMS 
bcf PCLATH,1 
  goto fi_int   ; sortim de la interrupció 
fi_RB0 goto fi_int   ;sortim de la interrupció 
 
fi_int  movf   status_temp,w    ; retrieve copy of STATUS register 
  movwf STATUS             ; restore pre-isr STATUS register contents 
  swapf   w_temp,f 
  swapf  w_temp,w           ; restore pre-isr W register contents 
  retfie                      ; return from interrupt 
 
;**********************---TAULA DE DADES---*************************** 
  org 0x200 
mis_at  addwf PCL,1   
  retlw a 
  retlw t 
  retlw enter 
  retlw 0x00 
mis_ath addwf PCL,1 
  retlw a 
  retlw t 
  retlw h 
  retlw enter 
  retlw 0x00 
mis_clip addwf PCL,1 
  retlw a 
  retlw t 
  retlw mes 
  retlw c 
  retlw l 
  retlw i 
  retlw p 
  retlw igual 
  retlw un 
  retlw enter 
  retlw 0x00 
mis_cmgf addwf PCL,1 
  retlw a 
  retlw t 
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  retlw mes 
  retlw c 
  retlw m 
  retlw g 
  retlw f 
  retlw igual 
  retlw zero 
  retlw enter 
  retlw 0x00  
mis_cmgs1 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw vuit 
  retlw enter 
  retlw 0x00 
mis_1  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
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  retlw un  
  retlw AA  
  retlw dos  
  retlw tres  
  retlw zero 
  retlw tres 
  retlw Be 
  retlw dos  
  retlw Ce  
  retlw sis  
  retlw eFe  
  retlw vuit  
  retlw sett 
  retlw quatre 
  retlw un  
  retlw EE 
  retlw un  
  retlw tres  
  retlw un  
  retlw tres 
  retlw Dee  
  retlw sis  
  retlw Dee  
  retlw zero  
  retlw eFe 
  retlw nou  
  retlw tres  
  retlw Ce 
  retlw tres  
  retlw dos 
  retlw dos  
  retlw ctrl_z  
  retlw 0x00 
mis_cmgs2 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw nou 
  retlw enter 
  retlw 0x00 
mis_2  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
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  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
  retlw dos  
  retlw dos  
  retlw dos  
  retlw EE  
  retlw vuit 
  retlw sett 
  retlw tres 
  retlw nou  
  retlw AA 
  retlw un  
  retlw Ce 
  retlw dos  
  retlw sis  
  retlw nou 
  retlw eFe 
  retlw tres  
  retlw un 
  retlw cinc  
  retlw zero 
  retlw sett 
  retlw zero  
  retlw quatre  
  retlw vuit  
  retlw quatre  
  retlw Dee 
  retlw cinc  
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  retlw AA 
  retlw vuit 
  retlw tres 
  retlw cinc  
  retlw quatre 
  retlw un  
  retlw un  
  retlw ctrl_z  
  retlw 0x00 
mis_cmgs3 addwf   PCL,1 
  retlw a  
  retlw t  
  retlw mes  
  retlw c  
  retlw m  
  retlw g  
  retlw s  
  retlw igual  
  retlw dos 
  retlw nou 
  retlw enter 
  retlw 0x00 
numero addwf PCL,1 
  retlw Ce 
  retlw LL 
  retlw II 
  retlw Pe 
  retlw dsp 
  retlw espai 
  retlw cometa 
  retlw sis 
  retlw zero 
  retlw nou 
  retlw nou 
  retlw cinc 
  retlw un 
  retlw dos 
  retlw sis 
  retlw dos 
  retlw cometa 
  retlw coma 
  retlw un 
  retlw dos 
  retlw nou 
  retlw coma 
  retlw coma 
  retlw coma 
  retlw cometa 
  retlw J 
  retlw o 
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  retlw r 
  retlw d 
  retlw i 
  retlw cometa 
  retlw 0x00 
cmt  addwf PCL,1 
  retlw Ce 
  retlw M 
  retlw T 
  retlw dsp 
  retlw espai 
  retlw dos 
  retlw sett 
  retlw 0x00 
  org 0x300 
mis_3  addwf PCL,1 
  retlw zero  
  retlw zero  
  retlw zero 
  retlw un  
  retlw zero  
  retlw zero  
  retlw zero  
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
  retlw tres  
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un   
  retlw cinc  
  retlw sis  
  retlw dos  
  retlw eFe  
  retlw dos  
  retlw quatre  
  retlw un  
  retlw eFe  
  retlw un  
  retlw un  
  retlw dos  
  retlw dos  
  retlw dos  
  retlw EE  
  retlw vuit 
  retlw sett 
  retlw tres  
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  retlw nou  
  retlw AA 
  retlw un  
  retlw Ce 
  retlw dos  
  retlw sis  
  retlw nou 
  retlw eFe 
  retlw tres  
  retlw dos  
  retlw cinc  
  retlw zero 
  retlw sett 
  retlw zero  
  retlw quatre  
  retlw vuit  
  retlw quatre  
  retlw Dee 
  retlw cinc  
  retlw AA 
  retlw vuit 
  retlw tres 
  retlw cinc  
  retlw quatre  
  retlw un  
  retlw un  
  retlw ctrl_z 
  retlw 0x00 
sms_rebut0 addwf PCL,1 
  retlw nou  
  retlw un  
  retlw quatre 
  retlw tres  
  retlw zero  
  retlw sis  
  retlw zero  
  retlw nou  
  retlw zero  
  retlw nou  
  retlw sis  
  retlw vuit  
  retlw eFe  
  retlw cinc  
  retlw zero 
  retlw quatre 
  retlw zero 
  retlw Be  
  retlw nou  
  retlw un  
  retlw quatre  
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  retlw tres 
  retlw zero  
  retlw sis  
  retlw nou  
  retlw nou  
  retlw un  
  retlw cinc  
  retlw sis 
  retlw dos  
  retlw eFe  
  retlw dos 
  retlw zero 
  retlw zero 
  retlw zero  
  retlw zero 
  retlw 0x00    
sms_rebut1 addwf PCL,1 
  retlw zero  
  retlw nou 
  retlw Ce  
  retlw quatre  
  retlw E 
  retlw dos 
  retlw tres  
  retlw quatre 
  retlw tres  
  retlw vuit 
  retlw A 
  retlw quatre  
  retlw dos  
  retlw sis  
  retlw A  
  retlw Dee 
  retlw quatre  
  retlw un 
  retlw 0x00 
mis_cnmi addwf PCL,1 
  retlw a 
  retlw t 
  retlw mes 
  retlw c 
  retlw n 
  retlw m 
  retlw i 
  retlw igual 
  retlw dos 
  retlw coma 
  retlw tres 
  retlw coma 
  retlw dos 
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  retlw coma 
  retlw zero 
  retlw coma 
  retlw zero 
  retlw 0x00 
;--------------------------------------------------------------------------------------------------------- 
  org  0x400 
inici  bank0 
  clrf PORTA 
  clrf PORTB 
  clrf PORTC 
  clrf digit 
  clrf comptador 
  clrf rebudes 
  clrf flag2s 
  clrf erroni 
  clrf dada_RX 
  bank1 
  movlw 0x00    
  movwf TRISA  ;configurem PORTA tot sortides 
  movlw b'00000111' 
  movwf TRISB   ;configurem PORTB com a RB7-RB3 
      ; sortides i RB0-RB2 entrades 
  movlw b'10010101' 
  movwf TRISC   ;configurem PORTC RC0,RC2,RC4,RC7 
      ; entrades i RC1,RC3,RC5,RC6 sortides 
  bank0 
  bsf RCSTA,SPEN ;configurem pins RC7=RX i RC6=TX 
  bsf RCSTA,CREN ;habilita recepció 
  bank1 
  movlw bps_RS232 
  movwf SPBRG  ;posem a SPBRG la constant bps_RS232 
     ; per tenir una velocitat del port sèrie de 115200bps 
bcf TXSTA,SYNC ;triem transmissió asíncrona 
  bsf TXSTA,BRGH ;triem alta velocitat de la transmissió  
      ; asíncrona 
  bsf TXSTA,TXEN ;habilitem transmissió 
  bcf INTCON,INTF ;esborrem bandera d’interrupció de  
      ; RB0/INT 
  bcf OPTION_REG,INTEDG ;interrupció a RB0/INT per flanc de  
       ; baixada 
  movlw b'00000111'  
  bcf INTCON,T0IF ;esborrem bandera d’interrupció del TMR0 
  movwf OPTION_REG ;triem prescaler de 256 i rellotge  
     ; intern(Fosc/4) pel TMR0 
bank0 
  movlw timer0 
  movwf TMR0   ;carreguem TMR0 amb el valor de timer0 
  movlw cont2s   ;posem a W el valor de cont2s 
  movwf regist2s  ;posem W al registre regist2s 
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  movlw b'00110001'  ;TMR1 prescaler de 8, rellotge intern 
      ; (Fosc/4). Encara està desactivat, 
movwf T1CON  ;més tard l'activarem 
  bcf PIR1,TMR1IF ;posem a '0' bandera d’interrupció del 
      ; TMR1 
  call  TX_at 
TX_clip bsf PCLATH,1 
  envia mis_clip,loop9,espera9,final9 ;enviem at+clip=1, per veure 
       ; el núm. que truca al mòbil 
bcf PCLATH,1 
  call RX_OK  ;mirem si el mòbil ens respon OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_clip  ;no, tornem a enviar at+clip=1 
TX_cmgf bsf  PCLATH,1 
  envia mis_cmgf,loop10,espera10,final10 ;enviem at+cmgf=0 per  
      ; enviar SMS en format PDU 
  bcf PCLATH,1 
  call RX_OK  ;mirem si el mòbil ens respon OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cmgf  ;no, tornem a enviar at+cmgf=0 
TX_cnmi bsf PCLATH,0 
  bsf PCLATH,1 
  envia mis_cnmi,loop11,espera11,final11 
  bcf PCLATH,0 
  bcf PCLATH,1 
  call RX_OK  ;mirem si el mòbil ens respon OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_cnmi  ;no, tornem a enviar at+cnmi=2,3,2,0,0 
 
;Aquí ja hem comprovat que el mòbil es troba ben connectat, ja que li hem enviat 'at' i 
;ens ha respost 'OK'. També hem configurat el mòbil perquè quan truquin a aquest 
;identifiqui el numero i l’enviï al PIC, d'aquesta manera només acceptarem les trucades 
;d'un número concret. Això ho hem fet  enviant at+clip=1. També hem configurat 
;l'enviament dels SMS en format PDU enviant at+cmgf=0. Si enviéssim at+cmgf=1, 
;triaríem enviament dels SMS en format text. En enviar at+cnmi=2,3,2,0,0 ens permetrà 
;la identificació dels SMS que rebem. 
 
  bsf INTCON,INTE ;habilitem interrupció de RB0/INT 
  clrf comptador 
  bcf PIR1,RCIF 
lop  bsf PORTA,1  ;encenem led RA1 indicant que espera INT 
      ; o dada sèrie 
btfss PIR1,RCIF  ;rebem dada pel port sèrie?    
  goto lop   ;no, esperem rebre dada o interrupció de 
      ; RB0/INT 
  call RX_RING  ;si, mirem si rebem una trucada (RING) 
  btfsc erroni,0  ;hem rebut RING? 
  goto novadada  ;no, anem a novadada 
  clrf erroni   ;si, esborrem la variable erroni 
  incf comptador,f  ;incrementem el comptador per comptar els  
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      ; tons (RING) que rebem 
compt_1 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x01   ;restem 1-W  
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_2  ;no, anem a compt_2 (segon to) 
  goto lop   ;si, tornem a esperar dada pel port sèrie 
compt_2 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x02   ;restem 2-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_3  ;no, anem a compt_3(tercer to) 
  goto lop   ;si, tornem a esperar dada pel port sèrie 
compt_3 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x03   ;restem 3-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_4  ;no, anem a compt_4 (quart to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_4 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x04   ;restem 4-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_5  ;no, anem a compt_5 (cinquè to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_5 movf comptador,w  ;posem el valor del comptador a W 
  sublw 0x05   ;restem 5-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto compt_6  ;no, anem a compt_6 (sisè to) 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
compt_6 bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  bank0 
  call  TX_ath  ;cridem la subrutina de transmissió per 
      ; acabar la trucada ja que no ens interessa 
clrf comptador  ;esborrem el comptador (número de tons) 
  clrf rebudes  ;esborrem trucades rebudes de 2 o 3 tons 
  goto lop   ;tornem a esperar rebre dada pel port sèrie 
 
novadada clrf erroni   ;esborrem la variable erroni 
  goto lop   tornem a esperar dada o interrupció de RB0 
 
RX_RING movf RCREG,w  ;posem el que rebem pel port sèrie a W  
movwf auxiliar  ;guardem el que tenim a l'acumulador a la  
    ; variable auxiliar 
RX_R  sublw eRe   ;restem (R) -W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_sms  ;no, anem a mirar si es que rebem un SMS 
  clrw    ;si 
RX_I  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_I   ;no, esperem rebre dada pel port sèrie 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw II   ;restem (I)- W 
  btfss STATUS,Z  ;és zero la resta? 
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  goto incorrecte  ;no, anem a incorrecte 
  clrw    ;si 
RX_N  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_N   ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw NN   ;restem (N) -W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  clrw    ;si 
RX_G  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_G   ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw GG   ;restem (G) -W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  clrw    ;si 
RX_mes btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_mes  ;no, esperem rebre dada 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw mes   ;restem (+)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_mes  ;no, esperem rebre (+) 
  clrw    ;si 
  clrf sms_erroni  ;esborrem la variable sms_erroni 
  bsf PCLATH,1 
  repdada numero, lup, rebre, final_err, finalsms 
  bcf PCLATH,1 
  btfsc sms_erroni,0  ;hem rebut el numero correcte? 
  goto incorrecte  ;no, anem a esperar nova dada pel port sèrie 
  clrf sms_erroni  ;si, esborrem la variable sms_erroni 
  clrw  
  movlw 0x00   ;posem '0' a acumulador 
  movwf erroni   ;posem '0' a erroni 
  bank1 
  bcf PIE1,TMR1IE ;deshabilitem interrupció del TMR1 
  clrw 
  bank0 
  movlw timer1l 
  movwf TMR1L  ;posem valor de timer1l a TMR1L 
  movlw timer1h  ;i timre1h a TMR1H 
  movwf TMR1H  ; per tenir una interrupció cada 100ms 
  movlw cont7s   ;posem a W el valor de comptador de 7s 
  movwf regsegons  ;posem W al registre comptador de 7s o 15s 
  bsf INTCON,PEIE ;habilitem interrupcions de perifèrics 
  bank1 
  bsf PIE1,TMR1IE ;habilitem interrupció del TMR1 
  bank0 
  return 
 
RX_sms movf auxiliar,w  ;posem la dada que rebem pel port sèrie  
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      ; guardada a auxiliar a acumulador 
  sublw mes   ;restem (+)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, sortim i esperem rebre nova dada 
  clrw 
  clrf sms_erroni 
  bsf PCLATH,1 
  repdada cmt, lup2, rebre2, final_err2, finalsms2 
  bcf PCLATH,1 
  btfsc sms_erroni,0  ;és correcte el sms_rebut? 
  goto incorrecte  ;no, anem a esperar rebre nova dada pel  
      ;port sèrie 
  clrf sms_erroni 
 
;ara ja sabem que es tracta d'un SMS. Ara esperarem rebre 07,  ja que tots els SMS 
comencen així 
 
RX_0  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_0   ;no, esperem rebre dada pel port sèrie 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw zero   ;restem (0)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_0   ;no, esperem rebre 0 
  clrw    ;si 
RX_7  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_7   ;no, esperem rebre dada pel port sèrie 
  movf RCREG,w  ;si, posem el que rebem pel port sèrie a W 
  sublw sett   ;restem (7)-W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_0   ;no, tornem a esperar rebre 0  
  clrw    ;si 
  clrf sms_erroni  ;esborrem la variable sms_erroni 
  bsf PCLATH,0 
  bsf PCLATH,1 
  repdada sms_rebut0, lup3, rebre3, final_err3, finalsms3 
  bcf PCLATH,0 
  bcf PCLATH,1 
  btfsc sms_erroni,0  ;és correcte SMS rebut?    
  goto incorrecte  ;no, anem a esperar rebre nova dada 
  clrf sms_erroni  ;si, esborrem la variable sms_erroni 
RX_data btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_data  ;no, esperem rebre dada 
  movf RCREG,w  ;posem el que rebem a acumulador 
  incf dada_RX,1  ;incrementem la variable dada_RX 
  movlw 0x0E   ;posem el valor 14 a acumulador 
  subwf dada_RX,0  ;restem dada_RX-(14) i ho guardem a W 
  btfss STATUS,Z  ;és zero la resta? 
  goto RX_data  ;no, esperem fins a rebre 14 dades que 
   ;indiquen l’hora que s’ha enviat l’SMS. Sempre seran diferents 
  clrf dada_RX  ;esborrem la variable dada_RX per quan 
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      ; tornem a entrar aquí 
bsf PCLATH,0 
  bsf PCLATH,1 
  repdada sms_rebut1, lup4, rebre4, final_err4, finalsms4 
  bcf PCLATH,0 
  bcf PCLATH,1 
  return 
 
;******************---SUBRUTINES DE TRANSMISSIÓ---****************** 
  org 0x600 
TX_at  clrf erroni   ;esborrem la variable erroni 
  clrf flag2s   ;esborrem la variable flag2s 
  bsf PCLATH,1 
  envia mis_at,loop1,espera1,final1  ;enviem at per veure si el  
      ;mòbil es troba operatiu 
  bcf PCLATH,1 
temporitza bsf INTCON,GIE  ;habilitem interrupcions globals 
  bsf INTCON,T0IE ;habilitem interrupció del TMR0 
rep_dada btfss PIR1,RCIF  ;ha rebut dada pel port sèrie? 
  goto espera2s  ;esperem que rebi dada 
  bcf INTCON,T0IE ;deshabilitem interrupció del TMR0 
  clrf flag2s 
  call   rep_O   ;anem a la subrutina de recepció per veure  
      ;si el que rep es OK 
  btfsc erroni,0  ;hem rebut OK? 
  goto TX_at   ;no, tornem a enviar 'at' 
  bcf PORTA,0  ;si, apaguem LED de mòbil mal connectat 
  clrf erroni   ;esborrem variable erroni 
  return 
espera2s btfss flag2s,0 
  goto rep_dada    
  goto TX_at 
 
TX_ath bsf PCLATH,1 
  envia  mis_ath,loop4,espera4,final4 
  bcf PCLATH,1 
  return 
;********************---SUBRUTINES DE RECEPCIÓ---******************** 
RX_OK btfss PIR1,RCIF  ;mirem si ha rebut dada pel port sèrie 
  goto  RX_OK  ;esperem que rebi dada pel port sèrie 
rep_O  movf RCREG,w  ;posem a W el que hem rebut pel port sèrie,  
      ; que es guarda en el registre RCREG 
  sublw OO   ;restem (O) -W.    
btfss STATUS,Z  ;és zero la resta? 
  goto RX_OK  ;no, esperem rebre O 
  clrw    ;si, esborrem w 
RX_K  btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_K   ;no, esperem rebre dada 
rep_K  movf RCREG,w  ;si, posem a W el que rebem pel port sèrie 
  sublw K   ;restem (K)-W 
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  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  movlw 0x00   ;si, posem '0' a l'acumulador 
  movwf erroni   ;posem '0' a la variable erroni, voldrà dir  
      ; que hem rebut OK 
  return 
incorrecte movlw 0x01   ;posem '1' a l'acumulador 
  movwf erroni   ;posem '1' a erroni, que voldrà dir que no  
      ; hem rebut OK 
  return 
 
RX_espai btfss PIR1,RCIF  ;mirem si ha rebut dada pel port sèrie 
  goto RX_espai   ;esperem que rebi dada pel port sèrie 
repsig  movf RCREG,w  ;posem a W el que hem rebut pel port sèrie,  
      ; que es guarda en el registre RCREG 
  sublw sig   ;restem (>)-W.    
btfss STATUS,Z  ;és zero la resta? 
  goto RX_espai  ;no, esperem rebre (>) 
  clrw    ;si, esborrem acumulador 
RX_esp btfss PIR1,RCIF  ;rebem dada pel port sèrie? 
  goto RX_esp  ;no, esperem rebre dada 
repesp  movf RCREG,w  ;si, posem a W el que rebem pel port sèrie 
  sublw espai   ;restem (espai) -W 
  btfss STATUS,Z  ;és zero la resta? 
  goto incorrecte  ;no, anem a incorrecte 
  movlw 0x00   ;si, posem '0' a l'acumulador 
  movwf erroni   ;posem '0' a la variable erroni, voldrà dir 
      ; que hem rebut (> )   
return 
 
    
  END 
 
 
1.3 Problemàtiques i solucions de les taules de dades 
En aquest apartat destacarem els principals problemes que ens han sorgit en elaborar les 
taules de dades.  
Per anar llegint els diferents valors de la taula s’ha d’utilitzar el Program Counter (PC), 
i anar incrementant-lo per a cada valor. El PC està format per 13 bits. Els 8 bits de 
menor pes s’anomenen PCL (PC Low) i els 5 bits de major pes PCH (PC High) o 
PCLATH. En la Figura 1.1 s’observa la disposició d’aquests 13 bits. 
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Figura 1.1 Bits del PCLATH 
 
 
Els bits del PCLATH ens serveixen per adreçar-nos a la posició inicial de cada pàgina 
formada per 256 posicions. Per exemple, si posem el bit PCLATH<0> a 1 ens situem a 
la posició 0x100 de la memòria de programa. Per contra, si el bit que posem a 1 és el 
PCLATH<1>, ens situem a la posició 0x200 de la memòria de programa. 
El PCL serveix per desplaçar-nos dins aquestes 256 posicions de cada pàgina.  
 
El problema que ha sorgit en fer el programa ha estat que teníem algun missatge en la 
taula de dades que estava entre la posició 0x1FF i la 0x200 de la memòria de programa. 
En llegir un missatge de la taula de dades, només incrementem el PCL, ja que el 
PCLATH només es selecciona abans de començar a llegir aquest missatge. Això fa que 
en arribar a la posició 0x1FF, com que el PCLATH encara està seleccionat per llegir de 
la pàgina 0x100 a 0x1FF, en comptes de passar a llegir el valor de la posició 0x200, es 
passa a llegir el valor de la posició 0x100. 
 
Per solucionar aquest tipus de problemes el que s’ha de fer és donar un origen de 
posició de la memòria de programa a les taules de dades. En el codi de l’aplicació, 
podem veure que les taules de dades comencen en la posició 0x200. A partir d’aquí 
tenim un seguit de missatges fins que en trobem un que té un nou origen, 0x300. A 
aquest missatge se li ha donat un nou origen, ja que sinó la memòria de programa passa 
de la posició  0x2FF a 0x300 sense poder canviar el valor del PCLATH.  
 
En la Figura 1.2a podem estudiar el cas en el qual amb el missatge mis_3 se li ha donat 
el nou origen 0x300, i no ens donarà cap problema en llegir aquestes dades; sempre i 
quan per llegir el mis_3 tinguem els bits PCLATH<1:0> a 1, i per llegir el missatge cmt 
tinguem el bit PCLATH<1> a 1 i el bit PCLATH<0> a 0. 
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En la Figura 1.2b es mostra el cas contrari que abans. En aquest programa no s’ha donat 
un nou origen al missatge mis_3, i veiem que les dades que conté aquest passen de la 
posició 0x2FF a 0x300. Com que per llegir aquest mis_3 el PCLATH està configurat 
per llegir la pàgina que va de 0x200 a 0x2FF, en incrementar-se el PCL de FF a 00,en 
comptes de passar a la posició 0x300 s’anirà a llegir la posició 0x200. 
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2 PROGRAMA CODIFICADOR DE SMS 
Com hem explicat en la memòria principal1, la creació de la trama per l’enviament dels 
SMS en format PDU, no és immediata degut a la codificació de les dades de 7 bits en 
octets. Aquest problema ens va portar a realitzar un senzill programa en Delphi que ens 
donés directament la PDU per poder enviar un SMS. Això és útil per quan volem 
canviar l’SMS a enviar en la nostre aplicació. D’aquesta forma només s’ha de posar el 
text del missatge que volem enviar, el número al qual el volem enviar i la forma 
d’enviar-lo, i la trama que ens doni ja la podrem posar directament a la taula de dades de 
l’aplicació principal.  
 
 
2.1 Disposició dels recursos utilitzats  
Abans de passar a descriure el codi font del programa, observarem la pantalla del 
Delphi (Form) on tenim tots els elements utilitzats. L’executable del programa tindrà la 
mateixa configuració que aquesta pantalla. En l’executable no es mostren alguns del 
recursos, ja que són superflus per la seva execució. En la Figura 2.1 podem veure la 
pantalla del programa abans d’executar-lo, i en la Figura 2.2 la pantalla un cop executat 
el programa. 
 
                                                 
1 Memoria Descriptiva, pàg. 13 
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Figura 2.1 Aplicació en el Delphi 
 
 
Figura 2.2 Executable de l’aplicació 
 
 







  Windows, Messages, SysUtils, Variants, Classes, Graphics, Controls, Forms, 
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  TForm1 = class(TForm) 
    Edit1: TEdit; 
    Edit2: TEdit; 
    Edit3: TEdit; 
    Button2: TButton; 
    Button1: TButton; 
    Edit4: TEdit; 
    Label1: TLabel; 
    Label2: TLabel; 
    Edit5: TEdit; 
    Edit6: TEdit; 
    Label3: TLabel; 
    RadioButton1: TRadioButton; 
    RadioButton2: TRadioButton; 
    Label4: TLabel; 
    procedure Edit1Change(Sender: TObject); 
    procedure Button2Click(Sender: TObject); 
    procedure Button1Click(Sender: TObject); 




   private 
    { Private declarations } 
  public 
    { Public declarations } 
  end; 
 
var 
  Form1: TForm1; 
  final,final1,final11,final2,final3,final4,final5,final6,final7,final8: string; 
  octet,octetant,aux: string; 
  numero,numsms,llargada:string; 








procedure TForm1.Edit1Change(Sender: TObject); 
var valor:byte; 
    bit:byte; 
    i,a:integer; 
begin 
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edit2.text:=''; 
for j:=1 to length(edit1.text) do 
   begin 
   valor:=ord(edit1.text[j]); 
   a:=1; 
   for i:=1 to 8 do 
      begin 
      a:=a*2; 
      bit:=valor div (256 div a); 
      valor:=valor mod (256 div a); 
      if i=1 then 
        begin 
        edit2.text:=edit2.text+''; 
        octet:='' 
        end 
      else 
        begin 
            if bit=1 then 
            begin 
            octet:=octet+'1'; 
            edit2.text:=edit2.text+'1'; 
            end 
            else 
            begin 
            octet:=octet+'0'; 
            edit2.text:=edit2.text+'0'; 
            end 
          end 
      end; 
   end; 
   n:=n+1; 
case n of 
  1:  begin 
        octetant:=octet; 
        final11:=aux+octet 
      end; 
  2:  begin 
        final2:=aux+octet[7]+octetant; 
        octetant:=octet[1]+octet[2]+octet[3]+octet[4]+octet[5]+octet[6] 
       end; 
  3:  begin 
        final3:=final2+octet[6]+octet[7]+octetant; 
        octetant:=octet[1]+octet[2]+octet[3]+octet[4]+octet[5] 
      end; 
  4:  begin 
        final4:=final3+octet[5]+octet[6]+octet[7]+octetant; 
        octetant:=octet[1]+octet[2]+octet[3]+octet[4] 
      end; 
  5:  begin 
        final5:=final4+octet[4]+octet[5]+octet[6]+octet[7]+octetant; 
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        octetant:=octet[1]+octet[2]+octet[3] 
      end; 
  6:  begin 
        final6:=final5+octet[3]+octet[4]+octet[5]+octet[6]+octet[7]+octetant; 
        octetant:=octet[1]+octet[2] 
      end; 
  7:  begin 
        final7:=final6+octet[2]+octet[3]+octet[4]+octet[5]+octet[6]+octet[7]+octetant; 
        octetant:=octet[1] 
      end; 
  else 
    begin 
      
final8:=final7+octet[1]+octet[2]+octet[3]+octet[4]+octet[5]+octet[6]+octet[7]+octetant; 
      n:=0; 
      aux:=final8; 
      octetant:=''; 







































procedure TForm1.Button1Click(Sender: TObject); 
var k,p,y,x,s,i,compt,octets,octets1,num,maxim:integer; 
    octetsstr,especific,smshex,sms,strfinal:string; 
    correcte:Boolean; 
begin 


















if RadioButton1.Checked then 
  especific:='F0'; 
if RadioButton2.Checked then 
  especific:='F1'; 
if RadioButton2.Checked or RadioButton1.Checked then 
  correcte:=False 
  else 
  correcte:=True; 
 
if correcte then 
  showmessage('Selecciona tipus de SMS'); 
 
x:=0;   
 
compt:=length(edit3.text) div 4; 
while compt>0 do 
begin 
strfinal:=''; 
  for y:=(1+x) to (4+x) do 
    strfinal:=strfinal+final[y]; 
   
    if strfinal='0000' then 
      smshex:='0' 
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    else if strfinal='0001' then 
      smshex:='1' 
    else if strfinal='0010' then 
      smshex:='2' 
    else if strfinal='0011' then 
      smshex:='3' 
    else if strfinal='0100' then 
      smshex:='4' 
    else if strfinal='0101' then 
      smshex:='5' 
    else if strfinal='0110' then 
      smshex:='6' 
    else if strfinal='0111' then 
      smshex:='7' 
    else if strfinal='1000' then 
      smshex:='8' 
    else if strfinal='1001' then 
      smshex:='9' 
    else if strfinal='1010' then 
      smshex:='A' 
    else if strfinal='1011' then 
      smshex:='B' 
    else if strfinal='1100' then 
      smshex:='C' 
    else if strfinal='1101' then 
      smshex:='D' 
    else if strfinal='1110' then 
      smshex:='E' 
    else 
      smshex:='F'; 
   sms:=sms+smshex; 
   x:=x+4; 





for k:=1 to length(edit4.text) do 
  begin 
 
  end; 
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procedure TForm1.Edit5Change(Sender: TObject); 
var c:integer; 
    num:string; 
begin 
for c:=1 to length(edit5.text) do 
begin 
  num:=(edit5.text[c]); 
end; 
numero:=numero+num; 
end; 
 
 
end. 
 
 
