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Abstract	  	  The	  widespread	  of	  Unmanned	  Aerial	  Vehicles	  (UAVs)	   in	  various	  application	  domains	  has	  questioned	  the	   design	   methods	   used	   by	   UAV	   manufacturers.	   Migration	   from	   document	   centric	   approaches	   to	  Model-­‐Based	   ones	   has	   stimulated	   research	  work	   on	  modeling	   languages	   and	   tools	   that	   reduce	   cost	  development	   and	   time	   to	  market.	   Among	   the	   various	   benefits	   one	  may	   expect	   from	  using	   a	  Model-­‐Based	  System	  Engineering	  approach,	  the	  paper	  essentially	  considers	  a	  model	  as	  a	  reference	  for	  early	  detection	  of	  design	  errors	  in	  the	  life	  cycle	  of	  UAVs.	  The	  paper	  proposes	  designers	  to	  model	  the	  UAV	  in	  SysML	  and	  to	  use	  the	  free	  software	  TTool	  for	  safety	  analysis.	  TTool	  includes	  a	  SysML	  model	  editor,	  a	  model	  simulator	  and	  formal	  verification	  modules	  that	  rely	  safety	  analysis	  on	  mathematics	  rather	  than	  chance.	  The	  method	  associated	  with	  SysML	  and	  TTool	  is	  applied	  to	  a	  UAV	  in	  charge	  of	  taking	  pictures.	  	  	  
1.	  Introduction	  	  The	   purpose	   of	   this	   paper	   is	   to	   illustrate	   a	   model-­‐based	   systems	   engineering	   approach	   to	   the	  development	   of	   a	   UAV	   (Unmanned	   Aerial	   Vehicle)	   and	   the	   early	   detection	   of	   the	   potential	   design	  errors	  for	  such	  vehicles.	  Using	  a	  systems	  engineering	  approach,	  a	  complete	  view	  on	  the	  system	  (in	  this	  case	  a	  UAV)	  and	  its	  environment	  is	  taken.	  A	  system	  can	  be	  defined	  as	  	  “…	  an	  integrated	  set	  of	  elements,	  subsystems	   or	   assemblies	   that	   accomplish	   a	   defined	   objective.	   These	   elements	   include	   products	  (hardware,	  software,	  firmware),	  process,	  people,	  information,	  techniques,	  facilities,	  services	  and	  other	  support	  elements.”	  (INCOSE	  Handbook	  V4,	  July	  2015).	  	  	  	  A	  system	  has	  a	  purpose,	  a	  mission	   to	   fulfill,	  often	   to	  provide	  a	  solution	   to	  a	   (business)	  problem.	  For	  example,	  a	  UAV	  can	  have	  a	  mission	  to	  transport	  packages	  from	  one	  location	  to	  another	  to	  another	  via	  air-­‐transportation	   in	   an	  autonomous	  manner	  without	  bringing	   in	  danger	   the	   load	   (the	  packages)	  or	  other	   users	   of	   the	   infrastructure	   (in	   air:	   other	   aeronautical	   vehicles,	   on	   ground:	   houses,	   buildings,	  people,	  cars,	  etc.).	  	  	  A	  structured	  approach	  to	  system	  design	  and	  engineering	  is	  needed	  to	  guide	  the	  complete	  life	  cycle	  of	  a	  changing	   system.	   Such	   an	   approach	   begins	  with	   requirements	   that	   express	   the	  wants	   and	   needs	   of	  stakeholders,	   in	  addition	  to	   feasibility	  studies,	  a	  concept	  of	  operations,	  known	  regulations	  and	  other	  sources	   of	   information.	   In	   successive	   stages,	   requirements	   and	   designs	   are	   expanded	   and	   refined	  through	   numerous	   iterations	   from	   top-­‐level	   designs	   to	   detailed	   and	   operational	   designs.	   Design	  options	  are	  often	  not	  independent	  -­‐	  they	  are	  interconnected	  in	  many	  ways,	  with	  each	  other	  and	  with	  the	   environment	   in	   which	   they	   are	   located.	   The	   components	   or	   subsystems	   of	   the	   system,	   their	  interconnections	  and	  boundaries,	  and	  their	  interactions	  with	  their	  environment	  are	  not	  accidental	  but	  result	  from	  deliberate	  and	  often	  multidisciplinary	  design	  and	  engineering.	  	  A	  clear,	  unambiguous	  mission	  statement	  is	  key	  for	  the	  development	  of	  the	  system,	  and	  must	  be	  clearly	  stated	  by	  stakeholders.	  	  Stakeholders	  are	  those	  persons	  /	  entities	  /	  organisations	  /	  …	  that	  have	  a	  stake	  in	   the	   system.	   In	   the	   above	   example	   of	   an	   autonomous	   UAV,	   one	   can	   think	   of	   the	   owners	   of	   the	  packages	  as	  stakeholders	  (they	  want	  the	  packages	  to	  be	  delivered	  in	  a	  safe,	  yet	  speedy	  manner),	   the	  state	  /	  governments	  (restricting	  air	  use	  in	  such	  a	  way	  to	  limit	  impact	  on	  other	  users)	  …	  The	  definition	  of	  such	  a	  mission	  statement	  represents	  the	  starting	  point	  of	  the	  design	  process	  and	  the	  requirements	  
definition.	  Furthermore,	  the	  mission	  statement	  provides	  the	  basis	  for	  the	  ultimate	  test	  of	  the	  system's	  fitness-­‐for-­‐purpose.	  	  	  A	  system	  is	   therefore	  an	  assembly	  of	  system	  elements	   that	   interact	  with	  one	  another.	  The	  system	   is	  characterized	  by	  its	  state,	  its	  behaviour,	  and	  its	  external	  boundary.	  The	  operating	  environment	  acts	  on	  the	  system.	  These	  actions	  form	  an	  input	  on	  the	  systems	  behaviour.	  In	  the	  same	  way,	  the	  results	  of	  the	  systems	  behaviour	  form	  outputs	  to	  the	  operating	  environment	  world.	  	  	  As	   mentioned,	   the	   approach	   chosen	   here	   is	   model-­‐based.	   INCOSE	   defines	   Model-­‐Based	   System	  Engineering	   as	   “the	   formalised	   application	   of	   modeling	   to	   support	   system	   requirements,	   design,	  analysis,	   verification	   and	   validation	   activities	   beginning	   in	   the	   concept	   design	  phase	   and	   continuing	  throughout	  development	  and	  later	  life	  cycle	  phases”	  [INCOSE,	  2017].	  	  	  The	   benefits	   of	   Model-­‐Based	   Systems	   Engineering	   over	   document-­‐centric	   approaches	   have	   been	  acknowledged	  in	  the	  literature	  [Madni,	  2018].	  With	  an	  MBSE	  approach,	  a	  model	  serves	  as	  a	  reference	  for	  early	  debugging	  of	  the	  system	  under	  design:	  the	  earlier	  you	  detect	  design	  errors	  in	  the	  life	  cycle	  of	  the	  system,	  the	  more	  you	  save	  development	  costs.	  A	  model	  also	  helps	  preparing	  testing,	  which	  is	  one	  of	  the	  highest	  cost-­‐prone	  steps	  in	  the	  design	  cycle	  of	  complex	  systems.	  	  	  Promoters	   of	   formal	  methods	   have	   extensively	   published	   on	   simulation	   and	   verification	   techniques	  enabling	   early	   checking	   of	  models	   against	   design	   errors.	   Similarly	   an	   impressive	   number	   of	   papers	  have	  discussed	  test	  generation	  from	  state	  machines	  and	  other	  formal	  models	  [Dssouli,	  2017].	  In	  both	  cases,	   the	  widespread	  of	  proposed	   techniques	  has	  been	  hampered	  by	   the	   little	  acceptance	  of	   formal	  methods	  in	  industry.	  	  In	  parallel	  to	  formal	  methods,	  graphic	  and	  semi	  formal	  modeling	  languages	  have	  emerged	  in	  research	  laboratories,	  industry	  and	  standardization	  bodies.	  With	  the	  support	  of	  tool	  manufacturers	  and	  system	  engineering	   practitioners,	   the	  Object	  Management	   Group	   and	   the	   INCOSE	   have	   jointly	   standardized	  the	  Systems	  Modeling	  Language	  (SysML)	  [OMG-­‐SysML,	  2017]	  [Friendethal,	  2012]).	  	  	  SysML	   has	   a	   wide	   application	   spectrum.	   Examples	   include	   trains	   [Baduel,	   2018],	   helicopters	  [Anderson,	  2010],	  space	  [Wassem,	  2018],	  Industry	  4.0	  [Arantes,	  2018]	  and	  clinical	  medicine	  [Khayal,	  2017].	   Several	   authors	   have	   questioned	   the	   expression	   power,	   the	   level	   of	   formality,	   and	   the	   tool	  support	  of	  SysML	  in	  their	  respective	  application	  domain.	  	  Applying	  SysML	  to	  UAV	  needs	  to	  pay	  attention	  to	  the	  limitations	  the	  language	  may	  have	  in	  respect	  to	  real-­‐time	   systems	   in	   general.	   The	   expression	   power	   of	   SysML	   is	   a	   key	   issue	   to	   handle	   parallelism,	  communication	  and	  time-­‐criticality	  in	  real-­‐time	  systems.	  Besides	  the	  syntax	  and	  the	  expression	  power	  of	   the	   language,	   its	   semantics	   is	   also	   of	   high	   importance.	   Having	   a	   precise	   and	   unambiguous	  understanding	  of	  SysML	  diagrams	  facilitates	  tool	  interoperability	  and	  sharing	  of	  models	  in	  general.	  	  	  A	   common	  practice	   in	   giving	   diagrammatic	  modeling	   language	   a	   formal	   semantics	   is	   to	   express	   the	  semantics	  of	  the	  diagrams	  using	  a	  formal	  method	  that	  is	  mathematically	  defined	  and	  therefore	  already	  owns	   a	   formal	   semantics.	   The	   real	   challenge	  may	   then	   be	   phrased	   as	   follows:	   how	   to	   give	   SysML	   a	  formal	  semantics	  and	  to	  keep	  it	  user-­‐friendly	  to	  industry	  practitioners	  who	  are	  not	  necessarily	  formal	  methods	  literate?	  	  That	  question	  cannot	  be	  dissociated	  from	  that	  of	  the	  user-­‐friendliness	  of	  the	  SysML	  tools	  that	  directly	  benefit	   from	  the	   formalisation	  of	   the	   language’s	  semantics.	  Of	  prime	  concern	  are	   the	  simulation	  and	  verification	  tools	  developed	  for	  SysML.	   In	  this	  paper,	   the	  word	  “simulation”	  will	  be	  used	  to	  denote	  a	  possibly	   partial	   exploration	   of	   the	   state	   space	   of	   the	   system	  modeled	   in	   SysML.	   By	   contrast,	   formal	  verification	  relies	  on	  mathematics	  than	  chance	  and	  enables	  systematic	  exploration	  of	  the	  state	  space	  of	  the	  system.	  This	  is	  to	  be	  compared	  with	  the	  definitions	  of	  the	  IEEE	  1012-­‐2012	  standard	  [IEEE,	  2005]	  where	  “verification”	  guarantees	  the	  models	  have	  been	  correctly	  built	  and	  “validation”	  guarantees	  the	  modeled	  system	  matches	  the	  requirements.	  	  	  
The	   free	   and	   open-­‐source	   SysML	   tool	   [TTool,	   2018]	   offers	   simulation	   and	   formal	   verification	  capabilities.	   TTool	   includes	   a	   SysML	   diagram	   editor,	   a	   model	   simulator,	   several	   formal	   verification	  modules,	   code	   generators	   and	   a	   test	   sequence	   generator.	   The	   tool	   cannot	   be	   dissociated	   form	   the	  method	  of	   incremental	  modeling	   [Saqui-­‐Sannes,	  2016]	   that	  has	  already	  been	  applied	   to	  several	  case	  studies	  [Mattei,	  2017]	  [Saqui-­‐Sannes	  2018].	  In	  the	  paper,	  a	  novel	  case	  study	  -­‐	  a	  UAV	  in	  charge	  of	  taking	  pictures	  –	  underlies	  the	  presentation	  of	  the	  entire	  method.	  	  The	  paper	  is	  organized	  as	  follows.	  Section	  2	  overviews	  TTool,	  the	  SysML	  diagrams	  it	  supports	  and	  the	  method	  it	   is	  associated	  with.	  Section	  3	  specifies	  the	  UAV	  that	  serves	  as	  running	  example	  throughout	  the	   paper.	   Sections	   4,	   5,	   6	   and	   7	   respectively	   address	   the	   modeling	   assumptions	   elicitation,	  requirement	  capture,	  analysis,	  and	  design	  steps	  of	  the	  method	  exposed	  in	  Section	  2.	  Discussion	  goes	  on	  in	  Section	  8	  and	  9	  to	  apply	  simulation	  and	  formal	  verification	  techniques	  to	  the	  diagrams	  presented	  in	  Section	  4	  to	  7.	  At	  this	  point,	  a	  nominal	  system	  has	  been	  discussed.	  With	  limited	  resources	  instead	  of	  unlimited	   ones,	   Section	   10	   poses	   the	   problem	   of	   incremental	  modeling.	   Section	   11	   surveys	   related	  work.	  Section	  12	  concludes	  the	  paper.	  	  	  




TTool is a free and open-source toolkit supporting several UML profiles, where the term “profile” denotes a 
variant of the Unified Modeling Language (UML) [OMG – UML, 2017] that has been tailored for an 
application domain. SysML/AVATAR (Automated	  Verification	  of	  reAl	  Time	  softwARe), hereby termed as 
“SysML” for simplification purposes, is one of the UML profile supported by TTool: it has been designed 
with systems engineering of real-time and distributed systems in mind. In brief, TTool is made up of the 
following main tools: 
• The editor enables creation of a SysML model made up of several diagrams that individually convey 
a point of view on the system.  
• The	  simulator	  animates	  SysML	  design	  diagrams	  and	  enables	  early	  debugging	  of	  SysML	  models. 
• The	  model	   checker	   and	   the	   verification	   by	   abstraction	  module	   of	   TTool	   deeply	   explore	   the	  behaviour	  of	  the	  SysML	  model,	  as	  soon	  as	  the	  state	  space	  of	  the	  latter	  is	  finite. 
• The	  test	  generator	  uses	  a	  formally	  verified	  model	  to	  generate	  abstract	  test	  suites. 
 
Figure 1 uses a SysML use-case diagram to depict the main functions offered by TTool. Each use-case 
depicted by an oval contains one of these functions. The <<include>> relation reminds that formal 
verification systematically uses reachability graph construction to explore the state space of the model, as 
long as that state space is finite and may be explored in a reasonable time. The <<extend>> relation denotes 
the possibility offered to the model design not only to generate verification results from a SysML model but 
also to go back from the verification results to the initial model in SysML. 
 
 Figure	  1.	  TTool	  	  
2.2.	  Method	  	  	  
	  Figure	  2.	  Typical	  V-­‐cycle	  	  Amongst	  the	  traditional	  development	  cycles,	  the	  V-­‐cycle	  is	  the	  most	  widely	  cited	  (see	  Fig.	  2).	  Starting	  from	  feasibility	  studies,	  a	  concept	  of	  operations,	  expressed	  user	  desires	  and	  needs,	  and	  several	  other	  information	   sources	   (such	   as	   a	   concept	   of	   operations	   at	   organisational	   level),	   a	   system	   operational	  concept	   is	   obtained,	   an	   expression	   of	   what	   the	   system	   is	   expected	   to	   do.	   As	   indicated	   by	   [INCOSE	  HandBook	  V4,	   July	  2015],	   the	  system	  operational	  concept	  document	   is	  used	   to	  communicate	  overall	  
quantitative	   and	   qualitative	   systems	   characteristics	   to	   the	   acquirer,	   user,	   supplier	   and	   other	  organisation	  elements.	  	  	  In	  successive	  steps,	  successively,	  the	  user	  requirements	  are	  obtained,	  and	  then,	  via	  a	  first	  architecture	  study,	   the	  system	  requirements	  are	  obtained,	  describing	  the	   functions	   the	  system	  as	  a	  whole	  should	  fulfill	   to	   satisfy	   the	   stakeholder	   needs	   and	   requirements.	   System	   requirements	   are	   expressed	   in	   an	  appropriate	   combination	   of	   textual	   statements,	   views,	   and	   non-­‐functional	   requirements;	   the	   latter	  expressing	  the	  levels	  of	  safety,	  security,	  reliability,	  etc.,	  that	  will	  be	  necessary	  [SEBOK,	  2018].	  	  	  For	  certain	  targeted	  functionalities,	  different	  realisation	  technologies	  can	  be	  chosen,	  e.g.	  an	  electronic	  component	  vs.	  a	  software	  implementation.	  These	  choices	  lead	  to	  a	  set	  of	  activities	  that	  can	  be	  done	  in	  each	  of	   the	   realisation	   technologies,	   e.g.	   electrical	   and	   electronics,	  mechanical,	   software.	   In	   the	  next	  steps,	   and	   in	   function	   of	   the	   chosen	   realisation	   approach	   for	   each	   of	   the	   retained	   technologies,	   the	  designs	   are	   refined	   step-­‐by-­‐step	   passing	   via	   higher-­‐level	   designs	   into	   detailed	   designs.	   Separate	  development	  cycles	  take	  place	  for	  the	  detailed	  design	  phases,	   implementation	  and	  unit	  tests.	  Each	  of	  those	   development	   cycles	   has	   its	   own	   characteristics;	   for	   example	   the	   time	   that	   is	   needed	   for	  evolutions	   is	   inherently	   different	   for	   each	   of	   the	   technologies	   (software	   evolutions	   can	   be	   made	  significantly	  faster	  available	  for	  testing	  than	  for	  example	  a	  new	  layout	  for	  electronics).	  	  	  At	  the	  system	  integration	  stage	  the	  complete	  system	  is	  being	  built.	  Verification	  and	  validation	  can	  now	  continue	  on	  the	  basis	  of	  the	  complete	  system	  and	  if	   final	  validation	  and	  acceptation	  by	  the	  customer	  take	  place,	  the	  preparation	  for	  production,	  operations,	  etc.	  can	  take	  place.	  An	  iterative	  approach	  with	  feedback	  loops	  allows	  for	  getting	  back	  to	  earlier	  phases	  to	  change	  design	  options,	  correct	  issues,	  etc.,	  leading	  to	  an	  inherent	  recursiveness	  in	  the	  development	  process.	  	  	  Model-­‐based	  approaches	  are	  used	  to	  better	  support	  and	  guide	  the	  system	  designers.	  In	  the	  first	  phases	  of	   the	   development	   cycle,	   the	   Systems	   Modelling	   Language	   (SysML)	   can	   be	   used	   to	   specify	   the	  requirements	  and	  the	  constraints	  that	  apply	  on	  the	  system	  at	  hand.	  SysML	  allows	  for	  a	  strong	  inter-­‐disciplinary	   cooperation.	   This	   language	   can	   be	   used	   with	   tool	   chains	   such	   as	   TopCased	   [Vernadat,	  2006]	  and	  TTool	  [Apvrille,	  2013],	  proposing	  different	  model	  checking	  tools	  to	  the	  system	  designer.	  At	  higher	  design	  levels	  these	  models	  are	  refined,	  enriched	  and	  are	  often	  linked	  to	  other	  models	  aiming	  at	  giving	   more	   insight	   in	   specific	   areas.	   Co-­‐simulation	   of	   phenomena	   covering	   different	   systems,	   or	  different	  physical	  aspects	  of	  the	  system	  at	  hand,	  allows	  for	  the	  system	  designer	  to	  better	  understand	  the	  different	  impacts	  [Fitzgerald,	  2015].	  Finally,	  at	  detailed	  design	  level	  discipline-­‐specific	  models	  are	  used	  for	  the	  different	  realisation	  technologies	  allowing	  for	  a	  full	  expression	  of	  the	  characteristics	  that	  are	  required	  for	  the	  specific	  technology.	  	  
 
The SysML standard at OMG defines a notation, but not a way of using it. In other words, SysML needs to 
be associated with a method. The one promoted in this paper applies to a large variety of real-time systems 
and to UAV in particular. In brief, the method is an incremental process where each increment implements a 
trajectory. 	  The	  trajectory	  (figure	  3)	  can	  be	  sketched	  as	  follows:	  
• Modeling	  assumptions	  expression:	   it	   uses	  modeling	   assumptions	  diagrams	   to	   explain	  how	   the	  model	  simplifies	  the	  system.	  
• Requirement	   capture:	   it	   structures	   user	   and	   stakeholder	   requirements	   in	   requirement	  diagrams.	  
• Analysis:	   it	   is	   use-­‐case	   driven	   (use-­‐case	   diagram)	   and	   documented	   by	   scenarios	   (sequence	  diagrams)	  and	  flow-­‐charts	  (activity	  diagrams).	  
• Design:	   it	  defines	   the	  architecture	  of	   the	  system	   in	   the	   form	  of	  a	  block	   instance	  diagram	  and	  gives	  each	  block	  one	  behaviour	  expressed	  in	  the	  form	  of	  a	  state	  machine	  diagram.	  	  The	  first	  three	  steps	  of	  the	  trajectory	  in	  Figure	  2	  produce	  documentation	  drawing.	  The	  design	  step	  is	  different	  from	  previous	  steps	  since	  one	  may	  apply	  simulation	  and	  formal	  verification	  techniques	  to	  the	  block	  architecture	  and	  to	  the	  state	  machines	  modeling	  the	  inner	  workings	  of	  the	  blocks.	  	  
	  Figure	  3.	  Trajectory	  and	  SysML	  diagrams	  	  The	  method	  associated	  with	  SysML	  and	  TTool	  uses	  the	  trajectory	  in	  Figure	  3	  and	  shapes	  it	  in	  the	  spiral	  depicted	   by	   Figure	   4.	   The	   spiral	   makes	   the	   method	   an	   incremental	   one.	   The	   designer	   is	   strongly	  encouraged	   to	   not	   develop	   a	   supposedly	   complete	   model	   of	   the	   system	   before	   starting	   using	   the	  simulator.	   Conversely	   he	   or	   she	   is	   advised	   to	   build	   a	   first	   version	   of	   the	   model	   making	   strong	  simplifying	  assumptions,	  and	  to	  progressively	  release	  the	  constraints	  associated	  with	  the	  assumptions	  each	   time	   he	   or	   she	   creates	   a	   new	   version	   of	   the	   SysML	   model	   of	   the	   system.	   This	   is	   why	   each	  trajectory	  in	  Figure	  4	  is	  associated	  with	  a	  new	  set	  of	  assumptions	  (depicted	  by	  an	  oval).	  
	  Figure	  4.	  Incremental	  method	  	  Next	  sections	  stepwise	  apply	  the	  method	  depicted	  by	  figures	  2	  and	  3	  to	  the	  UAV	  that	  serves	  as	  running	  example	  throughout	  the	  paper.	  	  
3.	  Case	  Study	  	  The	  UAV	  can	  autonomously	  take	  off,	  fly	  in	  a	  stabilized	  way,	  and	  land	  at	  its	  destination	  or	  whenever	  a	  critical	  situation	  is	  encountered.	  It	  takes	  pictures	  at	  given	  locations.	  Only	  the	  software	  related	  to	  taking	  pictures	  is	  modeled	  in	  this	  case	  study:	  the	  taking	  off,	  flying	  and	  landing	  actions	  are	  not	  modeled.	  	  Pictures	  can	  be	  taken	  only	  when	  the	  drone	  is	  flying.	  A	  remote	  system	  located	  in	  a	  ground	  station	  can	  send	  picture	  order	  to	  the	  drone.	  A	  picture	  order	  contains	  the	  GPS	  position	  of	  the	  picture	  to	  be	  taken.	  To	  know	  its	  current	  position,	  a	  drone	  has	  an	  integrated	  GPS.	  When	  a	  picture	  GPS	  point	  is	  reached,	  with	  regards	   to	   a	   given	   threshold,	   the	   picture	   is	   taken,	   and	   then	   stored	   on	   a	   CompactFlash	   removable	  storage	  system.	  The	  system	  needs	  2	  seconds	  to	  take	  a	  picture,	  and	  between	  4	  and	  5	  seconds	  to	  store	  it	  in	   on	   the	   memory	   card.	   Pictures	   may	   be	   remotely	   downloaded	   from	   the	   ground	   station	   using	   a	  download	  order.	  Pictures	  can	  also	  be	  read	  from	  the	  CompactFlash	  once	  the	  drone	  has	  come	  back	  from	  its	  mission. 
4.	  Modeling	  Assumptions	  Expression	  	  
4.1. Rationale 
 
Experience has shown that models are scarcely self-contained and need to be documented to facilitate their 
sharing and reuse. In particular, a model remains hard to understand for somebody who does not know about 
the simplifications and more generally the assumptions made by the model’s designer. Therefore, the authors 
of the paper advocate for an explicit inclusion of modeling assumptions inside the model of the system. The 
Modeling Assumption Diagram, which is not part of the SysML standard [OMG-SysML 2017], has 
accordingly been introduced into the version of SysML supported by TTool [Saqui-Sannes, 2016].  
 
4.2. Restricting the model to its core behaviour 
 
The life of a system is not limited to the core behaviour of that system. To become active, a real system 
usually needs to go through an initialization procedure. Similarly, a system needs a shutdown procedure to 
be definitely interrupted or temporarily interrupted for maintenance. Surprisingly, the SysML models usually 
presented in the literature do not address the initialization and shutdown procedures. Nor they address 
maintenance. 
 
For the sake of simplicity, this paper also ignores the initialization, shutdown and maintenance procedure 
associated with the UAV. But this important simplification is made explicit model by using a Modeling 
Assumption Diagram (Figure 4) included into the SysML model of the UAV. 
 
In terms of syntax, a MAD defines a tree-structure of “boxes” that contain the modeling assumptions. Pairs 
of “boxes” may be linked. In Figure 4, the containment depicted by a cross inside a circle allows one to split 
up a complex assumption into elementary ones.  
 
 
Figure 4. Making explicit what the model ignores 
 
 
4.3. Use of resources 
 
It is commonplace to write the resources a system can access are necessarily limited. It is less common to see 
SysML models clearly enumerating to what extent each resource accessed by the system is addressed by the 
SysML model or not. 
 
MADs may help changing that situation. In figure 4, the assumption linked to the battery says the latter is not 
managed. The Durability attribute being set to “Permanent”, the reader of the model does not expect any 




Again, the method associated with SysML and TTool is incremental. What one may expect from a MAD is 
an assistance to manage versioning. Figure 5 exemplifies it in the context of a UAV model of which two 
versions do exist in the same SysML model.  First version of the model assumes the UAV takes one picture 
whereas version 2 allows the ground station to parameter the number of pictures taken by the UAV. Also, 
first version of the model considers the compact flash memory has an unlimited capacity whereas version 2 
of the model increases the memory capacity up to three pictures. Finally, versions 1 and 2 of the UAV model 




Figure 5. Versioning 	  Modeling	  assumptions	  usefully	  complement	  the	  requirements	  captured	  from	  users	  and	  stakeholders.	  The	  role	  of	  assumptions	  nevertheless	  remains	  different	  from	  the	  one	  played	  by	  the	  requirements	  and	  therefore	  SysML	  separately	  expresses	  the	  requirements	  in	  requirement	  diagrams.	  	  	  	  
5.	  Requirements	  	  
5.1. Requirement diagram 
 
The goal of system architecture activities is to define a complete solution based on principles, concepts and 
properties logically related and consistent with each other. Such solution should have suitable characteristics 
and properties, matching as well as possible to the problem expressed by a set of system requirements, 
traceable to mission/business and stakeholder requirements, and traceable throughout life cycle phases and 
corresponding engineering tools (e.g., mechanical, electronics, software). This underlines the necessity to 
obtain pertinent requirements and explains why SysML supports requirement diagrams, a type of diagram 
not taken on board by UML.  
 
As SysML is a language and not a method, there are no constraints to the writing style of requirements. In 
contrast, an advantage of requirement diagrams is to oblige the system designer to structure and organize the 
requirements, and to show how the latter relate to other diagrams in the model. 	  
5.2.	  Writing	  good	  requirements	  	  Good	  requirements	  definitions	  are	  vital	  to	  successfully	  design	  and	  develop	  systems.	  It	  is	  the	  role	  of	  the	  systems	  engineer	  to	  elicit	  the	  desires	  and	  the	  needs	  from	  users	  and	  stakeholders	  to	  ensure	  the	  product	  will	  meet	  their	  needs.	  He/she	  then	  reformulates	  those	  desires	  and	  needs	  into	  requirements	  in	  such	  a	  way	   that	   they	   can	   be	   successfully	   used	   as	   input	   for	   the	   development	   process	   [NASA	   Systems	  Engineering	  Handbook].	  	  	  Several	  points	  are	  important	  for	  “good	  requirements”	  [NASA	  Systems	  Engineering	  Handbook].	  First	  of	  all,	  it	  is	  important	  to	  use	  active	  phrases	  as	  opposed	  to	  passive	  voice,	  e.g.	  “the	  brake	  response	  time	  shall	  be	  inferior	  to	  5ms”.	  “Shall”	   is	  to	  be	  used	  for	  requirements,	  whereas	  “Should”	   is	  to	  be	  used	  for	  goals”.	  Then,	  it	  is	  important	  to	  use	  consistent	  terminology	  throughout	  the	  requirements	  for	  the	  system	  and	  its	  sub-­‐systems.	   The	   phrases	   have	   to	   be	   grammatically	   correct,	   free	   of	   typos,	   misspellings,	   and	  punctuation	   errors,	   so	   to	   facilitate	   unambiguous	   understanding	   and	   interpretation	   of	   the	  requirements.	  	  Without	  aim	  of	  exhaustiveness,	  the	  set	  of	  requirements	  should	  be	  	  
• Good	  and	  clearly	  defined	  –	  understandable	  in	  an	  unambiguous	  manner	  
o Example:	  “The	  UAV	  shall	  carry	  parcels	  of	  up	  to	  25	  kg	  over	  a	  minimum	  distance	  of	  20	  km”	  
• Complete	  with	  well-­‐defined	  associated	  assumptions…	  
o Example:	  “Given	  the	  air-­‐infrastructure	  limitations,	  the	  UAV	  shall	  not	  fly	  over	  an	  altitude	  of	  100m	  above	  ground	  and	  shall	  not	  fly	  faster	  than	  20km/h	  .”	  
• Implementation-­‐free	  definition	  at	  the	  correct	  level	  (i.e.,	  system,	  element,	  subsystem)…	  	  
o Example:	   “The	   UAV	   flight	   control	   system	   shall	   allow	   positioning	   of	   the	   UAV	   at	   a	  precision	  of	  ±10cm	  and	  a	  speed	  accuracy	  of	  ±1m/s”	  
• Consistent	   amongst	   the	   system’s	   requirements	   and	   with	   requirements	   of	   related	   systems,	  using	  consistent	  terminology,	  …	  
o Example:	  “The	  parcel	  size	  the	  UAV	  will	  need	  to	  carry	  shall	  not	  exceed	  40cm	  x	  40cm	  x	  40cm”	  (no	  basic	  contradiction	  with	  the	  weight	  requirement	  expressed	  above)	  
• Traceable	  to	  higher-­‐level	  requirements	  –	  are	  all	  requirements	  necessary?	  
o Example:	  “The	  GPS	  precision	  necessary	  for	  the	  positioning	  shall	  be	  less	  than	  5cm”	  
• Correct	  and	  technically	  feasible	  
• Verifiable/Testable	  –	  Can	  the	  system	  be	  tested,	  demonstrated,	  inspected,	  or	  analysed	  to	  verify	  adherence	   to	   the	   requirements	   and	   are	   requirements	   stated	   precise	   enough	   to	   facilitate	  specification	  of	  system	  test	  success	  criteria	  and	  requirements?	  	  	  Looking	   at	   functional,	   performance	   and	   integration,	   again	   without	   exhaustiveness,	   the	   following	  aspects	  need	  to	  be	  taken	  into	  account:	  
• Functional	  –	  Described	  functions	  necessary	  and	  sufficient	  to	  meet	  the	  system	  needs,	  goals,	  and	  objectives	  
• Performance	  –	  Required	  performance	  specified	  and	  margins	  listed	  
o Example:	  “The	  UAV	  will	  have	  a	  maximum	  speed	  of	  20km/h”	  
• Interfaces	  –	  All external and internal interfaces clearly defined 
o Example: “The UAV receives flight instructions via radio signals, specific band to 
be defined” 
These	  characteristics	  of	   “good	  requirements”	  do	  not	  only	  apply	   to	  SysML,	   they	  apply	   for	  all	  possible	  requirements	  specification	  methods.	  	  	  
Each node depicted by a box contains one requirement together with its unique identifier, a text, and a 
categorization between functional and non-functional requirement.	  	  
5.3.	  Relations	  inside	  a	  requirement	  diagram	  
	  Usual	   tabular	  representations	  of	  requirements	  merely	   list	   the	   latter	  and	  possibly	  organize	  them	  into	  chapters.	   Conversely,	   a	   SysML	   requirement	   diagram	   invites	   the	   model	   creator	   to	   organize	   the	  requirements	   in	  a	  more	  structured	  way.	   It	   indeed	  organizes	   requirements	   in	  a	   tree	  structure	  where	  pairs	  of	  requirements	  nodes	  are	  connected	  by	  either	  of	  the	  following	  relations:	  -­‐ Containment.	  An	  arrow	  terminating	  by	  a	  cross	  and	  surrounded	  by	  a	  circle	  allows	  one	  to	  split	  up	  a	  high	  level	  requirement	  into	  elementary	  ones.	  -­‐ Refinement.	  The	  <<refine>> relation from R1 to R2 allows R2 to add more precision to R1. -­‐ Derivation.	  The	  <<deriveReqt>>	  relation	  from	  R1	  to	  R2	  allows	  R2	  to	  bring	  a	  technical	  solution	  to	  functional	  requirement	  R1.	  	  
	  Figure	  6.	  Requirement	  Diagram	  	  
5.4.	  Relations	  between	  the	  requirements	  and	  other	  diagrams	  of	  the	  same	  model	  	  Figure	   7	   extracts	   requirements	   from	   Figure	   6	   and	   uses	   the	   <<satisfy>>	   relation	   to	   link	   these	  requirements	   to	   other	   diagrams	  belonging	   to	   the	   same	   SysML	  model.	  TakingPicture	   is	   linked	   to	   the	  sequence	  diagram	  (Figure	  9)	  developed	  during	  the	  analysis	  step	  of	  the	  trajectory	  introduced	  in	  Section	  2.	  TakingPicture	  is	  linked	  to	  a	  state	  machine	  diagram	  developed	  during	  the	  design	  step	  of	  the	  method	  depicted	  by	  Figure	  9.	  	  
	  Figure	  7.	  Requirements	  Linked	  to	  Other	  Diagrams	  	  Whether	   the	   SysML	   standard	   [OMG-­‐SysML,	   2017]	   introduces	   a	   diagram	   specifically	   dedicated	   to	  requirements,	  the	  requirement	  elicitation	  process	  may	  be	  pursued	  during	  the	  analysis	  step.	  	  	  
6.	  Analysis	  	  	  
6.1.	  Delimiting	  the	  perimeter	  of	  the	  system	  	  Creating	   a	   SysML	   diagram	   is	   a	   matter	   of	   decision-­‐making.	   One	   of	   the	   major	   decisions	   the	   model	  designer	  has	  to	  take	  is	  to	  clearly	  delimit	  the	  perimeter	  of	  the	  system	  he	  or	  she	  intends	  to	  design	  and	  possibly	   to	   develop.	   The	   use-­‐case	   diagram,	   a	   pillar	   of	  what	   is	   termed	   as	   “use-­‐case	   driven	   analysis”,	  brings	  solution	  to	  assist	  the	  model	  designer	  in	  this	  task.	  	  The	   first	   action	   the	   use-­‐case	   diagram	   creator	   has	   to	   take	   is	   to	   draw	   a	   rectangle	   characterizing	   the	  boundary	  of	   the	   system.	  What	   the	  designer	  puts	   inside	   the	   rectangle	   is	  what	  he	  or	   she	  promises	   to	  design	   and	   develop.	  What	   he	   or	   she	   places	   outside	   the	   rectangle	   refers	   to	   the	   environment	   of	   the	  system	  and,	  clearly,	  designing	  the	  environment	  is	  not	  part	  of	  the	  duties	  of	  the	  SysML	  model	  creator.	  	  In	   terms	   of	   SyML	   syntax,	   the	   rectangle	   contains	   a	   set	   of	   “rugby	   balloons”	   that	  materialize	   the	   uses-­‐cases	   containing	   the	   high-­‐level	   functions	   and	   services	   to	   be	   offered	   by	   the	   system.	   Part	   of	   these	  functions	   makes	   the	   system	   interact	   with	   its	   surrounding	   environment	   and	   the	   existence	   of	   these	  interactions	   is	   depicted	   by	   links	   connecting	   the	   use-­‐cases	   to	   so-­‐called	   “actors”	   belonging	   to	   the	  environment.	   Other	   types	   of	   links	   express	   relations	   between	   pairs	   of	   use-­‐cases	   located	   inside	   the	  rectangle	  that	  delimits	  the	  boundary	  of	  the	  system.	  	  
6.2.	  Writing	  good	  use-­‐cases	  
	  Again,	   the	   use-­‐case	   diagram	   identifies	   the	   main	   functions	   and	   services	   offered	   by	   the	   system.	   A	  common	  mistake	  is	  to	  create	  a	  use-­‐case	  that	  is	  not	  a	  high-­‐level	  function,	  but	  an	  elementary	  one.	  If	  one	  considers	   a	   drink	   machine	   controller,	   a	   correct	   use-­‐case	   may	   be	   Process	   Payment.	   Actions	   such	   as	  
Compute	  Money	  or	  Return	  Change	  Back	  are	  elementary	  actions	  one	  should	  not	  be	  developed	  in	  a	  use	  case	  diagram	  but	  within	  an	  activity	  diagram	  documenting	  a	  use	  case.	  	  
On	  the	  other	  hand,	  the	  name	  of	  the	  use-­‐case,	  usually	  driven	  by	  a	  verb,	  must	  convey	  the	  point	  of	  view	  of	  the	  system,	  not	  the	  point	  of	  view	  of	  the	  actors.	  Again,	  for	  a	  drink	  machine	  controller,	  Process	  Payment	  conveys	  the	  point	  of	  view	  of	  the	  system	  (the	  controller)	  whereas	  Insert	  Coin	  would	  convey	  the	  point	  of	  view	  of	  the	  user	  of	  the	  coffee	  machine.	  	  The	   rules	   established	   in	   this	   section	  have	  been	   taken	   into	   account	   to	   develop	   the	   use-­‐case	   diagram	  depicted	  by	  Figure	  8.	  	  
6.3.	  Relations	  between	  use-­‐cases	  	  Figure	  7	  depicts	   the	  use-­‐case	  diagram	  developed	   for	   the	  UAV	  model.	  The	  diagram	  uses	  <<include>>	  relations	   between	   pairs	   to	   denote	   function	   inclusions:	   for	   instance,	   ManagePicture	   necessarily	  includes	  two	  auxiliary	  functions	  to	  take	  and	  send	  pictures,	  respectively.	  	  	  
	  Figure	  8.	  Use-­‐Case	  Diagram	  	  A	   use-­‐case	   diagram	   shows	   how	   the	   main	   functions	   of	   the	   system	   interact	   with	   the	   outside	  environment.	  Nevertheless	  the	  use-­‐case	  diagram	  does	  not	  specify	  the	  type	  of	  messages	  or	  signals	  the	  system	   uses	   to	   interact	  with	   the	   actors	   belonging	   to	   its	   environment.	   That	   role	   is	   dedicated	   to	   the	  sequence	  diagrams	  that	  we	  use	  to	  document	  use-­‐case	  in	  the	  form	  of	  scenarios.	  	  
6.4.	  Documenting	  use-­‐cases	  	  Figure	  9	  depicts	  the	  scenario	  developed	  for	  the	  UAV	  model	  and	  more	  precisely	  for	  the	  first	  version	  of	  that	   model.	   Consequently	   Figure	   9	   depicts	   a	   nominal	   scenario	   for	   a	   perfect	   system	   and	   a	   perfect	  environment.	   At	   this	   point,	   the	   UAV	   is	   not	   supposed	   to	   run	   out	   of	   battery.	   Nor	   its	   compact	   flash	  memory	   can	   be	   saturated.	   The	   sequence	   diagram	   shows	   how	   the	   UAV	   receives	   an	   order	   from	   the	  ground	  station,	  check	   its	  current	  position	  against	  and	  take	  corrective	  actions,	  saves	  the	  pictures	  and	  transmit	  it	  to	  the	  ground	  station.	  Conforming	  to	  the	  assumption	  diagram	  depicted	  by	  Figure	  5,	  the	  first	  version	  of	  the	  UAV	  takes	  one	  picture.	  
	  	   Figure	  9.	  Sequence	  Diagram	  modeling	  a	  nominal	  scenario	  	  A	  sequence	  diagram	  represents	  one	  possible	  execution	  scenario.	  In	  no	  way	  it	  is	  intended	  to	  represent	  the	  entire	  behaviour	  of	  the	  system.	  Nor	  it	  lists	  all	  the	  messages	  exchanged	  between	  the	  systems	  and	  its	  environment,	  or	  the	  messages	  exchanged	  inside	  the	  system.	  The	  complete	  list	  of	  exchanged	  messages	  will	   appear	   on	   the	   architecture	   modeled	   during	   next	   step,	   namely	   the	   design	   step.	   Nevertheless,	  developing	  one	  or	  several	  sequence	  diagrams	  helps	  the	  model	  designer	  bridging	  the	  gap	  between	  the	  use-­‐case	  diagram	  and	  architectural	  design,	  given	  the	  former	  and	  the	  latter	  are	  functionally-­‐	  and	  object-­‐oriented,	  respectively.	  	  	  
7.	  Design	  	  The	   design	   steps	   first	   addresses	   a	   fundamental	   issue:	   elaborating	   and	   fixing	   the	   architecture	   of	   the	  system	  (section	  7.1).	  In	  SysML,	  the	  architecture	  remains	  a	  static	  structure	  depicting	  the	  system	  as	  a	  set	  of	   interconnected	   “boxes.”	   Adding	   state-­‐machines	   diagrams	   (Section	   7.2)	   to	   the	   model	   enables	  describing	  the	  inner	  workings	  of	  the	  architecture	  blocks	  and	  makes	  the	  model	  an	  executable	  one	  that	  may	  be	  processed	  later	  on	  by	  simulation	  and	  verification	  pieces	  of	  software.	  	  
7.1.	  Architectural	  Design	  	  With	  SysML,	  the	  system	  engineering	  community	  has	  developed	  its	  own	  modeling	  language	  to	  depart	  from	  the	  software	  engineering	  community.	  At	   the	  same	  time,	   the	  choice	  was	  made	  to	  rely	  SysML	  on	  UML.	   Therefore,	   SyML	   de	   facto	   reuses	   the	   object-­‐oriented	   principles	   of	   UML	   even	   at	   the	   price	   of	  renaming	   “class”	  by	   “block”	  and	  describing	  system	  architecture	  by	  a	  block	  diagram	   in	   lieu	  of	  a	  class	  diagram.	  Therefore,	  elaborating	  a	  system	  architecture	  boils	  down	  to	  not	  a	   “finding	  objects”	  problem	  but	  to	  a	  “block	  finding”	  one.	  
  As	  far	  as	  real-­‐time	  and	  distributed	  systems	  are	  concerned,	  the	  system	  architecture	  is	  primarily	  a	  set	  of	  interconnected	   blocks	   that	   exchange	   signals.	   Elaborating	   a	   SysML	   block	   diagram	   therefore	   requires	  one’s	   capacity	   to	   enumerate	   the	   entire	   list	   of	   exchanged	   messages	   and	   to	   assign	   them	   to	   relevant	  blocks	  as	  input	  or	  output	  signals.	  As	  soon	  as	  the	  interfaces	  are	  clearly	  defined	  in	  terms	  of	  signals,	  the	  model	  designer	  may	  add	  attributes	  to	  the	  blocks	  as	  premises	  to	  defining	  the	  state	  machines	  in	  charge	  of	  sending	  and	  receiving	  the	  signals	  (behavioural	  design	  modeling	  is	  the	  subject	  of	  next	  subsection).	  	  
The	   standardized	   version	   of	   SysML	   uses	   two	   architectural	   diagrams:	   the	   block	   diagram	   and	   the	  internal	   block	   diagram.	   By	   contrast,	   the	   version	   of	   SysML	   supported	   by	   TTool	   supports	   one	  architectural	   diagram:	   the	  block	   instance	  diagram,	   an	   example	   of	  which	   is	   depicted	  by	  Figure	  10	   to	  structure	  the	  UAV	  that	  serves	  as	  running	  example.	  	  
	  	  Figure	  10.	  Block	  Diagram	  	  As	  soon	  as	  the	  architecture	  is	  stable	  in	  terms	  of	  exchanged	  messages,	  one	  may	  start	  defining	  the	  inner	  workings	  of	  the	  blocks	  in	  the	  form	  of	  state	  machines.	  	  
7.2.	  Behavioural	  Design	  	  Various	  paradigms	  might	  be	  used	  to	  describe	  the	  behaviour	  of	  the	  blocks	  a	  SysML	  architecture	  is	  made	  up	   of.	   Unlike	   SCADE	   [Lesergent,	   2011],	   which	   mixes	   flow-­‐control	   and	   state	   machine	   operators	   to	  model	  real-­‐time	  software,	  SysML	  supports	  one	  behavioural	  description	  paradigm:	  the	  state/transition	  description	  style	  expressed	  in	  state	  machine	  diagrams.	  Clearly,	   this	  paradigm	  advantages	  the	  type	  of	  systems	  where	  the	  control	  part	  precedes	  the	  data	  part	  and	  this	  perfectly	  fits	  in	  with	  type	  of	  the	  real-­‐time	  systems	  discussed	  in	  this	  paper.	  	  For	  readability	  reasons,	  this	  section	  does	  not	  present	  the	  complete	  set	  of	  state	  machines	  developed	  for	  the	  UAV	  model.	  The	  state	  machine	  in	  Figure	  10	  is	  one	  of	  the	  simplest	  state	  machine	  in	  the	  model,	  but	  it	  suffices	   to	   exemplify	   the	   type	   of	   extended	   communicating	   finite	   state	  machine	   supported	   by	  TTool:	  states	  machines	  that	  handle	  variables	  (block	  attributes),	  message	  reception/emission,	  and	  time	  (delay	  on	  transitions).	  





8.1. Principle 	  The	  Simulator	  of	  TTool	  (Figure	  12)	  enables	  animation	  of	  state	  machine	  diagrams.	   It	   takes	  as	   input	  a	  syntactically-­‐	   and	   type-­‐checked	   SysML	  model	   and	   computes	   the	  model’s	   initial	   global	   state.	   Step	   by	  step	   firing	   of	   transitions	   enables	   early	   debugging	   of	   the	   model	   by	   joint	   observation	   of	   simulation	  traces	   in	   the	   form	   of	   sequence	   diagrams,	   annotations	   on	   the	   SysML	  model	   itself	   and	   display	   of	   the	  state,	  variables	  and	  other	  elements	  contained	  in	  the	  blocks	  the	  system	  is	  made	  up	  of.	  Random	  firing	  of	  transitions	   enables	   further	   exploration	   of	   the	   system’s	   behaviour	   until	   a	   deadlock	   situation	   or	   a	  termination	  state	  is	  encountered.	  	  
	  Figure	  12.	  Simulation	  Capabilities	  of	  TTool	  	  
The	  screenshot	  in	  Figure	  12	  shows	  the	  first	  steps	  of	  the	  UAV	  model	  simulation.	  TTool	  outputs	  the	  simulation	  trace	  in	  the	  form	  of	  a	  sequence	  diagram	  that	  can	  be	  manually	  compared	  to	  the	  sequence	  diagrams	  and	  to	  other	  diagrams	  elaborated	  in	  the	  previous	  steps	  of	  the	  trajectory.	  
 
 
Figure 13. Simulation Trace 
 
The simulator of TTool also animates the state machines. For example, Figure 14 depicts an animated 
version of the state machine introduced by Figure 11. One may understand which portion of such and such 
state machine has been visited and sometimes understand why the simulation blocks although not all state 
machines have been utterly visited.  
 
Figure 14. Following up Simulation on a State Machine 
 
The simulation of TTool is thus of great help to explore particular execution paths in the state space of the 
global system. But simulation heavily depends on the expertise of the model creator in terms of capacity to 
pick the most relevant exploration paths. Formal verification, which is the subject of next section, is a much 









One of the most widespread verification approaches is reachability analysis. Relying on a systematic analysis 
of the state space of the system under design, reachability analysis outputs a so-called “reachability graph” 
representing all the valid execution paths and states of the system starting from its initial state.  
 
Reachability analysis faces the well known “state explosion problem” when the reachability graph of the 
model cannot be computed in reasonable time or not computed at all. In the remainder of the paper, we 
assume the reachability graph can be computed in acceptable time and manageable use of computer 
resources such as memory. 
 
The reachability graph being computed, a question arises: how to exploit it to verify the desired properties of 
the system? Two families of answers are considered in this paper (Figure 15): model checking and 
verification by abstraction: 
- Model checking: the tool checks whether one property is met or not, and outputs a yes/no answer. 
- Verification by abstraction: the tool computes the reachability graph of the SysML model as a 
Labelled Transition Systems and applies minimization techniques to obtain an abstract view of the 
system.  	  The	   use-­‐case	   diagram	   in	   Figure	   15	   identifies	   the	  main	   function	   involved	   in	   the	   verification	   process	  describes	  by	  subsequent	  sections.	  Figure	  16	  conveys	  another	  point	  of	  view	  on	   the	  same	  subject	  and	  exemplifies	  the	  outputs	  of	  the	  verification	  process	  main	  functions.	  	  
	  
Figure 15. Verification Capabilities of TTool 
 
	  	  Figure	  16.	  Formal	  verification	  and	  test	  generation	  	  Figure	   15	   depicts	   a	   link	   between	   formal	   verification	   and	   test	   sequence	   generation.	   Testing	   is	   goes	  beyond	  the	  scope	  of	  this	  paper,	  which	  focuses	  on	  reachability	  analysis	  and	  the	  way	  one	  may	  exploit	  the	  reachability	  graph.	  	  
9.2.	  Reachability	  analysis	  of	  the	  UAV	  model	  	  Figure	  18	  depicts	  the	  reachability	  graph	  of	  the	  first	  version	  of	  the	  UAV	  model.	  It	  accounts	  79	  states	  and	  103	  transitions.	  The	  red	  disk	  materializes	  a	  sink	  state,	  i.e.	  a	  state	  no	  transition	  departs	  from.	  
 
 	   Figure	  17.	  Reachability	  Analysis	  Interface	  	  
	  Figure	  18.	  Reachability	  Graph	  of	  the	  UAV	  Model	  	  Obviously,	   the	  reachability	  graph	  cannot	  be	  easily	  explored	  without	  the	  assistance	  of	   tools.	  Applying	  model	  checking	  techniques	  is	  a	  first	  option	  to	  answer	  that	  need.	  	  
9.3.	  Model	  Checking	  with	  the	  native	  Model	  Checker	  of	  TTool	  	  Figure	  19	  sketches	  the	  main	  steps	  of	  a	  model	  checking	  activity.	  	  
	  
Figure 19. Principles of Model Checking With	  its	  integrated	  model	  checker,	  TTool	  departs	  from	  SysML	  tools	  (e.g.	  [Rhapsody,	  2017])	  that	  use	  an	  external	  model	  checker.	  No	  need	  to	  express	  properties	  in	  terms	  of	  logic	  formulas.	  To	  check	  whether	  a	  state	  in	  a	  state	  machine	  can	  be	  effectively	  accessed	  during	  the	  execution	  of	  the	  model,	  one	  labels	  that	  state	  with	  RL?,	  an	  abbreviation	  for	  “Reachability	  Liveness	  ?”.	  	  Reachability	  and	  liveness	  are	  two	  families	  of	  properties	  that	  can	  be	  defined	  by	  the	  following	  sentences:	  	  -­‐ Reachability:	  “Nothing	  bad	  will	  ever	  happen.”	  -­‐ Liveness:	  “Something	  good	  will	  eventually	  happen.”	  	  Figure	  21	  depicts	  a	  state	  machine	  annotated	  by	  “RL?”	  labels.	  The	  screenshot	  in	  Figure	  22	  shows	  that	  all	  annotated	  states	  are	  reachable.	  
	  	  
	  
Figure 21. State Machine Diagram Annotated to Check Reachability of States 
	  Figure	  22.	  Model-­‐checking	  Interface	  	  The	  model	  checker	  integrated	  to	  TTool	  can	  be	  used	  without	  writing	  a	  piece	  of	  formal	  code	  and	  without	  expressing	  properties	  in	  terms	  of	  formulas.	  This	  is	  fully	  convenient	  when	  the	  property	  ones	  desires	  to	  verify	   can	  be	   expressed	   in	   terms	  of	   state	   or	   action	   reachability.	   For	   other	   type	   of	   properties,	   TTool	  offers	  an	  interface	  to	  model-­‐checkers	  [UPPAAL,	  2018].	  	  
9.5.	  Model	  Checking	  with	  Temporal	  Logic	  Formula	  
	  Safety	  pragmas	  can	  be	  used	  in	  design	  models	  in	  order	  to	  capture	  complex	  properties	  expressed	  in	  a	  reduced	  form	  of	  CTL.	  After	  checking	  the	  syntax	  of	  these	  pragmas,	  TTool	  can	  automatically	  invoke	  UPPAAL	  [UPPAAL,	  2018]	  in	  order	  to	  verify	  these	  pragmas.	  	  Pragmas	  must	  follow	  the	  following	  format:	  
• A[]	  p	  means	  that	  whatever	  the	  state	  of	  the	  modelled	  system,	  p	  must	  be	  satisfied.	  
• A<>	  p	  means	  that	  p	  must	  be	  satisfied	  in	  at	  least	  one	  state	  of	  all	  possible	  execution	  paths.	  
• E[]p	  means	  that	  p	  must	  be	  satisfied	  in	  all	  the	  states	  of	  at	  least	  one	  execution	  path.	  
• E<>p	  means	  that	  p	  must	  be	  satisfied	  in	  at	  least	  one	  state	  of	  one	  execution	  path.	  
• p-­‐>q	  means	  that	  whenever	  p	  is	  satisfied	  in	  an	  execution	  path,	  q	  will	  eventually	  be	  satisfied	  in	  the	  same	  execution	  path.	  	  At	   the	  SysML	  model	   level,	   the	   logic	   formulas	  complying	  with	   the	  above	  syntax	  are	   included	  into	  the	  block	  instance	  diagram	  depicting	  the	  architecture	  of	  the	  system.	  Figure	  23	  shows	  not	  the	  entire	  block	   instance	  diagram,	  but	  a	  part	  of	   it	   that	   lists	   the	   logic	   formula	  expressing	  the	  properties	  to	  be	  verified	  by	  UPPAAL.	  Figure	  24	  shows	  the	  result	  of	  the	  verification	  process.	  	  	  	  
	  Figure	  23.	  Safety	  Pragmas	  	  
	  Figure	  24.	  Results	  of	  Model-­‐Checking	  with	  UPPAAL	  	  
9.6.	  Verification	  by	  Abstraction	  	  Like	  model	   checking,	   the	  verification	  by	  abstraction	  approach	  discussed	   in	   this	   section	  has	  a	   formal	  background.	   It	   reuses	   techniques	   developed	   for	   process	   algebra	   [Milner,	   1980]	   and	   was	   already	  applied	   to	  modeling	   techniques	   such	  as	  Petri	  nets	   [Courtiat,	   1984]	  and	  Estelle	   [Courtiat,	   1992].	  The	  approach	  is	  not	  new	  but	  its	  application	  in	  the	  context	  of	  SysML	  is	  specific	  to	  TTool.	  	  	  Verification	  by	  abstraction	  can	  be	  sketched	  as	  follows.	  First,	  the	  reachability	  graph	  of	  the	  SysML	  model	  is	  computed	  from	  the	  block	  and	  state	  machine	  diagrams	  elaborated	  during	  the	  design	  step.	  Second,	  the	  user	  of	  TTool	   reviews	   the	   list	  of	   signals	  exchanged	  by	  connected	  pairs	  of	  blocks	  and	  retain	   those	  of	  
interest	  for	  checking	  the	  system	  against	  its	  expected	  properties.	  For	  instance,	  the	  designer	  of	  the	  UAV	  model	  may	  decide	   to	   limit	   the	  view	  of	   the	  system	   to	   receiving	   instructions	   from	  the	  ground	  station,	  taking	  one	  picture,	  saving	  it	  on	  memory	  and	  transmitting	  it	  to	  the	  ground	  station.	  	  	  The	  signals	  of	  interest	  being	  selected,	  the	  reachability	  is	  computed	  in	  the	  form	  of	  a	  Labeled	  Transition	  System.	  The	  reachability	  graph	  transitions	  are	  labeled	  in	  the	  following	  way:	  each	  transition	  that	  sends	  or	  receives	  one	  of	  the	  signals	  selected	  by	  the	  user	  of	  TTool	  is	  labelled	  by	  the	  name	  of	  the	  signal.	  Other	  transitions	  not	  concerned	  by	  exchanging	  one	  of	  user-­‐selected	  signals	  are	  systematically	  labelled	  by	  a	  “nil”	  symbol.	  	  	  	  The	  thus	  labelled	  reachability	  graph	  is	  the	  minimized	  in	  order	  to	  remove,	  as	  much	  as	  possible,	  the	  “nil”	  symbols	   and	   to	   preserve	   all	   the	   transitions	   involving	   an	   exchange	   of	   signals	   selected	   by	   the	  model	  creator.	  The	  minimization	  process	  uses	  Milner’s	  observational	  equivalence	  [Milner,	  1980]	  and	  outputs	  a	  so-­‐called	  “quotient	  automaton”.	  	  	  Figure	  25	  sketches	  the	  verification	  process	  in	  a	  more	  detailed	  manner.	  Figure	  26	  presents	  the	  interface	  provided	  by	  TTool	  to	  select	  observable	  events.	  Figure	  27	  depicts	  the	  quotient	  automaton	  obtained	  by	  labelling	  the	  reachability	  graph	  depicted	  in	  Figure	  18.	  	  
	  
Figure 25. Verification By Abstraction 
 
	  	  Figure	  26.	  Observable	  Events	  Selection	  	  
	  Figure	  27.	  Quotient	  Automaton	  for	  Version	  1	  of	  the	  Model	  	  Version	  1	  of	   the	  model	  may	  be	  safely	  saved.	   It	   is	  now	  ready	  to	  be	  extended	  to	  take	  degraded	  modes	  into	  account.	  	  	  
10.	  Degraded	  mode	  	  	  Again,	  the	  method	  associated	  with	  SysML	  and	  TTool	  is	  incremental.	  In	  this	  paper,	  the	  UAV	  model	  has	  two	  versions,	  as	  shown	  by	  the	  <<versioning>>	  arrows	  	  	  
	  	   Figure	  28.	  Degraded	  Scenario	  	  The	  SysML	  model	  discussed	  in	  previous	  section	  is	  updated	  to	  include	  the	  scenario	  depicted	  by	  Figure	  24.	  With	   the	  new	  block	   and	   state	  machine	  diagrams,	   the	   reachability	   graph	  has	  446	   states	   and	  607	  transitions.	  It	  is	  few	  to	  say	  the	  reachability	  graph	  is	  hard	  to	  exploit	  by	  hand	  (Figure	  29).	  	  	  	  
	  	   Figure	  29.	  Reachability	  Graph	  	  The	   reachability	   graph	   of	   Figure	   29	   is	   labeled	   by	   a	   set	   of	   events	   limited	   to	   orders	   from	   the	   ground	  station,	  taking	  pictures,	  and	  transmitting	  it.	  	  The	  resulting	  labeled	  transition	  system	  is	  minimized	  with	  respect	   to	   Milner’s	   equivalence	   relation.	   Figure	   30	   depicts	   the	   quotient	   automaton	   (7	   states,	   10	  transitions).	  	  Unlike	  the	  reachability	  graph,	  the	  quotient	  automaton	  is	  easy	  to	  share	  and	  teamwork	  with.	  Figure	  30	  can	  be	  compared	  to	  Figure	  27:	  version	  2	  of	  the	  SysML	  model	  conveys	  a	  more	  realistic	  usage	  of	  memory.	  
	  Figure	  30.	  Quotient	  Automaton	  	  	  
11.	  Related	  Work	  	  This	  section	  does	  not	  exhaustively	  lists	  SysML	  tools	  and	  focuses	  on	  the	  tools	  offering	  verification	  capabilities.	  It	  also	  mentions	  papers	  discussing	  application	  of	  SysML	  to	  UAVs.	  	  SysML	   has	   two	   types	   of	   diagrams	   that	   can	   become	   executable	   ones:	   activity	   diagrams	   and	   state-­‐machine	   diagrams.	   Activity	   diagrams	   are	   close	   to	   Petri	   nets	   and	   tools	   developed	   for	   the	   latter	   (e.g.	  [TINA,	  2018])	  can	  be	  reused	  in	  the	  context	  of	  SysML	  [Agarwal,	  2013].	  Intermediate	  languages	  different	  from	  Petri	  nets	  can	  be	  used	  [Ouchani,	  2014].	  On	  the	  other	  hand,	  state	  machine	  diagrams	  are	  contained	  in	  blocks	  and	   the	  block	  architecture	  can	  be	  seen	  as	  a	  communicating	  state	  machine	  composition	  via	  ports	  [Blondelle,	  2015]	  [IFx-­‐OMEGA,	  2017]	  [Rhapsody,	  2017].	  	  	  In	   [Liu,	  2010],	  Liu	  and	  Cao	  associate	   the	  SysML	   tool	  Rhapsody	  with	  Simulink	   to	  design	  a	  UAV	   flight	  control	   system.	   Rhapsody	   enables	   simulating	   the	   discrete/event	   part	   of	   the	   system	   behaviour	   but	  misses	  a	  continuous-­‐time	  simulator:	   the	  authors	  to	  compensate	  that	   lack	  used	  Simulink.	  Accordingly	  the	  paper	  essentially	  discusses	  the	  use	  of	  blocks	  and	  state	  machine,	  and	  briefly	  surveys	  other	  diagrams	  used	  in	  the	  method	  associated	  with	  their	  tool. 
  In	  [Fernandez,	  2016],	  Fernandez	  et	  al.	  use	  SysML	  not	  for	  designing	  a	  new	  system	  but	  for	  reengineering	  one.	  	  
 
 
7.	  Conclusions	  	  Unmanned	  vehicles	  fall	  in	  the	  category	  of	  systems	  that	  capture	  complex	  design	  problems	  and	  question	  the	  benefits	  and	  potential	  of	  Model-­‐Based	  System	  Engineering	  approaches.	  How	  to	  make	  a	  language,	  a	  tool	  and	  a	  method	  accepted	  by	  UAV	  designers	  is	  a	  really	  challenging	  issue.	  
 
The paper advocates for a MBSE approach based on SysML, the widely adopted standard throughout 
industry for system modeling. Unlike papers that limit the use of SysML to a industrial drawing, this paper 
proposes to use the free software TTool to consider a SysML model for early detection of design errors in 
the life cycle of a UAV. SysML models are debugged using the simulator of TTool and more systematically 
explored using formal verification techniques. 
 
Simulation, verification and test generation are three important activities of the method proposed by the 
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