Prototipo electrónico para la valoración de amplificadores operacionales by Vique Álvarez, Francisco Ismael
14:04:0014:04:00 
 
     
 
 
 
PROJECTE FI DE CARRERA 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
TÍTUL:   Prototipo electrónico para la valoración de 
amplificadores operacionales.  
 
 
 
 
 
AUTOR:   Francisco Ismael Vique Álvarez 
 
TITULACIÓ:   Ingeniería Técnica de Telecomunicaciones, Sistemas 
Electrónicos  
 
DIRECTOR:  José Antonio Soria Pérez 
 
DEPARTAMENT:  Ingeniería Electrónica (EEL) 
 
DATA:  8 de Julio 2008 
14:04:0014:04:00 
 
 
 TÍTUL:  Prototipo electrónico para la valoración de amplificadores operacionales 
 
 
 
 
   
 
 
COGNOMS:  Vique Álvarez    NOM:  Francisco Ismael 
 
TITULACIÓ:  Ingeniería Técnica de Telecomunicaciones  
 
ESPECIALITAT:  Sistemas Electrónicos  PLA:  95 
 
 
 
DIRECTOR:  José Antonio Soria Pérez 
 
DEPARTAMENT: Ingeniería Electrónica (EEL) 
 
 
 
 
 
 QUALIFICACIÓ DEL PFC  
 
 
 
 
 
 
 
 
 
TRIBUNAL   
 
 
PRESIDENT   SECRETARI             VOCAL 
 
 
  
 
 
 
 
            DATA DE LECTURA: 
 
 
 
 
Aquest Projecte té en compte aspectes mediambientals:    Sí    No    
 
14:04:0014:04:00 
 
PROJECTE FI DE CARRERA 
 
 
RESUM (màxim 50 línies) 
 
 
 
 
 
Este proyecto final de carrera consiste en la realización  de un prototipo 
electrónico basado en un sistema microcontrolado, capaz de verificar el 
funcionamiento o no de amplificadores operacionales, como el UA741. 
Este proyecto, también, tiene como objetivo la determinación de uno de 
los parámetro más característicos, dentro de los Amp. Op.; el Ancho de 
banda unitario (UGBW). 
 
Para alcanzar dichos objetivos, el sistema diseñado gestiona el 
funcionamiento de  un generador de señal tipo DDS, el cual incrementa la 
frecuencia de la señal de test generada hasta encontrar el valor a -3 dB. 
La determinación de este valor y la verificación de su funcionamiento, se 
realiza a través de la comparación sucesiva, de la señal generada por el 
operacional a verificar, el cual estará ubicado bajo unas condiciones de 
test (D.U.T.).  
 
En la Memoria PFC, se desarrolla toda la problématica referente a la 
verificación de componentes, desde la exposición de las averías en los 
componentes más habituales, concretándose en los Amp. Op., hasta las 
técnicas utilizadas para su detección. 
 
A continuación se presentará el prototipo diseñado con sus esquemas 
eléctricos. Mediante los diagramas de flujo se mostrará el funcionamiento 
del software programado en el microcontrolador el cual realiza la tarea de 
verificación y determinación del UGBW. 
 
Al final se mostrará un manual de funcionamiento del sistema 
confeccionado acando con una tabla de resultados obtenida tras varios 
ensayos con diferentes Amp. Op.   
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Capítulo 1
Introducción
1.1. Estado del arte
La veriﬁcación de componentes (Ing. testing) es la aplicación de todas las técnicas de la inge-
niería electrónica con el ﬁn de comprobar el funcionamiento de un elemento o sistema electrónico
y asegurar una determinada calidad al componente fabricado. Esta especialidad, surgió en la in-
dustria de fabricación de componentes, como un proceso ﬁnal dentro de la cadena de producción.
Con el tiempo y debido al gran avance de la ingeniería microelectrónica y al gran incremento en
la integración de componentes en un mismo chip1, este proceso, se ha convertido en la etapa más
importante [2, 19].
El objetivo fundamental de la veriﬁcación electrónica de componentes, es el de comprobar la
ﬁabilidad del elemento fabricado. La ﬁabilidad se deﬁne como la habilidad que presenta un
componente para realizar la función para la cual se ha diseñado (sin fallar), bajo unas condiciones
y un periodo de tiempo predeﬁnido.
Se conoce como D.U.T. (Ing. Device Under Test) al lugar donde se coloca el componente a
veriﬁcar en el cual se dan todas las condiciones necesarias para su comprobación. Es por ello, que
dentro del D.U.T., también, se encuentran todos los acondicionadores de señal necesarios [2, 1].
Otros objetivos, no menos importantes, son los encargados de determinar los parámetros (es-
peciﬁcaciones) que determinen su funcionamiento. Éstos pueden ser los margenes estáticos y
dinámicos o el tiempo de vida del componente.
Para ello es preciso poseer un amplio conocimiento a nivel eléctrico del sistema a veriﬁcar. No
obstante, se requiere también, un buen conocimiento de las técnicas y métodos disponibles para
llevar a cabo la veriﬁcación. Técnicas como: los dispositivos programable (MCU, DSP, DSC,
etc.), conversores entre el mundo analógico y el digital (A/D y D/A) y sistemas de comunicación
(UART, SPI, I2C, etc.).
Hoy en día, la veriﬁcación de componentes electrónicos está presente en dos campos bien difer-
enciados en el mercado y la industria.
Comercial. Dentro de este campo, se encuentran equipos a la venta, diseñados especí-
ﬁcamente para la veriﬁcación. Son los denominados A.T.E. (Automatic Test Equipment),
equipos controlados por ordenador o microcontrolados, utilizados para la veriﬁcación rápida
del funcionamiento de un componente o un sistema completo. En la Figura 1.1 se muestran
dos tipos de veriﬁcadores para circuitos integrados, tanto digitales como analógicos[21].
1Hoy en día, se utiliza una tecnología de ensamblado, en la cual se integran más de 1 millón de transistores en
un mismo chip [ULSI (Ultra Large Scale Integration), WSI, SOC, 3D-IC]
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Dentro de los veriﬁcadores analógicos se pueden encontrar equipos dedicados a la veriﬁ-
cación de semiconductores (Figura 1.2a) y de elementos pasivos como resistencias, conden-
sadores, etc. (Figura 1.2b) [20].
Industrial. En este campo, esta técnica, cobra mayor importancia si cabe ya que sim-
plemente el mal funcionamiento de un componente no veriﬁcado, puede ocasionar grandes
perdidas económicas y problemas legales. Esto es debido a que si un componente falla
dentro de un sistema, éste puede originar la sustitución del sistema completo y por lo tan-
to un gasto mayor que la sustitución del componente en sí. También, la no veriﬁcación
de un componente fabricado puede desarrollar un fallo en un equipo electrónico pudiendo
acarrear problemas graves, de los cuales la empresa productora debería responder. Por lo
tanto, dentro de la industria, hay puestos de trabajo dedicados única y exclusivamente a
la inspección de los elementos fabricados, representando así, un coste adicional del precio
ﬁnal del componente.
(a) (b)
Figura 1.1: Veriﬁcadores de circuitos integrados. (a) Componentes digitales. (b) Componentes
analógicos.
(a) (b)
Figura 1.2: Veriﬁcadores analógicos. (a) Semiconductores. (b) Componentes pasivos.
1.2. Motivación del proyecto
Hasta hoy en día, comercialmente, solo se encuentran disponibles instrumentos capaces de deter-
minar si un componente veriﬁcado falla, incluso determinando con exactitud el motivo de este.
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Pero a lo que concierne a la especiﬁcación de características de un componente, es más difícil
encontrar dispositivos que permitan la determinación de uno o varios parámetros del elemen-
to fabricado. Los dispositivos comercializados en la actualidad carecen de conexiones a otros
dispositivos como por ejemplo un PC.
En la industria, cada vez más, se están incorporando secciones especíﬁcas (I+D) para la deter-
minación de la calidad de un producto que se pone a la venta. Por lo tanto, es necesario que
de aquí a un futuro, se impulse el desarrollo de equipos con dispositivos programables, capaces
de no solo comprobar el funcionamiento, sino también capaces de comprobar que cumplen con
las especiﬁcaciones para las que el componente ha sido diseñado (Rangos de tensión y corriente,
ancho de banda, etc).
Este PFC surgió como una necesidad del departamento, ya que necesita disponer de una her-
ramienta práctica para comprobar el correcto funcionamiento de ciertos componentes que se
utilizan en las diferentes asignaturas y que, al ser devuelto por los estudiantes, se requiere saber
en que estado se encuentra para volver a ser utilizados.
1.3. Objetivos del proyecto
Teniendo en cuenta las necesidades comentadas en la sección anterior, se ha optado por la real-
ización de un proyecto, en el cual se pueda realizar un sistema electrónico, capaz de veriﬁcar el
funcionamiento de un ampliﬁcador operacional, de propósito general convencional y la determi-
nación del ancho de banda. Por lo tanto, este proyecto tiene como objetivos:
1. Implementar un prototipo electrónico basado en un dispositivo programable, capaz de
comprobar el funcionamiento de un ampliﬁcador operacional. A su vez, este prototipo,
ha de ser capaz de determinar el parámetro conocido como Ancho de Banda a Ganancia
Unitario (UGBW o ft).
2. Desarrollar un software o librerías, de carácter modular, que permita dicha veriﬁcación
y determinación, con el objetivo de que pueda ser reutilizado, mejorado, reprogramado
fácilmente o incluso, que el software sea fácilmente exportable a otras plataformas basadas
en la misma tecnología dsPIC..
3. Validar el funcionamiento del dispositivo en base a los resultados obtenidos con diferentes
operacionales de diferentes marcas.
Para conseguir estos objetivos marcados, el siguiente proyecto se ha dividido en varios capítulos,
de los cuale, al principio se encuentra una introducción al mundo de la veriﬁcación de componentes
electrónicos (Capítulo 2), presentandose seguidamente, algunas tecnologías que combinadas ade-
cuadamente, pueden ser de gran utilidad en la veriﬁcación de componentes y concluyendo con
una breve introducción a los diferentes tipos de dispositivos programables.
En el Capítulo 3 se presentará el prototipo desarrollado, mostrando primero los diagramas de
bloques y los esquemas electrónicos del prototipo (hardware) realizado. En la segunda parte se
detallará la aplicación (software) diseñada, incluyendo una exhaustiva descripción de la función
principal que desempeña la veriﬁcación del ampliﬁcador operacional.
Concluyendo, en el Capítulo 4 se pondrá en marcha el prototipo, describiendo la manera de
utilizarlo y demostrando su funcionamiento a través de una tabla de resultados con diferentes
marcas de ampliﬁcadores operacionales (Sección 4.4).
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Capítulo 2
La veriﬁcación de componentes:
Métodos y Técnicas
2.1. Introducción
En el capítulo anterior se ha realizado una breve introducción al mundo de la veriﬁcación de
componentes, en donde se comentaba que estaban involucradas todas las técnicas de la ingeniería
electrónica. En este capítulo se pretende realizar una descripción de algunas de estás técnicas.
La veriﬁcación de componentes surge como una medida que pretende asegurar que el elemento a
veriﬁcar cumple con las funciones por las cuales ha sido diseñado; siempre, en un entorno en el
que se somete al componente a la peor situación posible[2, 1]. En una ingeniería de test se ha de
conocer perfectamente como el componente ha de comportarse en el equipo automático de test
(A.T.E.) y así poder someterlo a entornos eléctricos en los que se encontrará en un futuro. La
veriﬁcación es un complejo y laborioso procedimiento, el cual se ha de realizar en un corto espacio
de tiempo. El otro gran objetivo de la veriﬁcación de componentes es conocer el coste efectivo
que tiene un elemento diseñado. El negocio de la veriﬁcación está en asegurarse que el coste es
el más bajo posible, aunque esta ingeniería representa un 40% del coste total del componente.
Las grandes empresas equilibran el tiempo de producción con el de veriﬁcación para obtener el
máximo coste efectivo.
Dentro del test de componentes encontramos 4 propósitos principales por los cuales se realiza
esta labor:
Caracterización. El objetivo es veriﬁcar que el diseño es correcto y especiﬁcar las car-
acterísticas del componente. Esto signiﬁca que se han de hacer medidas empíricas de car-
acterísticas en AC y en DC, para así catalogar al componente según su tecnología. Durante
este proceso, el tiempo de veriﬁcación no es importante ya que el objetivo es obtener los
datos más exactos posibles. Esta parte provoca que esta fase sea la más extensa. Una vez el
diseño se ha veriﬁcado, los datos de caracterización serán utilizados como especiﬁcaciones
ﬁnales del componente.
Producción. El ﬁn de la veriﬁcación dentro de la producción, es asegurar que el producto
mantiene las especiﬁcaciones obtenidas en la fase de caracterización y dictaminar si su
funcionalidad es correcta, minimizando al máximo el tiempo empleado para el test y así
maximizando el coste efectivo. Un programa de test en producción simplemente conﬁrma
o no que el componente funciona bien dentro de las especiﬁcaciones encontradas en la fase
anterior. Muchos de los parámetros obtenidos en la caracterización no son veriﬁcados en
este proceso, ya que estos muestran el entorno de trabajo y durante el test de producción
se respeta dicho entorno.
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Vida del componente. La idea es asegurar que el componente funcionará correctamente
durante un número de años determinado. Se realizan correcciones en el tiempo de vida,
según si el componente trabaja dentro del marco de temperaturas o a temperaturas ele-
vadas. El test consiste en introducir el componente en un horno durante un largo tiempo,
a una temperatura especíﬁca y después veriﬁcarlo.
Inspección de entrada. Los productores de sistemas electrónicos también necesitan
saber que todos los elementos que componen su sistema funcionan correctamente y de
acuerdo a sus especiﬁcaciones. Ellos elaboran sus propios programas de test para la veri-
ﬁcación de los componentes que suelen comprar. La razón principal del desarrollo de esta
inspección de entrada es económica, ya que es mucho más caro veriﬁcar placas completas
o sistemas.
2.2. Tipos de veriﬁcaciones
Hoy en día se pueden diferenciar 3 tipos básicos de veriﬁcaciones: test funcional, parámetros de
corriente continua y parámetros de corriente alterna. En las veriﬁcaciones funcionales se asegura
que el componente opera como se supone que lo ha de hacer. Veriﬁca que es correcta la tabla de
la verdad como en memorias o elementos lógicos. Las veriﬁcaciones de parámetros de corriente
continua conﬁrma que el componente trabajará correctamente en un entorno especíﬁco, midiendo
el consumo de corriente y su eﬁcacia a niveles de tensión adecuados. En lo que se reﬁere a la
veriﬁcación de los parámetro de corriente alterna, éstos están concebidos más para problemas
con los tiempos, por ejemplo el tiempo de propagación, retrasos o medidas de velocidad.
2.2.1. Test lógico
El objetivo es crear un patrón de test en forma de tabla de la verdad, la cual pueda ser aplicada al
componente y así comprobar su funcionamiento correcto. El propósito es que lo cumpla en todos
los casos posible que contenga el elemento lógico. El método teórico empleado es la detección
de fallo mediante la comparación con la tabla de verdad. La álgebra booleana y las rutinas
CAD (Computer Aided Design) son usadas para generar una tabla de verdad que asegure una
detección de porcentaje de fallo. Este porcentaje se le llama cobertura de fallo. Para asegurarnos
una cobertura del 99% en un componente VLSI (Very Large Scale Integration) necesitaríamos
unas tablas de la verdad astronómicamente enormes y varios días para podérselas aplicar al
componente ya que ésta comprueba todas las posibles combinaciones de fallos que puede obtener.
2.2.2. Test paramétrico (DC)
Este tipo de veriﬁcación consiste en la determinación de características eléctricas basadas en la
ley de Ohm. Por ejemplo, las fugas son halladas forzando una tensión en la entrada la cual causa
corriente debida al potencial que atraviesa por la resistencia. Se determina la corriente de salida,
que se traduce en un potencial de salida que comparado con el potencial de entrada se obtiene
el consumo del sistema o componente en cuestión.
Se debe tener claro el concepto de la diferencia entre test en la fase de producción y test en la
fase de caracterización ya que cambia la manera de conducir la veriﬁcación.
Durante la fase de caracterización, las medidas son hechas para aprender más sobre el com-
ponente. Las medidas suelen ser veriﬁcaciones repetitivas, con el ﬁn de encontrar un límite de
trabajo. Obviamente, en esta fase, los tests son más duraderos y no conlleva un coste efecti-
vo. Durante la producción, nada más se realizan tests de algunos de los parámetro encontrados
durante la fase de caracterización para la comprobación del funcionamiento del componente.
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2.2.3. Test paramétrico (AC)
La veriﬁcación de parámetros en corriente alterna es un nombre genérico que se le da a los tipos de
test que determinan tiempos. Las medidas más comunes son los retrasos de propagación1, tiempos
de espera-decisión y frecuencias. Si se tiene clara las diferencias entre la fase de caracterización
y de producción, se reduce el tiempo de veriﬁcación. Las diferencias más importantes son:
1. Una medida en AC consistirá en muchos tests para determinar el parámetro apropiado.
2. Muchos parámetros en AC pueden ser comprobados durante las veriﬁcaciones en produc-
ción, pero en la fase de caracterización se requiere una medida por cada parámetro.
3. Muchas de las medidas hechas en la fase de caracterización son solo medidas de diseño, por
lo tanto, no son necesarias para la fase de producción ya que no aseguran el funcionamiento
correcto del componente.
El tiempo también se puede ahorrar sabiendo como son los resultados registrados y guardados.
Durante la caracterización el valor medido debe ser guardado en una variable y entonces pre-
sentado mediante un periférico. Esto conlleva un tiempo extra y es innecesario en la veriﬁcación
en producción. Hay que tener en cuenta que la sola impresión de una linea puede tardar varios
cientos de milisegundos. El registro de varios parámetros podrían durar la mayoría del tiempo de
test. Así que el registro de los datos se hará únicamente cuando sea necesario. El aparato veriﬁ-
cador recopilará toda la información y la exportará a la parte de validación la cual le pintará un
punto de tinta (la tinta se pondrá en los chips malos). Se mapeará en una oblea los chips malos y
buenos, información utilizada en el proceso de corte de la oblea. Las variables estadísticas se van
incrementando durante la fase de producción para determinar el rendimiento y las debilidades del
proceso. Los programas de producción paran después de encontrar el primer fallo. En resumen,
se puede decir que el tiempo de test para encontrar componentes malos debe incluirse en el total
del tiempo de test por componente bueno, eso nos indica que el rendimiento y el tiempo están
relacionados.
2.3. Componentes electrónicos
Hoy en día los componentes electrónicos disponibles son muy numerosos y encontramos de varios
tipos. Debido a esta sentencia, es imposible tener un conocimiento perfecto de todos ellos. Es
importante que los tipos más comunes de componentes sean conocidos y así poder determinar
las causas de averías más comunes. Una buena compresión de los elementos de un circuito o
sistema es una parta esencial en las técnicas de diagnóstico de defectos. Otro aspecto destacable
es que muchas de las averías son producidas por un uso inadecuado del componente. Se llega
a estimar que sobre el 40% de los fallos de los aparatos son producto de un mal uso [1]. Para
evitar este suceso, se ha de asegurar que el componente se utiliza correctamente: dentro de unos
margenes de tensión, intensidad, potencia, frecuencia, etc... El factor causante de la avería es
una información muy importante de cara a clasiﬁcar y diferenciar las averías ocasionadas por
una mala utilización o por defecto de fabricación[18, 2].
A continuación, se expondrán clasiﬁcados, los tipos de componentes más comunes que podemos
encontrar en cualquier sistema electrónico, determinando los defectos y fallos más probables de
cada uno, centrándonos en los ampliﬁcadores operacionales por ser el objetivo de este proyecto.
1se dice del tiempo que discurre entre que se le introduce un cambio de estado en la entrada de un componente
o sistema y se maniﬁesta dicho cambio a su salida.
7
2.3. Componentes electrónicos
2.3.1. Componentes pasivos
2.3.1.1. Resistencias
El porcentaje y tipo de avería de una resistencia dependerá de varios factores. Estos son: el tipo
de material con se han construido, el sistema de fabricación empleado, de su valor óhmico y de
las condiciones operativas y ambientales[1].
Debido a que todas las resistencias disipan calor durante su ciclo de trabajo, se ha de bajar este
grado de disipación para que la estabilidad del circuito aumente y con ello, el porcentaje de avería
disminuya. Se le denomina temperatura del punto caliente, al máximo de la temperatura generada
en el centro del cuerpo de la resistencia; causada por la suma de la temperatura ambiente más
el calor generado por la disipación de potencia.
Por norma general, las resistencias tienen asociado un porcentaje muy bajo de avería. Sin em-
bargo, se producen fallos debidos a que, con el tiempo, se ocasionan cambios químicos o de otro
tipo en la composición del componente. Estos cambios son producidos por factores tales como:
el calor, la tensión aplicada y la humedad.
En la Tabla 2.1 se exponen posibles causas de averías en resistencias clasiﬁcadas por tipo de
fabricación.
Tipo de resistencia Avería Posible causa
Movimiento de las partículas por
Valor alto inﬂuencia del calor, tensión o
humedad.
Compuestas de carbón
Puede ser debido a un calentamiento
Circuito abierto excesivo, por montaje defectuoso o
rotura de conductores por ﬂexiones
repetidas.
Desintegración de la película por
Circuito abierto temperatura o tensiones elevadas.
Resistencias de película
depositada (carbón, metal Contactos defectuosos de los
óxido, película de metal) Ruido alto conectores terminales. Normalmente
por los esfuerzos mecánicos causados
por montaje defectuoso en circuito.
Fractura del alambre. Cristalización
Resistencias bobinadas Circuito abierto progresiva del alambre por sus
impurezas. Corrosión del alambre por
absorción de humedad.
Resistencias variables Ruido alto Debido a un contacto intermitente
(Potenciómetros) en sus terminales.
Tabla 2.1: Causas de averías en resistencias.
2.3.1.2. Condensadores
Los condensadores, al igual que las resistencias, presentan un bajo porcentaje de averías, so-
bretodo cuando estos trabajan por debajo de sus valores nominales. Si se trabaja dentro de los
márgenes de tensión establecidos y a baja temperatura ambiente, los condensadores pueden ex-
tender su vida útil, llegando incluso a doblar su duración si la reducción en temperatura es del
orden de 10º C [1].
8
2. La veriﬁcación de componentes: Métodos y Técnicas
Los condensadores son láminas de metal o electrodos separados por un dieléctrico, debido a esto,
las averías producidas pueden ser de varios tipos:
Catastróﬁcas:
Cortocircuito: perforación del dieléctrico (excepto en los tipos metalizados).
Circuito abierto: fallo en la conexión del terminal.
Degradación:
Caída gradual de la resistencia aislante o aumento de la corriente de fuga en los de tipo
electrolíticos.
Aumento de la resistencia equivalente serie, es decir, incremento en el factor de disipación
(tan δ).
Las causas de averías más comunes que se pueden encontrar son las siguiente:
1. Defectos de fabricación. Daños metálicos causados por las proyecciones de acabado
en los condensadores metálicos, que llevan a sobre calentamientos y circuitos abiertos.
2. Mal uso. Los condensadores sujetos a esfuerzos superiores a sus posibilidades, por ejemplo:
sobrepasar el rizado de corriente nominal de los electrolíticos.
3. Condiciones ambientales. Choques mecánicos y vibraciones. Temperaturas altas y ba-
jas. Choques térmicos. Humedades.
En la Tabla 2.2 se encuentran reﬂejadas algunas posibles averías dependiendo del tipo de con-
densador:
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Tipo de condensador Avería Causa posible
Daños en el sellado. Choque mecánico
Cortocircuito o térmico o variaciones en la presión.
Hoja de papel
Circuito abierto Daños durante el montaje o choque
mecánico o térmico.
Ruptura del dieléctrico por choques o
Cortocircuito vibraciones.
Cerámicos Circuito abierto Ruptura de la conexiones.
Fluctuaciones en el Electrodo de plata no adherido por
valor de la capacidad completo a la cerámica.
Daños durante el acabado por
Película de plástico Circuito abierto pulverización al fabricarlo o montaje
defectuoso.
Pérdidas de dieléctrico.
Fuga o cortocircuito Temperatura elevada.
Aluminio electrolítico Caída en el valor Pérdida de electrólito por fugas en la
de la capacitancia envoltura debidas a la presión, o
choque térmico o mecánico.
Circuito abierto Rotura de conexiones internas.
Corto circuito Fuga de plata debida a humedad alta.
Mica
Circuito abierto Plata no adherida a la mica.
Tabla 2.2: Causas de averías en condensadores.
2.3.2. Semiconductores
Los componentes semiconductores pueden ser de dos tipos:
1. Bipolares. En este tipo de semiconductores, su funcionamiento depende más que del ﬂujo,
del tipo de portador de cargas a través de la polarización directa e inversa de las uniones
pn.
Los componentes bipolares más comunes que podemos encontrar son: Transistores, diodos,
tiristores, ICs2 lógicos tales como TTL, ECL y ICs lineales.
2. Unipolares. Estos utilizan solamente los portadores de cargas mayoritarios para formar
la corriente que ﬂuye y este paso de corriente, se controla mediante un campo electrostático
entre puerta y fuente o entre puerta y substrato.
Estos dos tipos de semiconductores tienen en común su fragilidad al sometimiento de sobrecargas
ya que los procesos de fabricación de ambos son muy similares. Cabe destacar, que la mayoría
de los fallos son generados por una mala utilización, por mala manipulación durante el montaje
o por exceder de los valores máximos de tensión, corriente o potencia[1].
2IC: circuitos integrados
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Las interferencias eléctricas son otras de las causas de averías prematuras de los semiconductores.
Las descargas de tensión que se producen en los conductores de la red eléctrica pueden causar
fácilmente cortocircuitos en las uniones.
Pero las averías más frecuentes son las producidas por apertura o cortocircuito en alguna junta.
Es decir, una unión bipolar puede quedar cortocircuitada o abierta entre base y emisor, o entre
colector y base. Con los IC digitales, normalmente sólo se puede identiﬁcar qué puerta ha fallado,
con lo cual, se ha de hacer un informe más detallado, para así, poder reducir futuras averías.
2.3.3. Ampliﬁcadores operacionales
2.3.3.1. Introducción
El término de ampliﬁcador operacional (operational ampliﬁer o A.O.) fue asignado alrededor de
1940 para designar una clase de ampliﬁcadores que permiten realizar una serie de operaciones
tales como suma, resta, multiplicación, integración, diferenciación, etc. La aparición y desarrollo
de la tecnología integrada, que permitía fabricar sobre un único substrato monolítico de silicio
gran cantidad de dispositivos, dio lugar al surgimiento de ampliﬁcadores operacionales integrados
que desembocaron en un revolución dentro de las aplicaciones analógicas. El primer A.O. fue
desarrollado por R.J. Widlar en Fairchild. En 1968 se introdujo el famoso A.O. 741 que desbancó
a sus rivales de la época con una técnica de compensación interna muy relevante y de interés
incluso en nuestros días[16].
Los ampliﬁcadores basados en tecnología CMOS han surgido como parte de circuitos VLSI3
de mayor complejidad, aunque sus características eléctricas no pueden competir con los de la
tecnología bipolar[1]. Su campo de aplicación es más restrictivo pero su estructura sencilla y su
relativa baja área de ocupación les hacen idóneos en aplicaciones donde no se necesitan altas
prestaciones como son los circuitos de capacidades conmutadas4. Combinando las ventajas de
los dispositivos CMOS y bipolares surge la tecnología BI-CMOS la cual permite el diseño de
excelentes A.O..
2.3.3.2. Principios básicos
Un ampliﬁcador operacional es básicamente un ampliﬁcador diferencial de corriente continua con
ganancia muy elevada. En la Figura 2.1 se observa los dos terminales de entrada, de los que uno
está señalado con + y se denomina entrada sin inversión y el otro señalado con -, entrada con
inversión. La ganancia de tensión en lazo abierto Avol normalmente es de 100 dB (en proporción
de tensiones 100.000), lo que signiﬁca que una pequeña diferencia en la entrada (Vd=V+- V−),
provoca un gran cambio en la salida. Por ejemplo, si la entrada inversora se mantiene a un nivel
de tensión 0 y la no inversora tiene un nivel de tensión de +0,1 mV, la salida será positiva y de
un valor de +10 V. El ampliﬁcador responde a la diferencia entre las dos tensiones de entrada y
si esta diferencia es cero, la salida estará muy próxima, también, a cero. Es por esta razón que
el A.O. debe de tener una vía de entrada positiva y otra negativa para poder tener una salida
prácticamente nula del mismo alrededor de cero.
3Very Large Scale Integration, termino utilizado en la integración en escala muy grande de sistemas de circuitos.
4switched-capacitor
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Figura 2.1: Símbolo eléctrico de un A.O.
Una característica típica de transferencia es la señalada en la Figura 2.2. Esta curva muestra,
que si (V+- V−) es positivo, la salida se hace positiva. La salida quedará saturada si esta tensión
diferencial Vd excede de 0,1 mV. De forma inversa sucede si Vd es negativo. La característica ha
sido diseñada pasando por el valor 0m punto por el cual V+= V−, es decir, Vd=0. En la práctica
aparece siempre alguna descompensación y se debe añadir un potenciómetro para ajustarla o
anularla.
Figura 2.2: Característica típica de transferencia[5].
Un ampliﬁcador operacional estándar, está formado por cuatro bloques bien diferenciados conec-
tados en cascada: ampliﬁcador diferencial de entrada, etapa ampliﬁcadora, adaptador y desplaza-
miento de nivel y etapa de salida. Estos bloques están polarizados con fuentes de corrientes,
circuitos estabilizadores, adaptadores y desplazadores de nivel. La Figura 2.3 muestra a nivel de
bloque la conﬁguración de un A.O..
Figura 2.3: Bloques funcionales de un A.O.
Las derivas (Ing:DRIFT) se deﬁnen como todo cambio en la señal de salida cuando la entrada
esta cortocircuitada o mantenida a cero. Los cambios de temperatura (hasta -2mV/ºC) y los
cambios de la fuente de alimentación son dos de las mayores causas de la existencia de estas
derivas. Para minimizar estos cambios y por consiguiente estas derivas, se utiliza una etapa de
entrada diferencial en la cual los dos transistores estén acoplados conjuntamente. La gran ventaja
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de la disposición diferencial es que si se aplican señales de igual polaridad en las dos entradas,
cada una de ellas cancela la señal de salida de la otra con lo que la señal de salida es muy
pequeña. Estas señales se denominan de modo común que relacionada con la ganancia diferencial
dan como resultado uno de los parámetros que deﬁne la calidad del A.O. Este parámetro es el
llamado CMRR5.
Un A.O. está diseñado para ser un ampliﬁcador de alta ganancia y con un gran ancho de banda.
Esta operación tiende a ser inestable (oscila) debido a retro alimentación positiva. Para asegura
una operación estable, los A.O. se construyen con circuitería de compensación interna que tam-
bién causa que la ganancia muy alta de lazo abierto disminuya con el incremento de frecuencia.
A esta reducción de ganancia se le conoce como atenuación progresiva. En la mayoría de los
ampliﬁcadores, la atenuación progresiva se presenta con un porcentaje de 20 dB por década (-20
dB/década) o 6 dB por octava (-6 dB/octava).
2.3.3.3. Características de rendimiento
1. Ganancia de tensión en lazo abierto Avol. Es la ganancia diferencial para frecuencias
bajas sin aplicación de realimentación.
2. Resistencia de entrada Rin. La resistencia vista directamente desde el interior de los
terminales de entrada en la condición de lazo abierto. Para los ICs bipolares, los valores
típicos son de 1 MΩ mientras que las etapas de entrada de un FET pueden ser mayores de
10exp12Ω.
3. Compensación del offset de entrada. Un A.O. ideal tiene voltaje oﬀset de entrada
cero y no tiene pérdidas de corriente. Sin embargo, debido al desajuste de los transistores
y a las resistencias de entrada del circuito monolítico, el A.O. típico tiene un bajo, pero
deﬁnido, voltaje de oﬀset, alrededor de 1mV.
4. CMRR (proporción del rechazo del modo común). En la Ecuación 2.1 se muestra
la relación de rechazo en modo común (CMRR), la cual se deﬁne como la razón de la
ganancia de señal diferencial a ganancia de señal en modo común y se expresa en decibelios
(dB).
CMRR(dB) =
Ganancia diferencial
Ganancia demodo comn
= 20 ∗ log10|Ad
Ac
| (2.1)
Dependiendo del tipo de dispositivo, las relaciones de rechazo pueden estar en un rango
entre 90 dB y 120 dB. Generalmente, los AOs bipolares tienen relaciones de rechazo más
altas que los ampliﬁcadores con entrada FET.
5. Proporción de rechazo de variaciones en la tensión de alimentación. Es la
aptitud del ampliﬁcador para rechazar variaciones en la tensión de alimentación.
6. Velocidad de respuesta (slew rate). La velocidad de respuesta se puede deﬁnir como
la tasa máxima de cambio de la tensión de salida en la unidad de tiempo, para una tensión
escalón aplicada a la entrada como la mostrada en la Figura 2.4.
5Common mode rejection ratio
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Figura 2.4: Efecto de la velocidad de respuesta.
La velocidad de respuesta normalmente se mide con el ampliﬁcador conectado en conﬁg-
uración de ganancia unitaria. Tanto la velocidad de respuesta como el producto ancho de
banda por la ganancia son medidas de la velocidad del AO. En la Figura 2.4 se puede ver el
valor de la pendiente de la recta generada en la salida, cuando el ampliﬁcador se excita con
un pulso. Por lo tanto, la medida de la velocidad de respuesta estará dada por la Ecuación
2.2.
SR = |4V o4V t | (2.2)
7. Ancho de banda a plena potencia. El ancho de banda de potencia de un AO es el
margen de frecuencia para el cual el AO puede producir una señal de salida senoidal sin
distorsiones, con una amplitud pico igual al máximo garantizado de la tensión de salida.
Se calculará a continuación una expresión para calcular el ancho de banda de potencia en
función del SR y de la amplitud del pico de la señal de salida.
8. Ganancia por ancho de banda. Debido a la circuitería de compensación interna in-
cluida en un A.O., la ganancia de voltaje cae conforme se incrementa la frecuencia. Las
especiﬁcaciones del A.O. proporcionan una descripción de la ganancia en función del ancho
de banda. La Figura 2.5 proporciona una gráﬁca de la ganancia en función de la frecuencia
para un operacional típico. Si se baja la frecuencia hasta 0, la ganancia se convierte en el
valor listado por la especiﬁcación AVD (ganancia diferencial de voltaje) del fabricante y
por lo general tiene un valor muy grande. Conforme aumenta la frecuencia de la señal de
entrada, la ganancia en lazo abierto cae hasta que ﬁnalmente llega al valor de 1 (unitaria).
Figura 2.5: Ganancia en función de la frecuencia.
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La frecuencia en este valor de ganancia la especiﬁca en fabricante como el ancho de banda
de ganancia unitaria, B1. Aunque este valor es una frecuencia en la que la ganancia llega
a 1, y puede considerarse un ancho de banda, puesto que la banda de frecuencia desde 0
Hz hasta la frecuencia de ganancia unitaria es también un ancho de banda. Por tanto, se
podría hacer referencia al punto donde la ganancia se reduce a 1, como la frecuencia de
ganancia unitaria (f1) o el ancho de banda de ganancia unitaria (B1).
9. Oscilación de la tensión de salida. Corresponde al pico de la oscilación de salida
referida a cero que puede ser obtenida.
2.3.3.4. Averías en ampliﬁcadores operacionales.
Normalmente los fallos más comunes a los que se exponen los ampliﬁcadores operacionales, son
cortocircuitos o circuitos abiertos ocasionados en el interior del componente. la mayor parte de las
precauciones establecidas para los componentes de un IC digital se han de aplicar a los circuitos
lineales tales como los A.O.
Figura 2.6: Ejemplo de acondicionador para obtener la función de transferencia.
En la Figura 2.6 se presenta el esquema eléctrico de un A.O. utilizado como ampliﬁcador error en
un circuito de regulación de tensión con el objetivo de obtener su característica de transferencia.
Se ha de utilizar una señal en forma de diente de sierra, de unos 20 Hz de frecuencia y un valor
de pico a pico de 1 V. Si se visualiza la señal diente de sierra por el canal x de un osciloscopio
y la señal resultante de la salida del A.O. por el canal y obtendremos la curva característica
del ampliﬁcador.
Figura 2.7: Circuito para calcular el Slew Rate.
El circuito mostrado en la Figura 2.7 presenta la conﬁguración óptima para realizar el cálculo
del parámetro slew rate. Para calcular este valor se necesita introducir en la entrada no inversora
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del A.O. una señal escalón, como la representada en la Figura 2.4. Visualizando en un canal del
osciloscopio, ésta señal cuadrada, y en el otro canal, la señal resultante a la salida del operacional,
se puede observar como la señal de salida no consigue seguir completamente la señal cuadrada,
si no que se produce una pequeña rampa (slew rate).
2.4. Tecnologías involucradas en la veriﬁcación de componentes
Se acaba de exponer los componentes más comunes en electrónica y algunos de sus parámetros,
útiles para la veriﬁcación de su funcionamiento.
Concretamente en los ampliﬁcadores operacionales, se han visto parámetros como el ancho de
banda, la tensión de salida y el slew rate, que son características representativas de su fun-
cionamiento.
Para poder evaluar la calidad de este dispositivo (A.O.) de manera automática, se requiere el
uso de tecnologías alternativas. Seguidamente se deﬁnirán algunas de ellas.
2.4.1. Conversión A/D
Un convertidor analógico-digital (CAD) es un dispositivo que ofrece una salida digital a partir de
una señal analógica de entrada con el propósito de facilitar su procesamiento (codiﬁcación, com-
presión, etc.) y hacer que la señal digital resultante sea más inmune al ruido y otras interferencias
a las que son más sensibles las señales analógicas.
Una señal analógica es aquella que puede tomar una inﬁnidad de valores (frecuencia y amplitud)
dentro de un límite superior e inferior. En cambio, una señal digital es aquélla cuyas dimensiones
(tiempo y amplitud) no son continuas sino discretas, lo que signiﬁca que la señal necesariamente
ha de tomar unos determinados valores ﬁjos predeterminados en momentos también discretos.
Estos valores ﬁjos se codiﬁca al sistema binario, lo que signiﬁca que la señal va a quedar convertida
en una combinación de ceros y unos.
Ventajasde la señal digital:
1. Ante la atenuación, la señal digital puede ser ampliﬁcada y al mismo tiempo reconstruida
gracias a los sistema de regeneración de señales.
2. Cuenta con sistemas de detección y corrección de errores que se utilizan cuando la señal
llega al receptor.
3. Facilidad para el procesamiento de la señal. Cualquier operación es fácilmente realizable a
través de cualquier software de edición o procesamiento de señal.
4. La señal digital permite la multigeneración inﬁnita sin pérdidas de calidad.
Inconvenientesde la señal digital
1. La señal digital requiere mayor ancho de banda para ser transmitida que la analógica.
2. Se necesita una conversión analógica-digital previa y una decodiﬁcación posterior, en el
momento de la recepción.
3. La transmisión de señales digital requiere una sincronización precisa entre los tiempos del
reloj de transmisor, con respecto a los del receptor. Un desfase cambia la señal recibida
con respecto a la que fue transmitida.
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Figura 2.8: Proceso de conversión A/D.
En la Figura 2.8 se muestra el diagrama de bloques de la conversión en donde se aprecia el
proceso necesario para la conversión digital de una señal analógica[15, 10]. Este proceso consta
de cuatro fases:
1. Muestreo: El muestreo (en inglés, sampling) consiste en tomar muestras periódicas de la
amplitud de onda. La velocidad con que se toman estas muestras, es lo que se conoce como
frecuencia de muestreo.
2. Retención (En inglés, Hold): Las muestras tomadas han de ser retenidas (retención)
por un circuito de retención (Hold), el tiempo suﬁciente para permitir evaluar su nivel
(cuantiﬁcación). Desde el punto de vista matemático este proceso no se contempla ya que
se trata de un recurso técnico debido a limitaciones prácticas y carece, por tanto, de modelo
matemático.
3. Cuantificación: En el proceso de cuantiﬁcación se mide el nivel de voltaje de cada una
de las muestras. Consiste en asignar un margen de valor de una señal analizada a un único
nivel de salida. Incluso en su versión ideal, añade, como resultado, una señal indeseada a
la señal de entrada: el ruido de cuantiﬁcación.
4. Codificación: La codiﬁcación consiste en traducir los valores obtenidos durante la cuan-
tiﬁcación al código binario.
Durante las fases de muestreo y la retención, la señal (x(n)) aun es analógica puesto que aún
puede tomar cualquier valor. No obstante, a partir de la cuantiﬁcación, cuando la señal ya toma
valores ﬁnitos, la señal ya es digital (xq(n)).
Las especiﬁcaciones de los CAD se pueden dividir entre las relativas a su entrada, las relativas a
su salida, y las que describen la relación entrada-salida, aparte de las especiﬁcaciones generales
como subsistema (consumo, alimentación, etc.)
Características de entrada. De la entrada, interesa el número de canales (normal-
mente uno), el tipo de señal (tensión o corriente), su margen de valores: máximo y mínimo
y su polaridad (unipolar o bipolar con signo). Además de la entrada de señal, hay que
considerar la posible entrada de la tensión de referencia que se emplea para la cuantiﬁ-
cación denominada fondo de escala (FS) (Ecuación 2.3). Según el modelo, esta tensión de
referencia puede ser interna o externa.
F.S. = V +ref − V −ref (2.3)
Características de salida. De la salida, interesa en primer lugar, el número de bits que
determina la resolución del CAD. Éste valor (LSB) se deﬁne como la magnitud del menor
cambio que se debe producir en la entrada analógica para tener un cambio perceptible en
su salida, es decir, el cambio de valor de un bit.
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LSB =
FS
2n
(2.4)
Como se observa en la Ecuación 2.4 la resolución de un CAD está relaciona según su fondo
de escala (FS) y el número de bits de resolución (n).
Si por ejemplo, se dispusiera de un CAD de 10 bits de resolución con un fondo de escala
de 10 voltios, la resolución en voltios sería:
LSB =
10V.
210
=
10
1024
= 9, 761mV/bit.
Otros datos de interés son el código de salida (binario natura, binario con complemento a
dos, binario decalado, BCD, etc.), el formato (serie o paralelo), la velocidad de salida (Ing.
bit rate), los niveles de tensión eléctrica de salida, etc.
Características de la relación entrada-salida. De la relación entrada-salida interesan, sobre
todo, los parámetros relativos a la exactitud y a la velocidad de conversión:
 La exactitud viene especiﬁcada mediante el error total, que es el valor máximo de la
suma de todos los errores, incluido el de cuantiﬁcación. Estos errores pueden ser:
◦ Error de cero: es el valor analógico de la diferencia entre la curva de transfer-
encia real y la ideal.
◦ Error de ganancia: es la diferencia entre la pendiente de la curva de transfer-
encia real y la ideal.
◦ Error de no linealidad: es la máxima diferencia entre la curva de transfer-
encia real y la ideal cuando los errores de cero y ganancia son nulos.
◦ Linealidad diferencial: es la diferencia entre cualquier intervalo de cuantiﬁ-
cación real y su valor analógico ideal.
 La velocidad de conversión de un CAD (Ing. conversión rate), es el número de con-
versiones, repetidas, que puede hacer por unidad de tiempo, con una resolución y
linealidad determinadas, y para una entrada igual al valor de fondo de escala. El
tiempo de conversión (conversión time), es el tiempo que tarda el CAD en hacer una
conversión, en las mismas condiciones que antes. Cuanto mayor es la velocidad de
conversión, menor es la resolución obtenida.
La variedad de circuitos empleados para la conversión A/D es muy extensa. A continuación se
presenta los tipos más frecuentes:
Convertidor A/D paralelo. Son los denominados convertidores ﬂash. Este método de con-
versión es el más rápido disponible comercialmente. Su principal inconveniente es que nece-
sita 2n−1comparadores. También hay que considerar la gran capacidad que presentan a la
señal de entrada todos los comparadores en paralelo; ello obliga a atacar al convertidor con
un ampliﬁcador de gran ancho de banda.
Convertidores de aproximaciones sucesivas. Este algoritmo ofrece un buen compromiso
entre velocidad y complejidad, y es el más frecuente cuando no se trata de obtener una
exactitud muy elevada. El método consiste en ir comparando la tensión de entrada con una
tensión analógica generada internamente con un Conversor digital-analógico (CDA).
Otros convertidores conocidos son: los sigma-delta, los tipo servo y los convertidores de
rampa: simple, doble y triple.
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2.4.2. Conversión D/A
El convertidor digital-analógico o DAC (Digital to Analog Converter) es un circuito integrado
electrónico, capaz de convertir una entrada digital (generalmente binaria) a una señal analógica
(generalmente voltaje o carga eléctrica). Este tipo de conversores se utiliza en reproductores de
sonido y vídeo de todo tipo, dado que actualmente las señales forma digital (por ejemplo, MP3,
CDs, DVD, etc.) [15, 17].
En la Figura 2.9 muestra los bloques que intervienen en el proceso de conversión de digital a
analógico.
Figura 2.9: Proceso de conversión D/A.
Un CDA lineal (uniforme), con código de entrada binario puro, obtiene a partir de una palabra
digital de n bits, Dn−1Dn−2... D1D0, 2n niveles discretos de tensión o corriente, según la relación
de la Ecuación 2.5 donde VFE es el valor de fondo de escala.
Vo = VFE(Dn−12−1 +Dn−22−2 + ...+D12n−1 +D02−n) (2.5)
En donde el valor máximo de la salida no es VFEsino:
V omx = VFE
2n − 1
2n
(2.6)
Cuando la tensión de referencia a partir de la cual se determina el intervalo de cuantiﬁcación no
es interna sino externa, se dice del CDA que es de tipo multiplicador porque multiplica la entrada
de referencia (analógica) por la entrada digital. Los CDA más comunes son de tipo paralelo y
su estructura general se indica en la Figura 2.10a. Hay una interfaz digital que adapta el nivel
lógico de entrada al requerido por los interruptores, y, en el caso de los modelos denominados
compatibles con microprocesadores, retiene el número a convertir durante el tiempo que dura su
conversión. El ampliﬁcador operacional de salida convierte la corriente en tensión, y en el caso de
CDA rápidos suele ser externo. La presencia de un AO interno aumenta inevitablemente el tiempo
de establecimiento de la salida. La resistencia Ro, sin embargo, es preferible que sea interna al
dispositivo, pues de esta forma está apareada térmicamente con las resistencias del convertidor,
que determinan su resistencia de salida. Los tiempos de conversión obtenidos van desde más de
100 µs en modelos lentos hasta menos de 100 ns en modelos ultra rápidos. La resolución estándar
es de 12 bits, pero abundan los modelos de 16 y 18 bits, y los hay ya disponibles de 20 bits para
aplicaciones de audio.
Todos los CDA donde la corriente contribuida por la conmutación de cada uno de los bits es
independiente, presentan en mayor o menor grado transitorios (glitches) en su salida debidos a
la falta de simultaneidad en las conmutaciones, pues los tiempos de paso a corte y de paso a
conducción son distintos.
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Figura 2.10: Estructura general: (a) D/A paralelo. (b) D/A de resistencias ponderadas. (c) D/A
con red de resistencias en escalera[15].
Otros tipos de convertidores que se encuentran en el mercado son los D/A de resistencias pon-
deradas Figura 2.10b y los D/A de red de resistencias en escalera Figura 2.10c [15, 10, 17].
2.4.3. Sintetizadores Directos de Señal (D.D.S.)
El método conocido como síntesis digital directa6 produce una forma de onda analógica, nor-
malmente una onda senoidal, mediante la generación de variaciones en el tiempo digitales y
efectuando una conversión de digital a analógico[12]. Esto es debido a que las operaciones que
realiza un DDS son principalmente digitales, ya que de este modo, ofrece una rápida conmutación
entre frecuencias de salida, una resolución muy buena y operaciones sobre un espectro amplio de
frecuencias. Gracias a los avances en la tecnología del proceso y diseño, hoy en día, los compo-
nentes DDS son mucho más compactos y consumen menos.
La habilidad de producir y controlar ﬁelmente las formas de onda de varias frecuencias, se ha
convertido en una clave comúnmente requerida en la industria. Este componente se creó con
la ﬁnalidad de obtener generadores de señal ágiles para las comunicaciones. La posibilidad de
generar estímulos de frecuencia con un bajo coste y compacto, hace que el DDS sea muy utilizado
tanto en la industria como en la biomedicina como en aplicaciones de veriﬁcación de equipos.
Los DDS se programan a través de la interfaz de comunicación de alta velocidad (SPI). Solo
necesita un señal externa de reloj para generar un señal seno. Hasta la fecha existen en el
mercado diferentes DDS capaces de generar frecuencias desde 1 Hz hasta 400 MHz (con reloj de
1 GHz).
Estos componentes no se limitan solo a producir señales senoidales sino que también son capaces
de producir señales cuadradas y triangulares.
6Ing. DDS (Digital Direct Synthesis)
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Figura 2.11: Bloques funcionales de un DDS.
La composición de bloques interna de los componentes DDS se presenta en la Figura 2.11. Estos
bloques principales corresponden al acumulador de fase, el conversor de fase a amplitud y el
DAC. Para generar una señal a una frecuencia determinada, esta frecuencia depende de dos
variables: el reloj de referencia y el número binario programado en los registros de frecuencia
(tuning word).
Figura 2.12: Rueda digital de fase.
DAC: El convertidor analógico digital transforma el número binario del registro de frecuencia,
a su correspondiente valor de tensión o corriente analógica.
Acumuladorde fase: realmente es un contador de modulo-M que incrementa su número guarda-
do cada vez que recibe un pulso del reloj. La magnitud de incremento está determinada por
el la palabra introducida en código binario (M). La relación existente entre la frecuencia
de salida y esta palabra se encuentra en la Ecuación ??, donde fout es la frecuencias de la
señal generada, fc es la frecuencia del reloj y n la longitud del acumulador de fase (Figura
2.12), en bits.
Conversor fase amplitud: Mediante una tabla de operaciones de búsqueda, este bloque, con-
vierte el contenido del acumulador de fase en una senoide digital con la información nece-
saria para el convertidor D/A de 10 bits como se observa en la Figura 2.13.
La arquitectura DDS explota la naturaleza simétrica de una onda senoidal y utiliza el
mapeo lógico para sintetizar un onda completa proveniente del acumulador de fase.
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Figura 2.13: Flujo de señal en el DDS.
2.4.4. Comunicación SPI
El SPI (Ing. Serial Peripherial Interface), es una interfaz de comunicaciones, desarrollada por
Motorola, para comunicar sus microcontroladores con otros chips periféricos, de una forma simple
y de bajo coste. Al SPI también se le conoce como la interfaz de cuatro-hilos y puede ser utilizada
para conectar diversos tipos de memorias, convertidores A/D y D/A, relojes de sistema a tiempo
real y calendarios, pantallas LCD, sensores e incluso otros procesadores. El rango de componentes
conectados que soporto el SPI es muy grande y creciente a lo largo del tiempo.
SPI es un protocolo síncrono en el que todas las transmisiones están referidas a un reloj común,
generado por elmaestro (Ing. master), normalmente un procesador. El periférico receptor, esclavo
(Ing. slave) usa este reloj para sincronizar la adquisición de la cadena de bit en serie. Muchos
chips pueden estar conectados al mismo SPI de un mismo maestro. Para que el maestro seleccione
a uno de sus dispositivos esclavos, ha de comunicárselo mediante una linea extra conocida como
selección de chip (Ing. Chip Select (CS)). Los demás periféricos que estén conectados a este
maestro no participarán en la transferencia de datos.
El SPI usa cuatro señales principales: Master Out Slave In (MOSI), Master In Slave Out (MISO),
Reloj serie y el selector de chip (CS).
Como se puede apreciar en la Figura 2.14, la señal MOSI es generada por el maestro y recibida
por el esclavo. En cambio, la señal MISO está producida por el esclavo pero su generación viene
controlada por el maestro. La selección del chip hacia el periférico viene normalmente generada
por una linea común de entrada y salida del microcontrolador maestro. Para seleccionar al esclavo
deseado, el maestro mantiene esta linea a nivel bajo durante la transmisión.
Figura 2.14: Conexión SPI básica.
Para poder realizar la comunicación por SPI, maestro y esclavo contienen registros de desplaza-
miento. Mientras el registro transmite el byte al esclavo por la linea de señal MOSI, el esclavo
transﬁere el contenido de su registro de desplazamiento de vuelta al maestro mediante la linea
MISO (Figura 2.15). De este modo, se intercambia el contenido de los dos registros de desplaza-
miento. Tanto la operación de escritura como de lectura de un dispositivo esclavo se realizan al
mismo tiempo. De este modo SPI se convierte en un protocolo muy eﬁciente.
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Figura 2.15: Transmisión SPI.
Si solo se requiere la operación de escritura, el maestro simplemente ignora el byte recibido. Del
mismo modo, si el maestro simplemente necesita la opción de lectura de los datos del periférico
esclavo, éste necesita enviar un byte cualquiera para iniciar la transmisión del esclavo hacia el
maestro.
Algunos periféricos pueden manejar transferencias de múltiples bytes, con una cadena continua
de datos transferidos desde el maestro. Muchos chips que utilizan la interfaz SPI trabajan de
este modo. Para este tipo de transferencia, la linea chip select debe estar a nivel bajo durante
toda la transmisión.
La transmisión y la recepción de los datos pueden ser de 8 o de 16 bits. El modo de funcionamiento
es el mismo excepto el número de bits que son enviados y recibidos.
Como se comentaba al principio de esta sección, la comunicación SPI posee dos modos principales
de operación:
Modo Maestro:
Los pulsos de reloj son generados únicamente en el momento en que el dato va a ser
transmitido (Figura 2.16).
Modo Esclavo:
La operación en Modo Esclavo es muy similar a la del Modo Maestro salvo que el este
modo la transmisión y la recepción se permiten únicamente si la línea SS se encuentra a
nivel bajo.
Figura 2.16: Conexión del Maestro/Esclavo del SPI [11].
En la Figura 2.17 se muestra un ejemplo de una comunicación SPI de 8 bits, en la cual se muestra
los diferentes diagramas de tiempos, según la conﬁguración del SPI
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Figura 2.17: Temporización SPI en modo Maestro [22].
2.4.5. Comunicación UART (RS-232-C)
La comunicación UART7 es un tipo de transmisión/recepción asíncrona que dentro del hardware
de un computador traduce los datos en formato paralelo a formato serie. Este tipo de comu-
nicación comúnmente utilizada en conjunción con otros estándares de comunicación como EIA
RS-232 [5].
En 1969 la EIA (Electronic Industries Association), conjuntamente con los Laboratorios Bell y
los fabricantes de equipos de comunicaciones, formularon el EIA RS-232-C. El propósito inicial
fue la conexión entre un Equipo Terminal de Datos (DTE, Data Terminal Equipment) y un
Equipo de Comunicación de Datos (DCE, Data Communications Equipment), empleando un
intercambio de datos binarios en serie.
Actualmente, la conexión RS-232-C es el medio principal mediante el cual se pueden conectar
equipos auxiliares a los ordenadores personales, a pesar de que este modelo fue proyectado para
resolver únicamente el problema de conexión entre módems (DCE) y ordenadores (DTE). La
mayoría de diﬁcultades con este modelo provienen de su utilización para tareas diferentes para
las que fue diseñado.
El documento que establecía el estándar constaba de cuatro secciones:
Características de la señal eléctrica. Deﬁnición de los voltajes que representan
los ceros y unos lógicos.
7Ing. Universal asynchronous receiver/transmitter
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Características mecánicas de la conexión. Establece que el DTE dispondrá de un
conector macho y el DCE un conector hembra. También se especiﬁcan la asignación de
números a las patillas. El tipo y las medidas del conector son establecidas por la orga-
nización internacional de estándares (ISO). Los más utilizados son los de 9 pines (DB-9
Figura 2.18) y los de 25 (DB-25).
Descripción funcional de los circuitos de intercambio. En esta sección del doc-
umento se deﬁne y da nombre a las señales que se utilizarán.
Interfaces para configuraciones seleccionadas de sistemas de comunicación.
Son ejemplos de tipos comunes de conexión entre ordenador y módem.
Los tres circuitos principales utilizados para la comunicación son los siguientes:
Línea 2 (TXD). Salida de datos del DTE.
Línea 3 (RXD). Entrada de datos al DTE.
Línea 7 (común). Circuito común, referencia para determinar la polaridad y voltaje de
las otras líneas.
Figura 2.18: Conector DB-9.
Los nombres dados en el modelo oﬁcial RS-232-C para las señales de datos y acoplamiento, así
como su asignación a las diferentes patillas (pines) del conector DB-9, aparecen en la Tabla 2.3.
Pin DB-9 Nombre Función
1 DCD DETECCIÓN DE PORTADORA DE DATOS (ENTRADA)
2 RXD RECEPCIÓN DE DATOS (ENTRADA)
3 TXD TRANSMISIÓN DE DATOS (SALIDA)
4 DTR TERMINAL DE DATOS LISTO (SALIDA)
5 COMÚN COMÚN COMÚN (REFERENCIA)
6 DSR DISPOSITIVO DE DATOS LISTO (ENTRADA)
7 RTS PETICIÓN DE ENVÍO (SALIDA)
8 CTS DISPUESTO PARA ENVIAR (ENTRADA)
9 RI INDICADOR DE LLAMADA (ENTRADA)
Tabla 2.3: Asignación de pines de conectores DB-9 y DB-25.
El término salida se reﬁere a la transferencia de datos desde un ordenador a un dispositivo
externo. Recíprocamente, la trasferencia de datos desde un dispositivo externo al ordenador se
conoce como entrada. Estos procesos reciben el nombre genérico de entrada/salida (E/S).
Hay que considerar el sentido físico correspondiente a los conceptos de entrada y salida. La salida
de datos se realiza cambiando la diferencia de potencial entre la línea 2 y la 7. Si disponemos de
dos cables conectados respectivamente a las patillas 2 y 7 del conector, esta diferencia de potencial
se transmitirá a largo de ellos, ya que se trata de materiales conductores. La entrada de datos
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corresponde al proceso inverso, generación por una fuente externa de una serie de diferencias de
potencial y detección de dichas diferencias entre las patillas 3 y 7 del conector.
Figura 2.19: Deﬁnición de los voltajes que representan los niveles lógicos en el RS-232-C.
Como se observa en la Figura 2.19, la conexión RS-232 no opera con la misma fuente de ali-
mentación de 5 voltios de otros circuitos electrónicos integrados en el ordenador. Sus voltajes
pueden oscilar entre +15 y -15 voltios. Además, los datos son transmitidos al contrario de las
convenciones lógicas de uso corriente: un voltaje positivo en la conexión representa un 0, mientras
que un voltaje negativo representa un 1.
La única diferencia entre la deﬁnición de salida y de entrada es el ancho de la región de transición,
de -3 a +3 V en la entrada y de -5 a +5 V en la salida. Esta diferencia entre las deﬁniciones
de voltajes mínimos permisibles se conoce como el margen de ruidos del circuito. Este margen
de seguridad es de gran utilidad cuando los cables deben pasar por zonas cercanas a elementos
que generan interferencias eléctricas: motores, transformadores, reguladores, equipos de comuni-
cación... Estos elementos, unidos a la longitud del cable pueden hacer disminuir la señal hasta en
voltios, sin que se afecte adversamente al nivel lógico de la entrada. Si aumentamos la velocidad
de transmisión, las señales de datos se vuelven susceptibles a pérdidas de voltaje causadas por la
capacidad, resistencia e inductancia del cable. Estas pérdidas son conocidas como efectos de alta
frecuencia, y aumentan con la longitud del cable. El ancho de la zona de transición (-3V a +3V
en la entrada) determina el margen de ruidos, que limita directamente la velocidad máxima a la
que se pueden transmitir datos sin degradación.
Uno de los parámetros más importantes en la comunicación serie, es la velocidad con la que los
datos se transmiten, para el caso del RS-232, pueden transmitir de los 300 Baudios (1 Baudio=1
bit/seg) hasta 115,200 Baudios, la velocidad depende de los equipos conectados en el puerto serie
y la calidad y longitud de los cables.
La comunicación de datos en un puerto serie, se usa normalmente para efectuar comunicaciones
asíncronas, es decir, sin tiempo preestablecido para iniciarse. Los datos llegan en ráfagas ó paque-
tes de información, normalmente cada paquete es de 8 bits=1 byte (equivalente a un carácter en
código ASCII), algunos equipos envían carácter por carácter, otros guardan muchos caracteres
en la memoria y cuando les toca enviarlos, los envían uno tras otro. En la Figura 2.20 se muestra
el formato de envío.
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Figura 2.20: Trama de datos RS-232.
El protocolo establecido por la norma RS232 envía la información estructurada en 4 partes:
1. Bit de inicio o arranque (START). Es un paso de 1 a 0 lógico. Cuando el receptor
detecta el bit de inicio sabe que la transmisión ha comenzado.
2. Bits de datos (DATAS). Los bits de datos son enviados al receptor después del bit de
Start. El bit de menos peso LSB es transmitido primero y el de mayor peso MSB el último.
3. Bit de paridad (Parity). Este bit en aplicaciones sencillas no suele utilizarse. Con este
bit se pueden descubrir errores en la transmisión. Se puede dar paridad par o impar. En
la paridad par, por ejemplo, la palabra de datos a transmitir se completa con el bit de
paridad de manera que el número de bits 1 enviados sea par.
4. Bit de parada (STOP). Indica la ﬁnalización de la transmisión de una palabra de datos.
La línea queda a 1 lógico. El protocolo de transmisión de datos permite 1, 1.5 ó 2 bits de
parada.
2.5. Microcontroladores, procesadores de señal y DSC
2.5.1. El procesamiento digital de señales
El entorno que nos rodea está caracterizado por contar con un gran número de señales analógicas
o continuas que varían entre un valor mínimo y otro máximo pasando por inﬁnitos valores. La
temperatura, la luz y la humedad son algunos ejemplos de magnitudes analógicas típicas. El
correcto tratamiento de estas señales tiene una gran importancia para el control de procesos y
dispositivos [3, 14]. Hasta mediados del siglo XX se utilizaron recursos y técnicas analógicas,
cuyo esquema fundamental se muestra en la Figura 2.21.
Figura 2.21: Dispositivos analógicos para el tratamiento de las señales.
Desde que en 1971 Intel comercializó el primer microprocesador, las posibilidades y ventajas
del procesamiento digital se incrementaron de forma exponencial. Los avances tecnológicos en
microelectrónica, así como el desarrollo de métodos matemáticos eﬁcientes facilitó el análisis y
tratamiento de las señales continuas.
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Figura 2.22: Procesamiento digital de señal.
En el esquema de la Figura 2.22se muestra el procesamiento digital de señal básico compuesto
de un Conversor analógico digital delante del procesador digital y otro Conversor digital analógi-
co detrás. El inconveniente de incluir los conversores queda compensado por las innumerables
ventajas que aportan:
1. La información digital se almacena y se transﬁere con seguridad y rapidez posibilitando la
realización de cálculos matemáticos complejos con gran exactitud y mínimo tiempo.
2. La tolerancia de los componentes activos y pasivos que conforman los circuitos electrónicos
analógicos no son inﬂuyentes en la exactitud del resultado ya que dependen exclusivamente
del programa ejecutado.
3. La modiﬁcación de un parámetro o una operación en un circuito electrónico analógico
supone el rediseño completo del mismo, mientras que esta misma situación se resuelve
rápidamente en el procesamiento digital alterando el programa y manteniendo intacto el
equipo físico.
4. El menor coste y volumen que caracterizan los sistemas digitales son otros factores clave
en su utilización.
No obstante, existen situaciones en las que el requerimiento de trabajar en tiempo real impide
la aplicación del procesamiento digital debido a los retardos de los conversores, a la distorsión
producida en la toma de muestras y a la exigencia de gran precisión en los cálculos. Debido a
que en tales casos hay que generar una respuesta a gran velocidad, se opta por utilizar sistemas
analógicos para el procesamiento de señal.
2.5.2. DSP: Procesadores digitales de señal
Los DSP son computadores digitales monochip o microcontroladores de propósito especíﬁco[3].
Su ﬁnalidad es la de soportar eﬁcientemente los algoritmos que se emplean en la resolución de los
diversos tratamientos a los que se someten las señales analógicas digitalizadas, para aprovechar
los beneﬁcios del procesamiento digital programado frente a la solución clásica basada en circuitos
con componentes activos y pasivos.
Los DSP requieren una elevada potencia de procesamiento para resolver los complejos algoritmos
de tratamiento de señal. Esta elevada potencia se traduce en un alto valor de MIPS8.
Los DSP deben disponer de rápidas y ﬂexibles instrucciones que resuelvan óptimamente las
operaciones matemáticas más comunes, porque las muestras digitalizadas serán sometidas a
complejos algoritmos.
La lectura y almacenamiento de muestras digitales a gran velocidad exige memorias rápidas y de
acceso múltiple para poder realizar en un solo ciclo operaciones potentes. Se dispone de modos de
direccionamiento especiales para manejar los operandos de la memoria de la forma que mejor se
8Millones de Instrucciones Por Segundo
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adapte a la estructura de los algoritmos. De la misma manera, la exigencia de bucles repetitivos
rápidos da lugar a instrucciones especíﬁcas para el control del ﬂujo del programa.
Todas las necesidades descritas para los DSP unida a la de un consumo de energía reducido,
suponen una conﬁguración hardware y una estructura del software que reuna las siguientes
características:
Máximo paralelismo del procesador. Se potencia la arquitectura Harvard y al segmentación.
Optimización del Camino de Datos y la ALU. Multiplicadores hardware, desplazadores y
registros rápidos, de suﬁciente tamaño.
Memorias de acceso múltiple.
Modos de direccionamiento de datos adaptados a los algoritmos de trabajo.
Eﬁcientes instrucciones de rotura del ﬂujo de control para soportar los bucles habituales
en los algoritmos.
Potente juego de instrucciones aritméticas y auxiliares muy rápidas.
Tratamiento inmediato de las interrupciones para la manipulación de las E/S.
Integración de periféricos e interfaces en el chip
Mínimo consumo de potencia.
2.5.3. Microcontroladores y DSP
Los microcontroladores, denominados de forma resumida MCU, son circuitos integrados que
contienen un procesador digital completo junto a diversos periféricos auxiliares que facilitan el
desarrollo de las aplicaciones a las que se dedican. Su parecido con los DSP es muy grande, pero
las diferencias que los distinguen hacen que sus campos de aplicación sean diferentes[14].
Las instrucciones aritméticas complejas de los MCU se ejecutan en varios ciclos, mientras que
las de los DSP sólo precisan uno. En los DSP siempre se dispone de conversores AD rápidos y
precisos. Dado el carácter matemático de los programas para DSP, éstos están preparados para
ser programados con lenguajes de algo nivel, como el C. La velocidad y el rendimiento de los
DSP son muy superiores a los habituales de los MCU.
Al analizar el comportamiento del MCU se espera que ejecute la secuencia de instrucciones tal
como la especiﬁca el programa, siendo las interrupciones la única causa que puede apartarle de la
misma. Su funcionamiento es claramente previsible y su actuación determinista. Por el contrario,
en muchas aplicaciones con DSP los resultados son consecuencia inmediata del ﬂujo de datos que
suministra la señal muestreada y la ejecución es dependiente de los datos obtenidos en tiempo
real.
2.5.4. Controladores digitales de señal (DSC) y dsPIC
Los dsPIc nacen después de que los DSP hayan sido desarrollados durante años por otras empresas
aprovechándose de la experiencia acumulada por los otros fabricantes[3].
Microchip ha unido toda la potencia y posibilidades de sus microcontroladores de 16 bits (MCU)
con las prestaciones más interesantes de los DSP para fabricar un nuevo circuito integrado denom-
inado DSC, que intenta ser una respuesta eﬁcaz a las necesidades de las modernas aplicaciones
que combinan las funciones típicas de los microcontroladores con las del procesamiento digital
de señal de los DSP.
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Un DSC ofrece todo lo que se puede esperar de un microcontrolador: velocidad, potencia, mane-
jo ﬂexible de interrupciones, un amplio campo de funciones periféricas analógicas y digitales,
opciones de reloj, protección brown-out, perro guardián, seguridad del código, simulación en
tiempo real, etc. Todo esto por un precio similar al de los microcontroladores.
Figura 2.23: DSC: MCU + DSP.
Estos dispositivos se caracterizan por alcanzar un rendimiento de 40 MIPS e integrar memoria
FLASH de alta calidad junto a novedosos recursos hardware, apoyándose en herramientas de
desarrollo muy fáciles de manejar y manteniendo la compatibilidad de los diversos modelos
(Figura 2.23).
En cuanto a la arquitectura de la CPU (Figura ), los dsPIC se sustentan en un núcleo RISC9
con arquitectura Harvard10 mejorada. Actuando como soporte central de información existe un
banco de 16 registros de 16 bits cada uno; se dispone de un bus de datos de 16 líneas y otro de
instrucciones de 24. Para potenciar la velocidad de las operaciones aritméticas complejas existe un
Motor DSP que contiene un multiplicador hardware rápido de 17 x 17 bits, dos acumuladores
de 40 bits y un robusto registro de desplazamiento. La memoria de programa, tipo FLASH,
puede alcanzar un tamaño de 4 millones de instrucciones de 24 bits cada una. La memoria de
datos SRAM puede alcanzar 32 mil posiciones de 16 bits. La memoria de datos se divide en
dos espacios, X e Y, que pueden ser accedidos simultánemaente en las operaciones matemáticas
DSP. Toda esta estructura admite operaciones MCU y operaciones DSP con un repertorio de 84
instrucciones, la mayoría de 24 bits de longitud y ejecutables en un ciclo de instrucción.
Figura 2.24: Arquitectura básica de la CPU de los dsPIC [3].
Las secciones MCU y DSP cooperan en el funcionamiento general y comparten el ﬂujo de instruc-
ciones de los DSC. Los recursos especíﬁcos del Motor DSP, además de soportar las operaciones
DSP, permiten implementar nuevas y potentes instrucciones MCU.
9RISC (del inglés Reduced Instruction Set Computer), Computadora con Conjunto de Instrucciones Reducido.
Características fundamentales:
1. Instrucciones de tamaño ﬁjo y presentadas en un reducido número de formatos.
2. Sólo las instrucciones de carga y almacenamiento acceden a la memoria por datos.
10La arquitectura Harvard dispone de buses independientes para instrucciones y datos.
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Microchip ha desarrollado dos familias diferentes de dsPIC: la familia dsPIC30F y la dsPIC33F.
A pesar de ser muy similares, existen algunas diferencias apreciables entre ambos DSC. El ran-
go de voltajes soportado por cada uno es diferente, así como el voltaje óptimo para su mejor
rendimiento. Los dsPIC30F tienen como tensión nominal 5 VDC y los dsPIC33F 3,3 VDC. Tam-
bién diﬁeren en las patillas de E/S y la memoria FLASH. Los 33F carecen de EEPROM pero su
SRAM es mucho mayor. Finalmente , los dsPIC33F disponen del doble de interrupciones y un
Controlador de DMA (Acceso directo a memoria).
En la Tabla 2.4 se reﬂejan las principales diferencias existentes entre las dos familias de DSC
desarrolladas por Microchip.
dsPIC30F dsPIC33F
26 modelos disponibles 27 modelos disponibles
-
5 temporizadores
Modos de trabajo con baja energía: Modos de trabajo con baja energía:
- IDLE. - IDLE.
- SLEEP. - SLEEP.
-DOZE (modo de frecuencia más baja
Alimentación de 2 a 5,5 V Alimentación de 2 a 3,3 V
Rendimiento: 30 MIPS Rendimiento: 40 MIPS
62 vectores de interrupción 118 vectores de interrupción
Memoria EEPROM -
Memoria FLASH de 144 kB Memoria FLASH de 256 kB
Memoria SRAM de 8 kB Memoria SRAM de 30 kB
Abundantes periféricos Muchos más periféricos
Tabla 2.4: Diferencias destacables entre las familias dsPIC30F y dsPIC33F.
2.6. Conclusiones
En este capítulo se han expuesto los tipos de veriﬁcaciones que existen y las causas más comunes
de averías en los componentes más usuales. Como se ha mostrado en el Apartado , para realizar la
veriﬁcación de funcionamiento de los ampliﬁcadores operacionales y la determinación de algunos
de sus parámetros, éstos han de ser implementados en cualquiera de sus conﬁguraciones lineales
más básicas, con el ﬁn de aplicarles señales a su entrada para obtener una salida que será
comparada con la salida teórica (ya conocida). Con las bases adquiridas en este capítulo, se ha
implementado en este proyecto, la veriﬁcación de funcionamiento y la determinación de su ancho
de banda unitario de un ampliﬁcado operacional, el cual se explicará más detalladamente en
capítulo siguiente.
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Capítulo 3
Veriﬁcador Automático de
Ampliﬁcadores Operacionales
3.1. Introducción
En el capítulo anterior se han comentado las diferentes técnicas que intervienen en la veriﬁcación
de componentes, haciendo incapié en las tecnologías más frecuentes. En el presente capítulo
se mostrará con más detenimiento el sistema diseñado para la veriﬁcación de ampliﬁcadores
operacionales y para la determinación de uno de sus parámetros principales, como en este caso,
el ancho de banda a ganancia unitaria(UGBW)1.
Para llevar a cabo esta tarea se ha optado por realizar un prototipo personalizado que va conec-
tado a una placa de evaluación de la casa Microchip (Explorer 16) y ésta, a su vez, va conectada
a un ordenador personal tipo PC. En la Figura 3.1 se presenta el diagrama general con las partes
comentadas y la dirección que sigue la comunicación entre los diferentes elementos.
Figura 3.1: Conexión PC - Explorer 16 - Prototipo
El prototipo de test (D.U.T) conecta directamente con la placa de evaluación Explorer 16 en
el conector llamado PICtailTMPlus [6]. Para dicha conexión, el diseño de la placa del prototipo
hay que utilizar un conector de borde (Edge Connector) el cual conectara perfectamente con los
120 pines del conector de la placa de evaluación.
1Gain Bandwidth Product
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La placa de evaluación dispone de toda la circuitería y conexión necesaria para poder realizar
la transmisión serie con cualquier ordenador personal que disponga un puerto libre para dicha
conexión. Por lo tanto la interacción del usuario con el Veriﬁcador Automático de Ampliﬁcadores
Operacionales (envío de ordenes y obtención de resultado) se realizará a través del software de
Windows que gestiona dicha comunicación: Hyperterminal.
3.2. Diagrama de bloques del sistema
En la Figura 3.2 se puede observar el diagrama de bloques general que sigue el Veriﬁcador Au-
tomático de Ampliﬁcadores Operacionales y las señales más importantes que intervienen. Este
sistema se encuentra diferenciado por tres bloques entre los cuales hay una comunicación bidi-
reccional y constante.
Figura 3.2: Diagrama de bloques del sistema
La función que desarrolla cada bloque dentro del sistema es la siguiente:
1. Microcontrolador: Es el elemento principal del sistema y el encargado de gestionar los demás
bloques. Se encarga de establecer la comunicación con el D.U.T vía SPI y así controlar
las acciones del D.U.T.. También tiene la misión de recoger la información de salida del
DUT, procesarla y determinar cuando el ensaño a acabado. Por último se encarga de la
comunicación serie con la computadora, gobernando el ensaño y mostrando el resultado
obtenido.
2. Interfaz USART (Universal Synchronous Asynchronous Transmitter) : Es bloque dedicado
a establecer la comunicación entre el microcontrolador y el ordenador. Para ello, dispone
de toda la circuitería necesaria para esta misión. Su función principal es la de adecuar los
niveles de tensión TTL, producidos por el microcontrolador, a niveles de tensión RS-232
utilizados por el puerto COM del ordenador.
3. Bloque de acondicionamiento del Ampliﬁcador Operacional (D.U.T. y D.D.S.): Este bloque,
más conocido como D.U.T. (Device Under Test), es el encargado de generar las señales de
test que serán utilizadas en el ensaño (D.D.S.), adecuar las tensiones de salida para poder
ser digitalizadas por el microcontrolador y obtener y adecuar las tensiones de alimentación
necesarias.
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Para realizar el procedimiento de veriﬁcación del ampliﬁcador operacional, el microcontrolador
se encarga de gobernar el sintetizador de señal mediante el envío de instrucciones digitales y a su
vez recoger las señales analógicas que el operacional genere a su salida por medio del convertidor
A/D del propio microcontrolador.
Para comenzar el ensayo, el usuario ha de ordenarlo a través de la comunicación serie. Cuando
recibe la orden, el microcontrolador empieza enviando una señal de 1 kHz y secuencialmente va
incrementando la frecuencia de la señal enviada hasta que obtiene el resultado ﬁnal. Después
del envío de cada frecuencia, el microcontrolador se encarga de digitalizar la señal procedente
de la salida del operacional a veriﬁcar. Esta acción la realiza por medio del Conversor Analógico
Digital A/D interno del microcontrolador. Esta señal, ya digitalizada, es comparada siempre
con los valores máximos obtenidos durante todo el ensayo para así poder determinar cuando
ﬁnaliza la operación de veriﬁcación y determinar el resultado de la misma. Una vez el ensayo
haya concluido, el dispositivo mostrará por la pantalla del PC si el operacional ensayo funciona
o no y en el caso de que funcione mostrará el valor de ancho de banda unitario resultante. Para
determinar esta característica eléctrica de los ampliﬁcadores operacionales, el algoritmo compara
el valor de tensión de pico a pico de cada señal y cuando ésta es igual o menor a la mitad del
valor máximo de pico a pico obtenido (valor a -3dB) para el ensayo. Después de parar el ensayo,
multiplica el valor de frecuencia máxima obtenida y lo multiplica con el valor de ganancia del
sistema.
El Conversor A/D interno del micro-control está programado para solo poder digitalizar valores
de tensión positivos y comprendidos entre 0 y 3,3 V. El sintetizador DDS produce una señal
senoidal con valores de tensión comprendidos entre 0 y 0,5 V. Debido a estas dos restricciones
el D.U.T. se encarga de que el operacional quede conﬁgurado como ampliﬁcador no-inversor con
una ganancia del orden de 6 para así poder obtener una resolución mayor (del orden de 1 décima
de voltio).
3.3. Esquemas electrónicos
3.3.1. Prototipo electrónico (D.U.T.)
Como se ha comentado en la sección anterior, el sistema completo del veriﬁcador está compuesto
por un PC, una placa de evaluación Explorar 16 y una placa prototipo. Esta placa experimental
contiene el D.U.T., como se apreciaba en el diagrama de bloques general (Figura 3.2). El D.U.T.
tiene la función de establecer las condiciones necesarias para poder llevar a cabo el ensayo del
operacional.
Dentro del prototipo se pueden diferenciar tres partes: el generador de señal, etapa ampliﬁcación
(donde se alojará el A.O.) e interfaz de conexión con la placa Explorer 16. En el diagrama de la
Figura 3.3 se pueden ver estos tres bloques y las señales que intercambian.
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Figura 3.3: Diagrama de bloques de la placa electrónica.
3.3.1.1. Generador de señal (D.D.S.)
Para poder determinar el ancho de banda de un ampliﬁcador operacional es necesario poder
aplicarle un señal a una frecuencia conocida y con uno valor de tensión de pico a pico también
conocidos. Se necesita, por tanto, un sistema que sea capaz de, mediante ordenes, poder ir
incrementando la frecuencia de la señal de salida sin que los valores de pico de la tensión se vean
alterados. Estas señales que se van generando secuencialmente son introducidas al ampliﬁcador
operacional. Para desarrollar dicha tarea se ha utilizado un sintetizador directo de señal conocido
como DDS.
Dentro del mercado de sintetizadores, Analog Devices posee el liderazgo de circuitos integrados
dedicados al concepto de sintetizador directo de señal. Dentro de la amplia gama de sintetizadores
que ofrece esta casa se ha optado por el uso del AD9833BRMZ (Figura: 3.4)el cual incorpora los
elementos necesarios para la veriﬁcación de los ampliﬁcadores operaciones (microcontrol interno,
DAC, PLL, mezcladores, RAM y registros). Este dispositivo de 10 patillas es capaz de generar
señales de hasta 12 MHz con saltos de frecuencia pequeños (del orden de décimas de Hz) pudiendo
ser controlado por un microcontrolador comunicándose vía SPI [11].
Figura 3.4: Terminales de conexión del AD9833BRMZ
La distribución de los terminales de este dispositivo junto con la función de los terminales indicada
en la Tabla 3.1 sirven para justiﬁcar la conexión eléctrica de la Figura 3.5.
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Nº DE PIN SÍMBOLO FUNCIÓN
1 COMP Pin de desacoplo de voltaje del DAC
2 VDD Alimentación analógica positiva
3 CAP/2.5V Pin de desacoplo del regulador de tensión
4 DGND Masa digital
5 MCLK Reloj principal del sistema
6 SDATA Datos de entrada serie
7 SCLK Señal de reloj para la comunicación SPI
8 FSYNC Selección de esclavo por parte del maestro
9 AGND Masa analógica
10 VOUT Salida de la señal analógica y digital
Tabla 3.1: Descripción de los pines del AD9833BRMZ
Figura 3.5: Esquema eléctrico: Generador de señal
Como se puede observar en la ﬁgura de la conexión eléctrica, el sintetizador AD9833BRMZ nece-
sita disponer de dos tensiones de alimentación separadas de 5 voltios cada una. Esta separación de
alimentaciones es necesaria para aislar la tensiones analógicas de la digitales, además los planos
de masa también están separados por el mismo motivo. El plano de masa digital solo se uno al
plano analógico en un punto que es entre el pin 9 y 4 (AGND y DGND).
La señal de reloj principal del sistema (pin MCLK), cuya fracción binaria da como resultado la
frecuencia de la señal de salida, es producida por un oscilador de cristal activo. Este oscilador
tiene su alimentación digital propia (no generada por el sintetizador). El oscilador de cristal
utilizado para la realización del prototipo es de 24 MHz.
En el esquema eléctrico del generador de señal se puede ver también como hay intercalada una
báscula entre las tres patillas utilizadas para la comunicación SPI del sintetizador y las que
provienen del microcontrol. La función de esta báscula es la de driver, es decir, se utiliza para
adecuar los niveles de tensión producidos por la comunicación del microcontrol (entre 0 y 3,3 V.)
y los niveles de tensión con los que trabaja el sintetizador AD9833BRMZ que van desde 0 a 5 V.
La señal de salida producida por el sintetizador será introducida directamente a la etapa de
ampliﬁcación.
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3.3.1.2. Etapa de ampliﬁcación (A.O.)
Como se ha comentado en la Sección 3.2 debido a los margenes bajos de tensión de salida del
generador de señal es necesario introducir el operacional a veriﬁcar en una etapa de ampliﬁcación
de tensión. Para dicha ampliﬁcación se ha optado por utilizar la conﬁguración típica de ampliﬁ-
cador no-inversor (Figura 3.6). Esta conﬁguración tiene como objetivo establecer una ganancia
positiva tal que la señal a la salida del ampliﬁcador operacional esté comprendida entre 0 y 3,3
V, tensión ideal para el convertidor A/D del controlador digital de señal. En la Ecuación 3.1 se
expresa la relación que existe entre de las resistencias y de la ganancia deseada.
G =
VOUT
VIN
=
R2
R1
+ 1 (3.1)
Figura 3.6: Esquema Ampliﬁcador No-Inversor
Como se puede observar en la Figura 3.7 el sistema de ampliﬁcación está compuesto por un
zócalo de 8 patillas que será donde se introducirá el ampliﬁcador a veriﬁcar. Las patillas 4 y 7
corresponden a la alimentación simétrica del A.O. de valores (+10 y -10) voltios respectivamente.
Los valores de la resistencia y el condensador que se encuentran en paralelo a la salida del
ampliﬁcador has sido extraídas de los datasheet de los fabricantes ya que todas las medidas que
se realizan vienen dadas referenciadas a estos valores de resistencia y condensador a la salida.
Figura 3.7: Etapa de ampliﬁcación
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Como se comentaba al principio del capítulo el ampliﬁcador necesita generar una ganancia del
orden de 6. Observando la ecuación 3.1 y sabiendo que R1 = 1 kΩ, R2 debería tener un valor
aproximado 5 kΩ. Este valor de resistencia no es un valor estándar. Por ese motivo y para poder
regular la ganancia manualmente se ha escogido como R2 un potenciómetro de 10 kΩ.
3.3.1.3. Interfaz de conexión con Explorer 16
En la Figura 3.8 se muestran todos los pines accesibles de la placa de evaluación Explorer 16 de
Microchip [6]. Este conector tiene como objetivo poder realizar placas o conectores para realizar
prototipos sin tener que integrar el dsPIC dentro del prototipo a realizar. Una vez realizado el
prototipo se conecta a la placa de evaluación, se programa el dsPIC y se prueba el funcionamiento.
Si todo es correcto, se puede ya diseñar una placa ﬁnal que englobe el prototipo ensayado y la
extrapolación del microcontrol, los periféricos y alimentaciones utilizados.
Figura 3.8: PICtail Plus Explorer 16
En el esquema de la Figura 3.9 se muestra el esquema electrónico de la conexión.
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Figura 3.9: Esquema eléctrico: Interfaz de conexión con Explorer 16
Las alimentaciones utilizadas por el generador de señal Vdd y DVdd son extraídas de la misma
placa de evaluación, como dentro del conector hay varias tomas de 5 voltios continuos se ha
optado por conectar dos de esas tomas (pin 12 y 55) y así poder separar la alimentación analógica
de la digital. A estas alimentaciones se le ha introducido dos condensadores para estabilizar la
alimentación de los chip ya que el buen funcionamiento del DDS depende mucho de tener una
alimentación muy estable. También se le ha añadido un diodo LED, con su correspondiente
resistencia, para ver que efectivamente la alimentación está bien tomada del conector. Las tomas
de masa (GND) están también extraídas de varios puntos del conector PICtail Plus.
La señal analógica generada por el operacional a veriﬁcar es introducida a la placa de evaluación
mediante el pin 11 del conector, correspondiente a la entrada analógica AN0 del conversor A/D
del dsPIC.
Los pines 33, 35 y 39 pertenecen al módulo SPI2 del microcontrol (Figura 3.8) y son los encargados
de la comunicación del dsPIC con el generador de señal.
Para poder lograr una conexión perfecta entre las 120 patillas disponibles en el conector PICtail
Plus y el prototipo, la placa electrónica ha sido diseñada para que uno de sus bordes encaje en el
conector. Este tipo de conector es conocido como conector de borde (Inglés: Edge Connector),
muy utilizado en las tarjetas electrónicas (PCI, PCI express y AGP) que se enchufan a la placa
madre de un ordenador personal.
Dentro de las pretensiones de este proyecto estaba el poder calcular el parámetro característico de
los ampliﬁcadores llamado Slew Rate. También se tenía la intención de dotarle al conjunto A.O.
más D.U.T de una ganancia mucho mayor para así poder testear ampliﬁcadores operacionales
que no fuera solamente el UA741. Para poder llevar a cabo estas propuestas, se necesitaba poder
acceder a las patillas del microcontrolador que son utilizadas para las tensiones de referencia del
convertidor analógico digital. Una vez creado el prototipo, estas pretensiones se vieron truncadas
por motivos ajenos a los estudios previos y al diseño posterior ya que se encontró un error en
el datasheet de la placa de evaluación Explorer 16 [6]. En la Figura 3.8, la cual mostraba los
puertos accesibles mediante el conector PICtailTM , se indicaba que los pines dedicados a Vref+
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y Vref− correspondían al pin número 77 y número 78 respectivamente. Una vez se procedió
a la veriﬁcación del sistema fabricado y tras varias pruebas de continuidad, se observó que en
realidad esas dos patillas tenían otra función diferente. Por lo tanto, debido a este error hallado
en la documentación utilizada para el diseño del prototipo, se optó por utilizar como referencia
de tensión del convertidor, la propia tensión de alimentación del microcontrolador. Es decir, el
convertidor, con esta conﬁguración, solo podrá digitalizar señales analógicas comprendidas entre
0 y 3,3 voltios positivos.
3.3.2. Placa de evaluación Explorer 16 de Microchip
Microchip ofrece una gran variedad de placas de desarrollo para los dsPIC, para poder facilitar
al usuario su ciclo de diseño. Estas placas están diseñadas para permitir una fácil conexión
con los programadores MPLAB ICD 2, MPLAB ICE 4000 y MPLAB PM3, ofreciendo toda la
documentación necesaria, librerías, esquemas, etc para su programación.
La Placa de evaluación Explorer 16 ofrece una forma muy económica de evaluar los componentes
desarrollados por Microchip: el dsPIC33F [22], controlador digital de señal de propósito general
y controlador de motores y también, los microcontroladores de la familia PIC24.
Debido a estos motivos y a la posibilidad que ofrece Microchip de poder realizar un prototipo sin
tener la necesidad de integrar el microcontrolador y ni tan siquiera los periféricos más comunes
a utilizar (SPI, Convertidor A/D, Comunicación USART, etc...), se eligió la opción de usar el
Explorer 16 como parte del sistema para la veriﬁcación de operacionales y por tanto desarrollar
un prototipo que sirva de expansión a dicha placa de evaluación.
Figura 3.10: Placa de evaluación Explorer 16 de Microchip
En la Figura 3.10 se muestra el layout de esta placa de evaluación con la referencia de los
componentes más importantes que la integran:
1. Zócalo de 100 pines para el ensamblado de microcontroladores de las familias: PIC24F/24H/dsPIC33F.
2. Conector de alimentación de 9 Voltios DC para la provisión de +3,3 V y +5V (regulados)
3. LED indicador de alimentación.
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4. Puerto serie RS-232 con su hardware asociado.
5. Sensor térmico analógico.
6. Conector USB para comunicación y programación/debugación del microcontrolador.
7. Conector estándar de 6 hilos para programación/debugación mediante MPLAB ICD 2.
8. Interruptor para futuras versiones.
9. Pantalla LCD de 2 lineas de texto por 16 caracteres por linea.
10. Conexión para añadir pantalla LCD gráﬁca.
11. Pulsador de reset y 4 pulsadores de uso programable.
12. Potenciómetro para entrada analógica.
13. Contiene 8 indicadores LED.
14. Multiplexores 74HCT4053 para la selección de las lineas de comunicación serie.
15. Memoria serie EEPROM.
16. Osciladores a cristal independientes. Uno de 8 MHz para la sincronización de microcontro-
lador y otro que opera a 32.768 kHz para cálculos de tiempo real (RTCC).
17. Área para el desarrollo de prototipos.
18. Toma y conector PICtail Plus para el desarrollo de placas prototipo.
19. Interfaz de 6 pines para programación con PICkit 2.
20. Conector JTAG.
3.4. DISEÑO DEL PROGRAMA
La programación de los dispositivos programables como los PIC o en este caso los dsPIC, necesita
de un compilador, programa que traduce la programación de alto nivel a un código binario capaz
de ser interpretado por un microcontrolador en concreto. La elección de dicho compilador viene
determinado por el tipo lenguaje utilizado. Si utilizamos el lenguaje ensamblador (nivel bajo de
programación) encontramos programadores como MPASM, PBASIC, este lenguaje requiere de
un conocimiento exhaustivo del microcontrolador pero parte con la ventaja de poder hacer más
eﬁciente el programa y hacer que su respuesta en el tiempo sea menor, en conclusión este tipo
de lenguaje es imprescindible en aplicaciones en que el tiempo de respuesta sea muy importante.
Los lenguajes de alto nivel como (C, C++, JAVA y similares) permite desarrollar aplicaciones
complejas sin tener que conocer muy bien como funciona el dispositivo programable a nivel de
registros. Esto hace que sea posible la implementacion de programas muy extensos y complejos de
una forma sencilla y cognitiva para el programador, eso sí, en detrimento de una menor eﬁcacia
y unos tiempos de respuesta mayores a los que se puede lograr programando lo más cerca posible
del nivel máquina del microcontrolador.
La posibilidad de plasmar la forma de pensar humana en un código y éste a su vez ser interpretado
(compilado) por otro programa para adecuarlo al lenguaje binario hace que los lenguajes de alto
nivel hayan tenido una aceptación masiva entre los programadores. Esta característica y la no
necesidad de un gran conocimiento del chip ha hecho que la popularidad de los microcontrolados
en general haya experimentado un despegue dentro de las tecnologías y sobre todo dentro de la
programación a nivel usuario y didáctico.
42
3. Veriﬁcador Automático de Ampliﬁcadores Operacionales
Pero el motivo fundamental que decantó la balanza hacia la utilización de un dsPIC (controlador
digital de señal) en contra de un PIC (microcontrolador estándar) ha sido debido a la cantidad de
datos que ha de procesar en muy poco espacio de tiempo (característica de los DSP). Pero también
son necesario los periféricos que contienen los microcontroladores y que no suelen encontrarse en
los DSP. Los DSC de Microchip sí que proporcionan estás dos ventajas integradas en el mismo
chip.
Para el desarrollo de la programación de este proyecto en un entorno como el MPLAB [8] de
Microchip y con el compilador C30 (vs. 2.00 student edition) [7], ambos programas son de libre
adquisición en la página oﬁcial de Microchip. La grabación del programa en el chip se ha realizado
mediante el MPLAB-ICD2 [9], recurso incluido en el paquete Explorer 16. En la siguiente sección
se detallan brevemente las características y principio de funcionamiento del microcontrolador
utilizado (dsPIC33FJ256GP710) y también el funcionamiento y conﬁguración de los periféricos
utilizados para el desarrollo del Veriﬁcador Automático de Ampliﬁcadores Operacionales.
3.4.1. Arquitectura del dsPIC33FJ256GP710
Los dsPIC33FJ de propósito general forma parte de una extensa familia de DSC (Digital Signal
Controller) con gran número de pins (64, 80 and 100) [22]. Esta familia emplea una potente
arquitectura de 16 bits que integra las características de los Microcontroladores (MCU) con la
capacidad de procesar de los Procesadores Digitales de Señal (DSP). Esta funcionalidad es ideal
para aplicaciones que necesiten velocidades altas, computaciones repetitivas, así como el control.
Posee motor DSP, acumuladores duales de 40 bits, soporte hardware para operaciones de división,
desplazador de pila, multiplicador 17 x 17, una amplia tabla de registros de trabajo de 16 bits
y una extensa variedad de modos de direccionamiento de datos, todo esto hace que la CPU del
DSC tenga una capacidad matemática muy extensa. También la memoria del programa posee un
Acceso Directo a Memoria conocida como DMA (Direct Memory Access) que permite una gran
transferencia de datos entre varios periféricos a la vez y la memoria RAM. En el caso concreto
de el dsPIC33FJ256GP710, éste posee una memoria de programa ﬂash 256 kbytes en la cual
se encuentra la aplicación, una memoria RAM de 30 kbytes (2kbytes dedicados a la memoria
DMA RAM) donde se encuentra los registros de uso especíﬁco (SFR) y de propósito general
(GPR) compensando el hecho de carecer de memoria EEPROM. En la ﬁgura 3.11 se muestra el
diagrama de bloques general que compone el dispositivo.
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Figura 3.11: Diagrama de Bloques general de la familia dsPIC33
En la ﬁgura 3.12 se presenta el esquema del núcleo de la arquitectura del procesador. Hay
dos grandes bloques de memoria. el primero formado por la memoria de programa FLASH,
direccionada por el contador de programa PC. El segundo bloque lo conforma la memoria RAM
de datos, dividida en dos espacios X e Y, controlados por los generadores de direcciones AGU X
y AGU Y.
Figura 3.12: Esquema simpliﬁcado de memoria dsPIC33F
En el Camino de Datos existe un banco de 16 registros de 16 bits que conecta el motor DSP, a
la ALU y a los generadores de direcciones.
Los recursos y periféricos complementarios al procesador que se hallan integrados en el chip,
además de los puertos de Entrada y Salida son:
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9 Temporizadores de 16 bits.
8 Módulos de captura de entrada.
8 Módulos de comparación.
2 Conversores A/D, 1 de 10 bits y otro de 12, con 32 canales de entrada.
2 Módulos UART.
2 Módulos SPI.
2 Módulos I2C.
2 Módulos CAN.
2 Módulos DCI.
Interfaz CODEC.
Además, dispone de bloques encargados de la generación y tratamiento de la señales de reloj,
Reset, Perro Guardián, Detección de Bajo Voltaje y temporizadores para la conexión de la
alimentación y estabilización de la frecuencia del reloj.
El banco de registros de trabajo se trata de un conjunto de 16 registros de 16 bits cada uno
(W) los cuales pueden contener datos, direcciones y desplazamientos. La función de cada registro
depende de la instrucción que accede a él (Figura 3.13). La ALU que contienen los DSC de
Microchip trabaja con operandos de 16 bits cada uno para generar un resultado de 16 bits.
También puede realizar operaciones con operandos de 8 bits.
Figura 3.13: Banco de registros de trabajo (W)
El motor DSP, elemento distintivo de los DSC de Microchip, consta de un conjunto de comple-
jos recursos matemáticos que proporcionan al procesador la posibilidad de realizar operaciones
especiales a gran velocidad.
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Dichas operaciones son de gran utilidad para el tratamiento de señales digitales. El juego de
instrucciones son compartidas entre la ALU del procesador y el motor DSP por lo tanto no está
permitida la simultaneidad de ambos recursos para diferentes instrucciones.
Los recursos que componen el motor DSP se representan en la Figura 3.14 y son los siguientes:
Multiplicador rápido de 17 x 17 bits.
Registro de desplazamiento de 40 bits.
Sumador/Restador de 40 bits.
Dos registros acumuladores destino A y B de 40 bits.
Módulo de redondeo lógico con modos de funcionamiento relacionables.
Módulo de saturación lógica con modos de funcionamiento relacionables.
Figura 3.14: Estructura interna del motor DSP
La memoria de datos es del tipo SRAM y consta de posiciones de memoria de 16 bits. Consta
de dos espacios, llamados X e Y, a los que pueden acceder independientemente las instrucciones
DSP, mientras que las instrucciones del MCU acceden como si se tratase de un espacio lineal de
direcciones (Figura 3.15 ).
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Figura 3.15: Estructura general del espacio de memoria RAM para datos.
La memoria de programa ocupa un espacio de 4 M posiciones de 24 bits cada una. Dicho espacio
se divide en dos partes:
1. ESPACIO DE MEMORIA DE USUARIO. Contiene el Vector de Reset, la Tabla de Vec-
tores de Interrupción junto a su tabla alternativa, la propia memoria de programa tipo
FLASH, con una capacidad máxima de 48 K posiciones de 24 bits cada una.
2. ESPACIO DE MEMORIA DE CONFIGURACIÓN. Zona que soporta el espacio de Con-
ﬁguración en el que se ubican los bits de conﬁguración no volátiles que determinan el
comportamiento de los diversos recursos y las posiciones ID del dispositivo.
3.4.2. Periféricos entrada/salida utilizados para el veriﬁcador
En el apartado anterior se ha realizado una breve explicación de la arquitectura y características
del Controlador Digital de Señal utilizado para la realización del proyecto. En este apartado
se deﬁnirá las características de los periféricos utilizados en el proyecto y su metodología de
conﬁguración.
3.4.2.1. Conversor Analógico Digital de 10 bits (CAD)
En la Figura 3.16 se puede observar el diagrama de bloques del CAD 10 bits que tiene el
dsPIC33FJ256GP710. Las principales características son las siguientes:
Resolución 10 bits.
32 canales de entrada
Tiempo de muestreo mínimo de 75 ns.
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Conversión por aproximaciones sucesivas.
Velocidad de conversión hasta 1.1 Msps.
Pines de entrada para referencia externa de tensión.
Muestreo simultaneo de 4 entradas analógicas.
Modo de auto escaneo de entradas.
Fuente seleccionable del disparador de la conversión.
Diferentes modos de Buﬀer.
Soporta DMA (Direct Memmory Access).
Funcionamiento cuando la CPU se encuentra en los modos Sleep e Idle.
Dispone de 4 tipos de alineamiento de resultado (signed/unsigned, fractional/integer).
Figura 3.16: Diagrama por bloques del módulo conversor analógico digital de 10 bits.
Como se puede apreciar en las características generales del Conversor, éste dispone de 32 canales
analógicos de entrada, denominados AN0-AN31. Además, existen dos entradas analógicas, que
deberán ser compartidas, para poder introducir el voltaje de referencia externo.
Las entradas analógicas están conectadas vía multiplexores a cuatro ampliﬁcadores de muestreo
y retención que se llaman CH0-CH3.
Se emplean multiplexores para conectar el CAD con las distintas señales adquiridas. Un mul-
tiplexor analógico es un dispositivo capaz de seleccionar secuencialmente las distintas señales
analógicas de entrada y conectarlas con su única salida. Está compuesto por un conjunto de
interruptores analógicos cuyas salidas están conectadas a un mismo punto y de un circuito de
control capaz de seleccionar y activar el interruptor deseado en cada momento a partir de un
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código digital. El multiplexor debe ser muy rápido y debe funcionar en perfecto sincronismo con
el CAD. A medida que aumente el número de canales multiplexado debe aumentar también la
frecuencia de muestreo para mantener el ancho de banda asignado a los canales, es decir, para
que la frecuencia de muestreo de cada canal no se vea afectado.
La tensión de referencia utilizada y el número de bits deﬁnen la resolución de la conversión
tal y como establece la expresión . Si se utiliza la alimentación propia del microcontrol como
alimentación de referencia, el rango vendrá determinado entre 0 y VDD.
LSB =
(V +REF − V −REF )
2n
(3.2)
n : número de bits de resolución.
Para evitar las ﬂuctuaciones de la entrada durante el periodo de conversión, se antepone al CAD
un dispositivo que adquiere el valor de cada una de las muestras de la señal analógica de entrada
y las retiene durante la conversión. Este dispositivo es el ampliﬁcador de muestreo y retención
S&H (Sample & Hold).
El módulo analógico digital tiene seis registros de control y estado (ADCON1, ADCON2, AD-
CON3, ADCON4, ADCHS, ADPCFG y ADCSSL) y un Buﬀer de 16 bits llamado ADBUFF.
Los registros ADCON1, ADCON2 y ADCON3 (Figura 3.17) son los encargados de controlar la
operación del módulo analógico digital, mientras que el registro ADCHS se dedica a selecciona
las patillas de entrada que van a ser conectadas a los ampliﬁcadores S&H. El registro ADCON4
se utiliza en el caso de utilizar el CAD junto al módulo DMA.
El registro ADPCFG se encarga de conﬁgurar las patillas como entradas analógicas o como
entradas o salidas digitales. Finalmente, el registro ADCSSL se dedica a seleccionar las entradas
que serán exploradas secuencialmente.
(a)
(b)
(c)
Figura 3.17: Registros de control: (a) ADCON1, (b) ADCON2 y (c) ADCON3
En el registro ADCON1 (Figura 3.17 (a)), cabe destacar que conﬁguramos el tipo de formato
de la información de salida (FORM <1:0>), seleccionamos la fuente de disparo de la conversión
(SSRC <2:0>) y activamos el módulo mediante el bit llamado ADON.
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A/D VREFH A/D VREFL
000 AVDD AVSS
001 VREF+externa AVSS
010 AVDD VREF−externa
011 VREF+externa VREF−externa
1XX AVDD AVSS
Tabla 3.2: Conﬁguración bits VCFG.
En el registro ADCON2 (Figura 3.17 (b)) hay que señalar que los 3 bits más signiﬁcativos (VCFG
<2:0>) son los encargados de deﬁnir la tensión de referencia que va a utilizar el CAD para la
conversión según viene expresada en la Tabla 3.2.
SAMC<4:0> TMUESTREO
11111 31TAD
.... ....
0001 1TAD
0000 0TAD
Tabla 3.3: Conﬁguración bits SAMC.
En el registro ADCON3 (Figura 3.17 (c)) nos encontramos la conﬁguración del tiempo de
muestreo automático (SAMC<4:0>) y la selección del reloj de conversión (ADCS<7:0>). Con-
ﬁgurando estos dos conjuntos de bits según las Tablas ?? y 3.4 podemos calcular el tiempo de
conversión (TAD). En el caso de un muestreo a 10 bits este tiempo viene deﬁnido por T = 12 ·
TAD. Siempre teniendo en cuenta la restricción de TAD especiﬁcada por el fabricante de 75 ns.
SAMC<7:0> TCONV ERSION
11111111 TCY ∗ (ADCS < 7 : 0 > +1) = 256 ∗ TCY = TAD
.... ....
00000010 TCY ∗ (ADCS < 7 : 0 > +1) = 3 ∗ TCY = TAD
00000001 TCY ∗ (ADCS < 7 : 0 > +1) = 2 ∗ TCY = TAD
00000000 TCY ∗ (ADCS < 7 : 0 > +1) = TCY = TAD
Tabla 3.4: Conﬁguración bits ADCS.
A continuación se detallará los pasos a seguir para realizar un conversión analógico digital con
el Controlador Digital de Señal dsPIC33FJ256GP710:
1. Conﬁgurar de las entradas analógicas para el muestreo.
El registro ADPCFG especiﬁca la condición de las patillas analógicas de entrada. Una patil-
la se conﬁgura como entrada analógica cuando su correspondiente bit PCFG (ADPCFG
<n>) toma el valor '0'. Si este valor se pone a '1' la patilla actuará como entrada digital.
El canal 0 es el más ﬂexible de los 4 canales en la selección de entradas. El usuario puede
elegir hasta 16 entradas. Los bits CH0SA <3:0> (ADCHS<3:0>) seleccionan las entradas
analógicas de dicho canal.
2. Seleccionar la fuente de la tensión de referencia según la tabla 3.2.
3. Seleccionar el reloj de conversión analógico.
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La Ecuación 3.3 proporciona el valor de TAD en función de los bits de control ADCS y del
periodo de reloj del ciclo de instrucciones TCY que junto a las tablas ?? y 3.4 podremos
determinar tiempo total de la conversión.
TAD =
TCY ∗ (ADCS + 1)
2
(3.3)
4. Determinar cuántos canales de muestreo y retención van a ser utilizados, ADCON2<9:8>
y ADPCFG<15:0>.
5. Determinar cómo ocurrirá el muestreo ADCON1<3> y ADCSSL<15:0>.
6. Indicar cómo serán asignadas las entradas a los canales de muestreo y retención, AD-
CHS<15:0>.
7. Seleccionar cómo se presentarán los resultados de la conversión en el buﬀer de resultado,
ADCON1<12:8>.
8. Si se desea, se puede activar la interrupción asociada a la conversión.
Mediante la puesta a '1' del bit <ADIE> del registro IFS habilitamos dicha interrupción.
Se ha de poner a '0' previamente el bit <AD1F> para así borrar el 'Flag' de la interrupción.
Seleccionar el número de conversiones que se deben llevar a cabo para que se genere una
interrupción, ADCON2<5:9>.
9. Encender el módulo analógico digital, ADCOM1<15>.
10. Si se ha seleccionado el modo de automuestreo solo habrá que ir al Buﬀer ADBUFF para
ver el resultado de la conversión.
Una vez realizados estos pasos y según como se haya conﬁgurado el módulo, éste puede iniciar
el muestreo de forma manual o de forma automática.
Activando el bit de control SAMP situado en ADCON1<1>, comienza el muestreo del módulo
analógico digital. El muestreo no se reanuda hasta que el bit SAMP no vuelva a ser puesto a
uno.
Activando el bit ASAM, situado en ADCON1<2> comienza el muestreo en un determinado canal
de forma automática.
Los bits de control SSRC<2:0>, situados en ADCON1<7:5>, son los encargados de seleccionar
la fuente de disparo de la conversión, que ﬁnalizará el muestreo y dará comienzo a la secuencia de
conversiones previamente seleccionada, si SSRC<2:0>= 000, el disparo de la conversión queda
bajo control software.
Para este proyecto se ha determinado una conﬁguración predeﬁnida del Módulo Analógico Con-
vertidor en la cual solo hay un canal de entrada analógico (Canal 0 y Patilla AN0), trabajando
con el microcontrol a una frecuencia de 40 MHz (TCY=25nS) y conﬁgurándolo para obtener
una [TAD = 3 · TCY= 75 nS (mínimo valor de TAD)], obtenemos un periodo de conversión
(TCONV ERSION = 12 · TAD= 900 nS) equivalente a una Frecuencia de Muestreo de 1,1 MSam-
pler/s.
Debido problemas ajenos al diseño de proyecto sino a una mala concordancia entre los datasheets
y la placa de ensayos Explorer 16 no se ha podido escoger una tensión de referencia externa por
lo tanto para este prototipo se ha tenido que utilizar la tensión de alimentación como tensión de
referencia. No obstante el programa deja la puerta abierta para una conﬁguración diferente.
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3.4.2.2. Módulo de comunicación (SPI)
El módulo SPI 2 es una interfaz serie síncrona que se usa para la comunicación con otros
microcontroladores o con diversos periféricos, entre los que destacan las memorias EEP-
ROM, convertidores A/D, controladores de displays, etc. Es compatible con los protocolos
SPI de Motorola y con las interfaces SIOP.
El dsPIC33FJ256GP710 dispone de dos módulos SPI (SPI1 y SPI2). Para la gestión y
control del puerto dispone 4 Registros de Función Especíﬁca (SFR).
SPIBUF: es el registro que se emplea para enviar y recibir datos. Internamente está
dividido en dos registros de 16 bits, el SPITB y el SPIRB. Cuando se quiere enviar
un dato éste es introducido al SPITB, mientras que cuando se lee el dato se obtiene
del SPIRB.
SPISR: se trata de un registro de 16 bits que se encarga de desplazar los datos de
entrada y de salida al registro SPIBUF.
SPICON: registro de control que conﬁgura el módulo en los distintos modos de
funcionamiento.
SPISTAT: registro de estado que muestra las condiciones de trabajo.
Para el establecimiento de la comunicación se utilizan las siguientes líneas físicas:
SDI: entrada de datos serie.
SDO: salida de datos serie.
SLK: reloj de sincronización.
SS#: selección de esclavo por nivel bajo.
El módulo SPI puede establecer una comunicación mediante 3 o 4 líneas. Cuando se usan
3 líneas no se usa la SS#.
Cuando se trabaja en modo maestro, la linea SCK funciona como reloj de entrada y
cuando lo hace en modo esclavo funciona como reloj de salida. Trabajando en este modo
los datos se transmiten en cuanto se escribe en el registro SPIBUF.
Trabajando en modo esclavo los datos son transmitidos y recibidos a la vez que aparecen
los pulsos de reloj por la línea SCK.
Una serie de ocho o dieciséis pulso de reloj (dependiendo del modo en que se esté trabajan-
do) desplaza fuera los ocho o dieciséis bits del registro SPISR por la patilla SDO. Cuando
la transferencia se completa, se genera una interrupción que activa el ﬂag destinado a las
interrupciones (SPIIF). Se puede habilitar o no la posibilidad de generar interrupciones.
Cuando se ha completado la operación de recepción, la información se transﬁere del
registro SPISR al SPIBUF. Si el buﬀer de recepción está lleno y el protocolo necesita
transmitir datos del registro SPISR al SPIBUF, el módulo pondrá a '1' el bit SPIROV
2
del inglés: Serial Peripheral interface
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(indicador de que se ha producido un desbordamiento en la transmisión). Mientras el bit
SPIROV esté a '1' el bit SPIROV (indicador de que se ha producido un desbordamiento
en la transmisión). Mientras el bit SPIROV esté a '1' el módulo no puede ﬁnalizar la
transmisión.
En la ﬁgura 3.24 se muestra la estructura general por bloques del módulo SPI.
Figura 3.18: Diagrama de bloques del módulo SPI
Para poder empezar a utilizar este tipo de comunicación se han de programar adecuada-
mente algunos bits de los registros SPISTAT y SPICON, teniendo en cuenta las siguientes
especiﬁcaciones:
1. Si se trabaja en modo maestro, la linea SCK debe ser salida.
2. Determinación de la polaridad3 del reloj.
3. Momento de lectura del dato, puede ser a la mitad o al ﬁnal del impulso del reloj.
4. Indicar el ﬂanco utilizado del reloj, puede ser ﬂanco ascendente o ﬂanco descen-
dente.
5. Rango de trabajo del reloj en modo maestro.
En la ﬁgura 3.19 se puede observar los bits que componen los registros de estado y de
control.
3estado de inactividad
53
3.4. DISEÑO DEL PROGRAMA
(a)
(b)
Figura 3.19: Registros: (a) SPISTAT y (b) SPICON
Registro SPISTAT:
El bit (SPIEN=1) es el encargado de habilitar el módulo SPI, asimismo el bit (SPISIDL
= 0) permite el funcionamiento del módulo en estado IDLE 4. Los otros bits del registro
son el indicador de desbordamiento en la recepción <SPIROV>y los bits de estado de los
buﬀers de transmisión <SPITBF>y recepción <SPIRBF>.
Registro SPICON:
En este registro hay que destacar los bits encargados para establecer la frecuencia, en
caso de modo Maestro, SPRE<2:0>Y PRE<1:0>cuya función es realizar un preescalado
según la Ecuación 3.4 y Tabla 3.5. Los bits <CKP>, <SMP>y <CKE>tiene como función
sincronizar el reloj (SCK) con los datos a transmitir o a recibir según el caso (Figura 2.17).
El bit <MODE16>permite la selección de la comunicación por byte (8 bits) o por palabra
(16 bits). Por ultimo destacar el bit <MSTEN>con el cual se puede seleccionar el modo
como Maestro o como Esclavo.
FSCK =
FCY
PRE ∗ SPRE (3.4)
Tabla 3.5: Ejemplo de preescalado de frecuencia para una frecuencia de trabajo de 40 MHz.
A continuación se detallarán los pasos a seguir para establecer una comunicación mediante el
módulo SPI con el Controlador Digital de Señal dsPIC33FJ256GP710, previamente se han de
conﬁgurar las patillas utilizadas (según módulo SPI1 o SPI2) mediante el registro TRIS corre-
spondiente como pines de entrada (SDI) y como pines de salida (SDO, SCK y /SS):
1. Inicialización del módulo en Modo Maestro:
4estado de bajo consumo del microcontrolador.
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Se ha de conﬁgurar el registro SPICON con el bit <MSTEN>a 1, elegir la cantidad de bits
a enviar por trama <MODE16>, la forma de leer los datos (<SMP>, <CKE>y <CKP>)
y por último conﬁgurar el preescalado primario y secundario para deﬁnir la frecuencial del
reloj de transmisión.
2. Se ha de borrar el bit <SPIROV>, ﬂag indicador de desbordamiento en la recepción.
3. Habilitar el Módulo a través del bit <SPIEN>.
Una vez conﬁgurado y habilitado el módulo para que funcione se han de seguir los siguientes
pasos para enviar un dato a otro dispositivo conectado al microcontrolador mediante SPI:
1. Se ha de poner a nivel bajo la patilla selectora del esclavo.
2. Se ha de leer el registro de transmisión/recepción SPIBUF (aunque se utilice el módulo
como transmisión únicamente) para así borrar el ﬂag SPIRBF.
3. Introducir el dato a enviar en el registro SPIBUF.
4. Esperar a que el ﬂag SPIRBF se ponga a '1' que nos indicará que el dispositivo esclavo ha
recibido bien el dato enviado.
5. Se deja de seleccionar el esclavo mediante la puesta a '1' de la patilla /SS.
En este proyecto el Módulo SPI del controlador de señal digital se ha conectado al sintetizador
digital (DDS), para enviarle las tramas de conﬁguración tales que, éste sea capaz de ir cambiando
de frecuencia cada vez que se lo indique el DSC. Se ha seleccionado el Módulo SPI2, como módulo
de transmisión (no se utiliza el SPI como recepción de datos) ya que el SPI1 está dedicado a la
comunicación del USB dentro de la placa de evaluación Explorer 16 utilizada para este proyecto,
no obstante se ha conﬁgurado en programa de tal manera que sea posible el intercambio de SPI1
a SPI2 mediante la selección del propio usuario.
Los pasos que se han seguido para realizar un cambio de frecuencia del DDS mediante comuni-
cación SPI son los siguiente:
1. Se conﬁgura el módulo para que trabaje como Maestro <MSTEN=1>, la comunicación será
de 16 bits por trama <MODE16=1>, con transmisión por ﬂanco ascendente <CKE=0>,
con el estado de inactividad a nivel bajo <CKP=0>y con un muestreo a la mitad del
impulso de reloj <SMP=0>. La frecuencia del reloj se preescalará para conseguir una
frecuencia de 10 MHz <SPRE=101>y <PRE=11>suﬁciente para la comunicación con el
DDS (Figura ??).
2. Después se deshabilita la interrupción correspondiente al SPI y se habilita el módulo para
su funcionamiento.
3. Una vez conﬁgurado la transmisión, el DSC envía una trama de conﬁguración del DDS
consistente en la activación del bit RESET mediante el envío de la trama (21005).
4. Una vez se tiene el DDS en modo RESET, se procede al envío de las tramas que conﬁguran
el registro FREQ0, FREQ1, PHASE0 y PHASE1 para indicarle la frecuencia deseada. En
este proyecto nada más se trabajará con el registro FREQ0 por lo tanto las tramas que
conﬁguran los demás registros serán tramas que contengan los bits selectores del registro
y datos igual a cero. Simplemente modiﬁcando el registro FREQ0 se consigue saltos de
frecuencia de 1,5 kHz (resolución de frecuencia que se ha optado para la determinación del
ancho de banda del sistema).
5Notación en hexadecimal
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5. Después de proceder al cambio de frecuencia, se ha de activar el DDS (todas las tramas
enviadas para el cambio de frecuencia se han hecho manteniendo el bit de RESET del
sintetizador) enviándole su trama correspondiente (2000).
3.4.2.3. Comunicación UART
El módulo UART6 se utiliza para la comunicación serie asíncrona disponible en la familia de los
dsPIC33F. El UART consiste en una comunicación full-duplex7 capaz de comunicarse con otros
dispositivos periféricos y con ordenadores personales, usando protocolos de comunicación tales
como RS-232, RS-485, LIN 1.2 and IrDA®. El módulo también soporta la opción del control de
ﬂujo mediante hardware mediante los pines UxCTS y UxRTS.
Las características principales que posee el módulo UART del dsPIC33FJ256GP710 son las
siguientes:
Funcionamiento full-duplex con datos de 8 o 9 bits, a través de los pines UxTX y UxRX.
Posibilidad de trabajar con paridad par, impar o sin paridad (datos de 8 bits).
Uno o dos bits de STOP.
Contiene un generador de Baudios con un preescalador de 16 bits el cual se encarga de
generar la frecuencia de trabajo del módulo. Puede conﬁgurarse entre 10 Mbps y 38 bps
con un reloj de sistema a 40 MHz.
También contiene un generador automático de Baudios.
Buﬀer de transmisión y recepción con capacidad para 4 caracteres.
Posibilidad de utilizar interrupciones para indicar la ﬁnalización de la transmisión o de la
recepción.
Patillas especíﬁcas TX y RX para la transmisión y la recepción.
Las transferencias de información se realizan sobre dos líneas, UTX (transmisión) y URX (re-
cepción), saliendo y entrando los bits por dichas líneas al ritmo de una frecuencia controlada
internamente por el UART.
Cada palabra o dato de información se envía independiente de los demás. Suele constar de 8 o 9
bits y van precedidos por un bit de START (inicio) y detrás de ellos se coloca un bit de STOP
(parada), de acuerdo a las normas del formato estándar NRZ. Los bits son transmitidos a una
frecuencia ﬁja y normalizada.
Como se puede apreciar en la Figura 3.24 el módulo UART está formado por tres grandes bloques:
1. Generador de baudios.
2. Transmisor asíncrono.
3. Receptor asíncrono.
6Universal Asynchronous Receiver Transmitter
7en ambas direcciones (envío y recepción de datos) a la vez
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Figura 3.20: Diagrama de bloques del módulo UART
Para iniciar el funcionamiento en el modo UART ses necesario establecer las condiciones de
trabajo programando adecuadamente algunos bits de los registros del UART que son:
USTA:
Es el registro de control del módulo. En la Figura 3.25 se muestra la distribución de sus
bits donde destacan los bits de estado de la comunicación como: <OERR>bit de error por
sobrepasamiento, <TRMT>bit de estado del registro de desplazamiento de trasmisión,
<UTXBF>bit indicador de llenado del buﬀer de transmisión, <FERR>bit de error de
trama, <PERR>bit de error de paridad <RIDLE>bit de estado de la recepción. Tam-
bién encontramos los bits de control del módulo como: <UTXISEL>bit que permite la
interrupción de la transmisión, el bit <UTXEN>que permite o prohibe la operación de
transmisión.
Figura 3.21: Registro de control del módulo UART
URXREG
Es el registro de recepción donde se encuentran los 8 o 9, dependiendo el tipo de transmisión,
bits recibidos.
UTXREG
Es el registro donde se encuentran los bits a transmitir.
UBRG
Existe otro registro de 16 bits que dependiendo de su valor la transferencia se realiza a una
frecuencia u otra.
En el protocolo asíncrono RS-232 la frecuencia en baudios (bits por segundo) a la que
se realiza la transferencia de información debe tomar un valor de baudios normalizado:
330, 600, 1200, 2400, 4800, 9600, 19200, 38400, etc. Para generar esta frecuencia el UART
dispone de un generador de frecuencias en baudios, cuyo valor es controlado por el contenido
del registro UBRG. En la Ecuación 3.5 se relaciona la frecuencia en baudios con la frecuencia
del microcontrol y el valor de este registro.
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Frec.(BAUDIOS) =
FOSC
16 ∗ (UBRG+ 1) (3.5)
Transmisor asíncrono:
En la Figura 3.24 se muestra el diagrama de bloques de la sección de transmisión del UART. El
dato que se desea transmitir se deposita en el registro UTXREG y a continuación se traspasa
al registro de desplazamiento UTSR, que va sacando los bits secuencialmente (bit a bit) y a la
frecuencia establecida. El primer bit en salir es el de menos peso. Antes de los bits de información
existe un bit de START y después se añade un bit de STOP. El dato a transferir se carga mediante
software en UTXREG y se transﬁere al UTSR en cuanto se haya transmitido el bit de STOP
del dato anterior. La transferencia entre los dos registros se realiza en un ciclo, tras ello un
señalizador se activa indicando que el registro de transmisión se ha vaciado. También en ese
momento puede producirse una interrupción si se ha programado el bit correspondiente para
ello. El UART receptor recibe uno a uno los bits, elimina los dos de control y una vez que los bits
de información han llenado el registro de desplazamiento URSR, se trasladan automáticamente
al registro URXREG, donde quedan disponibles para su posterior procesamiento.
Figura 3.22: Diagrama de bloques de la sección de transmisión del UART.
La secuencia de pasos a seguir para implementar una transmisión en el UART es la siguiente:
1. Si se desea trabajar con interrupción poner UTXISEL a 1, además de habilitar las inter-
rupciones en general.
2. Se carga el valor adecuado en el registro UBRG, para generar la frecuencia de trabajo
deseada.
3. Poner a 1 el bit UTXEN para permitir la transmisión.
4. Cargar en UTXREG el dato a transmitir y comienza la transmisión.
Receptor asíncrono:
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Los datos se reciben en serie bit a bit y se van introduciendo secuencialmente en el registro de
desplazamiento URSR, que funciona a una frecuencia 16 veces más rápida que la de trabajo.
Cuando un procesador maestro intenta enviar información a uno de los esclavos, primero envía
un byte de dirección que identiﬁca al destinatario. El byte de dirección se identiﬁca porque el
noveno bit que llega vale 1. Si el bit ADDEN=1, en el esclavo se ignorarán todos los bytes de
datos y no producirá interrupción. Pero si el noveno bit que se recibe vale 1, quiere decir que
se trata de una dirección y el esclavo provocará una interrupción y se transferirá el contenido
del registro URSR al buﬀer de recepción. Tras la interrupción, el esclavo deberá examinar la
dirección y si coincide con la suya debe poner ADDEN a 0 para poder recibir datos del maestro.
En la Figura 3.24 se muestra el diagrama de bloques de la recepción de UART.
Figura 3.23: Diagrama de bloques de la sección de recepción del UART.
Los pasos a seguir en el modo interrupción son los siguientes:
1. Se carga con el valor el registro UBRG, para trabajar con la frecuencia deseada.
2. Si se desea que se genere una interrupción con el bit de STOP, se pone a 1 el bit URXISEL.
3. Para detectar la dirección poner ADDEN a 1.
4. Se habilita la recepción.
5. Al completarse la recepción se producirá una interrupción si se había habilitado.
6. Se leen los bits PERR y FERR para determinar si se ha producido algún error.
7. Determinar si el dispositivo ha sido direccionado.
8. Si ha sido direccionado el dispositivo, poner ADDEN=0 para permitir la recepción del
UART.
Para este proyecto, se ha optado por una conﬁguración estándar del puerto serie RS-232 con una
tasa de bit de 9600 baudios, sin bit de paridad y transmisión de 8 bits de información.
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3.4.3. Sintetizador Digital Directo (D.D.S.)
La técnica conocida como Sintetizador Digital Directo (D.D.S.8) plantea el uso de la electrónica
digital para la obtención de señales eléctricas analógicas. La implementación del mismo, basado
en un microcontrolador, posibilita la generación de tales formas de onda a partir de un hardware
simple, transﬁriendo la complejidad al ﬁrmware asociado a un microcontrolador. Este esque-
ma proporciona además otras ventajas, tales como: la posibilidad de variar eﬁcientemente los
parámetros (frecuencia, fase y amplitud) de la señal de salida, la exactitud e invariancia en
el tiempo de las mismas y la modiﬁcación del comportamiento del circuito sin cambios en su
hardware.
3.4.3.1. Arquitectura del AD9833
El AD9833 es un generador de forma de onda, programable y de bajo consumo capaz de producir
ondas de salida con forma senar, triangular y cuadrada. La frecuencia y fase de salida son
programadas por software, permitiendo un fácil ajuste. Los registros de frecuencia son de 28
bits; con un reloj de 25 MHz, se puede conseguir un resolución de 0,1 Hz. En la Figura 3.24 se
puede ver su diagrama de bloques interno [11].
Figura 3.24: Diagrama de bloques de AD9833
Los registros del AD9833 son escritos mediante una interfaz serie de 3 puertos (SPI). Este in-
terfaz puede operar hasta 40 MHz y es compatible con DSP y microcontroladores estándar. El
componente opera con tensiones comprendidas entre 2,3 V. y 5,5 V. El AD9833 tiene la función
de desconexión (SLEEP). Esto permite que secciones del componente que no van a ser utilizadas
puedan apagarse, y de esta manera minimizar el consumo de corriente del conjunto.
8Direct Digital Synthesis
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Figura 3.25: Registro de control del AD9833
El AD9833 contiene un registro de control de 16 bits el cual conﬁgura el sintetizador con los
ajustes que el usuario necesite. Para informar al sintetizador que se va alterar el contenido de su
registro de control, los bits D15 y D14 han de ser 0.
En la Figura 3.25 se muestra los bits que lo compone y a continuación se explica la función de
cada bit:
<B28>:
Para la escritura en los registros de frecuencia se requiere cargar una palabra completa de
28 bits.
B28 = 1 permite cargar el registro de frecuencia en 2 escrituras de 14 bits consecutivas.
La primera contendrá los 14 bits de menor peso y la segunda los 14 bits de mayor peso
de la palabra completa de frecuencia. Esto hace que para reconﬁgurar la frecuencia del
sintetizador se necesite la escritura completa del registro de frecuencia.
Cuando B28 = 0 el registro de frecuencia de 28 bits pasa a ser dos registros de 14 bits
independientes. Esta opción permite alterar por separado los 14 bits MSB y los 14 bits
LSB. Para alterar uno de estos dos registros simplemente se ha de hacer una única escritura
en la dirección de frecuencia apropiada.
<HLB>:
Cuando B28 = 0, este bit de control informa si los bits que se han de alterar del registro
de frecuencia han de ser los 14 MSBs o 14 LSBs.
HLB = 1 permite la escritura en los 14 MSBs del registro de frecuencia.
HLB = 0 permite la escritura en los 14 LSBs del registro de frecuencia.
<FSELECT>:
Deﬁne si se esta utilizando el registro FREQ0 o el FREQ1.
<PSELECT>:
Deﬁne si se utilizara el registro PHASE0 o el PHASE1.
<RESET>:
RESET = 1 inicializa los registros internos a 0 del sintetizador sin borrar los registros de
frecuencia y fase. Hasta que RESET no sea igual a 0 el componente no producirá ninguna
señal a su salida.
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<SLEEP1>:
Permite apagar <SLEEP=1>el reloj principal de señal.
<SLEEP12>:
Con <SLEEP12=1>apagamos el convertidor digital analógico interno del sintetizador.
<OPBITEN>:
Este bit va asociado al bit MODE y se utiliza para controlar la salida del sintetizador.
OPBITEN = 1: la salida del sintetizador estará conectada un divisor por 2 de frecuencia.
OPBITEN = 0: la salida estará conectada al convertidor A/D directamente.
<DIV2>:
Este bit controla conjuntamente con el bit OPBITEN si la frecuencia de salida se divide
por 2 <DIV2=0>o no <DIV2=1>.
<MODE>:
Conjuntamente con el bit OPBITEN, este bit hace que el sintetizador proporcione una
onda de forma senoidal <MODE=0>o una onda triangular <MODE=1>.
El AD9833 contiene dos registros para la conﬁguración de la frecuencia y dos registros para la
fase:
FREQ0:
Es un registro de 28 bits. Si el bit <FSELECT>el registro de control es igual a 0, el registro
FREQ0 deﬁne la frecuencia de salida como una fracción del reloj principal del sistema.
FREQ1:
Registro de 28 bits. Si el bit <FSELECT>es igual a 1, el registro FREQ1 será el que deﬁna
la frecuencia de salida.
PHASE0:
Registro de 12 bits. Si el bit <PSELECT>es igual a 0, este registro deﬁnirá la fase de
salida del sintetizador.
PHASE1:
Registro de 12 bits. Si el bit <PSELECT>es igual a 1, este será el registro que deﬁna la
fase de salida.
La relación que existe entre la frecuencia que obtendremos a la salida del DDS y la conﬁgu-
ración de los registros de frecuencia y fase vienen determinadas por las ecuaciones 3.6 y 3.7
respectivamente.
FOUT =
fMCK
228
∗ FREQREG (3.6)
POUT =
2 ∗ pi
4096
∗ PHASEREG (3.7)
A continuación en la Figura 3.26 se muestra el diagrama de ﬂujo del proceso para la inicialización
del DDS AD9833:
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Figura 3.26: Inicialización DDS
1. Se activa el bit de <RESET>para inicializar los registros internos a 0.
2. Para evitar falsas señales a la salida del DAC el bit de <RESET>se mantendrá a 0 hasta
que el componente no esté listo para dar una señal de salida.
3. Se conﬁgura el registro control del sintetizador. Esta trama de conﬁguración sus dos
primeros bits son 00.
4. Se introduce el valor de frecuencia y fase deseados.
5. Se pone <RESET=0>para permitir que salga la nueva señal conﬁgurada.
3.4.4. Diagramas de ﬂujo del programa
En la Figura 3.27 se encuentra reﬂejado el diagrama de ﬂujo general del programa. Sobre este
diagrama se han estructurado todos procedimientos necesarios para llevar a cabo la veriﬁcación
de ampliﬁcadores operacionales y la obtención de su ancho de banda unitario. El programa ha
sido diseñado modularmente con el motivo de dotarlo de ﬂexibilidad ante futuras ampliaciones
o modiﬁcaciones. Esto, además, ofrece al lector una sencilla compresión del mismo y al progra-
mador la oportunidad de integrarlo en su propia aplicación, permitiendo utilizar las funciones
desarrolladas en este proyecto como si de una librería se tratase.
Este diagrama corresponde al ﬁchero principal (main_menu.c), el cual se ha desarrollado con dos
objetivos fundamentales. El primero es el de iniciar los módulos utilizados por el microcontrol
(SPI, Comunicación RS-232 y ADC) ya conﬁgurados para iniciar el test y el segundo y más
importante, es el de ofrecer al usuario una guía a base de menús y presentaciones, secuenciados
e interaccionados mediante la comunicación serie RS-232.
La aplicación desarrollada para la veriﬁcación de ampliﬁcadores operacionales está compuesta
de 6 rutinas, formada por 6 archivos, respectivamente. Entre ellos, ancho_banda.c, es el que se
encarga de realizar la veriﬁcación del componente y la determinación de su ancho de banda. A
continuación se detalla las funciones principales que los componen:
1. main_menu.c:
Archivo principal de la aplicación donde se encuentra el menú principal y todos los sub-
menús. Desde este archivo se realiza las llamadas a todas las funciones que componen el
programa.
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2. pantalla.c:
Archivo que recoge todos los mensajes mostrados por pantalla (vía RS-232) para orientar
al usuario en todo momento.
3. delay.c:
Fichero en código ensamblador para la generación de retardos.
4. delay.h:
Contiene varios retardos predeﬁnidos y calculados en milisegundos y microsegundos para
su uso.
5. ancho_banda.c:
En este archivo se encuentra englobadas todas las funciones necesarias para poder llevar a
cabo el test del componente. Estas son:
INICIALIZAR_VERIFICADOR ( ).
RESET_VARIABLES ( ) y RESET_VARIABLES2 ( ).
ADQUIRIR_DATOS ( ).
ENVIAR_FRECUENCIA ( ).
PROCESADO1 ( ) y PROCESADO2 ( ).
VERIFICACION ( ).
6. ancho_banda.h:
Aquí, encontramos todas las variables globales utilizadas por la función principal del pro-
grama: ancho_banda ( );
Después de exponer los archivos que componen el software para la veriﬁcación de ampliﬁcadores
operacionales y cálculo de su ancho de banda unitario, hay que hacer una mención especial a un
archivo adicional no comentado anteriormente. Este archivo llamado frecuencia.c consiste en un
subprograma independiente al resto el cual simplemente está dedicado a ﬁjar manualmente una
frecuencia al generador de señal del sistema. Esta aplicación es un desarrollo previo a la función
ﬁnal de testeo de operacionales por lo tanto se ha procedido a la inclusión en el programa ﬁnal
como herramienta adicional.
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Figura 3.27: Diagrama de ﬂujo del menú principal
A lo que se reﬁere al código del programa, en esta sección simplemente se presentará y co-
mentará el correspondiente a la aplicación principal que ha motivado este proyecto: Librería
ancho_banda.c (Apartado 3.4.4.3) dejando el resto del código diseñado en el Anexo A, para su
posterior visualización.
3.4.4.1. Conﬁguración motor DSP
Todo microcontrolador o dsPIC inicialmente se le tiene que establecer unos parámetros de fun-
cionamiento, estipulando el modo de oscilación del reloj de sistema, si es necesario proteger el
código del chip, o algunas opciones adicionales para garantizar el correcto funcionamiento [3].
Esta conﬁguración se realiza, al principio, fuera del programa principal (main) y los pasos real-
izados para una conﬁguración óptima son los siguientes:
1. Conﬁguración de la fuente de oscilación. Se le indica que utilice la red RC interna que
trabaja a 8 MHz
_FOSCSEL(FNOSC_FRC);
_FOSC(FCKSM_CSECMD & OSCIOFNC_OFF & POSCMD_NONE );
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2. Se desactiva el Watchdog. Si el programa se queda colgado, el usuario reiniciará el sistema
manualmente.
_FWDT(FWDTEN_OFF);
3. En el Código 1, se muestra las instrucciones (englobadas en la función INICIAR_CLOCK())
que conﬁguran el microcontrolador para trabajar a 40 MIPS, frecuencia óptima para tra-
bajar con la comunicación SPI, UART y con el módulo ADC.
Código 1 Conﬁguración reloj dsPIC.
void INICIAR_CLOCK(){
// Conﬁguración del reloj para operar a 40Mhz
// Fosc= Fin*M/(N1*N2), Fcy=Fosc/2
// Fosc= 8M*40/(2*2)=80Mhz for 8M input clock
PLLFBD=38; // M=40
CLKDIVbits.PLLPOST=0; // N1=2
CLKDIVbits.PLLPRE=0; // N2=2
OSCTUN=0; // Oscilador FRC utilizado
RCONbits.SWDTEN=0; // Deshabilitación del reloj del Watchdog.
// Conﬁguración PLL
__builtin_write_OSCCONH(0x01);
__builtin_write_OSCCONL(0x01);
while(OSCCONbits.LOCK!=1) {}; // Espera a iniciarse
}
3.4.4.2. Librería main_menu.c (conﬁguración del sistema)
Dentro del archivo principal de la aplicación existe un apartado dedicado a poder ofrecer al
usuario del software la posibilidad de alterar varios parámetros de la conﬁguración del programa
sin tener la necesidad de reprogramar el microcontrolador. Esta opción hace que el programa sea
ﬂexible a algunos cambios físicos del sistema. En la Figura 3.28 se muestra el esquema general de
este menú. Como se observa, este menú está desarrollado para poder modiﬁcar algunos parámet-
ros del módulo de comunicación SPI y del módulo conversor A/D. Una vez se conﬁgurados estos
datos el usuario retorna al menú principal. Al ejecutar la función dedicada a la veriﬁcación se
inicializarán estos módulos con los parámetros ya actualizados.
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Figura 3.28: Diagrama de ﬂujo de la conﬁguración del sistema
Conﬁguración SPI:
Figura 3.29: Diagrama de ﬂujo CONF_SPI ( )
Dentro de esta fase de conﬁguración, se presenta dos posibilidades (Figura 3.29). Elegir
que la comunicación se haga a través del módulo SPI 1 del microcontrolador o que se haga
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a través del módulo SPI 2. Una vez elegido una de las opciones, tanto el módulo como sus
puertos correspondientes quedarán conﬁgurados para SPI 1 o para SPI 2.
Conﬁguración Conversor Analógico Digital:
En la Figura 3.30 se muestra como está estructurado el menú de conﬁguración del Conversor
A/D. Nada más entrar dentro de esta conﬁguración, nos encontramos con la presentación
de cinco opciones de frecuencia de muestreo para ser seleccionadas. Una vez seleccionada
una de las opciones se muestra un segundo mensaje en el cual se ha de introducir el número
del canal utilizado para la conversión. Para este proyecto el canal habilitado es el número
0.
Figura 3.30: Diagrama de ﬂujo CONF_ADC ( )
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3.4.4.3. Librería ancho_banda.c
Observando los diferentes archivos que componen el sistema completo de veriﬁcación se puede
deducir que ancho_banda ( ) es la función principal de la aplicación. Observando el diagrama de
ﬂujo principal de esta función (Figura 3.31), primero nos encontramos que esta función tiene el
objetivo de inicializar todos los puertos (digitales y analógicos) utilizados por el microcontrolador
como entrada o salida. También ha de establecer los valores iniciales el módulo del convertidor
A/D y la comunicación SPI. La comunicación serie con el PC (UART) no se inicializa en esta
fase ya que se conﬁgura al principio del programa como se comentaba al inicio de esta sección.
Todas estas inicializaciones se encuentran en la función INICIAR_VERIFICADOR ( ) el cual
también envía unos comandos de reset al generador DDS necesarios para el buen funcionamiento
del mismo. En la Figura 3.32 se ofrece una visión general de esta fase. El programa en C que
sigue este diagrama y sus comentarios está expuesto en el Código 2.
Figura 3.31: Diagrama de ﬂujo de ancho_banda.c
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Código 2 Función Ancho_banda ( ).
int ancho_banda (){
// Inicialización del sistema.
INICIALIZAR_VERIFICADOR();
RESET_VARIABLES2();
unsigned int a,freq_ajuste;
unsigned int num = NUM_SALTOS;
cont_freq=0; //contador unitario.
// Bucle for hasta a=760 (Freq(máx)=555 kHz, realizando saltos de 2 en 2
// (1,5 kHz) hasta encontrar el valor a -3dB.
for (a=0; a <= num; a=a+2){
freq_ajuste = a + FRE_1K; // Parámetro de ajuste de frecuencia.
// Obtención del valor de frecuencia (Hz) aplicado.
Freq_Aplicada = (1465 * cont_freq + 1000) * GANANCIA;
cont_freq++;
// Parámetro de ajuste de frecuencia.
ENVIAR_FREQ_1KHZ(freq_ajuste);
// Adquisición A/D.
ADQUIRIR_DATOS();
//Procesado de datos.
PROCESADO_1();
PROCESADO_2();
// Decisión de ﬁnalización o no del ensayo.
VERIFICACION();
RESET_VARIABLES();
if (SALIR) break;
}// Final del bucle for.
if (a>=756)CAP_MAX=1; // Si el programa ha llegado a su capacidad máxima .
else CAP_MAX=0; // salir del programa.
}// Final de función ancho de banda
Cuando el programa se encuentra en la fase de inicializar el veriﬁcador, en el diagrama de la
Figura 3.32 y en el Código 3 se muestra esta fase, la cual, dependiendo de un parámetro, éste
puede inicializar el módulo SPI1 o SPI2. Este parámetro es modiﬁcable, de forma interactiva,
por el usuario dentro del subprograma Conﬁguración del Sistema.
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Figura 3.32: Diagrama de ﬂujo del función INICIAR_VERIFICADOR ( )
Código 3 Función INICIAR_VERIFICADOR ( ).
void INICIALIZAR_VERIFICADOR(){
INICIAR_PORT_SPI(MODO); // Conﬁguración puertos SPI.
INICIAR_SPI( MODO ); // Iniciar comunicación SPI.
INICIAR_ADC( canal, muestreo ); // Iniciar ADC.
INICIAR_DDS(); // Reset componente DDS.
} // Final de Iniciar_veriﬁcador.
Teniendo presente el organigrama presentado en la Figura 3.31 el siguiente paso es el restablec-
imiento de las variables utilizadas para todos los cálculos realizados en las siguientes fases de
procesado. Existen dos funciones diferentes para este restablecimiento ya que por cada frecuencia
que emite el generador DDS, el programa obtiene unos valores máximos y mínimos de tensión.
Estos valores son instantáneos en cada fase de frecuencia en que se encuentre. Por lo tanto estos
valores no serán los mismos que los máximos y mínimos de todo el test. En la Figura 3.33 se
muestra las dos fases de reset y el algoritmo en el Código 4.
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Figura 3.33: Diagrama de ﬂujo de las fases de restablecimiento de variables
Código 4 Funciones RESET_VARIABLES ( ) Y RESET_VARIABLES2 ( ).
void RESET_VARIABLES(){
maximo=0; // El máximo valor de tensión
//en cada frecuencia.
minimo=900; // El mínimo valor de tensión
//en cada frecuencia.
v_pico_pico=0; // Valor de pico a pico
//en cada frecuencia.
}
void RESET_VARIABLES2(){
v_pico_pico = 0;
VPP_MAX = 0; // Valor de pico a pico máximo encontrado.
VPP_MIN = 0xFFFF; // Valor de pico a pico mínimo encontrado.
}
Una vez se han establecido las bases para que el programa pueda realizar el test, la función
ancho_banda( ) entra en un bucle for en el cual se va incrementando la frecuencia generada por
el DDS hasta llegar al resultado ﬁnal o hasta llegar a la frecuencia máxima que puede muestrear
el conversor analógico digital. Esta frecuencia máxima, por el teorema de Nyquist, será la mitad
de la frecuencia de muestreo máxima del conversor.
En la Figura 3.34 se muestra el diagrama de ﬂujo de la función que realiza la comunicación al
generador DDS, para producir la frecuencia a oscilar. Esta comunicación consiste en el envío de
tramas mediante SPI a los registros adecuados mientras el módulo DDS se encuentra en el estado
de reset. El Código 5 corresponde a esta función.
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Figura 3.34: Diagrama de ﬂujo ENVIAR_FREQ ( )
Código 5 Función ENVIAR_FREQ ( ).
void ENVIAR_FREQ_1KHZ (int freqﬁn2){
Delay ( Delay_1mS_Cnt ); // Retardo requerido.
ENVIAR_SPI(0x2100, MODO); // Reset DDS.
ENVIAR_SPI(0x6b9b, MODO); // Envío LSB del registro FREQ0.
ENVIAR_SPI(freqﬁn2, MODO); // Envío MSB del registro FREQ0.
ENVIAR_SPI(0x8000, MODO); // Envío LSB del registro FREQ1.
ENVIAR_SPI(0xC000, MODO); // Envío MSB del registro FREQ1.
ENVIAR_SPI(0xe000, MODO); // Habilitación DDS.
ENVIAR_SPI(0x2000, MODO);
}
// Comunicación vía SPI1 ó SPI2.
void ENVIAR_SPI(short command, unsigned char modo) {
short temp;
if (modo == 2){ // Si está seleccionado SPI2...
PORTGbits.RG9 = 0; // Selección de esclavo.
temp = SPI2BUF; // Lectura del buﬀer SPI1BUF.
SPI2BUF=command; // Envío de dato por SPI.
while (!SPI2STATbits.SPIRBF); // Espera a que el dato se haya enviado
PORTGbits.RG9 = 1; // Deselección de esclavo.
}
if (modo == 1){ // Si está seleccionado SPI1...
PORTBbits.RB2 = 0;
temp = SPI1BUF;
SPI1BUF = command;
while (!SPI1STATbits.SPIRBF);
PORTBbits.RB2 = 1;
}
}
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Una vez la aplicación ha generado la primera señal a introducir al ampliﬁcador a ensayar, la
función ADQUIRIR_DATOS ( ) espera el dato convertido por el módulo A/D. Estos datos son
adquiridos secuencialmente e introducidos en una tabla hasta que se obtienen 1000 muestras por
cada señal generada. En la Figura 3.35 y en Código 6 se muestra como funciona.
Código 6 Función ADQUIRIR_DATOS ( ).
void ADQUIRIR_DATOS(){
unsigned int b; // Contador tabla.
for(b=0; b <= t; ){
if ( ﬂag_tabla ){ // Si hay dato...
Delay_Us ( Delay100uS_count );
T_ADQUISICION[b] = temp1; // Guarda dato en tabla
b++;
ﬂag_tabla = 0; // Borrado de ﬂag.
} // Final condición.
} // Final del bucle for.
} // Final de función.
Figura 3.35: Diagrama de ﬂujo ADQUIRIR_DATOS ( ).
Cuando la tabla de datos está completa, se procede al recorrido de la misma en busca del valor
máximo y mínimo de tensión. La resta de estos valores darán como resultado, el valor de pico
a pico de cada señal que genere el DDS. Éste es el primer procesado que se realiza después de
la obtención de todos los datos. El segundo procesado tiene la ﬁnalidad de encontrar un valor
absoluto de pico a pico (máximo y mínimo) de todo el procedimiento de test. Este proceso
simplemente es una comparación del valor obtenido por la función PROCESADO_1 por cada
frecuencia y los valores máximos y mínimos encontrados por el sistema. De este modo, al ﬁnalizar
la función PROCESADO_2, se obtiene el valor de pico a pico máximo correspondiente a una
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cierta frecuencia (normalmente será en la primera frecuencia) y un valor de pico a pico mínimo
(generalmente será la última frecuencia aplicada). En la Figura 3.36 se muestra el diagrama de
como se estructuran ambos procesos (Código 7).
Código 7 Funciones PROCESADO_1 Y PROCESADO_2.
void PROCESADO_1(){
unsigned int a,aux; minimo=900; maximo=0;
for (a = 5; a <t; a++){
aux = T_ADQUISICION[a];
if ( maximo <aux ){
maximo = T_ADQUISICION[a]; //Obtención del valor máximo de la tabla.
}
if ( minimo >aux ){
minimo = T_ADQUISICION[a]; //Obtención del valor minimo de la tabla.
}
} // Fin bucle for.
v_pico_pico = maximo - minimo; //Obtención del valor de pico a pico de la señal.
} // Fin Procesado_1.
void PROCESADO_2(){
if (VPP_MAX <v_pico_pico){ //Obtención del valor máximo de todo el test.
VPP_MAX = v_pico_pico;
}
if (VPP_MIN >v_pico_pico){ //Obtención del valor máximo de todo el test.
VPP_MIN = v_pico_pico;
}
} // Fin de Procesado_2.
Figura 3.36: Diagrama de ﬂujo PROCESADO_1 y PROCESADO_2
Ya obtenidos los valores de pico a pico, máximo y mínimo encontrados hasta ese mismo momento,
el programa se introduce en la fase concreta de veriﬁcación del funcionamiento del componente
y de la obtención de su ancho de banda unitario. La función que deﬁne este proceso se llama
VERIFICACION ( ). Esta función tiene dos objetivos:
1. Veriﬁcar que el ampliﬁcador esté ofreciendo los valores de tensión esperados a frecuencias
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bajas para diagnosticar su buen funcionamiento.
2. Buscar la frecuencia de corte del sistema para obtención del ancho de banda unitario.
En la Figura 3.37 se muestra el diagrama de ﬂujo que resume esta fase (Código 8).
Figura 3.37: Diagrama de ﬂujo VERIFICACION ( )
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Código 8 Función VERIFICACION ( ).
void VERIFICACION(){
ﬂoat condicion;
ﬂoat G = GANANCIA;
ﬂoat D = TENSION_DDS;
ﬂoat E = MARGEN_ERROR;
condicion = (G * D * (100-E) * 311)/100; // Condición de funcionamiento.
if (VPP_MIN <VPP_MAX/2){ // Si se ha optenido el valor a -3dB...
SALIR=1; // Finalizar programa.
// Envío de resultados
return VPP_MIN, VPP_MAX, Freq_Aplicada, FUNCIONAMIENTO = 1;
RESET_VARIABLES();
RESET_VARIABLES2();
}
// Si no alcanza valores de tensión mínima para las 10 primeras frecuencias...
if (VPP_MAX <condicion & cont_freq <= 10){
SALIR=1; // Finalizar test.
return FUNCIONAMIENTO = 0; // Indicar No Funciona.
RESET_VARIABLES();
RESET_VARIABLES2();
}
else SALIR=0;
}
Como se puede apreciar en el diagrama, la función comienza generando una expresión de condi-
ción para comprobar que los niveles de tensión que genera el A.O. a veriﬁcar son los esperados.
Esta ecuación relaciona la ganancia a la que se somete D.U.T., con el valor de pico a pico de la
tensión generada por el DDS, dependiendo de un cierto margen de error tolerado y multiplicado
por el factor de conversión que transforma el valor real (en voltios) al valor codiﬁcado para poder
ser comparado. La inserción de esta ecuación 3.8 en el código de comparación está motiva por el
carácter modular e independiente con el que se le ha dotado al software ya que los parámetros
pueden ser modiﬁcados al principio del programa por si las condiciones del D.U.T. cambiaran.
condicion = (G ∗D ∗ (100− E) ∗ 311)/100 (3.8)
G : ganancia del D.U.T.
D: tensión generada por el DDS en voltios.
E: margen de error tolerado en tanto por ciento.
Una vez generada esta condición y guardada en una variable, el programa procede a comparar
este valor con el valor de pico a pico obtenido de la señal que está emitiendo el DDS. Este proceso
de comparación solo lo realiza durante las diez primeras frecuencias porque para estos valores
de frecuencia el A.O. siempre ha de poder superar esta condición. Si el operacional no superara
esta fase el ensayo se para y se envía el resultado vía serie al PC. Este mostrará el mensaje  El
dispositivo no funciona o no se ha colocado bien .
Si el ampliﬁcador operacional supera esta fase el dispositivo funciona bien y por lo tanto se
continua con el ensayo buscando ya su ancho de banda.
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Como se comentaba anteriormente, el programa va guardando el valor de tensión de pico a pico
máximo que ha encontrado durante todo el proceso. A su vez, el programa va guardando el valor
de pico a pico mínimo que ha encontrado. Este valor irá disminuyendo a medida que la frecuencia
se va incrementando ya que la tensión que irá generando el A.O. será cada vez más pequeña. La
aplicación, nada más, ha de esperar a que el valor de pico a pico mínimo sea igual a la mitad
de valor máximo encontrado a lo largo de toda la serie de frecuencia aplicada. Cuando esto
ocurra, se para la ejecución del programa y se guarda el valor de frecuencia causante. Este valor
obtenido será el valor ancho de banda del conjunto ampliﬁcador operacional y DUT. Es decir,
ahora se dispone del valor de frecuencia máxima que puede soportar el A.O. con una ganancia
en concreto. Por lo tanto para obtener el valor del parámetro expresado en los datasheets de
estos componentes, Ancho de Banda Unitario, se multiplica el valor encontrado por el valor de
ganancia utilizado en el D.U.T.
3.5. Conclusiones
El objetivo de este capítulo ha sido la explicación del funcionamiento del Veriﬁcador Automático
de Ampliﬁcadores Operacionales a nivel de hardware y software con el ﬁn de dar una idea global
del trabajo realizado en el diseño del proyecto. El proceso de fabricación y el manual de uso del
prototipo se desarrollarán en el capítulo siguiente.
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Capítulo 4
Puesta en marcha y resultados
4.1. Fabricación del prototipo
El diseño del prototipo ha sido realizado con una de las herramienta CAD, disponibles dentro
de los recursos de software de la Universidad. Con este programa, Protel DXP, se ha procedido
al diseño de los circuitos implicados en la veriﬁcación y determinación del ancho de banda de un
ampliﬁcador operacional unitario con encapsulado DIP-8.
El prototipo se ha diseñado de tal forma que pueda aprovechar las alimentaciones de 5 Voltios
de la propia placa de evaluación Explorer 16. Estas alimentaciones han sido substraídas de dos
puntos diferentes de la placa, de tal modo que, los elementos analógicos del circuito que necesitan
5 Voltios, estén totalmente aislados de los componentes digitales del sistema. Al trabajar el equipo
con señales cuya componente frecuencial va siendo cada vez más notoria, se ha procedido a la
inclusión de un plano de masa general para reducir los posibles ruidos ocasionados. Los circuitos
integrados, a excepción del DDS, se han montado sobre zócalos para facilitar su extracción,
sobretodo el del ampliﬁcador operacional. Uno de los lados de la placa electrónica ha sido diseñado
y cortado de tal forma, que posibilite el ensamblado y la extracción del prototipo con el conector
PICtailTN Plus de la placa de evaluación de Microchip.
La fabricación del PCB prototipo ha sido realizado mediante el proceso de insolación y atacado
químico por el servicio técnico de laboratorio (LGEU) de la escuela. No se ha procedido a la
introducción de la fuente de alimentación simétrica necesaria para la alimentación del operacional
por temas de espacio. Pero se ha procedido a la fabricación de un cable especíﬁco para la conexión
del prototipo a cualquier fuente de alimentación de laboratorio.
El programa ha sido diseñado con la ayuda del software gratuito MPLAB IDE [8] proporcionado
por Microchip y grabado con el programador/debugador de Microchip ICD2 [9], proporcionado
por el departamento de electrónica de la escuela. La compilación del programa se ha realizado
mediante el programa MPLAB C30 [7] versión estudiante 2.0, la cual nos proporciona, gratuita-
mente, la posibilidad de programar el dsPIC en Lenguaje C para su posterior traducción al
Lenguaje Máquina.
En las Figuras 4.1 y 4.2 se muestran las imágenes del prototipo realizado para este proyecto. En
el apéndice B se encuentra toda la documentación al respecto.
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Figura 4.1: Foto placa cara Top
Figura 4.2: Foto placa cara Bottom
4.2. Características del prototipo diseñado
En la Figura 4.3 se presenta el PCB prototipo desarrollado para la veriﬁcación automática de
ampliﬁcadores operacionales con la identiﬁcación de las partes que lo componen. A continuación
se detallarán cada una de ellas:
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Figura 4.3: placa con numeritos identiﬁcando los elementos importantes
1. Báscula CMOS modelo M74HCT573.
2. D.U.T. para la colocación del A.O. a veriﬁcar.
3. Conector de borde para PICtail Plus.
4. Oscilador a cristal para el generador DDS, modelo IQXO 24.000 MHz.
5. Generador de señal DDS, modelo AD9833BRM.
6. Potenciómetro de 10 kΩ para regulación de la ganancia del sistema.
7. Conector para test de señales de salida y entrada.
8. Conector alimentación externa.
9. Interruptor para seleccionar visión de señal generada por el DDS (posición 2) o introducción
de señal externa (posición 1).
10. Leds rojos, indicadores de presencia de alimentación de +5 Vdc.
11. Led amarillo, indicador de alimentación externa +10 Vdc y led verde, indicador de ali-
mentación externa -10 Vdc.
12. Conexiones de test.
El veriﬁcador automático de ampliﬁcadores operacionales solo permite la veriﬁcación de A.O.
simples, que tenga una disposición de pines como los de la Figura 4.4.
Figura 4.4: Disposición de pines del D.U.T.
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4.3. Manual de funcionamiento
A continuación se presenta una pequeña guía explicando los pasos a seguir para poder utilizar
el Veriﬁcador Automático de Ampliﬁcadores Operacionales. Este manual parte desde el montaje
del sistema hasta la obtención del resultado ﬁnal en la pantalla de un PC.
Ensamblado del sistema de veriﬁcación:
1. Introducir componente a testear en el zócalo del D.U.T. (Componente 2 de la Figura 4.3).
2. Conectar la placa del Veriﬁcador a la placa evaluación Explorer 16 mediante el conector
PICtailTN Plus (ver Figura 4.5).
Figura 4.5: Conexión del prototipo con el Explorer 16.
3. Conexionar el C.A.E. (Cable de Alimentación Externa) en el conector (Componente 8
Figura 4.3) del prototipo, previamente conectado a una fuente de alimentación (apagada)
conﬁgurada para trabajar con tensiones (-10 V., GND, 10 V.).
Figura 4.6: Conexión de alimentación externa.
4. Conexionar el cable serie a un puerto COM libre del PC y al conector DB9 de la placa de
evaluación.
5. Enchufar el cargador de alimentación del Explorer 16 al conectar de alimentación sin conec-
tarlo aún a la red eléctrica.
Manual del software:
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1. Ejecutar el programa de Windows dedicado a la gestión de conexiones con otros equipos
llamado Hyper Terminal.
(menu inicio/programas/accesorios/comunicaciones/HyperTerminal)
Se le ha de introducir un nombre a la conexión (Figura 4.7).
Figura 4.7: Descripción de la conexión.
Indicar el puerto COM a utilizar (Figura 4.8).
Figura 4.8: Selección de puerto COM.
La siguiente pantalla que aparece es la conﬁguración del puerto COM. Se ha de elegir
una velocidad de conexión de 9600 baudios, 8 bits de datos sin bit de paridad y con
1 bit de parada como se muestra en la Figura 4.9.
Figura 4.9: Pantalla conﬁguración del puerto COM.
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2. Conectar el cargador de alimentación del Explorer 16 a red eléctrica y encender la fuente
de alimentación.
3. A continuación aparece la presentación del programa (Figura 4.10) a la espera de que el
usuario pulse la tecla "enter" para comenzar.
Figura 4.10: Presentación del programa
4. Una vez pulsada la tecla Enter aparece la pantalla de la Figura 4.11 informando de la
conﬁguración inicial del software y seguidamente aparece el Menú principal de la aplicación
(Figura 4.12).
Figura 4.11: Habilitación de módulos
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Figura 4.12: Menú Principal
5. Menú principal: una vez se presenta el menú, eligiendo la primera opción (Tecla '1' del
teclado del ordenador) entramos en la aplicación concreta del Test del A.O.. Pulsando la
tecla Enter se dará comienzo al ensayo del componente. Aparecerá la pantalla de la Figura
4.13 donde indica al usuario que está realizando el Test y que ha de esperar un tiempo a
que concluya.
Figura 4.13: Comienzo del Test
6. Cuando el ensayo haya terminado puede ocurrir tres casos diferentes:
a) Que el Ampliﬁcador Operacional funcione correctamente y encuentre su ancho de
banda unitario.
b) Que el A. O. funcione pero su ancho de banda sea mayor que la capacidad del conversor
A/D de la aplicación.
c) Que el A. O. no funcione.
En la Figura 4.14 se muestra la pantalla resultante de cada caso.
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(a)
(b)
(c)
Figura 4.14: Pantallas de resultado
7. Tras la presentación del resultado de la operación se indica al usuario como volver al menú
principal del software (pulsando la tecla 'm') y de este modo poder realizar otro ensayo.
Conﬁguración del sistema:
En este apartado, se presenta el modo a operar para poder cambiar la conﬁguración que
por defecto inicializa la aplicación.
1. Situándonos en en menú principal del programa (Figura 4.12), se pulsa la tecla '3' para
entrar en el menú principal de la conﬁguración del sistema (Figura 4.15). En este menú
se muestra los dos módulos del sistema que pueden ser conﬁgurados (SPI y Convertidor
A/D).
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Figura 4.15: Menú conﬁguración del sistema
a) Conﬁguración módulo SPI:
Entrando en la opción número 1, encontramos una pantalla, en cual, se puede selec-
cionar qué módulo SPI, de los dos disponibles en el dsPIC, se va a utilizar para la
comunicación entre el microcontrol y el generador DDS. Una vez seleccionada una
opción el programa mostrará durante, 1 segundo, el módulo elegido (Figura 4.16).
Figura 4.16: Conﬁguración SPI
b) Conﬁguración convertidor analógico digital:
Seleccionada la opción 2 del menú de conﬁguración de la Figura 4.15, se muestra la
pantalla de la Figura 4.17, en donde se ofrecen 5 posibles frecuencias de muestreo1 a
seleccionar.
Figura 4.17: Conﬁguración ADC (Frecuencia de muestreo)
1La frecuencia de muestreo seleccionada dependerá del Amp. Op. a veriﬁcar y de su ganancia. Por el teorema
de Nyquist, esta frecuencia deberá ser el doble, como mínimo, de la frecuencia máxima que puede alcanzar el
sistema a veriﬁcar.
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Una vez escogida una de las opciones posibles, el programa mostrará la frecuencia
seleccionada y pasado un segundo, se presentará la pantalla en donde se ha de indicar
el canal analógico de convertidor por el cual se introducirá la señal a digitalizar (Figura
4.18).
Figura 4.18: Conﬁguración ADC (Selección de canal analógico)
4.4. Resultados obtenidos
En la Tabla 4.1 se expone una serie de resultados obtenidos con el prototipo diseñado. Los
ensayos han sido realizados con diferentes ampliﬁcadores operacionales y de diferentes marcas,
como demostración del funcionamiento de la aplicación. El test se ha realizado con una frecuencia
de muestreo máxima (1,1 MSample/s), por parte del conversor analógico digital
Tipo de A.O. Fabricante Tiempo de ensayo UGBW esperado UGBW resultante
UA741CN1 ST 27,8 s 1 MHz [5] 955,320 kHz
LM741CN National Semi. 28,5 s 1 MHz [26] 972,900 kHz
OP07CP Analog Devices 12,5 s 0,4 - 0,6 MHz [7] 392,760 kHz
TLC271 Texas Inst. 35,4 s 1,3 - 2 MHz [29] 1.227,810
LF351N National Semi. 92,1 s 4 MHz [27] Fondo escala
LF411 National Semi. 92,1 s 3 - 4 MHz [28] Fondo escala
UA741CN2 ST 29,6 s 1 MHz 1.025,640 kHz
UA741CN3 ST 30,5 s 1 MHz 1.060,800 kHz
Tabla 4.1: Resultados con diferentes A.O.
Se ha añadido la Tabla 4.2 como demostración de inestabilidad si se baja la frecuencia de
muestreo. En la tabla se observa como a menor frecuencia, la velocidad del ensayo es menor
pero su resultado es más impreciso ya que no se está cumpliendo el teorema de Nyquist.
Tipo de A.O. Frecuencia de muestreo Tiempo de ensayo UGBW resultante
UA741CN1 833 kHz 9,64 s 410,340 kHz
UA741CN1 666 kHz 16,3 s 956,785 kHz
UA741CN1 555 kHz 11,7 s 726,780 kHz
UA741CN1 333 kHz 12,7 s 964,110 kHz
Tabla 4.2: Resultados de un mismo A.O. a diferentes frecuencias de muestreo.
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Capítulo 5
Conclusiones ﬁnales y futuras vías de
desarrollo
En el Capítulo 1 se deﬁnieron los objetivos principales en los que consta este proyecto: diseño y de-
sarrollo de un prototipo electrónico basado en un microcontrolador el cual, tras su programación,
sea capaz de poder veriﬁcar el funcionamiento de un ampliﬁcador operacional y además, poder
medir algunos de sus parámetros. En los Capítulos 2, 3 y 4 se han ido mostrando los conocimien-
tos previos y los pasos que se han desarrollado para llevar a cabo esta tarea, demostrando que
los objetivos marcados se han cumplido satisfactoriamente.
Para la mejora de este proyecto se pueden seguir dos vertientes, una a nivel hardware y otra a
nivel software.
A nivel hardware. Al ﬁnal del apartado 3.3.1.3 se comentó el problema de relación de
pines que existía en las patillas de la Interfaz de conexión con Explorer 16. Debido a este
problema encontrado, una vez el prototipo estaba ya fabricado, el proyecto no pudo alcanzar
el objetivo de poder calcular el Slew Rate del A.O. 741. Por lo tanto, la primera mejora a
nivel hardware sería la realización de un nuevo prototipo que tenga en cuenta la distribución
correcta de pines del dispositivo programable, para que así, se pueda aprovechar todo el
rango de tensiones a las que puede alimentarse el operacional.
El objetivo primero de este proyecto fue la veriﬁcación del ampliﬁcador operacional UA741,
muy utilizado en las prácticas de todas las titulaciones de electrónica. Debido a esto, este
prototipo solo es capaz de veriﬁca A.O. de las mismas características de patillaje, es decir,
han de ser ampliﬁcadores únicos de alimentación simétrica de 8 patillas. Ya que el dsPIC
dispone de un gran número de puertas de entrada/salida, otra de las mejoras sería la
incorporación de un zócalo mayor para chips con más de un A.O.. Para llevar a cabo dicha
ampliación, se necesitaría realizar un D.U.T. por cada ampliﬁcador que dispusiera el chip.
El prototipo es capaz de veriﬁcar el funcionamiento de cualquier ampliﬁcador operacional
con las características que se han comentado antes. No obstante, la capacidad de determinar
el ancho de banda del chip a ensayar está limitada por el conversor analógico digital del
microcontrolador. Esta limitación hace que solo pueda determinar, con exactitud, un ancho
de banda unitario que no exceda de 2 MHz. La mayoría del los A.O. comerciales superan
este rango. Para dotar de más capacidad al veriﬁcador hay dos opciones:
1. Añadir un ADC externo, con una frecuencia de muestreo, de unas decenas de MHz,
mucho mayor al interno del dsPIC. (Más caro y más eﬁciente).
2. Dotar al D.U.T. de una ganancia mucho mayor (ahora G = 6) para que, de este modo,
el ancho de banda del sistema se vea reducido (ver Figura 2.5).
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Como última mejora a nivel hardware, sería la de dotar al sistema la capacidad de poder
determinar la ganancia que se está aplicando al A.O. a veriﬁcar. Para poder realizar esta
ampliación, se necesitaría un linea conectada a la entrada al D.U.T. que permitiría al
convertidor A/D, digitalizarla y compararla con la señal de salida.
A nivel software. Si se dotara al D.U.T. la capacidad de poder veriﬁcar operacionales
dobles o cuadrúples, por ejemplo, se debería programar esta posibilidad, y dejar así al
usuario la oportunidad de indicar el tipo de A.O. a ensayar dentro de una base de datos.
Para el calculo de el slew rate, aparte de lo mencionado a nivel hardware se debería in-
corporar la instrucción a enviar al generador de señal para permitir la salida de un señal
pulso. También se ha de añadir un temporizador para el cálculo del valor.
Otra de las posibilidades de mejora de este sistema, sería la incorporación de la aplicación
LabVIEW. Con este software se puede crear un entorno gráﬁco que se comunique con el
prototipo y presente los resultados obtenidos, como sustitución del Hyper Terminal de
Windows. Con esta herramienta se puede obtener estadísticas de resultados interesantes.
A nivel general se puede mejorar el prototipo ampliando el número de parámetros a determinar
de un ampliﬁcador operacional, como podría ser el slew rate, ya mencionado, el CMRR, SVRR1,
etc.
1(Supply Voltage Rejection Ratio)
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Anexo A
Codigo programa
A.1. Main_menu.c
Código 9 main_menu.c (1/8).
#include "p33FJ256GP710.h"
#include "delay.h"
_FOSCSEL(FNOSC_FRC);
_FOSC(FCKSM_CSECMD & OSCIOFNC_OFF & POSCMD_NONE );
_FWDT(FWDTEN_OFF); // "WATCHDOG" DESHABILITADO
///////////////////// // VARIABLES GLOBALES ///////////////////////////
#deﬁne enter 1
#deﬁne tecla_m 2
// DEFINICIÓN DE CANALES DEL ADC
#deﬁne CANAL_0 0
#deﬁne CANAL_4 4
#deﬁne CANAL_5 5
// DEFINICIÓN DE FRECUENCIAS DE MUESTREO
#deﬁne _1_MSAMP 2
#deﬁne _833_kSAMP 3
#deﬁne _666_kSAMP 4
#deﬁne _555_kSAMP 5
#deﬁne _333_kSAMP 9
// DEFINICIÓN DE MODO SPI
#deﬁne SPI_1 1
#deﬁne SPI_2 2
// COMUNICACIÓN UART
extern unsigned int ﬂag_RECUSART;
extern unsigned char CHAR_RECUSART;
// VARIABLES INICIALIZACIÓN DEL SISTEMA
extern volatile unsigned int MODO;
volatile unsigned char canal, muestreo;
extern volatile unsigned char FUNCIONAMIENTO;
extern volatile unsigned char CAP_MAX;
/////////////////////////////////////////////////////////////////
int main (void){
MODO = SPI_2;
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////////////////////////////////////////////////////////////
// INICIALIZACIÓN CLOCK DEL SISTEMA
//////////////////////////////////////////////////////////////
INICIAR_CLOCK();
///////////////////////////////////////////////////
////////////////////////////////////////////////////
//INICIAR COMUNICACIÓN SERIE
//////////////////////////////////////////////////
InitUART2();
// Initialize UART2 for 9600,8,N,1 TX/RX
Delay ( Delay_100mS_Cnt);
ﬂag_RECUSART = 0;
///////////////////////////////////////////////////
/////////////////////////////////////////////////////
// MENSAJE DE BIENVENIDA
//////////////////////////////////////////////////
INICIO: MOSTRAR_PRESENTACION();
//////////////////////////////////////////////////////////////////////
//////////////////////////////////////////////////////////////////////
// BUCLE A LA ESPERA DE PULSACIÓN DE LA TECLA ENTER
////////////////////////////////////////////////////////////////////
ESPERA_COMANDO(enter);
//////////////////////////////////////////////////////////////////////
//INICIALIZACIÓN DEL MÓDULO DE COMUNICACIÓN SPI
// CON SUS PUERTOS CORRESPONDIENTES
//////////////////////////////////////////////////////////////////////
Delay ( Delay_200mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("HABILITANDO SPI 2""\n\r");
Delay ( Delay_200mS_Cnt);
INICIAR_PORT_SPI(MODO);
INICIAR_SPI(MODO);
//////////////////////////////////////////////////////////////////////
/// // RESETEO DEL MÓDULO DDS
//////////////////////////////////////////////////////////////////////
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("RESETEANDO DDS""\n\r");
INICIAR_DDS();
//////////////////////////////////////////////////////////////////////
// ACTIVACIÓN DEL MÓDULO DDS
////////////////////////////////////////////////////////////////////
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("MODULO 'DDS'........................ ");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("ACTIVADO \n\r");
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//////////////////////////////////////////////////////////////////////
// ACTIVACIÓN DEL MÓDULO A/D
/////////////////////////////////////////////////////////////////////
canal = CANAL_0;
muestreo = _1_MSAMP;
INICIAR_ADC( canal, muestreo );
Delay ( Delay_200mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("MODULO 'ADC'........................ ");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("ACTIVADO \n\r");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("CONFIGURACION : CANAL >0 \r\n");
ESCRIBIR_CADENA(" FREC. >1,1 MHz \r\n");
///////////////////////////////////////////////////
Delay ( Delay_200mS_Cnt);
///////////////////////////////////////////////////////
/ // MENÚ PRINCIPAL DE OPCIONES
///////////////////////////////////////////////////////
OPCIONES: MOSTRAR_MENU();
//////////////////////////////////////////////////////////////////////
//=============================================
//=============================================
while(1){
if(ﬂag_RECUSART==1){
switch (CHAR_RECUSART) {
case '1': CASO_1();
goto OPCIONES;
case '2': CASO_2();
goto INICIO;
case '3': CASO_3();
goto OPCIONES;
case '4': CASO_4();
goto INICIO;
} //switch (CHAR_RECUSART)
} // if(ﬂag_RECUSART==1)
}// 1º while(1)
}// main
//=========================================
//=========================================
//CONFIGURACIÓN DEL OSCILADOR PRINCIPAL DEL SISTEMA
void INICIAR_CLOCK(){
// Conﬁgure Oscillator to operate the device at 40Mhz
// Fosc= Fin*M/(N1*N2), Fcy=Fosc/2
//Fosc= 8M*40/(2*2)=80Mhz for 8M input clock
PLLFBD=38; // M=40
CLKDIVbits.PLLPOST=0; // N1=2
CLKDIVbits.PLLPRE=0; // N2=2
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OSCTUN=0; // Tune FRC oscillator, if FRC is used
// Disable Watch Dog Timer
RCONbits.SWDTEN=0;
// Clock switching to incorporate PLL
__builtin_write_OSCCONH(0x01); // Initiate Clock Switch to Primary
//Oscillator with PLL (NOSC=0b011)
__builtin_write_OSCCONL(0x01); // Start clock switching
// Wait for PLL to lock
while(OSCCONbits.LOCK!=1){};
}
//////////////////////////////////////////////////////////////////////
//OPCIÓN >CASO 1 VERIFICACION OPERACIONAL
//////////////////////////////////////////////////////////////////////
void CASO_1(){
ESCRIBIR_CADENA("\033[2J"); //LIMPIAR PANTALLA
ESCRIBIR_CADENA("\033[0;0f"); //CURSOR ESQUINA SUPERIOR IZQ.
ESCRIBIR_CADENA("\r\n\t Has elegido la opcion BUSCAR ANCHO DE BANDA
\r\n\r\n");
Delay ( Delay_200mS_Cnt); ﬂag_RECUSART=0;
/////////////////////////////////////////////////////////////////
// MENSAJE POR VÍA UART
/////////////////////////////////////////////////////////////////
MOSTRAR_M_ANCHO_BANDA();
ESPERA_COMANDO(enter);
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\vREALIZANDO BARRIDO DE FRECUENCIAS\r\n\r\n");
ESCRIBIR_CADENA("\vPor favor, espere unos segundos ...\r\n\r\n\r\n");
ancho_banda();
if (!FUNCIONAMIENTO){
MOSTRAR_NO_FUNCIONA();
}
else if (FUNCIONAMIENTO & !CAP_MAX) {
MOSTRAR_RESULTADO();
}
else if (FUNCIONAMIENTO & CAP_MAX) {
ESCRIBIR_CADENA("Lamentablemente no se puede determinar el ancho de banda");
}
ESCRIBIR_CADENA("\r\n\r\n PULSA LA TECLA 'm' para volver al menu principal ");
ESPERA_COMANDO(tecla_m);
Delay ( Delay_100mS_Cnt);
}
//////////////////////////////////////////////////////////////////////
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//////////////////////////////////////////////////////////////////////
// OPCIÓN >CASO 2 EDICIÓN MANUAL DE FRECUENCIA
//////////////////////////////////////////////////////////////////////
void CASO_2(){
ESCRIBIR_CADENA("\033[2J"); //LIMPIAR PANTALLA
ESCRIBIR_CADENA("\033[0;0f"); // CURSOR ESQUINA SUPERIOR IZQ.
ESCRIBIR_CADENA("\r\n\t Has elegido la opcion EDITAR FRECUENCIA \r\n\r\n");
Delay ( Delay_100mS_Cnt);
ﬂag_RECUSART=0;
frecuencia();
ESCRIBIR_CADENA("\033[2J"); //LIMPIAR PANTALLA
ESCRIBIR_CADENA("\033[0;0f"); // CURSOR ESQUINA SUPERIOR IZQ.
}
//////////////////////////////////////////////////////////////////////
//////////////////////////////////////////////////////////////////////
// OPCIÓN >CASO 3 CONFIGURACIÓN SISTEMA
//////////////////////////////////////////////////////////////////////
void CASO_3(){
ESCRIBIR_CADENA("\033[2J"); //LIMPIAR PANTALLA
ESCRIBIR_CADENA("\033[0;0f"); // CURSOR ESQUINA SUPERIOR IZQ.
ESCRIBIR_CADENA("\r\n Has elegido EDITAR CONFIGURACION \r\n\r\n");
Delay ( Delay_100mS_Cnt);
ﬂag_RECUSART=0;
MOSTRAR_M_CONFIGURACION();
while(1){
if(ﬂag_RECUSART==1){
vswitch (CHAR_RECUSART) {
case '1': ﬂag_RECUSART=0;
CONF_SPI();
break;
case '2': ﬂag_RECUSART=0;
CONF_ADC();
INICIAR_ADC( canal, muestreo );
break;
case 'm': ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("\r\n Volviendo al MENU PRINCIPAL \r\n\r\n");
ﬂag_RECUSART=0;
break;
} //switch (CHAR_RECUSART)
break;
}//if(ﬂag_RECUSART==1)
}//while(1)
}
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//////////////////////////////////////////////////////////////////////
// OPCIÓN >CASO 4
//////////////////////////////////////////////////////////////////////
void CASO_4(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("\r\n Has elegido la opcion REINICIAR \r\n\r\n");
ﬂag_RECUSART=0;
}
/////////////////////////////////////////////////////////////////
//ESPERA HASTA QUE EL USUARIO PULSE LA TECLA ENTER
////////////////////////////////////////////////////////////////
void ESPERA_COMANDO(char tecla){
switch (tecla){
case 1: while(1){
if(ﬂag_RECUSART==1){
if (CHAR_RECUSART == '\r'){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f"); /
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("Puede Continuar...""\n\r");
ESCRIBIR_CADENA("\n\r");
ﬂag_RECUSART = 0;
break;
} //if (CHAR_RECUSART == '\r')
else{
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("½½½½ ERROR !!!!""\n\r");
ﬂag_RECUSART = 0;
}//else
} // if(ﬂag_RECUSART==1) } //while(1) break;
case 2: while(1){
if(ﬂag_RECUSART==1){
if (CHAR_RECUSART == 'm'){
Delay ( Delay_1mS_Cnt );
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("\r\n Has elegido la opcion REINICIAR \r\n\r\n");
Delay ( Delay_100mS_Cnt); ﬂag_RECUSART=0; break;
}// if (CHAR_RECUSART == 'i')
}// if (CHAR_RECUSART == 'i')
}//while(1)
break;
}//switch (tecla)
}//void ESPERA_COMANDO(char tecla)
/////////////////////////////////////////////////////////////////
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/////////////////////////////////////////////////////////////////
// FUNCIÓN PARA LA CONFIGURACIÓN DEL MÓDULO ADC
// - FREC. DE MUESTREO
// - PUERTO ANALOGICO DE ENTRADA
/////////////////////////////////////////////////////////////////
void CONF_ADC(){
Delay ( Delay_100mS_Cnt);
ﬂag_RECUSART=0;
MOSTRAR_M_CONF_ADC();
while(1){
if(ﬂag_RECUSART==1){
switch (CHAR_RECUSART) {
case '1': muestreo = _1_MSAMP;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Muestreo conﬁgurado a una frecuencia de 1,1 MHz");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
goto CONTINUAR;
case '2': muestreo = _833_kSAMP;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Muestreo conﬁgurado a una frecuencia de 833 kHz");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
goto CONTINUAR;
case '3': muestreo = _666_kSAMP;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Muestreo conﬁgurado a una frecuencia de 666 kHz");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
goto CONTINUAR;
case '4': muestreo = _555_kSAMP;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Muestreo conﬁgurado a una frecuencia de 555 kHz");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
goto CONTINUAR;
case '5': muestreo = _333_kSAMP;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Muestreo conﬁgurado a una frecuencia de 333 kHz");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
goto CONTINUAR;
} //switch (CHAR_RECUSART)
}//if(ﬂag_RECUSART==1)
}//while(1)
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CONTINUAR: MOSTRAR_M_CONF_ADC2();
while(1){
if(ﬂag_RECUSART==1){
canal = CHAR_RECUSART - 0x30;
ﬂag_RECUSART=0;
ESCRIBIR_CARACTER(CHAR_RECUSART);
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
ESCRIBIR_CADENA("\033[2J"); //LIMPIAR PANTALLA
ESCRIBIR_CADENA("\033[0;0f");// CURSOR ESQUINA SUPERIOR IZQ.
ESCRIBIR_CADENA("\r\n Conﬁguracion cambiada \r\n\r\n");
break;
} //if
}// while
}//funcion
/////////////////////////////////////////////////////////////////
/////////////////////////////////////////////////////////////////
// FUNCIÓN PARA LA CONFIGURACIÓN DEL MÓDULO DE COMUNICACIÓN
// SPI : 1. SPI_1
// 2. SPI_2
/////////////////////////////////////////////////////////////////
void CONF_SPI(){
MOSTRAR_M_SPI();
while(1){
if(ﬂag_RECUSART==1){
switch (CHAR_RECUSART) {
case '1': MODO = SPI_1;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Seleccionado el modulo de comunicacion SPI 1
");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
CONFIGURAR_SPI( SPI_1 );
break;
case '2': MODO = SPI_2;
ﬂag_RECUSART=0;
ESCRIBIR_CADENA("\r\n Seleccionado el modulo de comunicacion SPI 2
");
Delay ( Delay_100mS_Cnt );
Delay ( Delay_100mS_Cnt );
CONFIGURAR_SPI( SPI_2 );
break;
}
break;
}
}
}
/////////////////////////////////////////////////////////////////
}
break;
}
}
}
/////////////////////////////////////////////////////////////////101
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Código 17 Ancho_banda.c (1/9).
#include "p33FJ256GP710.h"
#include "delay.h"
#include "ancho_banda.h"
/////////////////////////////////////////////////////////////////
// FUNCIÓN PRINCIPAL PARA LA VERIFICACIÓN DE COMPONENTE Y
// DETERMINACIÓN DE SU ANCHO DE BANDA
/////////////////////////////////////////////////////////////////
int ancho_banda (){
// INICIALIZACIÓN DEL SISTEMA
INICIALIZAR_VERIFICADOR();
RESET_VARIABLES2();
unsigned int a,freq_ajuste;
unsigned int num = NUM_SALTOS;
cont_freq=0; //CONTADOR UNITARIO
// BUCLE FOR HASTA a=700 DANDO SALTOS DE 2 EN 2 HASTA ENCONTRAR EL
VALOR A -3dB
for (a=0; a <= num; a=a+2){
freq_ajuste = a + FRE_1K;
// PARÁMETRO DE AJUSTE DE FRECUENCIA
Freq_Aplicada = (1465 * cont_freq + 1000) * GANANCIA;
// OBTENCIÓN DEL VALOR DE FRECUENCIA APLICADO
cont_freq++;
// PARÁMETRO DE AJUSTE DE FRECUENCIA
ENVIAR_FREQ_1KHZ(freq_ajuste);
// ADQUISICIÓN A/D
ADQUIRIR_DATOS();
//PROCESADO DE DATOS
PROCESADO_1();
PROCESADO_2();
// DECISIÓN SI FINALIZACIÓN O NO DEL ENSAYO
VERIFICACION();
RESET_VARIABLES();
if (SALIR) break;
}//for (a=0; a<=700; a=a+2)
if (a>=756) CAP_MAX=1;
else CAP_MAX=0;
}//void ancho_banda ()
///////////////////////////////////////////////////////////////////////////////////////////////////////
//FUNCIONES UTILIZADAS
///////////////////////////////////////////////////////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: ENVÍO DE FRECUENCIA DESEADA PARA QUE EL DDS
// LA TRANSMITA
//////////////////////////////////////////////////////
void ENVIAR_FREQ_1KHZ (int freqﬁn2){
Delay ( Delay_1mS_Cnt );
ENVIAR_SPI(0x2100, MODO);
ENVIAR_SPI(0x6b9b, MODO);
ENVIAR_SPI(freqﬁn2, MODO); 102
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ENVIAR_SPI(0x8000, MODO);
ENVIAR_SPI(0xC000, MODO);
ENVIAR_SPI(0xe000, MODO);
ENVIAR_SPI(0x2000, MODO);
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: ESCRITURA DE DATOS EN LA TABLA
//////////////////////////////////////////////////////
void ADQUIRIR_DATOS(){
unsigned int b;
for(b=0; b <= t; ){
if ( ﬂag_tabla ){
Delay_Us ( Delay100uS_count );
T_ADQUISICION[b] = temp1;
b++;
ﬂag_tabla = 0;
}//if ( ﬂag_tabla )
}//for
}//void ADQUIRI_DATOS()
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: PROCESADO 1º DE TABLA DE DATOS
// OBTENCIÓN DE VALORES: MÁXIMO, MÍNIMO
// Y VALOR PICO A PICO
//////////////////////////////////////////////////////
void PROCESADO_1(){
unsigned int a,aux;
minimo=900;
maximo=0;
for (a = 5; a <t; a++){
aux = T_ADQUISICION[a];
if ( maximo <aux ){
maximo = T_ADQUISICION[a]; // OBTENCIÓN DEL VALOR MÁXIMO DE LA
TABLA
} // CADA FRECUENCIA
if ( minimo >aux ){
// OBTENCIÓN DEL VALOR MINIMO DE LA TABLA
minimo = T_ADQUISICION[a]; // CADA FRECUENCIA }
}
v_pico_pico = maximo - minimo; // OBTENCIÓN DEL VALOR DE PICO A
PICO POR // CADA FRECUENCIA
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: PROCESADO 2º DE TABLA DE DATOS
// OBTENCIÓN DE VALORES: DE PICO A PICO
// MÁXIMO Y MÍNIMO DEL ESAYO
//////////////////////////////////////////////////////
void PROCESADO_2(){
if (VPP_MAX <v_pico_pico){
// OBTENCIÓN DEL VALOR DE PICO A PICO MÁXIMO
VPP_MAX = v_pico_pico; // DEL TOTAL DEL ENSAYO
}
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if (VPP_MIN >v_pico_pico){
// OBTENCIÓN DEL VALOR DE PICO A PICO MÍNIMO
VPP_MIN = v_pico_pico; // DEL TOTAL DEL ENSAYO
}
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: VERIFICACIÓN Y DECISIÓN DE FUNCIONAMIENTO
// CORRECTO O NO Y ENVÍO DE RESULTADOS
//////////////////////////////////////////////////////
void VERIFICACION(){
ﬂoat condicion;
ﬂoat G = GANANCIA;
ﬂoat D = TENSION_DDS;
ﬂoat E = MARGEN_ERROR;
condicion = (G * D * (100-E) * 311)/100; // DETERMINACION
if (VPP_MIN <VPP_MAX/2){
// SI SE HA OBTENIDO EL VALOR A -3DB
SALIR=1;
// FINALIZAR PROGRAMA
return VPP_MIN, VPP_MAX, Freq_Aplicada, FUNCIONAMIENTO = 1;
// ENVIO DE RESULTADOS
RESET_VARIABLES();
RESET_VARIABLES2();
}
if (VPP_MAX <condicion & cont_freq <= 10){
// SI NO ALCANZA VALORES DE TENSIÓN MÍNIMOS
SALIR=1;
// FINALIZAR PROGRAMA
return FUNCIONAMIENTO = 0;
// NO FUNCIONA
RESET_VARIABLES();
RESET_VARIABLES2();
}
else SALIR=0;
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: RESET VARIABLES INTERMEDIAS
//////////////////////////////////////////////////////
void RESET_VARIABLES(){
maximo=0;
minimo=900;
v_pico_pico=0;
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: RESET VARIABLES DEL RESULTADO FINAL
//////////////////////////////////////////////////////
void RESET_VARIABLES2(){
v_pico_pico = 0;
VPP_MAX = 0;
VPP_MIN = 0xFFFF;}
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//////////////////////////////////////////////////////
// FUNCIÓN: INICIALIZADOR DE TODOS LOS ELEMENTOS
// UTILIZADOS POR EL SISTEMA:
// - COMUNICACIÓN SPI
// - MÓDULO ADC
// - GENERADOR DDS
//////////////////////////////////////////////////////
void INICIALIZAR_VERIFICADOR(){
INICIAR_PORT_SPI(MODO);
INICIAR_SPI( MODO );
INICIAR_ADC( canal, muestreo );
INICIAR_DDS();
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: INICIALIZADOR DEL GENERADOR DDS
//////////////////////////////////////////////////////
void INICIAR_DDS(){
ENVIAR_SPI(0x0100, MODO);
Delay ( Delay_500mS_Cnt);
ENVIAR_SPI(0x0000, MODO);
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: INICIALIZADOR DEL MÓDULO DE COMUNICACIÓN
// SPI_1 o SPI_2, SEGÚN CONFIGURACIÓN
//////////////////////////////////////////////////////
void INICIAR_SPI(unsigned char modo) {
if (modo == 2){
// SELECCIÓN SPI_2
IFS2bits.SPI2IF = 0; // BORRADO "FLAG" DE INTERRUPCIÓN POR SPI IEC2bits.SPI2IE
= 0; // DESHABILITACIÓN DE LA INTERRUPCIÓN POR SPI
SPI2CON1 = 0x057A; // CONFIGURACIÓN FRECUENCIA DEL "CLOCK"
SPI2CON1bits.SMP = 0; // RECEPCIÓN DE DATO EN EL MEDIO DEL FLAN-
CO SPI2CON1bits.CKE = 0; // EL DATO CAMBIA EN EL FLACO DE SUBIDA
SPI2CON1bits.CKP = 0; // PARIDAD PAR DEL "CLOCK"
SPI2STATbits.SPIROV = 0; // BORRADO DEL BIT DE "OVERFLOW"
SPI2STATbits.SPIEN = 1; // HABILITACIÓN DEL MÓDULO }
if (modo == 1){ // SELECCIÓN SPI_1
IFS0bits.SPI1IF = 0;
IEC0bits.SPI1IE = 0;
SPI1CON1 = 0x057A;
SPI1CON1bits.SMP = 0;
SPI1CON1bits.CKE = 0;
SPI1CON1bits.CKP = 0;
SPI1STATbits.SPIROV = 0;
SPI1STATbits.SPIEN = 1; }
}
//////////////////////////////////////////////////////
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//////////////////////////////////////////////////////
// INICIALIZACION DE PUERTOS PARA SPI_1 o SPI_2
// Y EL PUERTO "SLAVE SELECTER" COMO SALIDA
// LO MANTENGO A NIVEL ALTO
//////////////////////////////////////////////////////
void INICIAR_PORT_SPI(unsigned char modo){
if (modo == 2){ // SELECCIÓN SPI_2
TRISGbits.TRISG6 = 0; // SCK2 SALIDA
TRISGbits.TRISG8 = 0; // SDO2 SALIDA
TRISGbits.TRISG9 = 0; // SS2 SALIDA
PORTGbits.RG9 = 1; // SS2 >EXCLAVO NO SELECCIONADO
}
if (modo == 1){ // SELECCIÓN SPI_1
TRISFbits.TRISF6 = 0; // SCK2 SALIDA
TRISFbits.TRISF8 = 0; // SDO2 SALIDA
TRISBbits.TRISB9 = 0; // SS2 SALIDA
PORTBbits.RB9 = 1; // SS2 >EXCLAVO NO SELECCIONADO }
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// ENVÍO DE TRAMA DE 16 bits MEDIANTE COMUNICACIÓN
// SPI_1 o SPI_2
//////////////////////////////////////////////////////
void ENVIAR_SPI(short command, unsigned char modo) {
short temp;
if (modo == 2){
PORTGbits.RG9 = 0;
temp = SPI2BUF;
SPI2BUF = command;
while (!SPI2STATbits.SPIRBF);
PORTGbits.RG9 = 1;
}
if (modo == 1){
PORTBbits.RB2 = 0;
temp = SPI1BUF;
SPIRBF ﬂag SPI1BUF = command;
while (!SPI1STATbits.SPIRBF);
PORTBbits.RB2 = 1;
}
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN: INICIALIZACIÓN DEL CONVERTIDOR ANALÓGICO
// DIGITAL
//////////////////////////////////////////////////////
void INICIAR_ADC( unsigned char canal, unsigned char muestreo ) {
//CONFIGURACIÓN DE ENTRADAS ANALOGICAS
AD1PCFGLbits.PCFG0 = 0;
AD1PCFGLbits.PCFG4 = 0;
AD1PCFGLbits.PCFG5 = 0;
TRISBbits.TRISB0 = 1;
TRISBbits.TRISB4 = 1;
TRISBbits.TRISB5 = 1;
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// AUTO ESCANEO, AUTO MUESTRA Y CONVERSIÓN HABILITADOS
// FORMATO DE LECTURA POR DEFECTO
AD1CON1 = 0x00E4;
// MODO 10 bits
AD1CON1bits.AD12B = 0;
// TENSIONES DE REFERENCIA: Vdd Y Vss DEL "MICRO"
// USO DEL MULTIPLEXOR A
AD1CON2 = 0x0000;
// VELOCIDAD DE CONVERSIÓN
AD1CON3bits.ADRC = 0;
// "CLOCK" DERIVADO DEL "CLOCK" DEL SISTEMA
AD1CON3bits.ADCS = 0 + muestreo;
// RELOJA DE CONVERSIÓN Tad=Tcy*(ADCS+1)= (1/40M)* muestreo
// TIEMPO DE CONVERSIÓN A/D for 10-bit Tc=12*Tab
AD1CSSL = 0x0000;
// SELECCIÓN DEL CANAL A MUESTREAR
AD1CHS0 = 0x0000 + canal;
// BORRADO "FLAG" DE INTERRUPCIÓN
IFS0bits.AD1IF = 0;
// HABILITACIÓN DE LA INTERRUPCIÓN POR CONVERSIÓN
IEC0bits.AD1IE = 1;
// HABILITACIÓN DEL MODULO A/D AD1CON1bits.ADON = 1; }
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// SERVICIO DE ATENCIÓN A LA ITERRUPCIÓN DEBIDO AL
// MÓDULO DEL CONVERTIDOR ANALÓGICO DIGITAL
//////////////////////////////////////////////////////
void __attribute__((__interrupt__)) _ADC1Interrupt( void ) {
int count;
if ( count++ == 2000 ) {
__builtin_btg( (unsigned int *)&LATA, 0 );
count = 0;
}
// GUARDADO DEL "BUFFER" DEL CONVERTIDO
temp1 = ADC1BUF0;
// "FLAG" PARA GUARDADO DEL DATO EN TABLA
ﬂag_tabla =1;
// BORRADO "FLAG" INTERRUPCIÓN
IFS0bits.AD1IF = 0;
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
// FUNCIÓN PARA LA TRANSFORMACIÓN DE UNIDAD DIGITAL
// A UNIDAD ELECTRICA (VOLTIOS)
//////////////////////////////////////////////////////
void advolt( unsigned int adc_conv_data ) {
adones = 0; // BORRADO DE VALORES
adtens = 0;
adhunds = 0;
adthous = 0;
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while ( adc_conv_data >0 ) {
if( adc_conv_data >= 311 ) // TEST PARA INCREMENTO DE 1 VOLTIO
{ adones++;
adc_conv_data -= 311;
}
else if( adc_conv_data >= 31 ) // TEST PARA INCREMENTO DE 0.1 VOLTIO
{
if ( adtens <9 ) {
adtens++;
}
else {
adones++;
adtens = 0;
}
adc_conv_data -= 31; // TEST PARA INCREMENTO DE 0.01 VOLTIO
}
else if( adc_conv_data >= 3 ) {
adhunds++;
adc_conv_data -= 3;
}
else if ( adc_conv_data <3 ) {
adthous++;
adc_conv_data ;
}
}
adones += 0x30;
adtens += 0x30;
adhunds += 0x30;
adthous += 0x30;
}
//////////////////////////////////////////////////////
//////////////////////////////////////////////////////
//CONFIGURACION DE MODULO DE COMUNICACION ASINCRONA UART
// * FUNCION DE INICIALIZACION DEL MODULO
// * FUNCION DE INCIALIZACION
// * ATENCION A LAS INTERRUPCIONES DE ENVIO Y RECEPCION
// * ESCRITURA DE STRING DE CARÁTERES
// * ESCRITURA DE CARACTER CONCRETO
// * ESCRITURA DE NUMEROS EN DECIMAL
//////////////////////////////////////////////////////
void __attribute__((interrupt, no_auto_psv)) _U2RXInterrupt(void){
CHAR_RECUSART = U2RXREG;
ﬂag_RECUSART = 1;
IFS1bits.U2RXIF = 0;
}
void __attribute__((interrupt, no_auto_psv)) _U2TXInterrupt(void){
IFS1bits.U2TXIF = 0;
}
void InitUART2(void){
U2MODEbits.UARTEN = 0; // Bit15 TX, RX DISABLED, ENABLE at end of func // Bit14
U2MODEbits.USIDL = 0; // Bit13 Continue in Idle
U2MODEbits.IREN = 0; // Bit12 No IR translation
U2MODEbits.RTSMD = 0; // Bit11 Simplex Mode
U2MODEbits.UEN = 0; // Bits8,9 TX,RX enabled, CTS,RTS not
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U2MODEbits.WAKE = 0; // Bit7 No Wake up (since we don't sleep here)
U2MODEbits.LPBACK = 0; // Bit6 No Loop Back
U2MODEbits.ABAUD = 0; // Bit5 No Autobaud (would require sending '55')
U2MODEbits.URXINV = 0; // Bit4 IdleState = 1 (for dsPIC)
U2MODEbits.BRGH = 0; // Bit3 16 clocks per bit period
U2MODEbits.PDSEL = 0; // Bits1,2 8bit, No Parity
U2MODEbits.STSEL = 0; // Bit0 One Stop Bit
U2BRG = 240; // 40Mhz osc, 9600 Baud // Load all values in for U1STA SFR
U2STAbits.UTXISEL1 = 0; //Bit15 Int when Char is transferred (1/2 conﬁg!)
U2STAbits.UTXINV = 0; //Bit14 N/A, IRDA conﬁg
U2STAbits.UTXISEL0 = 0; //Bit13 Other half of Bit15
U2STAbits.UTXBRK = 0; //Bit11 Disabled
U2STAbits.UTXEN = 0; //Bit10 TX pins controlled by periph
U2STAbits.UTXBF = 0; //Bit9 *Read Only Bit*
U2STAbits.TRMT = 0; //Bit8 *Read Only bit*
U2STAbits.URXISEL = 0; //Bits6,7 Int. on character recieved
U2STAbits.ADDEN = 0; //Bit5 Address Detect Disabled
U2STAbits.RIDLE = 0; //Bit4 *Read Only Bit*
U2STAbits.PERR = 0; //Bit3 *Read Only Bit*
U2STAbits.FERR = 0; //Bit2 *Read Only Bit*
U2STAbits.OERR = 0; //Bit1 *Read Only Bit*
U2STAbits.URXDA = 0; //Bit0 *Read Only Bit*
IPC7 = 0x4400; //Mid Range Interrupt Priority level, no urgent reason
IFS1bits.U2TXIF = 0; //Clear the Transmit Interrupt Flag
IEC1bits.U2TXIE = 1; //Enable Transmit Interrupts
IFS1bits.U2RXIF = 0; //Clear the Recieve Interrupt Flag
IEC1bits.U2RXIE = 1; //Enable Recieve Interrupts
U2MODEbits.UARTEN = 1; //And turn the peripheral on
U2STAbits.UTXEN = 1;
}
////////////////////////////////////////////////////////////////////////////
// LIBRERIA PARA ENVIAR CARCTER RS232
///////////////////////////////////////////////////////////////////////////
void ESCRIBIR_CARACTER(char c){
while ( U2STAbits.UTXBF); // wait while Tx buﬀer full
U2TXREG = c;
}
////////////////////////////////////////////////////////////////////////////
// LIBRERIA PARA ENVIAR CADENA POR RS232
///////////////////////////////////////////////////////////////////////////
void ESCRIBIR_CADENA(char *s){
unsigned int i=0;
while(s[i]) // loop until *s == `\0', end of string
ESCRIBIR_CARACTER(s[i++]); // send the character and point to the next one
}
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////////////////////////////////////////////////////////////////////////////
// LIBRERIA PARA ENVIAR NUMERO DECIMA POR RS232
///////////////////////////////////////////////////////////////////////////
void ESCRIBIR_DECIMAL(unsigned long Dec){
unsigned long Res;
Res = Dec;
if(Res/1000000) ESCRIBIR_CARACTER(Res/1000000+'0');
ESCRIBIR_CARACTER('.');
Res = Res - (Res/1000000)*1000000;
if(Res/100000) ESCRIBIR_CARACTER(Res/100000+'0');
else if (Dec/100000) ESCRIBIR_CARACTER('0');
Res = Res - (Res/100000)*100000;
if(Res/10000) ESCRIBIR_CARACTER(Res/10000+'0');
else if (Dec/100000) ESCRIBIR_CARACTER('0');
Res = Res - (Res/10000)*10000;
if(Res/1000) ESCRIBIR_CARACTER(Res/1000+'0');
else ESCRIBIR_CARACTER('0'); ESCRIBIR_CARACTER('.');
Res = Res - (Res/1000)*1000;
if(Res/100) ESCRIBIR_CARACTER(Res/100+'0');
else ESCRIBIR_CARACTER('0');
Res = Res - (Res/100)*100;
if(Res/10) ESCRIBIR_CARACTER(Res/10+'0');
else ESCRIBIR_CARACTER('0');
Res = Res - (Res/10)*10; ESCRIBIR_CARACTER(Res+'0'); }
//////////////////////////////////////////////////////
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#include "p33FJ256GP710.h"
///////////////////////////////////////////////////////////////// //
// DECLARACIÓN DE LAS VARIABLES UTILIZADAS //
/////////////////////////////////////////////////////////////////
#deﬁne FRE_1K 0x8000; // FRECUENCIA INICIAL DE 1 KHZ
#deﬁne NUM_MUESTRAS 1000; // NÚMERO DE MUESTRAS POR SEÑAL
#deﬁne NUM_SALTOS 760;
// CADA SALTO ES DOBLE POR LO TANTO
// HARÁ EL BUCLE FOR 500 VECES
// HASTA (380*1465HZ)+1kHZ = 733,5 kHz
#deﬁne GANANCIA 6; // GANANCIA DEL SISTEMA IMPLEMENTADO
#deﬁne TENSION_DDS 0.5; // TENSIÓN ENTRADA OPERACIONAL
#deﬁne TENSION_AMPLIFICADA 3; // TENSIÓN SALIDA OPERACIONAL
#deﬁne MARGEN_ERROR 20; // MARGEN DE ERROR PERMITIDO EN PORCENTAJE
// VARIABLES DE RECORRIDO Y ADQUISICIÓN DE TABLA DE DATOS
volatile unsigned int T_ADQUISICION[ 1000 ];
volatile unsigned int maximo;
volatile unsigned int minimo;
// VARIABLES MÓDULO A/D
volatile unsigned int temp1;
volatile unsigned char ﬂag_tabla;
// VARIABLES PARA CONVERSOR UNIDAD DIGITAL A VOLTIOS
volatile unsigned char adones;
volatile unsigned char adtens;
volatile unsigned char adhunds;
volatile unsigned char adthous;
// VARIABLES PARA CONTADOR
volatile unsigned char unidad;
volatile unsigned char decena;
volatile unsigned char centena;
// VARIABLE DE NÚMERO DE MUESTRAS POR SEÑAL
unsigned int t = NUM_MUESTRAS;
// VARIABLES INICIALIZACIÓN PERIFÉRICOS
volatile unsigned int MODO;
extern volatile unsigned char canal, muestreo;
// VARIABLES RESULTADO FINAL
extern volatile unsigned long Freq_Aplicada=0,cont_freq=0;
volatile unsigned int v_pico_pico, VPP_MAX, VPP_MIN;
unsigned int SALIR=0; volatile unsigned CAP_MAX=0;
volatile unsigned char FUNCIONAMIENTO=1;
// VARIABLES PARA LA COMUNICACIÓN SERIE
volatile unsigned int ﬂag_RECUSART;
volatile unsigned char CHAR_RECUSART;
/////////////////////////////////////////////////////////////////
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#include "p33FJ256GP710.h"
#include "delay.h"
extern volatile unsigned int v_pico_pico, VPP_MAX, VPP_MIN;
extern volatile unsigned char adones;
extern volatile unsigned char adtens;
extern volatile unsigned char adhunds;
extern volatile unsigned long Freq_Aplicada;
//////////////////////////////////////////////////
// PRESENTACIÓN PRIMERA
///////////////////////////////////////////////////
void MOSTRAR_PRESENTACION(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\t=================================\r\n");
ESCRIBIR_CADENA("\t| |\r\n");
ESCRIBIR_CADENA("\t| Bienvenidos al |\r\n");
ESCRIBIR_CADENA("\t| \"Testeador de Ampliﬁcadores |\r\n");
ESCRIBIR_CADENA("\t| Operacionales\" |\r\n");
ESCRIBIR_CADENA("\t| |\r\n");
ESCRIBIR_CADENA("\t| Autor: F. Ismael Vique A. |\r\n");
ESCRIBIR_CADENA("\t| UPC Vilanova i la Geltrú |\r\n");
ESCRIBIR_CADENA("\t===================================");
ESCRIBIR_CADENA("\r\n");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\tPulse Enter para continuar ... ");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU DE OPCIONES
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_MENU(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("===============================\r\n");
ESCRIBIR_CADENA("| MENU PRINCIPAL |\r\n");
ESCRIBIR_CADENA("===============================\r\n");
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("\n\r"); ESCRIBIR_CADENA("==============================\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| ELIJA ENTRE LAS SIGUIENTES OPCIONES PARA CONTIN-
UAR: |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '1' PARA BUSCAR ANCHO DE BANDA:
|\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '2' PARA EDITAR FRECUENCIA: |\r\n");112
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ESCRIBIR_CADENA("| PULSE LA TECLA '3' PARA EDITAR LA CONFIGURACION:
|\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '4' PARA REINICIAR EL PROGRAMA: |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("================================================================\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU ANCHO DE BANDA
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_M_ANCHO_BANDA(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("==============================\r\n");
ESCRIBIR_CADENA("| VERIFICACION DEL ANCHO DE BANDA |\r\n");
ESCRIBIR_CADENA("================================\r\n");
ESCRIBIR_CADENA("\r\n\r\n");
ESCRIBIR_CADENA("\vPULSE LA TECLA 'ENTER' PARA CONTINUAR\r\n\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// PRESENTACIÓN DE RESULTADO POR PANTALLA
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_RESULTADO(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("\r\n=========================\r\n");
ESCRIBIR_CADENA("==========================\r\n");
ESCRIBIR_CADENA("====RESULTADOS OBTENIDOS ====\r\n");
ESCRIBIR_CADENA("=============================\r\n");
ESCRIBIR_CADENA("=============================\r\n");
advolt( VPP_MAX );
ESCRIBIR_CADENA("\v\n\r");
ESCRIBIR_CADENA("VALOR DE PICO_MAX");
ESCRIBIR_CADENA(" = ");
ESCRIBIR_CARACTER(adones);
ESCRIBIR_CADENA(".");
ESCRIBIR_CARACTER(adtens);
ESCRIBIR_CARACTER(adhunds);
ESCRIBIR_CADENA(" Vdc ");
advolt( VPP_MIN );
ESCRIBIR_CADENA("\v\n\r");
ESCRIBIR_CADENA("VALOR DE PICO_MIN");
ESCRIBIR_CADENA(" = ");
ESCRIBIR_CARACTER(adones);
ESCRIBIR_CADENA(".");
ESCRIBIR_CARACTER(adtens);
ESCRIBIR_CARACTER(adhunds);
ESCRIBIR_CADENA(" Vdc ");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n******************************\r\n");
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ESCRIBIR_CADENA("ANCHO DE BANDA UNITARIO OBTENIDO : ");
ESCRIBIR_DECIMAL(Freq_Aplicada);
ESCRIBIR_CADENA(" Hz ");
ESCRIBIR_CADENA("\r\n*************************************************\r\n");
ESCRIBIR_CADENA("\r\n\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("| EL COMPONENTE FUNCIONA PERFECTAMENTE |\r\n");
ESCRIBIR_CADENA("\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU CONFIGURACIÓN
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_M_CONFIGURACION(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("============================================\r\n");
ESCRIBIR_CADENA("| CONFIGURACION DEL SISTEMA |\r\n"); ES-
CRIBIR_CADENA("============================================\r\n");
ESCRIBIR_CADENA("\r\n\r\n");
ESCRIBIR_CADENA("\vPULSE LA TECLA 'm' PARA VOLVER AL MENU PRINCI-
PAL\r\n\r\n");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("============================================\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| ELIJA ENTRE LAS SIGUIENTES OPCIONES PARA CONFIGU-
RAR: |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '1' CONFIGURACION MODULO COMUNICA-
CION: |\r\n");
ESCRIBIR_CADENA("| 1. SPI1 o SPI2 |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '2' CONFIGURACION MODULO ADC: |\r\n");
ESCRIBIR_CADENA("| 1. CANAL |\r\n");
ESCRIBIR_CADENA("| 2. FRECUENCIA DE MUESTREO |\r\n");
ESCRIBIR_CADENA("==========================================\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU 1 DEL ADC
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_M_CONF_ADC(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("=========================================\r\n");
ESCRIBIR_CADENA("| CONFIGURACION DEL CONVERTIDO ANALOGICO DIGITAL
|\r\n");
ESCRIBIR_CADENA("=========================\r\n");
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ESCRIBIR_CADENA("\r\n\r\n");
ESCRIBIR_CADENA("\v\r\n\r\n");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("============================\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| ELIJA LA FRECUENCIA DE MUESTREO QUE DESEE UTI-
LIZAR: |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '1' ..................... 1,1 MHz |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '2' ..................... 833 kHz |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '3' ..................... 666 kHz |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '4' ..................... 555 kHz |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '5' ..................... 333 kHz |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("===============================\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU 2 DEL ADC
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_M_CONF_ADC2(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
ESCRIBIR_CADENA("==============================\r\n");
ESCRIBIR_CADENA("| CONFIGURACION DEL CONVERTIDO ANALOGICO DIGITAL
|\r\n");
ESCRIBIR_CADENA("===============================\r\n");
ESCRIBIR_CADENA("\r\n\r\n");
ESCRIBIR_CADENA(" Recuerde que para la valoracion del A.O.741 y todos los \r\n");
ESCRIBIR_CADENA(" ampliﬁcadores operacionales similares:\r\n\r\n");
ESCRIBIR_CADENA("____________________________________\r\n");
ESCRIBIR_CADENA("| Dip 8, PIN2 = Vin-, PIN3 = Vin+, PIN4 = Vcc-, PIN6 = Vout, PIN7
= Vcc+ |\r\n");
ESCRIBIR_CADENA("|_____________________________________|\r\n");
ESCRIBIR_CADENA("\r\n Se ha de elegir es el Numero 0.\r\n");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA(" ESCRIBA EL NUMERO DE CANAL EL CUAL DESEA\r\n");
ESCRIBIR_CADENA(" UTILIZAR PARA ADQUIRIR LA SEÑAL: \r\n");
ESCRIBIR_CADENA(" CANAL = ");
}
////////////////////////////////////////////////////////////////////////////////////////
////////////////////////////////////////////////////////////////////////////////////////
// MENU SPI
////////////////////////////////////////////////////////////////////////////////////////
void MOSTRAR_M_SPI(){
ESCRIBIR_CADENA("\033[2J");
ESCRIBIR_CADENA("\033[0;0f");
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ESCRIBIR_CADENA("======================\r\n");
ESCRIBIR_CADENA("| CONFIGURACION DEL MODULO DE COMUNICACION SPI
|\r\n");
ESCRIBIR_CADENA("=======================\r\n");
ESCRIBIR_CADENA("\r\n\r\n");
Delay ( Delay_100mS_Cnt);
ESCRIBIR_CADENA("\n\r");
ESCRIBIR_CADENA("================================\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| ELIJA EL MODULO QUE UTILIZARA PARA ENVIAR DATOS:
|\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '1' ..................... SPI 1 |\r\n");
ESCRIBIR_CADENA("| PULSE LA TECLA '2' ..................... SPI 2 |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("============================\r\n");
}
/////////////////////////////////////////////////////////////////
//MUESTRA DE RESULTADO: NO FUNCIONA
/////////////////////////////////////////////////////////////////
void MOSTRAR_NO_FUNCIONA(){
ESCRIBIR_CADENA("\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("| El dispositivo NO FUNCIONA |\r\n");
ESCRIBIR_CADENA("| o no se encuentra conectado |\r\n");
ESCRIBIR_CADENA("| adecuadamente en el D.U.T. |\r\n");
ESCRIBIR_CADENA("| |\r\n");
ESCRIBIR_CADENA("\r\n");
}
////////////////////////////////////////////////////////////////////////////////////////
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Código 32 Delay.c
#include "p33FJ256GP710.h"
#include "delay.h"
unsigned int temp_count;
void Delay( unsigned int delay_count ) {
temp_count = delay_count +1;
asm volatile("outer: dec _temp_count");
asm volatile("cp0 _temp_count");
asm volatile("bra z, done");
asm volatile("do #3200, inner" );
asm volatile("nop");
asm volatile("inner: nop");
asm volatile("bra outer");
asm volatile("done:");
}
void Delay_Us( unsigned int delayUs_count ) {
temp_count = delayUs_count +1;
asm volatile("outer1: dec _temp_count");
asm volatile("cp0 _temp_count");
asm volatile("bra z, done1");
asm volatile("do #1500, inner1" );
asm volatile("nop");
asm volatile("inner1: nop");
asm volatile("bra outer1");
asm volatile("done1:");
}
Código 33 Delay.h.
#deﬁne Fcy 16000000
void Delay( unsigned int delay_count );
void Delay_Us( unsigned int delayUs_count );
#deﬁne Delay100uS_count (Fcy * 0.0001) / 1080
#deﬁne Delay200uS_count (Fcy * 0.0002) / 1080
#deﬁne Delay_1mS_Cnt (Fcy * 0.001) / 2950
#deﬁne Delay_2mS_Cnt (Fcy * 0.002) / 2950
#deﬁne Delay_5mS_Cnt (Fcy * 0.005) / 2950
#deﬁne Delay_15mS_Cnt (Fcy * 0.015) / 2950
#deﬁne Delay_1S_Cnt (Fcy * 1) / 2950
#deﬁne Delay_500mS_Cnt (Fcy * 0.5) / 2950
#deﬁne Delay_50mS_Cnt (Fcy * 0.05) / 2950
#deﬁne Delay_100mS_Cnt (Fcy * 0.1) / 2950
#deﬁne Delay_200mS_Cnt (Fcy * 0.2) / 2950
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B. Esquemas PCB
B. Esquemas PCB
Referencia Descripción
U1 M74HCT573 (Báscula).
U2 AD9833BRM (Generador DDS).
Y1 IQXO 24.000 MHz (Oscilador Cristal TTL activo).
R1 Potenciómetro de 10 kΩ.
R2, R6, R7 Resistencia de 1 kΩ.
R3 Resistencia de 2,2 kΩ.
R4, R5 Resistencia de 330Ω.
C3, C4, C7, C9, C10, C12, Condensador de 100 nF.
C14, C17, C21, C22
C2, C6, C8, C13, C16, Condensador electrolítico de 10 µF.
C19, C20
C1 Condensador 10 nF.
C5 Condensador 20 pF.
C11 Condensador 15 pF.
C15 Condensador 100 pF.
D.U.T. Zócalo de 8 patillas.
D1, D2 Led rojo.
D3 Led verde.
D4 Led amarillo.
P1, P2, P7 Cabecera de conexión de 3 pines.
P3, P4 Cabecera de conexión de 4 pines.
P6 Cabecera de conexión de 3 pines.
P5 Conector de borde para PICtail Plus
P? Interruptor de 3 posiciones.
Tabla B.1: Componentes.
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