A Method and Tool Support for Generating SOFL Formal Specifications from Programs by 新城 汐里
ソースコードからSOFL形式仕様への生成手法と支援
ツールの提案
著者 新城 汐里
出版者 法政大学大学院情報科学研究科
雑誌名 法政大学大学院紀要. 情報科学研究科編
巻 14
ページ 1-6
発行年 2019-03-31
URL http://doi.org/10.15002/00021932
ソースコードから SOFL形式仕様への生成手法と支援ツールの提案
A Method and Tool Support
for Generating SOFL Formal Specifications from Programs
新城 汐里 ∗
Shiori Araki
法政大学 情報科学研究科 情報科学専攻
Email: shiori.araki.9n@stu.hosei.ac.jp
Abstract—Software systems developed in practice often lack
an appropriate specification defining their functionality. This
is also true in legacy software systems and many realistic
software projects. Moreover, software review detects bugs,
but the result of review depends on the reviewer. To deal with
this problem, we put forward an approach to automatically
generating formal specifications from source code as a step
of reverse engineering. This includes transformations at two
levels. One is to transform source code into Condition Data
Flow Diagrams (CDFD) used in the Structured Object-
Oriented Formal Language (SOFL) specification language,
which includes mainly dealing with sequence, selection, and
repetition. The other is to support the formation of formal
specifications for operations involved in the CDFD and
SOFL specification. SOFL is a formal engineering method.
It provides a formal language which integrates structured
method and object oriented language. By providing a tool
support for generating SOFL specifications, we could provide
a useful support for the construction of specifications in
SOFL and help detect bugs in the source code. The tool
can also help visualize the relations between operations for
confirmation.
1. はじめに
ソフトウェア開発において機能を定義する仕様の記
述が疎かになる場合がある．これは現在開発されている
ソフトウェアに限らずレガシーソフトウェアにも当ては
まる．加えて仕様の紛失や，仕様が初めから記述されて
いないというような場合もある．また，ソースコード中
のバグを検出するためにレビューという手段が存在する
が，レビューは行う人物に依存するという問題がある．
これらの問題を解決するためにリバースエンジニア
リングという手段があり，研究がされてきた．本研究で
は Javaソースコードから CDFD(条件データフロー図)
および SOFL形式仕様を半自動的に生成するための変
換規則を述べ，その規則を用いた SOFL形式仕様を記述
するための支援ツールの研究開発を行う．SOFL[1], [2]
は構造化手法とオブジェクト指向言語を融合した仕様記
述言語を提供する形式工学手法であり，図と文書の両方
を用いて仕様を記述することによるわかりやすさがあ
るため本研究にとって有用である．ツールの目的はすで
に完成したソースコードを構文解析することで CDFD
の自動的な生成や SOFL形式仕様の半自動的な生成を
行い，ソースコードと CDFDの両方を見ながら生成さ
れなかった部分の仕様をユーザが手動で記述することに
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よって仕様記述にかかるコストを軽減するだけではな
く，ソフトウェアコード中のバグの検出も助けることで
ある．
以降，2節では SOFLの概要およびその内容を簡潔
に述べる．3節では Javaソースコードから CDFDへの
変換規則を定義する．4節では Javaソースコードから
SOFL形式仕様への変換規則を定義する．5節では定義
した変換規則を基に開発した支援ツールについて述べ
る．6 節では開発した支援ツールを用いて簡単な Java
ソースコードによる事例研究を行う．7節では事例研究
で得られた結果と今後の課題をまとめる．
2. SOFLの概要
本節では SOFL の概要について述べる．SOFL は
DFD[3]，ペトリネット [4]，VDM-SL[5], [6] を統合し
た形式工学手法 [7]である．要件と仕様の設計に対して
形式仕様記述言語を提供することによりソフトウェア
システムを開発するための実用的な方法を提供してい
る．この手法を用いた仕様は Javaや C++のようなオブ
ジェクト指向言語への変換に適している．以降，DFD
と SOFLのモジュールの構造について述べる．
2.1. CDFDの概要および事例
CDFDは 2節で述べた 3つの手法を統合し形式化さ
れた DFDを指す．SOFLを構成するものの 1つであり，
SOFLのモジュールと関連付けられた図である．そのた
め SOFLでは 1つのモジュールにつき 1つの CDFDを
持つ．システムの構造を描画したものでもあり，あらか
じめ定義された機能要件と機能間の依存関係を表現す
る．また，CDFDは階層構造である．1つのプロセスを
分解することで低レベルのより詳細な複数のプロセス
を表現できる．数字のない長方形はプロセスを意味し，
入出力を持った 1つの操作を表す．名前の付いた矢印は
データフローを意味する．データフローにつけられた
名前はそのデータの性質を，矢印はデータフローの方
向を表す．数字の IDがつけられた長方形はデータスト
アを意味し，ファイルやデータベースのようなデータを
与える役割を持つ．
DFDとの主な相違点は 3点である．1点目は破線で
表した制御データフローを用いている点である．この
データフローはプロセスにデータを渡すことなく実行の
指示を出す場合に用いる．2点目はプロセスの表現が詳
細である点である．プロセスはプロセス名 (中央部)，入
力ポート (左部)，出力ポート (右部)，事前条件 (上部)，
事後条件 (下部)で構成される．また，入力ポートと出
力ポートは複数存在する場合がある．これは入力あるい
は出力が複数通り存在することを表す．3点目は入力あ
るいは出力を持たずともプロセスとして表現できる点
である．そのため入力はないが出力のあるプロセスや，
入力はあるが出力のないプロセスを表現することもで
きる．
2.2. モジュールの構造
SOFLのモジュールは CDFDで表現したプロセス，
データフロー，データストアを明確に定義するもので
ある．また，CDFDで表現できなかったモジュール名，
定数，型，不変数，CDFDの番号も定義するものでもあ
る．モジュールもプロセスと同様に階層構造であり，1
つのプロセスを分解することで低レベルのより詳細な
複数のプロセスを持つモジュールが表現できる．
3. CDFDへの変換規則
本節ではソースコード中の構造から CDFDへの変換
規則を定義し，その原理を述べる．ソースコード中の構
造は順序構造，選択構造，反復構造に分類され，各々に
対して変換規則を定義する．これらの変換規則は後述
する形式仕様やモジュールの構造への変換規則にも関係
する．ただし，定義する変換規則は構文解析を用いて機
械的に変換することを前提とする．
3.1. 順序構造の変換
本節では順序構造におけるCDFDへの変換規則の定
義について述べる．これは本稿で述べる全ての変換規
則の基礎となる定義である．そのため後述する構造の
変換規則にもこれらの規則は含む．順序構造の変換規
則を以下に定義し，その理由を述べる．
• 1つのステートメント，1つのメソッド，1つの
クラスはそれぞれ 1つのプロセスとする．各々
が 1つのまとまった処理だからである．
• 1つのプロセスはそのプロセスを親プロセスとし
た複数の子プロセスを持つ場合がある．1つの順
序構造が複数の処理を持つことが可能だからで
ある．この規則を適用することによって CDFD
の階層構造を表現することが可能となる．
• トップレベルの CDFDは Javaソースコードにお
けるトップレベルクラスを表すプロセスを持つ．
• メソッドの仮引数はプロセスと見なして変換す
る．仮引数はステートメントではなく式として
扱われるが，メソッドの最初に変数を宣言する
ステートメントが記述されていると見なせる．
• メソッドを表すプロセスのプロセス名にはメソッ
ド名を用いる．同様にクラスを表すプロセスの
プロセス名にはクラス名を用いる．
• 子プロセスに相当するステートメントは該当す
る変換規則に沿って変換を行う．すなわち順序
構造，選択構造，反復構造の変換規則のどれか
を適用する．
• 基本データ型もしくは見た目の挙動が基本デー
タ型と同じように見える型を持つ 1つのローカ
ル変数を 1つのデータフローとする．基本デー
タ型の変数をメソッドに渡し，それに変更が加
えられても元の変数には影響がなくフローとし
て表現しやすいためである．
• 修飾子が finalである型によらない 1つのフィー
ルド変数を定数とする．定数は CDFD上には表
現されない．その代わり後述するモジュールの
構造でその定数が表現され，事前条件や事後条
件で使用される場合がある．
• 参照型である 1つのローカル変数，もしくは型
によらない 1つのフィールド変数を 1つのデー
タストアとする．参照型の変数をメソッドに渡
し，それに変更が加えられた場合に元の変数に
も影響がありデータフローとして表現しづらい
ためである．
• データフロー名およびデータストア名には変数
名を用いる．この時データフロー名およびデー
タストア名が重複するなら番号を名前の末尾に
付けることで識別できるようにする．
• データフローの方向やデータストアへの接続の
方向はステートメントもしくは式の中における
変数が使用された位置から決定する．また，メ
ソッドの引数となるデータフローはそのプロセ
スの入力として扱い，返り値を代入した変数は
出力として扱う．返り値の扱いについては 3.4節
で詳細を述べる．
• 異なるプロセスを始点とする同名のデータフロー
が同じプロセスを終点とする時，終点となるプ
ロセスの入力ポートを可能な組み合わせの数だ
け分割する．これは 3.2節で述べる選択構造も
しくは 3.3節で述べる反復構造がこのプロセス
より前に存在する場合に必要となる．これは逆
である出力ポートも同様である．
• 同じデータストアへ接続するプロセス同士は実行
順に制御データフローの始点と終点となる．デー
タストアへ接続する順番を明確にする必要があ
るためである．
• 子プロセスを持つ親プロセスは子プロセスへ接
続するデータフローも親プロセスに接続してい
るものとして表現する．同様に子プロセスを持
つ親プロセスは子プロセスから出力するデータ
フローも親プロセスにから出力しているものと
して表現する．子プロセスは親プロセスを構成
する一部だからである．
以上の定義を用いて Java ソースコードから CDFD
に変換した場合の事例を図 1に示す．
ソースコード CDFDへの変換例
図 1. 順序構造の変換例
3.2. 選択構造の変換
本節では選択構造におけるCDFDへの変換規則の定
義について述べる．選択構造のステートメントは条件
と処理の 2種類から構成される．ここで述べる選択構
造は if文についてであり，switch文は本稿では言及し
ない．CDFDへの変換が変則的かつ正しくは選択構造
に分類されないからである．以上を踏まえて選択構造
の変換規則を以下に定義し，その理由を述べる．
• 条件と処理は子プロセスと見なして変換する．条
件はステートメントではないが，プロセスとみ
なした方がデータの流れをより正確に表現でき
るためである．
• 選択した処理を表すそれぞれのプロセスに制御
データフローを接続する．選択しなかった処理
を実行しないようにするためである．
• 選択に関係なくプロセスにつながる可能性のあ
る全てのデータフローを表現する．静的なコー
ド解析のみでは選択の特定がほぼ不可能なため
である．
以上の定義を用いて if文を用いた Javaソースコー
ドから CDFDに変換した場合の事例を図 2に示す．こ
の時，連続した変数宣言は結合して 1つのプロセスと
して表現し，制御データフローは変数として表されて
いないため適当な名前を用いている．なお，本稿におけ
る選択構造の表現は本来の SOFLにおける表現とは異
なる．本来の SOFLでは選択構造はひし形で選択を表
現している．
ソースコード CDFDへの変換例
図 2. 選択構造の変換例
3.3. 反復構造の変換
本節では反復構造における CDFD への変換規則の
定義について述べる．ここで述べる選択構造は for文，
while文，do-whle文についてである．これらのステー
トメントは for文なら初期化，条件，処理，更新の 4種
類から構成され，while文と do-whle文なら条件と処理
の 2種類から構成される．以上を踏まえて反復構造の
変換規則を以下に定義し，その理由を述べる．なお，こ
の規則は選択構造と一部重複する．
• 初期化，条件，更新，処理は子プロセスとして
変換する．理由は選択構造の場合と同様である．
この時，制御データフローを用いて初期化，条
件，処理，更新の順に遷移するよう留意する必
要がある．
• 選択に関係なくプロセスにつながる可能性のあ
る全てのデータフローを表現する．理由は選択
構造の場合と同様である．
• 表現する反復は 1回分とする．そのため前のプロ
セスに戻るためのデータフローおよび制御デー
タフローは省略する．
以上の定義を用いて反復構造を用いた Java ソース
コードから CDFDに変換した場合の事例を図 3に示す．
こちらも連続した変数宣言は結合して 1つのプロセス
として表現している．
ソースコード CDFDへの変換例
図 3. 反復構造の変換例
3.4. メソッドの返り値の変換
本節ではメソッドの返り値における CDFDへの変換
規則の候補について述べる．基本的にメソッド呼び出し
は順序構造として扱うが，返り値を得るため何らかの
データフローが必要だと考える．そのため上記の 3種
の変換規則とは別に規則を追加する必要がある．変換規
則の定義となっていないのは候補それぞれに長所および
短所が存在するためである．候補は以下の 3つである．
• 返り値によるデータの流れを重視し，返り値を
表すデータフローを呼び出した側のプロセスに
入力する．CDFDの表現を単純にできるがプロ
セスの順序は守られない，かつ CDFD全体を俯
瞰した場合，すなわち親プロセスからメソッド
を表すプロセス同士の関係性を見た場合に問題
が生じる．
• 呼び出しによるプロセスの順序を重視し，呼び
出しを表す制御データフローを呼ばれた側のプ
ロセスに入力する．CDFDの表現を単純にでき
るがデータの流れが正確に表現されない，かつ
親プロセスからメソッドを表すプロセス同士の
関係性を見た場合に問題が生じる．
• 上記 2つの組み合わせをプロセスを分割するこ
とで実現する．ただしプロセスをどのように分
割するかを定める必要があり，かつ CDFDの表
現が複雑になり変換時に整合性がとりづらくな
る．分割はメソッド呼び出しまでとその後の 2
分割，もしくは呼び出し前，メソッド呼び出し，
呼び出し後の 3分割の 2通りが考えられる．
より正確な CDFDを入手する必要がある場合は 3つ
目の候補を，参考程度に留めても問題ないのであれば
重視するものによって 1つ目か 2つ目の候補を選択す
ればよい．本稿では暫定的に 1つ目の候補を選択する．
4. 形式仕様への変換規則
本節ではソースコードから SOFLのプロセス仕様へ
の変換規則について述べる．3節で述べた CDFDへの
変換は自動的に行うことが可能だが，プロセス仕様へ
の変換は全てを自動化することは難しい．機械的に作
成した仕様は自然言語のような曖昧性は存在しないが，
システムの概念や目的は機械的に判断できないため変
換された仕様を開発目的に合致させるのは難しいから
である．例えばプロセス仕様内に事前条件を記述する
場合，あるプロセスを選択するための条件を事前条件
とするか他の箇所で決めた制限を事前条件とするかを
機械に判断させるのは多くの場合において困難である．
ただし，変数の宣言や代入などの単純なプロセスにお
ける事後条件であれば機械的に判断し部分的に生成す
ることは可能である．詳細は 4.2節で述べる．
以上よりプロセス仕様におけるプロセス名，入力，
出力，データストア，コメントのような機械的に判断し
やすい部分はツールが自動的に生成し，事前条件と事後
条件のような大部分において人間の思考が必要な部分
はユーザ自身が編集するものとする．これによりソース
コードの内容を理解しながら記述を行うため，ユーザ
がバグを発見しやすくなる．あるいはエラーが発生し
なくともバグとなるような，使用する変数が過不足で
ある場合に気づきやすくなるという利点がある．なお
自動生成には 3節の変換規則の利用が可能だが，デー
タフローに相当する変数の型を明確にする必要がある．
入力と出力で型を明記するためである．以降，コメント
と事後条件への変換規則について述べる．
4.1. コメントの変換規則
本節ではソースコード上のコメントからプロセス仕
様内に記述するコメントへの変換規則の定義について
述べる．本節の変換規則ではコメントの内容は対象と
せず，コメントが記述された位置からどのプロセスに
対するコメントとみなすかを判断する規則を定義する．
変換規則の規則を以下に定義する．各定義の優先順位
は上から順に高いものとする．
• プロセスのソースコード上の始点と同じ行に存
在するコメントはそのプロセスに対するコメン
トとする．
• プロセスのソースコード上の始点の 1行上に存
在するコメントはそのプロセスに対するコメン
トとする．
• プロセスのソースコード上の始点と終点の間に
存在するコメントはそのプロセスに対するコメ
ントとする．
4.2. 事後条件への部分的な変換規則
本節ではホーア論理 [8]に基づいた事後条件への部
分的な変換規則の定義について述べる．変数の宣言もし
くは代入を表す単純な順序構造を対象とし，選択構造と
反復構造は除外する．事後条件を求めるためには連続す
る 2つ以上の単純な順序構造が必要となる．事前条件を
直前の順序構造あるいは直前で求めた事後条件として，
プログラムを実行した後の事後条件を求めるからであ
る．単純な順序構造が 3つ以上の場合には合成規則を
適用することにより，事前条件および定数をプログラム
中の該当する変数に代入することで求められる．また，
連続していない単純な順序構造は事前条件を真とした
事後条件となる．連続する 2つ以上の単純な順序構造
を結合し 1つのプロセスとした場合は最終的に求めた
事後条件を結合したプロセスの事後条件とする．
5. 支援ツールの紹介
定義した変換規則を用いて CDFD を作成する支援
ツールを開発した．本ツールの開発環境は Eclipse Neon
3(4.6.3)を用い，Eclipseプラグインとしてエディタに付
随させたビューを拡張する形で実装した．そのため本
ツールを利用するためには開発したプラグインをEclipse
にインストールし，Javaファイルを開発したエディタで
開けばよい．CDFDの表示にはZest Visualization Toolkit
というプラグインを使用した．プログラミング言語は
Java(Java SE 8)を用いた．ソースコードを解析するため
に Eclipse JDTが提供している Javaのソースコードを
抽象構文木として保持する ASTを，解析結果を記録す
るためにデータベースとして Java DBを用いた．ソー
スコードを構文解析する際，継承など複数のソースコー
ドを参照する必要のある構文は解析から除外している．
本ツールは 6つの機能と外部フォルダから構成され
る．ツールの機能はにある Java エディタ (図 4 赤枠)，
CDFDビュー (図 4黄枠)，構造ビュー (図 4青枠)，ポッ
プアップメニュー (図 4緑枠)，仕様記述エディタ (図 5)，
モジュール構造ウィンドウ (図 6)である．一部機能の詳
細は各節で述べる．これら 6つの機能と外部ファイル
を用いることにより，CDFDを見ることでシステムの動
きの把握を助け，ソースコードを確認することで詳細を
理解しつつ，同時に仕様を記述を行うことが実現でき
る．また，画面の比率は Javaエディタ:CDFDビュー:構
造ビュー = 2 : 3 : 1であるが，境目をドラッグして動
かすことによって比率を変更できる．
図 4. 支援ツールの画面
5.1. Javaエディタ
Eclipseに初めから備わっている Javaエディタの機能
である．通常の Javaエディタと同様にソースコードの
編集と保存が可能である．異なる点は保存時に外部フォ
ルダおよび外部ファイルを新たに作り直す点である．
5.2. ポップアップメニューとモジュール構造ウィ
ンドウ
CDFDビュー上で右クリックすることで表示される．
メニューで選択できる機能は CDFDの設定，検索，仕
様記述の 3つである．CDFDの設定では文字の大きさ，
線の太さ，CDFDを表示する際に使用するアルゴリズム
図 5. プロセス仕様を記述するためのエディタ
図 6. モジュール構造ウィンドウ
の 3つの設定を変更できる．アルゴリズムは本ツールの
CDFDを表現するためのレイアウトを記したものである．
アルゴリズムの種類は 7種類である．その中の 1つであ
る SimulatedAnnealingLayoutAlgorithmは最適化手法の
1つである模擬アニーリングを用いたアルゴリズムであ
る [9]．同時に終点プロセスを始点プロセスより右側に配
置するよう各プロセスの座標の変更も行う．これらの設
定はプロパティファイルに保存される．そのため一度エデ
ィタを閉じてもプロパティファイルが存在するならそれを
読み込んで各設定を再現できる．この時の初期値は文字
の大きさを 10ピクセル，線の太さを 3ピクセル，使用す
るアルゴリズムを SimulatedAnnealingLayoutAlgorithm
とする．検索では文字列を入力する事で該当する文字
列を現在 CDFD上に存在するデータフロー名に含むも
のを検索できる．検索するデータフロー名には識別の
ための番号は対象外とする．ただしデータフローのみ
が対象であり，制御データフローは対象でない．検索時
に該当するデータフローは黄色の矢印に変化する．別
の文字を検索した場合は前に検索されたデータフロー
の色は元に戻り，新しく該当するデータフローの色が黄
色に変化する．
仕様記述ではプロセス仕様を記述するためのエディ
タを別ウィンドウで開くことができる．この機能はプ
ロセス上とそれ以外で表示が異なる．プロセス上では
プロセスの仕様を記述するためのエディタが表示され
る．エディタの詳細は 5.3節で述べる．それ以外ではそ
の CDFDにおけるモジュールの構造を表すウィンドウ
を開く．これは構造ビューとは異なる．構造ビューが階
層構造の表示と CDFDの階層を切り替えるコントロー
ラとしての機能を備えているのに対し，モジュール構
造ウィンドウは SOFLのモジュール構造としての表現
に近づけて表示するものである．モジュール名，定数，
データストア，プロセス名は自動で表示される．今回は
CDFDの番号は空欄としている．プロセス名を表示す
る箇所はボタンとなっており，選択するとモジュール構
造ウィンドウを閉じると同時に該当するプロセスの仕様
記述エディタが開かれる．
5.3. プロセスの仕様記述エディタの紹介
プロセス仕様の記述を行うためのエディタを実装し
た．仕様は Javaファイルを開発した支援ツールのエディ
タで開いた際に自動で生成されるか，すでに生成した
ものを読み込んで使用する．
図 5にエディタの画面を示しつつ機能を説明する．
プロセス名の入力欄では適切なプロセス名を編集でき
る．編集したプロセス名は CDFDとプロセス仕様に反
映される．入力ポートと出力ポートは CDFDのデータ
フローでつながっているものを反映させている．同名
のデータフローが複数入力ポートに接続される場合は
ポートを複数に分割する．プロセスの中身を記述する欄
はプロセス名と入出力ポート以外，すなわちデータス
トアとの関係，事前条件，事後条件，コメントを記述す
る部分である．コメントおよび事後条件は 4.1節と 4.2
で述べた変換規則に基づいて記述されている場合があ
る．更新ボタンを押すと CDFDおよびプロセス仕様へ
エディタに記述した内容が反映される．
5.4. 外部フォルダ
外部フォルダは各機能が用いるデータを保管するた
めの外部ファイルをまとめている．本ツールのエディタ
で Javaファイルを開いた際に Javaファイルと同じディ
レクトリに作成される．フォルダ名にはソースコード
名を用いる．フォルダに含まれる外部ファイルはデー
タベース，プロパティファイル，fModuleファイル群の
3種類である．データベースは外部フォルダの下にフォ
ルダ「ソースコード名 DB」が作られ，その下にデータ
ベースを構成するための各ファイルが作成される．プ
ロパティファイルは CDFDの設定を保存するファイル
であり，editor.propertiesとして作成される．CDFDの
設定の詳細は 5.2節で述べている．fModuleファイルは
fModuleを拡張子とした仕様記述を保存する XMLで記
述されたファイルである．モジュールの構造およびプロ
セス仕様記述が記述されている．fModuleファイルの構
造は既存のツール [2]を参考に，プロセスを一意に求め
るための IDをプロセスを表す要素の属性として追加し
ている．この属性は 5.3節で述べた仕様記述エディタで
開くプロセスを特定するために用いる．fModuleファイ
ルはモジュールの階層ごとに作成される．ファイル名は
親プロセスの IDを用いる．
6. 事例研究
本節では実際に Javaソースコードから支援ツールを
用いて SOFLへの変換を行う．まず CDFDへの変換を
行い，その後形式仕様への変換を行う．CDFD への変
換では表示される CDFDとモジュールの構造に注目し，
形式仕様への変換は 4.2節で述べた事前条件と事後条件
への変換に注目する．
6.1. CDFDへの変換事例
テストに使用した Javaソースコードについて述べる．
このソースコードにはクラス eqheatとクラス emptyが
存在する．クラス emptyはクラスを複数存在させるた
めの空のクラスである．クラス eqheatは熱方程式を用
いた温度分布を計算し，ファイルに出力するクラスであ
る [10]．
図 7 に変換した CDFD を示す．これは変換した
CDFD の全てではなく，事例を 1 つ挙げている．図 7
はプロセス start の 5 つの子プロセスから構成される
CDFDである．
図 7. メソッド start の階層における CDFD
これらの図からソースコードを分割して階層ごとに
見ることが可能であり，プロセス間の依存関係が見て
取れる．また，修飾子 finalのついた変数がプロセスと
なっていないため定数を認識していることがわかる．し
かしツールとしての問題も見受けられる．これらはデー
タフローの接続に関する問題，CDFDが見づらい問題，
CDFDを作成する過程で発生する問題の 3種類に分け
られる．以下に問題を記す．
1) データフローの終点の座標がCDFDの入力ポー
トからずれている．
2) 制御データフローが他の階層のプロセスに対し
て接続されない．
3) どのプロセスがソースコード上のどの部分を表
現したものか判別し難い．
4) データフロー名が見づらい．
5) ダミープロセス含め，プロセス名が小さくて見
づらい．
6) データストアの使用順を表す制御データフロー
の見分けがつかない．
7) ダブルクリックでマークを表示する際に始点が
ずれている．
8) プロセスの順序が判断できない．
9) プロセスが他のプロセスやデータストアと重な
る．また，プロセスが画面外にはみ出す．図で
はプロセスを移動しているため重ならないよう
にしている．
10) データフローの始点と終点が想定と異なる位置
になることがある．
11) 出力ポートが分割されていない．
7. 結論
本稿では Javaソースコードから CDFDを生成する
ような変換規則を提案し，SOFL形式仕様の記述を支援
を行うための支援ツールを開発した．また事例研究に
よって半自動的な変換が可能であることを確認し，新し
い問題を発見した．
今後の課題は事例研究で発見した問題の解決，他ク
ラスのメソッドやフィールド変数に対する変換規則の定
義，ツールのテスト依頼，静的解析における困難もし
くは不可能なことの把握の 4つが挙げられる．1つ目の
課題は 6節で述べた通りである．2つ目の課題について
述べる．現在の本ツールでは他のクラス内のメソッド
やフィールド変数を呼び出しても CDFDではデータフ
ローが接続されない．接続可能なデータフローを探す際
に同じクラス内のみを対象としているためである．よっ
てデータフローを探すための実装を改良する必要があ
る．3つ目の課題について述べる．今までは事例研究含
め筆者がテストを行うのみであった．そのため他者に本
ツールを使用してもらい，所見を述べてもらう必要が
ある．4つ目の課題について述べる．現在把握している
困難なことは静的解析時にプログラム実行時の変数の
アドレスを推測できるか否かである．この時，アドレス
の値そのものを推測するのではなく同一のアドレスを
別名の変数が持つ可能性があることをソースコード解
析時に判断できるかが焦点となる．今後は以上の課題
に取り組む必要がある．
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