Abstract. Bspline curves and surfaces are the most common and most important geometric entities in many fields, such as computer design and manufacturing (CAD/CAM) and computer graphics. However, up to our knowledge no computer algebra package includes especialized symbolic routines for dealing with Bsplines so far. In this paper, we describe a new Mathematica program to compute the Bspline basis functions symbolically. The performance of the code along with the description of the main commands are discussed by using some illustrative examples.
Introduction
Bspline curves and surfaces are the most common and most important geometric entities in many fields, such as computer design and manufacturing (CAD/CAM) and computer graphics. In fact, they become the standard for computer representation, design and data exchange of geometric information in the automotive, aerospace and ship-building industries [1] . In addition, they are very intuitive, easy to modify and manipulate -thus allowing the designers to modify the shape interactively. Moreover, the algorithms involved are quite fast and numerically stable and, therefore, well suited for real-time applications in a variety of fields, such as CAD/CAM [1, 7] , computer graphics and animation, geometric processing [5] , artificial intelligence [2, 3] and many others.
Although there is a wealth of powerful algorithms for Bsplines (see, for instance, [6] ), they usually perform in a numerical way. Surpringly, although there is a large collection of very powerful general-purpose computer algebra systems, none of them includes specific commands or specialized routines for dealing with Bsplines symbolically. The present work is aimed at bridging this gap. This paper describes a new Mathematica program for computing Bspline basis functions in a fully symbolic way. Because these basis functions are at the core of almost any algorithm for Bspline curves and surfaces, their efficient manipulation is a critical step we have accomplished in this paper. The program is also able to deal with Bspline curves and surfaces. However, this paper focuses on the computation of Bspline basis functions because of limitations of space. The program has been implemented in Mathematica v4.2 [8] although later releases are also supported. The program provides the user with a highly intuitive, mathematical-looking output consistent with Mathematica's notation and syntax [4] .
The structure of this paper is as follows: Section 2 provides some mathematical background on Bspline basis functions. Then, Section 3 introduces the new Mathematica program for computing them and describes the main commands implemented within. The performance of the code is also discussed in this section by using some illustrative examples.
Mathematical Preliminaries
Let T = {u 0 , u 1 
and
for k > (2) is applied. The number of times a knot appears in the knot vector is called the multiplicity of the knot and has an important effect on the shape and properties of the associated basis functions. Any basis function of order k > 1, N i,k (t), is a linear combination of two consecutive functions of order k − 1, where the coefficients are linear polinomials in t, such that its order (and hence its degree) increases by 1. Simultaneously, its support is the union of the (partially overlapping) supports of the former basis functions of order k − 1 and, consequently, it usually enlarges.
Symbolic Computation of Bspline Basis Functions
This section describes the Mathematica program we developed to compute the Bspline basis functions in a fully symbolic way. For the sake of clarity, the program will be explained through some illustrative examples.
The main command, N i,k [knots,var] , returns the i-th Bspline basis function of order k in the variable var associated with an arbitrary knot vector knots, as defined by eqs. (1)- (2) . For instance, eq. (1) can be obtained as:
where the output consists of several couples (condition,value) that reproduce the structure of the right-hand side of eq. (1). The command Which evaluates those conditions and returns the value associated with the first condition yielding True. Our command PiecewiseForm displays the same output with a more similar appearance to eq. (1):
This output shows the good performance of these commands to handle fully symbolic input. Let us now consider a symbolic knot vector of length 4 such as:
Now, we compute the basis functions up to order 3 for this knot vector as follows:
In [4] : Table[Table[ 
Note that, according to eq. (2), the i-th basis function of order k is obtained from the i-th and (i + 1)-th basis functions of order k − 1. This means that the number of basis functions decreases as the order increases and conversely. Therefore, for the set of basis functions up to order 3 we compute the N i,k , with i = 0, . . . , 3 − k for k = 1, 2, 3. The whole set exhibits a triangular structure of embedded lists in Out [4] for each hierarchical level (i.e. for each order value).
The knot vectors can be classified into three groups. The first one is the uniform knot vector; in it, each knot appears only once and the distance between consecutive knots is always the same. As a consequence, each basis function is similar to the previous one but shifted to the right according to such a distance. To illustrate this idea, let us proceed with a numerical knot vector so that the corresponding basis functions can be displayed graphically. We compute the basis functions of order 1 for the uniform knot vector {1, 2, 3, 4, 5}:
From (2) we can see that the basis functions of order 2 are linear combinations of these step functions of order 1 (shown in Figure 1(top-left) ). The coefficients of such a linear combination are linear polynomials as well, so the resulting basis functions are actually piecewise linear functions (see Fig. 1(top-right) ):
Similarly, the basis functions of order 3 are linear combinations of the basis functions of order 2 in Out [6] according to (2) :
Note that we obtain two piecewise polynomial functions of degree 2 (i.e. order 3), displayed in Fig. 1(bottom-left) , both having a similar shape but shifted by length 1 with respect to each other. Finally, there is only one basis function of order 4 for the given knot vector (the piecewise polynomial function of degree 3 in Fig. 1(bottom-right) ):
One of the most exciting features of modern computer algebra packages is their ability to integrate symbolic, numerical and graphical capabilities within a unified framework. For example, we can easily display the basis functions of Out [5] 
Note that the knot spans involving the same knot (t = 0, t = 1 or t = 2) The most common case of non-uniform knot vectors consists of repeating the end knots as many times as the order while interior knots appear only once (such a knot vector is called non-periodic knot vector). In general, a Bspline curve does not interpolate any of the control points; interpolation only occurs for non-periodic knot vectors (the Bspline curve does interpolate the end control points) [6, 7] . To illustrate this property, we consider the BSplineCurve command (whose input consists of the list of control points pts, the order k, the knot vector knots and the variable var), defined as:
In For instance, let us consider a set of 2D control points and two different knot vectors (a non-periodic vector kv1 and a uniform knot vector kv2) and compute the Bspline curve of order 3:
