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Abstract
Die vorliegende Arbeit beschreibt SIP Clients fu¨r Linux und Windows. Die Programme
funktionieren in einem leistungsstarken Netzwerk, wie z.B. dem Intranet der Technischen
Universita¨t Chemnitz, problemlos. Alle Funktionen wurden in einer VoIP-Umgebung ge-
testet. Die Sprachu¨bertragungqualita¨t u¨ber das Internet mittels dieser Clients ist jedoch
nicht Gegenstand der Arbeit und somit auch nicht erprobt worden.
In vielen Unternehmensbereichen fa¨llt ha¨ufig der Begriff Echtzeitkommunikation in Ver-
bindung mit einer geeigneten Infrastruktur, ausgelo¨st durch den Zuwachs der verfu¨gbaren
Netzwerkbandbreite und somit immer realistischer werdender Sprach- und Videou¨ber-
tragungen. Ein Ansatz fu¨r die Anwendungen ist das Protokoll SIP (Session Initiation
Protocol), welches fu¨r die Signalisierung der Video- und Sprachu¨bertragung verwendet
wird.
Auch neue Technologien wie ENUM integrieren SIP und realisieren somit das ”Single
Sign-On”, wodurch eine Person unter einer einheitlichen Adresse erreichbar ist.
In dieser Arbeit wird das Augenmerk auf den SIP Client, dessen Handhabung, Funktionali-
ta¨t und die Anbindungsmo¨glichkeiten an andere Software, wie z.B. einen WWW-Browser,
gelegt.
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1 Einleitung
1.1 Aufgabenstellung
Ziel dieser Arbeit ist die Bereitstellung eines SIP-Client, der den praktischen Anforde-
rungen einer gro¨ßeren Arbeitsgruppe (z.B. URZ) gerecht wird. Dabei soll aus den unter
Open-Source-Lizenzen verfu¨gbaren Applikationen eine Auswahl getroffen werden, die un-
ter dem Betriebssystem Linux und Windows XP lauffa¨hig ist. Prima¨res Einsatzgebiet
ist die Telefonie (optional Videoanwendung und Instant Messaging). Die im Rahmen der
Arbeit entstandenen Softwarekomponenten stehen unter einer geeigneten Open-Source-
Lizenz.
• U¨berpru¨fen und Herstellen der Interportabilita¨t mit vorhandenem SIP-Equiqment
(Hardphone, Gateway, SIP-Server)
• Schnittstellen zu Identity Management System
• Integration in WWW-Browser mittels Handler fu¨r SIP-URI
• Nutzerfreundliche Konfigurations- und Testmo¨glichkeiten der Audio-Peripherie, Un-
tersuchung der zugrundeliegenden Soundsysteme auf variable Einbindung verschie-
dener Audio-Peripherie
2 SIP-Allgemein
2.1 SIP – Session Initiation Protocol
SIP ist ein Signalisierungsprotokoll, welches auf den OSI-Schichten 5 bis 7 basiert. Im
Vergleich zu H.323 kann es neben TCP auch auf UDP als Transportprotokoll aufsetzen.
Der Aufbau, die Vera¨nderung und der Abbau einer Sitzung ko¨nnen u¨ber SIP signali-
siert werden. Daru¨ber hinaus erlaubt SIP auch Multicast-Verbindungen d.h. gleichzeitiges
Empfangen von Daten fu¨r mehrere Teilnehmer.
Das Session Initiation Protocol ist ein Signalisierungsprotokoll, welches fu¨r die Unter-
stu¨tzung von Verbindungen in einem Kommunikationsnetzwerk mit einem oder mehreren
Partnern verwendet wird. SIP ist ein umfassender Standard, der weit mehr als die Steue-
rung des Transports von Sprachdaten (VoIP) beinhaltet. Auch Mobilfunknetze, Internet-
anwendungen und Videokonferenzen ko¨nnen daru¨ber bereitgestellt werden. SIP orientiert
sich stark am Internetprotokoll http und bringt daher Eigenschaften wie Authentifizierung,
Verwendung einheitlicher Adressen, Nachrichtenformatierung und Fehlerbehandlung mit.
Als Vorteile von SIP gegenu¨ber H.323 werden oft Einfachheit, Erweiterbarkeit, Skalier-
barkeit und Diensteportfolio genannt.
Das Session Initiation Protocol definiert die Einwa¨hlmethode zur Initiierung und Aba¨n-
derung von Sitzungen. SIP ist in der [rfc3261] von der Gruppe MMUSIC (Multiparty
Multimedia Session Control) beschrieben, welche eine Gruppe der IETF (The Internet
Engineering Task Force) ist.
Ein SIP-Client, welcher Thema dieser Arbeit ist, ist der Initiant einer Verbindung und
sendet jeweils eine Request Message. Der angerufene SIP-Server erha¨lt diese Requests
und antwortet mit einer Response Message, welche der Client wiederum verarbeitet. Der
SIP-Client sendet ein INVITE an den Server. In dieser Message ist genu¨gend Information
enthalten, damit der Server eine Mediaverbindung zum Client erstellen kann. Der Server
soll nun die Verbindung akzeptieren und sendet eine OK-Response zuru¨ck. Der Client
wiederum sendet dann ein ACK, um die Final-Response zu besta¨tigen.
2.1.1 Message
Es gibt zwei Arten von Nachrichten mit der gleichen Struktur, zum Einen ist das Request
und zum Anderen Response. Beide bestehen aus einer Start-Line, einem Header, einer
Blank-Line und einem Message-Body (siehe Abbildung 2.1).
Die Start-Line unterscheidet durch unterschiedliche Syntax zwischen Request (method
SP request-URI SP SIP-Version CRLF ) und Response (method SP request-URI SP SIP-
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SIP Message
Start-Line
Header
Blank-Line
Message Body
Abbildung 2.1: SIP-Message – Aufbau
Version CRLF ). Beim Header (header name : SP header value CRLF ) gibt es drei ver-
schiedene Typen a) General Header, b) Entity Header und c) Request Header.
a) sind sowohl in Request als auch in Response Message enthalten
b) nehmen Bezug auf den Message Body
c) enthalten zusa¨tzliche Informationen, die ein Client mit einer Request Message dem
Server mitteilen kann
Im Message Body ko¨nnen verschiedene Protokolltypen zum Einsatz kommen. Es sind
Informationen enthalten, die die Verbindung genauer umschreiben. Die Leerzeile (Blank
Line) zwischen dem letzten Header und dem Message Body ist zwingend, auch wenn kein
Message Body vorhanden ist.
SP = Single Space, CRLF = Carriage Return Line Feed
Requests
SIP Requests werden wie schon erwa¨hnt vom Client zum Server geschickt. Die Methoden
unterscheiden die Nachrichten und lo¨sen beim Server entsprechende Responses aus. Man
unterscheidet die sechs nachfolgenden Methoden:
ACK Der Client besta¨tigt mit einem ACK, dass er vom Server eine Final-Response
(z.B. 200 OK) erhalten hat und beendet so den Tripple Handshake ( == INVITE,
OK, ACK).
BYE Um einen Anruf zu beenden, wird entweder vom Anrufer oder vom Angeru-
fenen ein BYE-Request versendet.
CANCEL Hat der Server nicht mit einer Final-Response auf eine Request geant-
wortet, kann der Client den Request mit einem CANCEL abbrechen.
INVITE INVITE wird benutzt, um einen Anruf zu initialisieren.
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OPTIONS Der Client kann mit dieser Methode mehr u¨ber die Kapazita¨ten und
die unterstu¨tzten Methoden des Servers erfahren.
REGISTER Clients ko¨nnen ihre aktuelle Position und damit die aktuelle Adres-
se registrieren lassen. SIP Server, welche REGISTER Requests behandeln ko¨nnen,
werden Registrar genannt.
Response
Auf einen Request antwortet ein SIP SERVER mit einer oder mehreren Response Nach-
richten. Der Server kopiert meist den Header, welchen er durch einen Request erha¨lt, in
den Header seiner Response. Wenn dieser dem Client zusa¨tzliche Informationen schicken
will, fu¨gt er den betreffenden Header an.
2.1.2 Das Protokoll
Das zugrundeliegende Prorokoll ist mit dem RFC 3261 [10] der IETF standardisiert. Das
Dokument beschreibt das Session Initiation Protocol (SIP), ein application-layer control
(signaling) – Protokoll, zur Erzeugung, A¨nderung und Beendigung von Sessions mit einem
oder mehreren Teilnehmern. Diese Sessions ko¨nnen Internetanrufe, Multimediadistribu-
tionen und Multimediakonferenzen beinhalten.
Um Sessions erzeugen zu ko¨nnen, auch zwischen Teilnehmern mit unterschiedlichen En-
danwendungsgera¨ten, mu¨ssen die zugrundeliegenden Beschreibungen mit u¨bertragen wer-
den.
Abbildung 2.2: SIP Session Setup – Beispiel
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INVITE sip:b@siemens.com SIP/2.0
Via: SIP/2.0/UDP pc33.tu-chemnitz.de;branch=z9hG4bK776asdhds
Max-Forwards: 70
To: B <sip:b@siemens.com>
From: A <sip:a@atlanta.com>;tag=1928301774
Call-ID: a84b4c76e66710@pc33.tu-chemnitz.de
CSeq: 314159 INVITE
Contact: <sip:a@pc33.tu-chemnitz.de>
Content-Type: application/sdp
Content-Length: 142
Prinzipieller Aufbau
Abbildung 2.3: Integriertes Sprach-Daten-Netz auf der Basis von SIP. In eine SIP – Infra-
struktur lassen sich auch herko¨mmliche Telefone und H.323 – Endgera¨te
integrieren. Quelle: Computerwoche 5/2000
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2.2 SIP User Agent
SIP Architektur Komponenten
Der Standard definiert mehrere SIP-Bestandteile und es gibt viele gu¨ltige Arten, diese in
einem Anrufkontrollsystem durchzufu¨hren. SIP-User-Agents (UA) sind die Endpunkte,
um Anrufe zu machen und zu erhalten. SIP-Server enthalten ein Anruferkontrollsystem
und liefern Standort, Proxy, Neuausrichtung und Registrierungsdienste.
RFC 3261 definiert die Telefongera¨te als Benutzeragent, die Kombinationen von User-
Agent-Clients (UAC) und User-Agent-Servern (UAS) sind. Der UAC ist die einzige
Entita¨t in einem SIP basiertem Netzwerk, dem es erlaubt ist, eine Originalanfrage zu
erzeugen. Der UAS ist einer der vielen Serverarten, die dazu fa¨hig sind, Anfragen zu
erhalten und Antworten zu senden. Normalerweise werden UAs ohne jede Unterscheidung
zwischen UAC- und UAS-Komponenten ero¨rtert.
SIP UAs ko¨nnen in Hardware wie IP-Telefonen oder in Software, welche als ”Softphones”
auf dem Computer laufen, implementiert/durchgefu¨hrt werden. Es ist mo¨glich, dass zwei
User Agents sich gegenseitig anrufen ko¨nnen ohne andere Softwarebestandteile.
Die Anwendung SIP User Agent kann in Teilsysteme zerlegt werden, welche in Abbildung:
2.4 dargestellt sind.
SIP User Agent
SIP Verbindung
User Agent
Client
User Agent
Server
Mediaverbindung
Abbildung 2.4: Teilsysteme des SIP User Agents
Bei der SIP Verbindung handelt es sich um eine Client/Server Verbindung. Die Verbin-
dung wird durch den Client hergestellt, wa¨hrend der Server auf Anfragen des Clients
antwortet.
Um einen Anruf zu ta¨tigen, muss der Client eine gu¨ltige Session sowie den INVITE
Request erstellen und dem SIP Socket u¨bergeben, damit dieser die Message versenden
kann. Anschließend muss der Zustand C INVCalling erstellt werden. Der SIP Socket
empfa¨ngt dann eine Response und leitet diese an den Client weiter, welcher pru¨ft,
ob die Message zur aktuellen Transaktion geho¨rt. Wenn ja, wird die Message an den
Zustand u¨bergeben. Dieser wertet die Nachricht aus und reagiert entsprechend (weitere
Message versenden, Request wiederholen, Zustand wechseln etc.). Dies wird so lange
durchgefu¨hrt, bis die Transaktion abgeschlossen ist. Bei einem non-INVITE wird zu
Beginn der Transaktion der Zustand C NINVTrying aufgerufen. Der Rest entspricht der
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Abbildung 2.5: Client
INVITE Prozedur.
Abbildung 2.6: Server
Bekommt der Server ein INVITE Request, erstellt er eine neue Session und eine
entsprechende Response. Danach wird dem Zustand S INVProceeding die erstellte
Message u¨bergeben. Daraufhin versendet dieser die Message und reagiert entsprechend
(weitere Message versenden, Response wiederholen, Zustand wechseln etc.). Wenn weitere
Requests folgen, u¨berpru¨ft der Server, ob der Request zur aktuellen Session geho¨rt.
Trifft dies zu, wird darauf reagiert und die Response dem aktuellen Zustand u¨bergeben,
andernfalls wird die Message gelo¨scht. Wird ein non-Invite Request empfangen, so wird
analog der Invite Prozedur gehandelt, mit dem Unterschied, dass als erster Zustand
S NINVTrying erstellt wird.
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3.1 U¨berpru¨fung und Herstellung der Interportabilita¨t
Fu¨r die technische Realisierung der anliegenden Aufgabe stehen folgende Hardwarekom-
ponenten zur Verfu¨gung:
• ein Personalcomputer (AMD Athlon - 800 MHz) mit dem Betriebssystem Linux –
Fedora Core 1
– Soundkarte – Ha¨ndler Esoniq, Modell ES1371[AudioPCI-97], Modul es1371
• ein CISCO IP PHONE – 7940 SERIES mit folgender Firmware:
– Application Load ID – P0S3-06-1-00
– Boot Load ID – PC03C300
– DSP Load ID – PS03AT38
• ein Analogtelefon und ein CISCO ATA 186 – Analog Telephone Adaptor
Diese Bausteine sind mittels entsprechender Kabel miteinander verbunden und arbeiten
auf dem VoIP-Server schall.hrz.tu-chemnitz.de 134.109.132.76, auf welchem die Server-
Software VOCAL aufgesetzt ist.
Testarbeiten mit dem Gateway Cisco 2600 sind nicht mo¨glich, da dieser nicht bereitge-
stellt werden konnte.
3.1.1 CISCO IP-PHNOE
Das Cisco IP-Telefon 7940 ist ein komplett ausgestattetes IP-Telefon der zweiten Ge-
neration fu¨r Benutzer mit geringem bis mittlerem Verkehrsaufkommen, die nur wenige
Verzeichnisnummern beno¨tigen. Es bietet zwei programmierbare Leitungs- oder Funk-
tionstasten sowie vier interaktive Softkeys, die den Benutzer durch die Ruffunktionen
fu¨hren. Außerdem verfu¨gt das Cisco IP-Telefon 7940 u¨ber ein großes, pixelbasiertes LCD-
Display. Das Display bietet Funktionen wie Datum und Uhrzeit, Name des Anrufers, die
Nummer des Anrufers und die gewa¨hlte Nummer. Die Grafik des Displays ermo¨glicht die
Integration von aktuellen und zuku¨nftigen Funktionen.
Das vorliegende CISCO IP-Phone unterstu¨tzt die Sprachkommunikation u¨ber das gleiche
Datennetzwerk, wie es vom Rechner benutzt wird und unterstu¨tzt alle Merkmale eines
normalen Telefons. Es verfu¨gt u¨ber Anschlu¨sse fu¨r ein Headset sowie einen Telefonho¨rer,
einen Anschluss des Phones an den PC und einen fu¨r die Anbindung an das Netzwerk
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(integrierter Switch). Ebenso stehen Anschlu¨sse fu¨r die Stromversorgung zur Verfu¨gung.
Das Funktionsspektrum ersteckt sich vom Ta¨tigen eines Anrufes, u¨ber das Umleiten die-
ser, bis zur Herstellung von Telefonkonferenzen. Weiterhin ko¨nnen Telefoneinstellungen,
Anpassungen des Phones an das Web und das Einstellen eines Adressbuches vorgenom-
men werden. Demnach kann eine Einteilung der Features in vier Kategorien erfolgen, die
nachfolgend am Gera¨t verdeutlicht werden.
Basic Features –
Anrufe ta¨tigen, beenden und
antworten von Rufen
Soft Features –
Rufe parken und zu anderen
Nummern u¨bertragen, Konferen-
zen organisieren und durchfu¨h-
ren, Ru¨ckruf
Information Features –
Anruflisten, LCD-Einstellungen,
Einstellung + Zugriff auf Voice-
Mail
Audio Features –
Lautsta¨ke, Headphoneverwen-
dung, Stummschaltung
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Abbildung 3.1: CISCO ATA 186
3.1.2 Analogtelefon + CISCO ATA 186
Cisco liefert Ende-zu-Ende-Lo¨sungen fu¨r alle Bereiche des Internetworking: LAN, Cam-
pus, WAN und Remote Access. Intelligentes Netzwerkmanagement und eine optimale
Ressourcennutzung wird mit Systemen wie Content Delivery Networking und der Paket-
priorisierung in Netzen mo¨glich. Der Cisco ATA 186 ist mit komplexer Impedanz und
erweiterter Faxunterstu¨tzung mit der 1-Port User-Lizenz ausgestattet. Der Cisco ATA
186 Analog Telephone Adaptor ist ein handset-to-Ethernet Adapter, welcher das traditio-
nelle Telefongera¨t in ein IP-Gera¨t verwandelt. Somit ko¨nnen Anwender die vielen neuen
IP-Telefonanwendungen auch mit ihrem analogen Gera¨t nutzen.
Abbildung 3.2: CISCO ATA 186 – externe Sprachschnittstellenkarte
Der analoge Telefonadapter Cisco ATA 186 verbindet regula¨re analoge Telefone und Fax-
gera¨te mit IP-basierten Telefonienetzwerken. Jeder der zwei Voice-Ports auf den Adaptern
unterstu¨tzt unabha¨ngige Telefonnummern, so dass zwei separate Leitungen geboten wer-
den. Der interne Ethernet-Switch ermo¨glicht außerdem eine direkte Verbindung zu einem
10/100BASE-T Ethernet-Netzwerk und zwar u¨ber eine RJ-45 Schnittstelle. Der analoge
Cisco ATA 188 Telefonadapter unterstu¨tzt einen zusa¨tzlichen Ethernet-Port, um LAN-
Connectivity fu¨r einen angeschlossenen PC oder ein anderes Ethernet-basiertes Gera¨t zu
ermo¨glichen.
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Datenauszug
Modem
Anschlusstechnik Verkabelt
Max. Datenu¨bertragungsrate 100 Mbps
U¨bertragungsmodus Vollduplex
Digital Signaling Protocol H.323, MGCP
Datenkomprimierungsprotokoll G.729, G.711, G.723.1, G.729.A
Sprachkommunikationsunterstu¨tzung VoIP
Anzahl der analogen Anschlu¨sse 2
(Ports)
Einzelbildformat G.711, G.723.1
Netzwerk
Typ Netzwerkkarte
Anschlusstechnik Verkabelt
Data Link Protocol Ethernet, Fast Ethernet
Datenu¨bertragungsrate 100 Mbps
Netzwerk/Transportprotokoll TCP/IP, UDP/IP
Leistungsmerkmale Vollduplex-fa¨hig, DHCP Support
Produktzertifizierungen IEEE 802.3
Erweiterung / Konnektivita¨t
Schnittstellen 1 x Netzwerk - Ethernet
10Base-T/100Base-TX - RJ-45
2 x Telefonleitung - FXS - RJ-11
Verschiedenes
Encryption Algorithm RC4
Produktzertifizierungen CE, UL, VCCI Class B ITE,
CISPR 22 Class B, cUL, EN 60950,
EN50082, EN55022, IEC 60950, EN55024
Stromversorgung
Stromversorgungsgera¨t Netzteil - extern
Systemanforderungen
A Anschluß fu¨r herko¨mmliche Analoggera¨te
B 10/100Base-T (Zugang zu einem IP-Netzwerk)
C Anschluß fu¨r AC/DC Stromadapter
siehe Abbildung 3.3
3.1.3 VoIP-Server
Der zur Verfu¨gung stehende VoIP-Server schall.hrz.tu-chemnitz.de ist mit dem System
VOCAL der Firma Vovida Networks ausgestattet. Hierdurch erfolgt die komplette Ver-
waltung des Verbindungsmanagements der Nutzer sowie der Telefone. Durch das Vovi-
da Open Communication Application Library System ist das Telefonieren innerhalb des
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Abbildung 3.3:
Netzwerkes aber auch zu externen VoIP Gatewayservern mittels Gateway mo¨glich. Das
VOCAL-System besteht aus einer Vielzahl an Servern, welche getrennt auf verschiede-
nen Rechnern oder in einer AllInOne-Installation betrieben werden ko¨nnen. Durch das
Zusammenwirken von Marshal Server, Redirect Server, Call Detail Record Server, Policy
Server, Provisioning Server, Heartbeat Server und Feature Server ist ein Gespra¨chsaufbau
mo¨glich.
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4 Testarbeiten
Nach mehreren technischen Anlaufschwierigkeiten, welche einen Austausch des Rechners
und das Aufsetzten eines neuen Betreibssystems (Fedora Core 1) zur Folge hatten, wur-
de dieses vorhandene Equiqment auf sein Zusammenspiel und dessen korrekte Funktion
getestet.
Test 1
Anruf mit dem analogen auf dem IP-Telefon⇒ es klingelt, eine Verbindung kann korrekt
hergestellt werden und die sprachliche Kommunikation ist ohne Einschra¨nkungen mo¨glich.
Auch eine erneute Anwahl der gleichen Nummer mittels der Wahlwiederholungsfunktion
des analogen Apparates erzielt die gewu¨nschte Wirkung.
Anruf mit demselben Gera¨t auf einer Nummer, welche nur einem SIP-Phone zugeornet ist
⇒ Rufaufbau erfolgte, war am SIP-Phone (KPhone 4.0) visuell und akustisch erkennbar.
Nach Annahme dieses Rufs war die Kommunikation mo¨glich, auch ein Ablehnen seitens
des SIP-Phones sowie die Wahlwiederholung konnten ohne Probleme ausgefu¨hrt werden.
Ein Ru¨ckruf einer Nummer nach einem nicht angenommenen Gespra¨ch ist ohne Probleme
vollzogen worden.
Test2
Anruf mittels des IP-Telefons auf dem vorhandenen Analoggera¨t ⇒ es la¨utet, nach Ab-
nahme des Ho¨rers wird eine korrekte Verbindung aufgebaut und ein Gespra¨ch ist ohne
Einschra¨nkungen mo¨glich. Wenn der zu rufende Teilnehmer nicht abgenommen hat, trat
jedoch folgende Situation ein→ ’Gespra¨ch’ wird nicht korrekt beendet, d.h. nach Beendi-
gung durch die rufende Person endete das La¨uten des analogen Gera¨tes nicht, dies konn-
te erst durch Abnahme des Ho¨rers beendet werden. Die Funktionen Wahlwiederholung,
Ru¨ckruf und Konferenzschaltung wurden mit einem positiven Ergebnis durchgefu¨hrt.
Anruf mit demselben Gera¨t auf einer Nummer, welche nur einem SIP-Phone zugeornet
ist ⇒ es traten die gleichen Testergebnisse wie bei Test 1 ein. Daru¨berhinaus lieferte das
Durchfu¨hren einer Konferenzschaltung die gewu¨nschte Reaktion. Ein kleine Einschra¨n-
kung hinsichtlich der Sprachqualita¨t, welche vom Analoggera¨t ausging, war jedoch er-
kennbar.
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Test3
Anruf mittels des SIP-User Agents Kphone 4.0.2 auf einem Analogapparat ⇒ dieser
Ruf mit einer anschließenden Annahme fu¨hrte zu einer korrekten Verbindung. Auch bei
Nichtannahme wurde hier das ’Gespra¨ch’ korrekt beendet, d.h. das La¨uten am analogen
Endgera¨t erlosch nach dem Auflegen duch das SIP-Phone. Dementsprechend reagierte
der Rufaufbau zum vorliegenden IP-Endgera¨t wie erwartet. Lediglich eine Konferenz-
schaltung, durch KPhone gesteuert, endete mit folgender Fehlermeldung: Call Failed:
Forbidden. Beim Test der Funktionen Ru¨ckruf und Wahlwiederholung erhielt man die
zu erwartenden, korrekten Ergebnisse. Die Funktion des Weiterleiten eines Anrufes, z.B.
bei Abwesenheit an eine andere Rufnummer, konnte mit einem erfolgreichen Test abge-
schlossen werden. Das Problem des Erlo¨schens des Ruftons auf einem analogen Apparat
trat jedoch erneut auf.
Des Weiteren sind die Testarbeiten auf einem AMD AthlonXP (BS ebenfalls Fedora Co-
re 1) mit 2200MHz und einer Silicon Integrated Systems – Soundkarte (Modell Sound
Controller, Modul i810 audio) durchgefu¨hrt worden, wobei nur geringe, nicht relevan-
te Abweichungen im Testverhalten erkennbar waren. Lediglich Linphone kam mit dem
hier vorhandenen Soundtreiber (i860 audio) nicht zurecht. Dieser musste durch ein ent-
sprechendes ALSA-Treiber-Paket ersetzt werden, weshalb Linphone auch nicht fu¨r einen
Einsatz in gro¨ßerem Umfeld empfehlenswert ist. ALSA – Advanced Linux Sound Archi-
tecture ist zwar der Nachfolger von OSS/Free – Open Sound System, jedoch noch nicht in
jeden Standardkernelcode integriert.
Interaktion Linux — Linux
Die durchgefu¨hrten Probetelefonate wurden jeweils mit KPhone 4.0.2 geta¨tigt. Der Verbin-
dungsaufbau, die Sprachkommunikation sowie ein korrekter Abbau des Gespa¨chs konnte
vollzogen werden.
Interaktion Windows — Linux
Bei Testanrufen zwischen den Betriebssystemen Windows und Linux wurden als Client
der Windows Messenger unter Windows und KPhone 4.0.2 unter Linux eingesetzt. Ein
Anstoß der Verbindung war von beiden Seiten ohne Probleme und mit den gewu¨nschten
Reaktionen mo¨glich. Auch die Annahme durch den entsprechenden Partner hat sowohl
mit dem Windows Messenger als auch mit KPhone reibungslos funktioniert. Eine Un-
terhaltung ist u¨ber einen unbestimmten Zeitraum hinweg mo¨glich, jedoch kommt es zu
einem Abbruch der Verbindung nach einer Ruhephase von ca. einer Minute. Auch ist das
Einladen weiterer Teilnehmer am Gespa¨ch durch den Windows Messenger nicht mo¨glich.
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Alle SIP User Agents sind auf der Basis der oben genannten Fedora-Installation erprobt
worden.
5.1 KPhone
KPhone ist ein SIP User Agent fu¨r Linux, mit dem man VoIP Verbindungen u¨ber das
Internet aufbauen kann. Es unterstu¨tzt die Pra¨senz, die Audiokommunikation, das Instant
Messaging und einigermaßen auch Videokonferenzen zwischen zwei Hosts.
Abbildung 5.1: KPhone 4.0
Vorraussetzung fu¨r die Nutzung eines solchen Clients ist ein Anschluß an einen entspre-
chenden Server, auf welchem der Nutzer registriert ist sowie KDE 3.1.x. und QT 3.1.
Im vorliegenden Fall ist nun der USER 3003, hinterlegt mit einem Namen, dem Server,
welcher mit dem System VOCAL ausgestattet ist, bekannt gemacht worden. Demzufolge
ist bei der Einrichtung von KPhone als User-Part 3003 anzugeben. Des Weiteren muss der
Host-Part der SIP-URL sowie ein eventuell vorhandener Proxy-Server angegeben werden.
Bei jedem Start des User Agents meldet sich dieser mit den zugrunde liegenden Daten am
Server an und geht in den Online-Status u¨ber. Es muss lediglich das Passwort fu¨r den
entsprechenden User eingegeben werden. Ist eine solche Anmeldung aus den unterschied-
lichsten Gru¨nden nicht mo¨glich, erfolgt nach einer gewissen Latenzzeit (900 Sekunden), in
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welchem sich der Client in einem Connect-Status befindet, ein Timeout. So z.B. wenn
der Server nicht korrekt hochgefahren wurde oder keine Verbindung zu ihm besteht, aber
auch wenn das eingegebene Passwort fehlerhaft war. Ob ein Byte-Strom-Kanal oder ein
Datagramm-Kanal fu¨r den Transport der Nachrichten genutzt wird, ha¨ngt von den Ein-
stellungen des Clients durch den Nutzer ab. Hier wurde UDP eingestellt, somit lauscht
und sendet der Client auf dem Standardport 5060.
Bei den Grundeinstellungen ist einiges zu beachten, so z.B. die Einstellung des Ruftons,
welcher zu Beginn ausgeschaltet ist und ein eingehender Ruf somit nur visuell erkennbar
ist.
Abbildung 5.2: Grund- und Audioeinstellungen
Die mit diesem SIP-Client mo¨glichen Funktionen sind einfach u¨ber einen rechten
Mausklick zu bedienen, wobei man zwischen Send Message, Call, Video Call und
Phone Book auswa¨hlen kann. Die einzelnen Funktionen haben nach geeigneten Tests
den Erwartungen entsprechend reagiert. Lediglich der Video Call wurde bei den durch-
gefu¨hrten Tests auf Grund nicht vorhandener Hardware (Webcam) nicht beru¨cksichtigt.
Bei der installierten und erprobten Version handelt es sich um KPhone 4.0.2, welche
Qt3 erfordert. Diese Version des Clients wurde auf verschiedenen Linux-Sound-Systemem
mit Erfolg ausgefu¨hrt. Die vorgenommenen Einstellungen werden in /usr/lib/qt-
3.1/etc/settings/kphonerc gespeichert.
5.2 LinPhone
Linphone ist ein einfaches Web-Telefon, d.h. es ist mo¨glich, Anrufe u¨ber ein IP-Netzwerk
wie das Internet zu ta¨tigen.
Um mit LinPhone 0.12.1 arbeiten zu ko¨nnen, muss zu den Grundvorraussetzungen, wie
eine korrekt konfigurierte Soundkarte, ein Mikrophon oder eine Verbindung zu einem Netz-
werk, noch GNOME 1.2 oder ho¨her installiert, aber nicht unbedingt verwendet sein.
Auch hier muss wie beim vorhergehenden Client der User- und Host-Name, der SIP-URL
hinterlegt werden. Die Syntax der SIP URL ist sehr stark an die der E-Mail Adresse ange-
glichen, es wird lediglich ”sip:” vorangestellt. Zu Beginn muss eine Netzwerkschnittstelle
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Abbildung 5.3: LinPhone 0.12.1
ausgewa¨hlt und der Verbindungstyp bestimmt werden. Es sollte die Schnittstelle verwen-
det werden, welche den Rechner mit dem Internet verbindet.
Abbildung 5.4: SIP-Einstellungen
SIP ist ein Protokoll, welches eine Mediensitzung u¨ber ein Netzwerk erstellt. LinPhone
sendet und empfa¨ngt somit SIP-Packete u¨ber den Standardport 5060, welcher durch das
SIP-RFC empfohlen wird. Unter Parameter / Codecs ko¨nnen Einstellungen vorgenommen
werden, die Auswirkungenen auf die Sprachu¨bertragung haben. Das heißt wie das digitale
Sprachsignal en- und dekodiert wird.
Mittels der Adressbuchfunktionen ko¨nnen Sipadressen gespeichert und zuru¨ckgerufen wer-
den. Eine solche Adresse der Form ’sip:user@domain_name’ kann auch durch einen hin-
terlegten Displaynamen angesprochen werden.
5.3 SIPSet
SipSet ist ein graphischer User Agent, welcher den Vovida SIP stack benutzt. Nach dem
Start des User Agents erscheint das Hauptfenster mit einer Toolbar, einem Eingabefeld
und einem ’Talk’-Button. Sipset kann auch in einer Befehlszeile mit dem Kommando ”gua
-f” ausgefu¨hrt werden. Hat man die Basiseinschtellungen wie USER NAME, SIP PROXY
SERVER und PASSWORD korrekt vorgenommen, so befindet sich der Client im Online
Modus und nach Angabe einer SIP URI bzw. einer Telefonnummer ist ein Gespra¨ch
mo¨glich. Zuvor mu¨ssen in den erweiterten Einstellungen die Portangaben der Mediadaten
korrekt vorgenommen werden, d.h. MIN RTP PORT ⇒ 16384 und MAX RTP PORT
⇒ 32766. Unter den erweiterten Einstellungen kann man einen vom User-Name abwei-
chenden Namen eintragen, welcher dem Gespra¨chspartner u¨bermittelt wird. Weiterhin ist
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Abbildung 5.5: SIPSet
Abbildung 5.6: SIPSet – Einstellungen
die Entscheidung zwischen UDP und TCP mo¨glich. Der Server, auf dem der User einge-
schrieben ist und ein eventuell vom Registrar verschiedener Proxy, mu¨ssen mittels ihrer
IP-Adresse bekannt gemacht werden sowie der Ort der Soundkarte.
Bei der Verwendung unterschiedlicher Soundkarten mit dieser Software gibt es immer wie-
der Probleme beim Verstehen des Gespra¨chspartners, d.h. bei der Wiedergabe der ankom-
menden Audiosignale. Teilweise ist nur eine Kommunikation in eine Richtung mo¨glich. Um
die Ursache dafu¨r herauszufinden, sind jedoch ausfu¨hrlichere und la¨ngere Untersuchun-
gen notwendig. In einigen nicht nachvollziehbaren Fa¨llen reagiert der Client mit einem
Absturz, oft nach dem Auflegen durch den Benutzer selbst noch bevor eine Verbindung
zustande kommen konnte.
Alle vorgenommenen Konfigurationseinstellungen werden in folgendem File ’gua.cfg’ un-
ter $HOME/.sipset gespeichert. Alle hier festgelegten Parameter haben oberste Priorita¨t
und setzten auch die im Code compilierten entsprechenden Einstellungen außer Kraft.
5.4 Auswahl und Anpassung
Nach einer eingehenden, ausfu¨hrlichen Untersuchung der genannten SIP-Clients konnte
mit KPhone 4.0.2 am besta¨ndigsten gearbeitet werden. Deshalb ist dieser fu¨r einen Einsatz
in einem gro¨ßeren Umfang, wie dem Betrieb im Rechenzentrum der Universita¨t Chemnitz,
empfehlenswert.
Im Folgenden ist ein kleines Testprogramm (ohne grafische Oberfla¨che) zu finden, wo-
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durch sich die Audioeinstellungen von KPhone auch ohne eine Kommunikation mit einem
anderen Teilnehmer u¨berpru¨fen lassen. Somit ist eine nutzerfreundliche Konfigurations-
mo¨glichenkeit der Audio-Peripherie auf dem eben genannten User Agent gegeben.
Das Audiotestprogramm sipomatic ist urspru¨nglich fu¨r den User Agent Client linphone
entworfen worden. Deshalb muss fu¨r die Installation dieser Software das linphone-Paket
aus dem Internet heruntergeladen und installiert werden.
Nach dem Entzippen und O¨ffnen des .tar -Files muss in das entstandene linphone-
Verzeichnis gewechselt werden. Hier sind nun folgende Schritte auszufu¨hren:
1. In einem Terminal ”./configure” eingeben und somit die Pakete an das vorhandene
System anpassen. Wa¨hrend der Ausfu¨hrung dieses Befehls werden auf dem Terminal
Nachrichten u¨ber Features, die gepru¨ft werden, ausgegeben.
2. Mit dem Befehl ”make” mu¨ssen die Pakete compiliert werden.
3. Mit ”make install” wird das Programm und die Dokumentation installiert.
4. Mit ”clean”bzw. ”distclean”werden die ausfu¨hrbaren bzw. die Objektdateien wieder
entfernt.
Im Anschluss kann sipomatic in jedem Terminal/Konsole mit dem Befehl ”sipomatic”
aufgerufen werden. Hierbei handelt es sich nicht um eine Anwendung mit einer grafischen
Oberfla¨che, sondern lediglich um ein Konsolenprogramm. Da die Standardeinstellungen
jedoch nur in Zusammenhang mit linphone zu dem gewu¨nschten Testergebnis fu¨hren
mu¨ssen noch zusa¨tzliche Kommandos angegeben werden. Der Aufruf sipomatic -u
sip:tester@127.0.0.1:5060 endet mit folgender Ausgabe:
MediaStreamer-Message: Found /dev/dsp.
| INFO1 | <osipua.c: 65> Starting osip stack and osipua layer.
| INFO1 | <udp.c: 112> Entering osipua thread.
** Message: Starting using url sip:tester@127.0.0.1:5060
Erst jetzt sollte die KPhone-Anwendung in einem anderen Terminal gestartet werden, da
es sonst zu Portverschiebungen kommt und der Soundtest nicht erfolgen kann. KPhone
nutzt standardma¨ßig den Port 5060, welcher auch nicht durch Paramterangaben gea¨ndert
werden kann, nur wenn dieser Port bereits von einer anderen Anwendung genutzt wird,
wird der na¨chste freie Port ausgewa¨hlt.
Beim ersten Start kommt es zur Abfrage der Identita¨tsangaben, welche KPhone ver-
wenden soll (z.B. Username, Proxy-Server und Passwort). Gibt man hier den spa¨ter zu
verwendenden Server an, tritt beim Soundtest das Problem auf, dass KPhone den An-
ruf zum Server und nicht zur Testanwendung sipomatic schickt, obwohl die anzurufende
SIP-Adresse sip:tester@127.0.0.1:5060 eingegeben wurde. Dies liegt an einer grund-
legenden Implementierung von KPhone. Denn das Programm wurde so geschrieben, dass
jegliche Anfragen zuerst zum Proxy-Server gesendet werden und dieser die Weiterleitung
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u¨bernimmt. Somit kann auch keine direkte Anwahl eines anderen SIP User Agents mit
KPhone realisiert werden. Um diese A¨nderungen vorzunehmen, ist eine enge Zusammen-
arbeit mit den Entwicklern des Clients erforderlich, da sich sowohl Struktur und Aufbau
erheblich a¨ndern werden. Eine Anmerkung diesbezu¨glich wurde bereits per E-Mail an die
Entwickler von KPhone (kphone@wirlab.net) gesendet.
Auf Grund dieser Problematik muss zuerst eine Testidentita¨t hinterlegt werden. Der Name
sowie der User-Part der SIP URI kann frei gewa¨hlt werden, hingegen muss die IP 127.0.0.1
als Host-Part bestimmt werden. Die restlichen Angaben sind optional und fu¨r den Test
unerheblich. Nun kann der Test mit folgender SIP URI sip:tester@127.0.0.1:5060
durchgefu¨hrt werden. Als Ergebnis sollte eine Teststimme zu ho¨ren sein. Auch dieser hin-
terlegte Sound kann durch die Parameterangabe -f file.wav vera¨ndert werden.
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6 User Agents unter Windows
6.1 SIPPS
Abbildung 6.1: SIPPS – WindowsXP
SIPPS basiert auf dem Session Initiation Protocoll der IETF. Es zeichnet die Sprache
auf, komprimiert sie, ’verpackt’ sie in Dateien und u¨bermittelt sie mit geringster Ver-
zo¨gerung an den Empfa¨nger, wo die Dateien entpackt, dekomprimiert und als Sprache
ausgegeben werden. Hiermit kann man mit anderen SIP-konformen Gera¨ten und Pro-
grammen kommunizieren, wie beispielsweise mit Cisco Telefonen.
Mit SIPPS ist es auch mo¨glich in das o¨ffentliche Telefonnetz zu telefonieren. Hierfu¨r wird
ein Gateway benutzt, welches die zu sendenden und empfangenden Sprachpakete in Si-
gnale, die im o¨ffentlichen Telefonnetz verwendet werden, umwandelt.
Wa¨hrend der Installation analysiert SIPPS bereits das vorhandene Netzwerk und nimmt
automatisch die notwendigen Einstellungen vor. Ist dies nicht mo¨glich, kann man nicht aus
dem Internet angerufen werden und nur Gespra¨che mit Personen fu¨hren, deren Rechner
direkt mit dem Internet verbunden sind. Beim Einsatz einer Firewall ist darauf zu achten,
dass die Ports 5060, 5062, 30.000 – 30.005 und 3478, 3479 fu¨r den ein- und ausgehenden
Datenverkehr geo¨ffnet sind.
Mit diesem Sip User Agent ist es mo¨glich, sich an unterschiedlichen Servern anzumelden,
einen Gateway-Dienst in Anspruch zu nehmen und einen Bildschirmnamen selbst zu be-
stimmen, der dem Gespra¨chspartner am Display angezeigt wird.
Um einen Anruf u¨ber das Internet zu ta¨tigen, muss, wie bereits unter Linux, die SIP-
Adresse in folgendem Format angegeben werden: name@IP-adresse. Die Gespra¨chspart-
ner, welche beim gleichen Service angemeldet sind, ko¨nnen durch einen Klick aus dem
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Abbildung 6.2: SIPPS-Netzwerkeinstellungen
Drop-down-Menu¨ ausgewa¨hlt werden. Durch ein abschließendes Beta¨tigen der Taste ”An-
ruf” kommt der Verbindungsaufbau zustande.
Die eingehenden Anrufe werden durch ein akustisches Signal und das Hervorspringen von
SIPPS in den Vordergrund angeku¨ndigt. Nun gibt es drei Vorgehensweisen mit dem Anruf
umzugehen.
1. Die Taste ”Annehmen” dru¨cken und das Gespra¨ch beginnen.
2. Die Taste ”Zum AB” beta¨tigen und somit das eingehende Telefonat auf den Anruf-
beantworter weiterleiten.
3. Den Anrufer durch einen entsprechenden Tastendruck abweisen bzw. den Modus
”Abweisen” fu¨r alle eingehenden Anrufe auswa¨hlen, wenn man nicht gesto¨rt werden
will.
Am unteren Rand des Displays ist ein Drop-down-Menu¨ vorhanden, wo Einstellungen
getroffen werden ko¨nnen, wie Anrufe standardma¨ßig behandelt werden sollen. Zusa¨tzlich
zu den eben genannten Annahmemo¨glichkeiten kann hier das Weiterleiten zu einer de-
finierten Nummer und eine Individualbehandlung unterschiedlicher Anrufer ausgewa¨hlt
und eingestellt werden.
SIPPS verfu¨gt u¨ber einen großen Konfigurationsbereich, in dem der User Agent auf per-
so¨nliche Wu¨nsche abgestimmt werden kann.
Sollen eingehende Anrufe an den Anrufbeantworter (AB) umgeleitet werden, kann man
eigene Ansagen dafu¨r erstellen. Dies geschieht recht unkompliziert u¨ber ein Drop-Down
Menu¨ ”Neuer Anrufbeantworter”, wofu¨r jeweils ein eigener Name gewa¨hlt werden kann.
Zusa¨tzlich kann eine Option fu¨r das Annehmen eines Anrufs durch den AB erstellt werden,
insofern man eine Zeitdauer bestimmt, nach welcher dies geschehen soll (siehe Abbildung:
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6.3).
Abbildung 6.3: SIPPS-Anrufbeantwortereinstellungen
– Aufsprechen und Konfigurieren von
Anrufbeantworter-Ansagen
Wie schon erwa¨hnt kann man ankommende Gespra¨che entweder augenblicklich oder nach
einer Zeitspanne auf ein anderes Gera¨t umleiten. Die genannte Funktion kann ebenso im
Drop-Down Menu¨ u¨ber den Punkt neue Umleitung wie bereits der AB angesprochen wer-
den (siehe Abbildung: 6.4).
Gruppen und Kontakte ko¨nnen individuellen Einstellungen im Modi ”Individuell”unterzo-
gen werden. Um Einstellungen vorzunehmen, die vom globalen Telefonmodus abweichen,
kann man sich erneut des Drop-Down Menu¨s bedienen, wobei hier die Spalte Anruf-
behandlung des entsprechenden Kontaktes / Gruppe gewa¨hlt werden muss. Die Mo¨g-
lichkeiten dieser Funktion beginnen mit der Auswahl des gewu¨nschten Modus, u¨ber die
Speicherung der vorgenommenen A¨nderungen an diesem, bis hin zum Ru¨cksetzten des
Vorganges.
Ein zentraler Knotenpunkt fu¨r Telefon und Instant Messaging ist das SIPPS Adressbuch,
in dem neue Kontakte mit Instant Messaging Account und Telefonnummmern verwaltet
und in Gruppen eingeteilt werden ko¨nnen. Weiterhin kann ein U¨berblick u¨ber entgange-
ne und geta¨tigte Anrufe durch einen Klick erstellt werden. Im Adressbuch sind folgende
Grundfunktionen integriert:
• Anlegen von Kontakten
• Anlegen von Kontaktgruppen und neu angelegte Kontakte zu einer existierenden
Gruppe hinzufu¨gen
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Abbildung 6.4: SIPPS-Umleitungen – Rufumleitungen einrich-
ten und verwalten
• Kontakte mit dem Attribut ”Favorit” versehen
• Einen Kontakt anrufen / das Telefon in den Vordergrund holen
• Instant Message verschicken
• Bearbeiten von Kontakten
• Entfernen von Kontakten
Im Adressbuch (Abbildung: 6.5) gibt es die zentrale Hauptansicht mit drei Fenstern, in
denen die Kontakte angezeigt werden ko¨nnen.
1. Kontaktansicht – Listet alle Kontakte einschließlich Name, Kontaktgruppe, Art der
Anrufbehandlung und die ausgewa¨hlte individuelle automatische Instant Messaging
Antwort sowie den letzten erfolgten Anruf auf.
2. Gruppenansicht – Wie durch den Namen schon ersichtlich, werden hier die Kontakte
nach Gruppen sortiert aufgelistet. Auch nun wird wieder angezeigt wie SIPPS auf
die jeweils eingehenden Anrufe reagieren soll. Wie schon in der Kontaktansicht ist
auch hier der letzte erfolgte Anruf pro Kontakt sichtbar.
3. Letzte Anrufe – Hier werden nochmals die letzten empfangenen und gesendeten
Anrufe aufgelistet.
Durch den Filter ist ein schnelles Finden von Kontakten mo¨glich. Suchkritereien ko¨nnen
dabei entweder der Vor- und Zuname, die Gruppe, die Favoriten oder die Instant Messa-
ging Buddies sein.
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Abbildung 6.5: SIPPS-Adressbuch
Dieser SIP User Agent bietet eine Instant Messaging Plattform, mit der die wichtigsten
Instant Messaging Dienste aus einer Oberfla¨che heraus benutzt werden ko¨nnen. Folgende
Services werden unterstu¨tzt:
• MSN Messenger
• ICQ
• AIM
• Jabber
Im Konfigurationsmenu¨ unter Instant Messaging kann man seine eigenen Accounts
eintragen. Bei der ersten Anmeldung werden vom entsprechenden Server alle dort vor-
handenen Kontakte geladen und den Kontakten des Adressbuches hinzugefu¨gt. Um nun
eine Instant Message zu senden, wird der Empfa¨nger-Kontakt ausgewa¨hlt. Dabei sollte be-
achtet werden, dass der Gespra¨chspartner online ist. Konferenzen sind mit dieser Funktion
ebenfalls mo¨glich. Dafu¨r kann man im Chat-Fenster weitere Teilnehmer ”einladen”. Auch
zwischen unterschiedlichen Diensten fungiert SIPPS als Mittler. Der eigene Onlinestatus
kann aus vier vordefinierten Stati ausgewa¨hlt werden:
• Online
• Offline
• Away (nicht am Platz)
• Busy (bescha¨ftigt)
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Einzelnen Kontakten ko¨nnen individuelle automatische Antworten (Autoreplies) zuge-
wiesen werden. Dies erfolgt im Adressbuch zum entsprechenden Kontakt unter der Spalte
”IM Autoreply”. Hierzu sollte jedoch gesagt werden, dass diese Antwort jedesmal gesendet
wird, zumindest bis wieder ”keine Nachricht” in der genannten Spalte ausgewa¨hlt wird.
Abbildung 6.6: SIPPS-Soundgera¨teeinstellungen – Definieren
von Klingel- und Signalto¨nen
Unter SIPPS ko¨nnen die Klingelto¨ne den perso¨nlichen Wu¨nschen angepasst werden, indem
ein beliebiger Sound oder Song hinzugefu¨gt wird. U¨ber die Benutzeroberfla¨che (Abbildung:
6.6) wa¨hlt man mit der rechten Maustaste die Konfiguration und nimmt die Einstellungen
unter der Rubrik ”Sound” vor.
Weiterhin ko¨nnen Anrufe u¨ber einen entsprechenden Button mitgeschitten und anderen
Gespra¨chsteilnehmern spa¨ter vorgespielt werden.
6.2 Windows Messenger
Windows Messenger ermo¨glicht die Echtzeitkommunikation mit anderen Windows
Messenger-Benutzern, die fu¨r den gleichen Dienst angemeldet sind. Sie ko¨nnen u¨ber fol-
gende Dienste miteinander kommunizieren:
• .NET Messenger Service
• SIP-Kommunikationsdienst
• Exchange Instant Messaging
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U¨ber den SIP-Kommuniaktionsdienst ko¨nnen Windows Messenger-Benutzer mit anderen
Benutzern in Echtzeit kommunizieren. Dieser Dienst steht fu¨r Unternehmen und Netzwer-
ke zur Verfu¨gung, die mit SIP-Servern (Session Initiation Protocol) arbeiten. Zusa¨tzlich zu
den anderen Windows Messenger-Features wird die Mo¨glichkeit geboten, bei Anmeldung
an einem SIP-Kommunikationsdienst Anrufe direkt vom Computer zu ta¨tigen. Um den
Abbildung 6.7: Windows Messenger 5.0
SIP-Kommuniaktionsdienst nutzen zu ko¨nnen, muss eine Einrichtung sowie Anmeldung
des Dienstes erfolgen. Unter dem Menu¨punkt Extras gibt es eine Registerkarte Konten,
wo man das genannte SIP-Kommunikationsdienstkonto einrichten kann, d.h. dieser ist an-
zuwa¨hlen und u¨ber den Button Erweitert. . . mit der bekannten IP-Adresse/Servername
und dem Verbindungstyp einzustellen. Etwas ungewohnt ist der Anmeldename, welcher
aus der kompletten SIP-Adresse besteht (username@server). Beim Anmeldeversuch wird
zusa¨tzlich noch der Benutzername (username) und wenn vorhanden das zugeho¨rige Kenn-
wort verlangt.
Nach erfolgreicher Anmeldung erscheint ein Fenster, welches in Status- und Featurebereich
aufgeteilt ist. Im oberen Statusfenster wird der eigene Anmeldename sowie die perso¨nliche
Kontaktliste mit den zugeho¨rigen Stati Online/Offline angezeigt. Im unteren Fenster-
bereich kann man zwischen Funktionen wie ein Gespra¨ch beginnen oder Kontakt
hinzufu¨gen auswa¨hlen. Voraussetzungen, um ein Telefonat fu¨hren zu ko¨nnen, sind zum
Einen eine Vollduplex-Soundkarte + Kopfko¨rer (bzw. Lautsprecher + Mikrofon) und zum
Anderen die Anmeldung an einem SIP-Kommunikationsdienst, an dem der Netzwerkad-
ministrator Telefonanrufe zula¨sst. Mo¨chte man nun ein Gespra¨ch beginnen, braucht man
nur den gewu¨nschten Kontakt und die genannte Funktion anzuwa¨hlen. Ein klein wenig
komplizierter gestaltet sich das Ganze, wenn der Kommunikationspartner nicht Windows-
Messenger benutzt bzw. nicht u¨ber Statusinformationen wie Online/Offline verfu¨gt.
Auch wenn der Messenger das gewu¨nschte Ziel standardma¨ßig als Offline einstuft, kann
dieses angesprochen werden. Es muss lediglich die Registerkarte Weitere (Abbildung
6.8) gewa¨hlt und hier seperat die SIP-Adresse eingeben werden. Durch Sprechen star-
ten wird das Gespra¨ch begonnen, außer wenn ein Kontakt die Einladung nicht annimmt.
Dies kann am Ablehnen des Gespra¨chs durch den Partner selbst liegen, aber auch an ei-
ner fehlenden Soundhardware sowie an einer Deaktivierung der Anruffunktion durch den
Seite 30
6. User Agents unter Windows SIP-Client Windows Messenger
Abbildung 6.8: Aufbau eines Gespra¨ches
Netzwerkadministrator.
Nach erfolgreichem Wa¨hlversuch o¨ffnet sich ein Gespra¨chsfenster (Abblidung 6.9), durch
welches der Fortlauf des Gespra¨chs gesteuert bzw. beeinflusst werden kann. Es ko¨nnen
Lautsta¨rke des Mikrofons sowie der Lautsprecher eingestellt werden. Der Einsatz einer
Kamera und somit Videou¨bertragung ist mo¨glich und steuerbar und die Mo¨glichkeit des
Einladens weiterer Gespra¨chsteilnehmer ist vorhanden. Einladungen fu¨r eingehende An-
Abbildung 6.9: Unterhaltung
rufe werden durch eine Memo am unteren rechten Bildschirmrand sichtbar. Durch ein
weiteres Pop-up-Menu¨ kann das Gespra¨ch angenommen oder abgelehnt werden. Um ein
Gespra¨ch zu beenden, muss auf Sprechen beenden geklickt werden.
In den Erla¨uterungen zu Windows Messenger ist darauf hingewiesen, dass angerufene Per-
sonen, die nicht Windows XP verwenden, eine Einladung nicht annehmen ko¨nnen. In den
hier vorgenommen Testversuchen konnte jedoch gezeigt werden, dass eine Kommunikation
zwischen Windows Messenger 5.0 und KPhone 4.0.2 mo¨glich ist.
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Da das Session Initiation Protocol noch nicht standardma¨ßig in die WWW-Browser in-
tegriert ist, sollte eine Lo¨sung gefunden werden, mit der eine SIP-Adresse u¨ber einen
WWW-Browser angesprochen werden kann.
7.1 Mozilla
Fu¨r Mozilla gibt es bis zum heutigen Zeitpunkt noch keine Standardisierung, um mit
einem SIP-Protokoll umzugehen. Es existiert jedoch ein Erweiterungstool mozex, welches
es dem Browser erlaubt, bis dato unbekannte Protokolle einzubinden. Diese Erweiterung
ist sehr einfach u¨ber das Internet http://www.mozex.mozdev.org/ zu installieren. Nach
erfolgreicher Installation muss Mozilla neu gestartet werden. Anschließend erscheint
ein neuer Eintrag mozex im Kontextmenu¨ unter Bearbeiten → Einstellungen. . .. Nun
ko¨nnen u¨ber jeden Mozilla-Browser perso¨nliche Einstellungen – wie externe Programme
einzurichten – in mozex vorgenommen werden.
Wie schon erwa¨hnt kennt Mozilla das SIP-Protokoll noch nicht und muss deshalb u¨ber
den Universal handler bekannt gemacht werden (Abbildung 7.1).
Abbildung 7.1: mozex
Durch diese Einstellung o¨ffnet sich zwar schon der User Agent KPhone, bei einem Klick
auf einen entsprechenden SIP-Link aber hat er noch nicht die zu wa¨hlende Rufnummer
u¨bergeben bekommen. Dafu¨r sind folgende A¨nderungen in den KPhone-Sourcen vorzu-
nehmen:
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Es ist ein neuer Parameter c zu definieren, der wenn er angegeben wird, dem Aufruf von
KPhone u¨bergeben wird.
Um die im Anhang A hinterlegten A¨nderungen am KPhone 4.0.2 besser verstehen zu
ko¨nnen, folgt ein U¨berblick u¨ber die Einarbeitung in die vorhandenen Klassen.
7.1.1 Klassenhierarchie
Die Liste der Ableitungen ist -mit Einschra¨nkungen- alphabetisch sortiert:
• AudioBuffer
• AudioControl
• CallAudio
• ContactParser
• ContactsListViewItem
• DspAudio
– DspAudioIn
– DspAudioOut
• DspOut
– DspOutOss
– DspOutRtp
• DTMFException
• DTMFGenerator
• IncomingCall
• KCallTransfer
• KCallWidget
• KInstantMessageWidget
• KPhone
• KPhoneView
• KSipAuthentication
• KSipAuthenticationRequest
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• KSipIdentityEdit
• KSipOptions
• KSipPreferences
• KSipRegistrations
• KTestOptions
• MenuListView
– ContactsListView
• PhoneBook
• PhoneBookAddIdentity
• PhoneBookEditIdentity
• PhoneBookEditPerson
• PhoneBookParser
• VideoControl
7.1.2 Auflistung der Klassen
Hier folgt die Aufza¨hlung aller Klassen, Strukturen, Varianten und Schnittstellen mit einer
Kurzbeschreibung:
• AudioBuffer
• AudioControl
• CallAudio
• ContactParser
• ContactsListView
• ContactsListViewItem
• DspAudio
• DspAudioIn
• DspAudioOut
• DspOut (Base class for DSP audio devices )
• DspOutOss (OSS implementation of DspOut
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• DspOutRtp (RTP implementation of DspOut
• DTMFException
• DTMFGenerator
• IncomingCall
• KCallTransfer
• KCallWidget
• KInstantMessageWidget
• KPhone
• KPhoneView
• KSipAuthentication
• KSipAuthenticationRequest
• KSipIdentityEdit
• KSipOptions
• KSipPreferences
• KSipRegistrations
• KTestOptions
• MenuListView (ListView with a right-click menu )
• PhoneBook
• PhoneBookAddIdentity
• PhoneBookEditIdentity
• PhoneBookEditPerson
• PhoneBookParser
• VideoControl
7.1.3 Klassendokumentation
AudioBuffer
#include <audiobuffer.h>
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O¨ffentliche Methoden
• AudioBuffer (size t length=4096)
• ∼AudioBuffer (void)
• void ∗ getData (void) const
• size t getSize (void) const
• void resize (size t newsize)
AudioControl
#include <audiocontrol.h>
O¨ffentliche Methoden
• AudioControl (CallAudio ∗callaudio, QWidget ∗parent=0, const char ∗name=0)
• ∼AudioControl (void)
Geschu¨tzte Slots
• void rwButtonClicked (void)
• void rowoButtonClicked (void)
• void slotOk (void)
• void slotApply (void)
• void slotCancel (void)
CallAudio
#include <callaudio.h>
Signale
• void outputDead (void)
• void statusUpdated (void)
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O¨ffentliche Methoden
• CallAudio (void)
• ∼CallAudio (void)
• bool isOutputOSS (void) const
• void useOSS (void)
• void setOSSFilename (const QString &devname)
• void setOSSFilename2 (const QString &devname)
• const QString & getOSSFilename (void) const
• const QString & getOSSFilename2 (void) const
• void setVideoSW (const QString &sw)
• const QString & getVideoSW (void) const
• void attachToCallMember (SipCallMember ∗newmember)
• void detachFromCall (void)
• void toggleOnHold (void)
• void renegotiateCall (void)
• void startDTMF (char code)
• void stopDTMF (void)
• SdpMessage audioOut (void)
• void setCurrentCall (SipCall ∗newcall)
• SipCall ∗ getCurrentCall (void) const
• bool isRemoteHold (void)
• void saveAudioSettings (void)
• void readAudioSettings (void)
• void readVideoSettings (void)
• void setPayload (int newPayload)
• bool isAudioOn (void)
• void setSymMediaMode (bool yesno)
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• void setCodec (codecType newCodec)
• void setRtpCodec (codecType newCodec)
• void setVideoCodec (codecType newCodec)
• void setVideoRtpCodec (codecType newCodec)
• codecType getRtpCodec (void)
• int getRtpCodecNum (void)
• codecType getVideoRtpCodec (void)
• int getVideoRtpCodecNum (void)
• QString getVideoRtpCodecName (void)
• void setBodyMask (QString body)
• QString getBodyMask (void)
• bool checkCodec (SipCallMember ∗member)
• void setStunSrv (QString newStunSrv)
ContactParser
#include <kphoneview.h>
O¨ffentliche Methoden
• ContactParser (void)
• bool startDocument ()
• bool startElement (const QString &, const QString &, const QString &, const
QXmlAttributes &)
• bool endElement (const QString &, const QString &, const QString &)
• QStringList getListContacts (void)
ContactsListView
#include <calllistview.h>
Klassendiagramm fu¨r ContactsListView::
ContactsListView
MenuListView
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O¨ffentliche Slots
• void auditList (void)
O¨ffentliche Methoden
• ContactsListView (SipClient ∗client, QWidget ∗parent=0, const char ∗name=0)
• ∼ContactsListView (void)
ContactsListViewItem
#include <calllistview.h>
O¨ffentliche Methoden
• ContactsListViewItem (bool subscribe, SipCall ∗c, QListView ∗parent)
• ∼ContactsListViewItem (void)
• virtual QString text (int col) const
• virtual void paintCell (QPainter ∗p, const QColorGroup &cg, int column, int
width, int alignment)
• SipCall ∗ getCall (void)
DspAudio
#include <dspaudio.h>
Klassendiagramm fu¨r DspAudio::
DspAudio
DspAudioIn DspAudioOut
O¨ffentliche Methoden
• DspAudio (DspOut ∗in, DspOut ∗out)
• virtual ∼DspAudio (void)
• virtual void run ()
• virtual void timerTick (void)=0
• void startTone (char code)
• void stopTone (void)
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• bool generateDTMF (short ∗buffer, size t n)
• void setCancel (void)
• void setCodec (const codecType newCodec, int newCodecNum)
Geschu¨tzte Methoden
• bool isCanceled (void)
Geschu¨tzte Attribute
• DspOut ∗ input
• DspOut ∗ output
• bool broken
• bool cancel
• DTMFGenerator dtmf
• AudioBuffer copybuffer
• unsigned int dtmfSamples
• char newTone
• char currentTone
DspAudioIn
#include <dspaudioin.h>
Klassendiagramm fu¨r DspAudioIn::
DspAudioIn
DspAudio
O¨ffentliche Methoden
• DspAudioIn (DspOut ∗in, DspOut ∗out)
• ∼DspAudioIn (void)
• virtual void timerTick (void)
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DspAudioOut
DspAudio
DspAudioOut
#include <dspaudioout.h>
Klassendiagramm fu¨r DspAudioOut::
O¨ffentliche Methoden
• DspAudioOut (DspOut ∗in, DspOut ∗out)
• ∼DspAudioOut (void)
• virtual void timerTick (void)
DspOut
Base class for DSP audio devices.
#include <dspout.h>
Klassendiagramm fu¨r DspOut::
DspOut
DspOutOss DspOutRtp
O¨ffentliche Typen
• enum DeviceState { DeviceOpened, DeviceClosed }
• enum DeviceMode { ReadOnly, WriteOnly, ReadWrite }
O¨ffentliche Methoden
• DspOut (void)
• virtual ∼DspOut (void)
• virtual bool openDevice (DeviceMode mode)=0
• DeviceState getDeviceState (void) const
• AudioBuffer & getBuffer (void)
• virtual bool writeBuffer (void)=0
• virtual unsigned int readableBytes (void)=0
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• virtual bool readBuffer (int bytes=0)=0
• QString getDeviceName (void) const
• void setDeviceName (const QString &newDevName)
Geschu¨tzte Attribute
• DeviceState devstate
• DeviceMode devmode
• QString lasterror
• QString devname
• AudioBuffer audio buf
• int rate
DspOutOss
OSS implementation of DspOut.
#include <dspoutoss.h>
Klassendiagramm fu¨r DspOutOss::
DspOutOss
DspOut
O¨ffentliche Methoden
• DspOutOss (const QString &fileName=”/dev/dsp”)
• virtual ∼DspOutOss (void)
• bool openDevice (DeviceMode mode)
• bool openDevice (int exist fs)
• bool writeBuffer (void)
• unsigned int readableBytes (void)
• bool readBuffer (int bytes)
O¨ffentliche Attribute
• int audio fd
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DspOutRtp
RTP implementation of DspOut.
#include <dspoutrtp.h>
Klassendiagramm fu¨r DspOutRtp::
DspOutRtp
DspOut
O¨ffentliche Methoden
• DspOutRtp (const codecType newCodec, int newCodecNum, const QString
&hostName=QString::null, UDPMessageSocket ∗s=NULL)
• virtual ∼DspOutRtp (void)
• bool openDevice (DeviceMode mode)
• bool writeBuffer (void)
• bool setPortNum (int newport)
• int getPortNum (void) const
• int getVideoPortNum (void) const
• unsigned int readableBytes (void)
• bool readBuffer (int bytes)
• void setPayload (int payload)
• bool sendStunRequest (UDPMessageSocket ∗socket)
• unsigned int receiveStunResponse (UDPMessageSocket ∗socket)
• void setStunSrv (QString newStunSrv)
• void setCodec (const codecType newCodec, int newCodecNum)
DTMFException
#include <dtmfgenerator.h>
O¨ffentliche Methoden
• DTMFException (const char ∗ reason) throw ()
• virtual ∼DTMFException () throw ()
• virtual const char ∗ what () const throw ()
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DTMFGenerator
#include <dtmfgenerator.h>
O¨ffentliche Methoden
• DTMFGenerator ()
• ∼DTMFGenerator ()
• void getSamples (short ∗buffer, size t n, unsigned char code) throw (DTMFEx-
ception)
• void getNextSamples (short ∗buffer, size t n) throw (DTMFException)
IncomingCall
#include <kphonebook.h>
O¨ffentliche Methoden
• IncomingCall (QString s, QDateTime time)
• ∼IncomingCall (void)
• QString getContact (void) const
• QDateTime getDateTime (void) const
KCallTransfer
#include <kcallwidget.h>
Signale
• void pleaseTransfer (const QString &)
O¨ffentliche Methoden
• KCallTransfer (QWidget ∗parent=0, const char ∗name=0)
• ∼KCallTransfer (void)
Geschu¨tzte Slots
• void slotOk (void)
• void slotCancel (void)
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KCallWidget
#include <kcallwidget.h>
O¨ffentliche Slots
• void pleaseDial (const SipUri &dialuri)
Signale
• void callDeleted (void)
• void redirectCall (const SipUri &calluri, const QString &subject)
O¨ffentliche Methoden
• KCallWidget (KSipAuthentication ∗auth, CallAudio ∗callaudio, SipCall
∗initcall, QWidget ∗parent=0, const char ∗name=0)
• ∼KCallWidget (void)
• SipCall ∗ getCall ()
• void switchCall (SipCall ∗newcall)
• void setRemote (QString newremote)
• void clickDial (void)
• void clickHangup (void)
• void setHide (void)
• bool isHided (void) const
Geschu¨tzte Slots
• void keypadPressed (int id)
• void keypadReleased (int id)
KInstantMessageWidget
#include <kcallwidget.h>
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O¨ffentliche Methoden
• KInstantMessageWidget (KSipAuthentication ∗auth, SipCall ∗initcall,
QWidget ∗parent=0, const char ∗name=0)
• ∼KInstantMessageWidget (void)
• void instantMessage (SipMessage ∗message)
• SipCall ∗ getCall ()
• QString getRemote ()
• void setRemote (QString newremote)
KPhone
#include <kphone.h>
O¨ffentliche Slots
• void showHelp (void)
O¨ffentliche Methoden
• KPhone (unsigned int listenport, QString prefix, bool looseRoute, bool strictRoute,
QString adress=””)
• ∼KPhone (void)
• void showUsers (void)
• QString getUserPrefix (void)
Geschu¨tzte Methoden
• void closeEvent (QCloseEvent ∗)
Geschu¨tzte Attribute
• KPhoneView ∗ view
• SipClient ∗ client
• SipUser ∗ user
• CallAudio ∗ audio
• PhoneList ∗ qdial
• KSipUserInfo ∗ userinfo
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• AudioControl ∗ audiocontrol
• VideoControl ∗ videocontrol
• KSipRegistrations ∗ registrations
• KSipAuthentication ∗ authentication
• KSipPreferences ∗ sipprefs
• KSipOptions ∗ queryoptions
• KTestOptions ∗ testoptions
KPhoneView
#include <kphoneview.h>
O¨ffentliche Typen
• enum State { ONLINE, OFFLINE }
O¨ffentliche Slots
• void makeNewCall (void)
• void makeVideoCall (void)
• void redirectCall (const SipUri &calluri, const QString &subject)
• void showIdentities (void)
• void localStatusUpdate (void)
• void stateUpdated (int id)
• void updateSubscribes (void)
O¨ffentliche Methoden
• KPhoneView (CallAudio ∗callaudio, SipClient ∗c, SipUser ∗u, QWidget
∗parent=0, const char ∗name=0, QString adress=””)
• ∼KPhoneView (void)
• void switchCall (SipCall ∗call)
• void updateIdentity (SipUser ∗newUser, SipRegister ∗newReg=0)
• void identities (KSipRegistrations ∗i)
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• void updateContacts (QString file)
• void setContactsOffline (void)
• void setContactsOnline (void)
• void kphoneQuit (void)
Geschu¨tzte Attribute
• SipClient ∗ client
• SipUser ∗ user
• ContactsListView ∗ clist
• int callcount
• QPushButton ∗ buttonSipUri
• QPushButton ∗ buttonNewCall
• QPushButton ∗ buttonVideoCall
• QLineEdit ∗ lineeditCall
• QLabel ∗ labelSipUri
• QLabel ∗ labelFullname
• KPhone ∗ kphone
• KSipRegistrations ∗ identitiesDialog
• KSipAuthentication ∗ sipauthentication
KSipAuthentication
#include <ksipauthentication.h>
O¨ffentliche Slots
• void authRequest (SipCallMember ∗member)
O¨ffentliche Methoden
• KSipAuthentication (void)
• ∼KSipAuthentication (void)
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KSipAuthenticationRequest
#include <ksipauthentication.h>
O¨ffentliche Methoden
• KSipAuthenticationRequest (const QString &server, const QString &sipuri,
const QString &caption, QWidget ∗parent=0, const char ∗name=0)
• ∼KSipAuthenticationRequest (void)
• void setUsername (const QString &newUsername)
• void setPassword (const QString &newPassword)
• QString getUsername (void)
• QString getPassword (void)
KSipIdentityEdit
#include <ksipregistrations.h>
Signale
• void update (void)
O¨ffentliche Methoden
• KSipIdentityEdit (QWidget ∗parent, const char ∗name, QObject ∗reg)
• ∼KSipIdentityEdit (void)
• void setReadOnly (bool mode)
• void updateState (QString state)
• void setAutoRegister (bool newAutoRegister)
• bool getAutoRegister (void)
• QString getFullname (void) const
• QString getUsername (void) const
• QString getHostname (void) const
• QString getSipProxy (void) const
• QString getSipProxyUsername (void) const
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• QString getUri (void) const
• QString getQvalue (void) const
• void setFullname (const QString &newFullname)
• void setUsername (const QString &newUsername)
• void setHostname (const QString &newHostname)
• void setSipProxy (const QString &newSipProxy)
• void setSipProxyUsername (const QString &newSipProxyUsername)
• void setDefault (bool newDefault)
• void setQvalue (const QString &newSipProxy)
Geschu¨tzte Slots
• void slotOk (void)
• void slotCancel (void)
KSipOptions
#include <ksipoptions.h>
O¨ffentliche Methoden
• KSipOptions (SipUser ∗user, QWidget ∗parent=0, const char ∗name=0)
• ∼KSipOptions (void)
KSipPreferences
#include <ksippreferences.h>
O¨ffentliche Methoden
• KSipPreferences (SipClient ∗client, CallAudio ∗ca, QWidget ∗parent=0, const
char ∗name=0)
• ∼KSipPreferences (void)
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Geschu¨tzte Slots
• void slotOk (void)
• void slotApply (void)
• void slotCancel (void)
• void resetSettings (void)
KSipRegistrations
#include <ksipregistrations.h>
O¨ffentliche Methoden
• KSipRegistrations (SipClient ∗client, KPhoneView ∗phoneView=0, QWidget
∗p=0, const char ∗name=0)
• ∼KSipRegistrations (void)
• void showIdentity (void)
• void unregAllRegistration (void)
• bool getUseStun (void)
• QString getStunSrv (void)
KTestOptions
#include <ksipoptions.h>
O¨ffentliche Slots
• void testSendMessage (void)
O¨ffentliche Methoden
• KTestOptions (SipClient ∗client)
• ∼KTestOptions (void)
Geschu¨tzte Slots
• void slotOk (void)
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MenuListView
ContactsListView
MenuListView
ListView with a right-click menu.
#include <menulistview.h>
Klassendiagramm fu¨r MenuListView::
O¨ffentliche Methoden
• MenuListView (QWidget ∗parent=0, const char ∗name=0)
• ∼MenuListView (void)
• void addMenuItem (QString desc, const QObject ∗reciever, const char ∗member)
• void addMenuSeparator (void)
PhoneBook
#include <kphonebook.h>
O¨ffentliche Slots
• QString getUri ()
O¨ffentliche Methoden
• PhoneBook (QString fileUserInfo, QWidget ∗parent, const char ∗name, QList<
IncomingCall > &receivedCalls, QList< IncomingCall > &missedCalls,
QStringList &rejectedContacts)
• ∼PhoneBook (void)
• void addContact (SipCallMember ∗member)
• QStringList getRejectedContactsList ()
PhoneBookAddIdentity
#include <kphonebook.h>
Signale
• void done (void)
• void update (void)
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O¨ffentliche Methoden
• PhoneBookAddIdentity (QWidget ∗parent=0, const char ∗name=0)
• void clean (void)
• void setPerson (QString)
• void setIdentity (QString)
• void setDescription (QString)
• void setContact (bool)
• QString getIdentity (void)
• QString getDescription (void)
• QString getPerson (void)
• QString getContact (void)
Geschu¨tzte Slots
• void slotOk (void)
• void slotCancel (void)
PhoneBookEditIdentity
#include <kphonebook.h>
Signale
• void done (void)
• void update (void)
O¨ffentliche Methoden
• PhoneBookEditIdentity (QWidget ∗parent=0, const char ∗name=0)
• ∼PhoneBookEditIdentity (void)
• QString getIdentity (void)
• QString getDescription (void)
• QString getContact (void)
• void setIdentity (QString)
• void setDescription (QString)
• void setContact (QString)
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Geschu¨tzte Slots
• void slotOk (void)
• void slotCancel (void)
PhoneBookEditPerson
#include <kphonebook.h>
Signale
• void done (void)
• void update (void)
O¨ffentliche Methoden
• PhoneBookEditPerson (QWidget ∗parent=0, const char ∗name=0)
• ∼PhoneBookEditPerson (void)
• QString getPerson (void)
• void setPerson (QString)
Geschu¨tzte Slots
• void slotOk (void)
• void slotCancel (void)
PhoneBookParser
#include <kphonebook.h>
O¨ffentliche Methoden
• PhoneBookParser (QListView ∗t, bool CallRegister=true, bool rejected-
Contact=false)
• bool startDocument ()
• bool startElement (const QString &, const QString &, const QString &, const
QXmlAttributes &)
• bool endElement (const QString &, const QString &, const QString &)
• QListViewItem ∗ getListPhoneBook (void)
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• QListViewItem ∗ getListReceivedCalls (void)
• QListViewItem ∗ getListMissedCalls (void)
• QListViewItem ∗ getRejectedContacts (void)
VideoControl
#include <audiocontrol.h>
O¨ffentliche Methoden
• VideoControl (CallAudio ∗callaudio, QWidget ∗parent=0, const char ∗name=0)
• ∼VideoControl (void)
Geschu¨tzte Slots
• void slotOk (void)
• void slotApply (void)
• void slotCancel (void)
Die A¨nderungen ziehen sich bis zur kphoneview durch, da hier die Anzeige des Clients
definiert wird.
Nach einer anschließenden U¨bersetzung des Programms mittels ”make” und der erneuten
Installation durch ”make install” funktioniert auch die U¨bergabe einer SIP-Adresse an den
User Agent – KPhone.
Die vom Author vorgenommenen A¨nderungen sind mit dem Nutzerkennzeichen sado ver-
sehen. Bezu¨glich der vorgenommen A¨nderungen wird auch noch Kontakt mit den Ent-
wicklern bei wirlab aufnehmen, um eine Integration in die na¨chste Version von KPhone
zu erzielen.
7.2 Internet Explorer
Fu¨r eine Anbindung des WWW-Browsers Internet Explorer an das SIP-Protokoll
beno¨tigt man einen passenenden SIP Client fu¨r Windows. Auch hier steht das gleiche
Problem wie unter Linux. Dem vorhandenen Browser ist das Protokoll noch unbekannt.
Eine Lo¨sungsmo¨glichkeit besteht durch das Definieren einer Behandlungsroutine.
Fu¨r die Verwendung des Internet Explorer unter Windows XP ist eine Integrationsmo¨g-
lichkeit durch den Registrierungs-Editor gegeben, welchen man mit dem Kommando re-
gedit u¨ber eine Kommandozeile aufrufen kann. Hier ko¨nnen nun neue Schlu¨ssel und
Definitionen erzeugt werden.
Zu Beginn muss ein neuer Schlu¨ssel unter HKEY CLASSES ROOT angelegt werden,
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wobei der Name entsprechend dem Dienst gewa¨hlt werden sollte, damit ein Auffinden bei
spa¨teren A¨nderungen schnell mo¨glich ist. Die bis hierher vorgenommenen Schritte sowie
auch die folgenden ko¨nnen nur mit Root-/Administrationsrechten durchgefu¨hrt werden.
Unter dem angelegten Schlu¨ssel mu¨ssen nun folgende Eintra¨ge vorgenommen werden:
[note]
(Standard) = ”URL:SIP Protocol”
URL Protocol = ””
[DefaultIcon]
(Standard) = ”msmsgs.exe”
[shell]
[open]
[command]
(Standard) = ”c:\Program Files\Messenger\msmsgs.exe /sip:%1”
Abbildung 7.2: Registrierungs-Editor
Mit Abschluss dieses Vorgangs kann nun das gewu¨nschte Resultat hervorgerufen werden.
Sowohl der SIPPS-Client als auch der Windows Messenger unterstu¨tzen diesen Eintrag
noch nicht in vollem Umfang. Beim Anklicken einer u¨ber das WWW verfu¨gbaren SIP-
Adresse o¨ffnet sich ein Fenster des im regedit hinterlegten Dienstes, aber die gewu¨nschte
Zieladresse wurde nicht u¨bernommen. Dies liegt daran, dass keine Parameter fu¨r eine
solche U¨bergabe im regedit-Eintrag vorgenommen wurden. Dafu¨r sind Kenntnisse u¨ber
die Implementierung der benutzten Programme notwendig. Diese liegen aber nicht offen
und eine umfangreiche Recherche (1 Woche) lieferte keine Informationen zu den beno¨tigten
Parametern. Auf Grund dessen wurde an den Messenger-Support eine Anfrage gesendet,
welche bis zum jetzigen Zeitpunkt noch nicht beantwortet wurde.
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Management System
Im Moment wird die zentrale Nutzerdatenverwaltung der Technischen Universita¨t
Chemnitz durch das MoUSe-Management of Users and Services realisiert, welches in
absehbarer Zeit durch ein sicheres Identity Management System erweitert bzw. abgelo¨st
werden soll.
Fu¨r jeden Nutzer werden Personendaten, Raumzugangssteuerung, Nutzerkennzeichen,
Dientsverwaltung/kostenpflichtige Dienste und Mailadressen, -aliases sowie die Mailbox
verwaltet. Um nun auch SIPadressen mit verwalten zu ko¨nnen, sollte die SIP-ID
username@ip-adresse des jeweiligen Nutzers zusa¨tzlich gespeichert werden. Dabei kann
es auch vorkommen, dass ein Nutzer mehrere solcher SIPadressen besitzt. Dann ist eine
unterschiedliche Konfigurationen der Clients notwendig, da der Port 5060 jeweils nur von
einem User Agent verwendet werden kann. Wenn sich diese Adressen auf mehrere Server
aufteilen, ist es von Vorteil, auch den zugeho¨rigen Server mit anzugeben.
Auf der Seite des Users ist ein funktionsfa¨higer SIP User Agent erforderlich, welcher
beim ersten Start, genau wie ein E-Mail Programm, mit den notwendigen Proxy- und
Serverangaben konfiguriert werden muss.
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Durch neue Technologien ist ein und derselbe Benutzer von Telekommunikationssystemen
u¨ber immer mehr verschiedene Kennungen erreichbar. Fu¨r jeden Dienst erha¨lt er eine
neue Nummer oder einen neuen Namen, z.B. E.164 Nummern fu¨r Telefon, Fax und SMS,
Universal Ressource Identifier (URI) fu¨r Internet-Dienste, etc.
9.1 Was ist ENUM?
ENUM ist ein Protokoll, welches im Rahmen der IETF (= hat sich der Entwicklung von
Protokollen, deren Implementierung und Standardisierung verschrieben) entwickelt wurde
und das in RFC 2916 definiert ist. ENUM = tElephoneNUmberMapping⇒ definiert die
Vorschrift, mit der eine klassische Telefonnummern auf eine Domain eindeutig abgebildet
wird (dafu¨r wird DNS genutzt). ENUM steht fu¨r ein Protokoll, mit dem Ressourcen aus
dem Telekommunikations- und dem Internetbereich verknu¨pft werden ko¨nnen.
9.1.1 Aufgaben und Ziele
Durch das Bedu¨rfnis, die unterschiedlichen elektronischen Kommunikationsmittel zu ver-
einheitlichen und nur mit einem ”Namen” anzusprechen, entstand ENUM.
Das Ziel dabei ist, verschiedene Adressen, Nummern und URLs (wie z.B. Email-Adresse,
Telefon im Bu¨ro, Handy- und Faxnummern oder Homepages) eines Benutzers unter einer
einzigen Rufnummer verfu¨gbar zu machen. Je nach der gerade verwendeten Applikation
sucht sich diese, unter Verwendung der angegebenen ENUM-Nummer, die eigentliche Ziel-
adresse, d.h. das System sorgt automatisch dafu¨r, dass die Endgera¨te ausgewa¨hlt werden,
die zur Ausgabe der Nachricht tauglich sind. Dabei ha¨lt ein selbstverwaltbares ENUM-
Directory auf DNS Basis die Daten.
Alle Kommunkationsformen (Telefonie u¨ber Festnetz, Mobilfunk, Internet, Fax, SMS, In-
stant Messaging, Email) sind durch eingebbare Adressen abgedeckt und spezielle Clients
generieren aus einer Nummer die gewu¨nschte Erreichbarkeit.
Das Telephone Number Mapping fu¨hrt somit das bisherige Telefonnetz mit dem IP ba-
sierten Internet zusammen, indem weltweit eindeutige Telefonnummern mit dem E.164-
Standard der ITU-T in ein Schema umgewandelt werden, das dem DNS entspricht.
9.2 Funktionsweise
ENUM erlaubt es, dem Inhaber einer Telefonnummer beliebig viele Dienste auf dieser
abzubilden. Hierdurch wird es fu¨r Telekommunikationsgera¨te und -applikationen einfacher,
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alternative Dienste anzusprechen und fu¨r den Anwender nutzbar zu machen.
Es werden folgende ENUM Services und zugeho¨rige URI unterstu¨tzt:
• talk – voice, ivoice, video (tel:, sip:, h323:)
• msg – email, fax, sms, ems, mms (mailto:, tel:)
• chat – instant messaging, textphone (sip:, tel:)
• info – web, ftp (http:, https:, ftp:)
• srs – service resolution service (sip:, h323:, ldap:)
Somit ko¨nnte ein mo¨gliches Anwendungszenarium folgendermaßen aussehen.
Nach Eingabe einer Rufnummer, fu¨r die ENUM -Informationen verfu¨gbar sind, wird der
Anruf zuerst auf einen Festnetzanschluss geschaltet. Nimmt hier niemand ab, wird auf die
eingetragene Handynummer weitergeleitet. Sollte auch nun keine Verbindung zustande
kommen, ko¨nnte die Nachricht aufgezeichnet und als Audio-Datei an eine E-Mail-Adresse
gesandt werden.
Im E.164-Standard ist das bisherige internationale Nummernformat (1-3 stelli-
ge La¨ndervorwahl + 15-stellige nationale Telefonnummer) fu¨r die Telekommuni-
kation definiert. Um diese Telefonnummern in das DNS zu u¨berfu¨hren, wird
eine Telefonnummer in eine eindeutige Domain verwandelt. Dafu¨r wurde ei-
ne neue Domain (e164.arpa) eingefu¨hrt und definiert (vom IAB - Internet Ar-
chitecture Board). U¨ber diesen e164.arpa-DNS kann ein ENUM-Client auf Na-
meserver mit sogenannten speziellen Naming Authority Pointer (NAPTR ⇒
Class Type Order Preference Flags Service Regexp Replacement ) Records
zugreifen. Unter dieser Subdomain wird eine ENUM-Domain nach folgender Vorschrift
gebildet.
• Die Telefonnummer wird in eine vollsta¨ndig korrekte E.164 Nunmmer u¨bersetzt
(insofern das Teilnehmer-Endgera¨t ENUM unterstu¨tzt) und mit der Gebiets- und
La¨ndervorwahl versehen. Bsp.: Es wird 531-1234 in Chemnitz angewa¨hlt ⇒ + 49-
371-531-1234, wobei die 49 fu¨r Deutschland und 371 fu¨r die Ortsvorwahl steht. Das
”+” verdeutlicht, dass es sich um eine vollsta¨ndig korrekte E.164 Nummer handelt
• Alle Zeichen – bis auf die Ziffern – werden entfernt. ⇒ 493715311234
• Die Ziffernreihenfolge wird umgekehrt. ⇒ 432113517394
• Es werden die Punkte zwischen jeder Ziffer eingefu¨gt. ⇒ 4.3.2.1.1.3.5.1.7.3.9.4
• Die Domain ”e164.arpa” wird an das Ende gehangen. ⇒
4.3.2.1.1.3.5.1.7.3.9.4.e164.arpa
ENUM gibt nun eine DNS-Anfrage an diese Domain aus. Ist der zusta¨ndige Nameserver
gefunden, bekommt ENUM die relevanten NAPTR Eintra¨ge zuru¨ckgeliefert. Bsp.:
⇒ IN NAPTR 10 10 ”U” sip+E2U ”!^.*$!sip:service@sip.test.com!”
⇒ IN NAPTR 20 10 ”U” tel+E2U ”!^.*$!tel:+49 371 531 1234!”
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Diese Eintra¨ge u¨bernehmen die Zuordnung zu den jeweils passenden Ausgabegera¨ten, d.h.
nach Eingabe der gewu¨nschten Rufnummer durch den Anwender greift der ENUM-Client
u¨ber den .e164.arpa-Nameserver auf den ENUM-Nameserver mit sogenannten NAPTR-
Records zu (NAPTR RR – entha¨lt Regeln fu¨r die Umwandlung einer Anfrage). Das Er-
gebnis dieser ENUM-Abfrage kann ein oder mehrere Uniform Resource Identifier mit einer
Abarbeitungsreihenfolge sein.
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10 Abku¨rzungsverzeichnis
AB AnrufBeantworter
ACK ACKNOWLEDGE
AIM AOL Instant Messenger
ALSA Advanced Linux Sound Architecture
ATA Analog Telephone Adaptor
BS BetriebsSystem
CRLF Carriage Return Line Feed
DNS Domain Name System
DSP Digital Signal Processor
ENUM tElephone NUmber Mapping
IETF The Internet Engineering Task Force
IM Instant Messaging
IMS Identity Management System
IP Internet Protocol
MMUSIC Multiparty Multimedia Session Control
MoUSe Management of Users and Services
OSS Open Sound System
RFC Request For Comment
SIP Session Initiation Protocol
SP Single Space
URI Universal Resource Identifier
URL Universal Resource Locator
VOCAL Vovida Open Communication Application Library
VoIP Voice over IP
WWW World Wide Web
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11 Anhang A
main.cpp
#include <qapplication.h>
#include "kphone.h"
int main( int argc, char **argv )
{
int listenport = 5060;
QString port = "";
QString user = "";
QString adress = ""; /* sado */
bool looseRoute = false;
bool strictRoute = false;
QApplication a( argc, argv );
for ( int i = 0; i < a.argc(); i++ ) {
if( QString( a.argv()[i] ) == "-u" ) {
if( i+1 < a.argc() ) {
user = QString( a.argv()[++i] );
}
} else if( QString( a.argv()[i] ) == "-p" ) {
if( i+1 < a.argc() ) {
port = QString( a.argv()[++i] );
}
listenport = port.toInt();
} else if( QString( a.argv()[i] ) == "-l" ) {
looseRoute = true;
} else if( QString( a.argv()[i] ) == "-s" ) {
strictRoute = true;
} else if( QString( a.argv()[i] ) == "-c" ) { /* sado */
if( i+1 < a.argc() ) {
adress = QString( a.argv()[++i] );
}
}
}
KPhone *phone = new KPhone( listenport, user, looseRoute, strictRoute,
/* sado */ adress );
a.setMainWidget( phone );
phone->show();
return a.exec();
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}
kphone.cpp/kphone.h
#include <stdio.h>
#include <stdlib.h>
#include <qtimer.h>
#include <qsettings.h>
#include <qmenubar.h>
#include <qmessagebox.h>
#include <qapplication.h>
#include "../dissipate2/sipuser.h"
#include "../dissipate2/sipclient.h"
#include "../dissipate2/sipcall.h"
#include "../dissipate2/sipregister.h"
#include "callaudio.h"
#include "audiocontrol.h"
#include "ksipregistrations.h"
#include "kphoneview.h"
#include "ksippreferences.h"
#include "ksipoptions.h"
#include "kphonebook.h"
#include "kphone.h"
KPhone::KPhone( unsigned int listenport, QString prefix, bool looseRoute,
bool strictRoute, /* sado */QString adress ) : QMainWindow(0)
{
QString uristr;
if( Sip::getLocalAddress().isEmpty() ) {
exit(0);
}
userPrefix = "";
if( !prefix.isEmpty() ) {
setCaption( prefix );
userPrefix = "_" + prefix + "_";
}
QSettings settings;
Sip::setLocalAddress( settings.readEntry(
"/kphone/dissipate_addr", Sip::getLocalAddress() ) );
QString socketStr = settings.readEntry( "/kphone/General/SocketMode",
"UDP" );
client = new SipClient( 0, 0, listenport, looseRoute, strictRoute,
socketStr );
QString p = "/kphone/" + getUserPrefix() + "Registration/";
uristr = settings.readEntry( p + "SipUri" );
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if( settings.readEntry( p + "/UseProxyDial", "Yes" ) == "Yes" ) {
client->setUseProxyDial( true );
} else {
client->setUseProxyDial( false );
}
client->setCallForward( settings.readBoolEntry( p + "/callforward",
false ) );
client->setCallForwardUri( SipUri( settings.readEntry( p + "/forwardaddr",
QString::null ) ) );
client->setCallForwardMessage( settings.readEntry( p + "/forwardmsg",
QString::null ) );
client->setMaxForwards( settings.readNumEntry( p + "/maxforwards", 0 ) );
client->setBusyMessage( settings.readEntry( p + "/busymsg", QString::null
) );
if( settings.readEntry( "/kphone/Symmetric/Signalling", "Yes" ) == "Yes" )
{
client->setSymmetricMode( true );
}
QString hvstr = settings.readEntry( "/kphone/Symmetric/hideviamode",
"NoHide" );
if( hvstr == "NoHide" ) { client->setHideViaMode( SipClient::DontHideVia
); }
else if( hvstr == "HideHop" ) { client->setHideViaMode( SipClient::HideHop
); }
else if( hvstr == "HideRoute" ) { client->setHideViaMode( SipClient::
HideRoute ); }
user = new SipUser( client, SipUri( uristr ) );
audio = new CallAudio;
audio->readAudioSettings();
audio->readVideoSettings();
// Initially, none of the dialogs exist yet
qdial = 0;
userinfo = 0;
audiocontrol = 0;
videocontrol = 0;
registrations = 0;
sipprefs = 0;
queryoptions = 0;
testoptions = 0;
view = new KPhoneView( audio, client, user, this, getUserPrefix(),
/* sado */ adress );
if( uristr != QString::null ) {
p = "/kphone/" + getUserPrefix() + "Registration/";
QString userdefaultproxy = settings.readEntry( p + "SipServer", QString::
null );
if( userdefaultproxy.lower() == "sip:" ) {
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userdefaultproxy = "";
}
view->updateIdentity( user );
client->updateIdentity( user, userdefaultproxy );
}
registrations = new KSipRegistrations( client, view, this, getUserPrefix()
);
view->identities( registrations );
setCentralWidget( view );
QPopupMenu *popup = new QPopupMenu;
popup->insertItem( "New Call...", view, SLOT( makeNewCall() ) );
popup->insertItem( "New Video Call...", view, SLOT( makeVideoCall() ) );
popup->insertItem( "Identity...", this, SLOT( showRegistrations() ) );
//#test
// popup->insertItem( "Options...", this, SLOT( showQueryOptions() ) );
// popup->insertItem( "Test...", this, SLOT( showTestOptions() ) );
popup->insertSeparator();
popup->insertItem( "&Quit", this, SLOT( kphoneQuit() ) );
menuBar()->insertItem( "&File", popup );
popup = new QPopupMenu;
popup->insertItem( "SIP Preferences...", this, SLOT(
showGlobalPreferences() ) );
popup->insertItem( "Audio Preferences...", this, SLOT(
showAudioPreferences() ) );
popup->insertItem( "Video Preferences...", this, SLOT(
showVideoPreferences() ) );
popup->insertItem( "Phone Book", view, SLOT( showPhoneBook() ) );
menuBar()->insertItem( "&Preferences", popup );
menuBar()->insertSeparator();
popup = new QPopupMenu;
popup->insertItem( "Help", this, SLOT( showHelp() ) );
popup->insertItem( "About KPhone", this, SLOT( showAboutKPhone() ) );
menuBar()->insertItem( "&Help", popup );
if( registrations->getUseStun() ) {
audio->setStunSrv( registrations->getStunSrv() );
client->sendStunRequest( registrations->getStunSrv() );
QTimer *stun_timer = new QTimer( this );
connect( stun_timer, SIGNAL( timeout() ), this, SLOT( stun_timerTick() ) );
p = "/kphone/" + getUserPrefix() + "Registration/";
int timeout = settings.readNumEntry( p + "RequestPeriod",
constStunRequestPeriod );
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if( timeout > 0 ) {
stun_timer->start( timeout * 1000 );
}
}
QTimer *timer = new QTimer( this );
connect( timer, SIGNAL( timeout() ), this, SLOT( timerTick() ) );
timer->start( 1 );
resize( 160, 250 );
}
KPhone::~KPhone( void )
{
}
void KPhone::timerTick( void )
{
client->doSelect( false );
}
void KPhone::stun_timerTick( void )
{
client->sendStunRequest();
}
void KPhone::showUsers( void )
{
}
QString KPhone::getUserPrefix( void )
{
return userPrefix;
}
void KPhone::showUserInfo( void )
{
}
void KPhone::showAudioPreferences( void )
{
if( !audiocontrol ) {
audiocontrol = new AudioControl( audio, this, getUserPrefix() );
}
audiocontrol->show();
}
void KPhone::showVideoPreferences( void )
{
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if( !videocontrol ) {
videocontrol = new VideoControl( audio, this, getUserPrefix() );
}
videocontrol->show();
}
void KPhone::showRegistrations( void )
{
registrations->showIdentity();
}
void KPhone::showGlobalPreferences( void )
{
if( !sipprefs ) {
sipprefs = new KSipPreferences( client, audio, this, getUserPrefix() );
}
sipprefs->show();
}
void KPhone::showQueryOptions( void )
{
if( !queryoptions ) {
queryoptions = new KSipOptions( user );
}
queryoptions->show();
}
void KPhone::showTestOptions( void )
{
if( !testoptions ) {
testoptions = new KTestOptions( client );
}
client->setTest( true );
testoptions->show();
}
void KPhone::showHelp( void )
{
QMessageBox mb( "KPhone",
"When starting KPhone for the first time, you should enter your identity
information in the window appearing.\n"
"The information required for successful sipping are ’Full Name’, ’User
part of SIP URL’ and ’Host part of SIP URL’.\n"
"Note for KPhone 3.xx users: copy ’~/.kde/share/config/kphonerc’ file to
’~/.qt’ directory.\n"
"\n"
"If you have a NAPTR/SRV enabled DNS-server you can leave the ’Outbound
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Proxy’ and ’Authentication Username’ fields empty,\n"
"as KPhone will automatically search for the server information by the
’Host part of SIP URL’ and prompt the username/password.\n"
"\n"
"Mark the auto register selection if you wish KPhone to automatically
register your identity on application start.\n"
"If you want to use multiple identities, start KPhone with the ’-u’ option
and the username of your selection.\n"
"For example: ’kphone -u jsmith’.\n"
"\n"
"If you are behind a NAT (Network Address Translation) device, you should
go to Preferences -> SIP Preferences -> Socket and\n"
"check the ’Use STUN Server’\n"
"\n"
"The right button of your mouse is your best friend in KPhone’s main UI.
By clicking the right mouse button (RMB) in the main\n"
"window you get a menu including all important functions of KPhone. You
should edit the Phone Book and enter all your favourite\n"
"contacts there. Of course this is not mandatory but it increases your
efficiency with KPhone.\n"
"\n"
"When adding contacts to your Phone Book, simply click Add and enter the
person’s real name, SIP identity and the optional\n"
"description. If you want your contacts to be displayed in the main UI,
just check the ’Add Identity ...’ box. After editing your\n"
"contacts you can return to the main UI by clicking Hide. All your selected
contacts should now appear there. Making calls and \n"
"sending instant messages to your contacts is easy with the RMB. Just click
and select the function which you’d like to initiate.\n",
QMessageBox::NoIcon,
QMessageBox::Ok | QMessageBox::Default,
QMessageBox::NoButton,
QMessageBox::NoButton );
mb.exec();
}
void KPhone::showAboutKPhone( void )
{
QMessageBox::about( this, "About KPhone",
"KPhone " + KPhoneVersion + " is a ’Voice Over Internet’ phone\n\n"
"Copyright (c) 2000 Billy Biggs <bbiggs@div8.net>\n"
"Copyright (c) 2004 Wirlab <kphone@wirlab.net>\n\n"
"KPhone is released under the GPL\n\n"
"For more information, see\n"
"http://www.wirlab.net/kphone\n" );
}
Seite 69
11. Anhang A SIP-Client
void KPhone::kphoneQuit( void )
{
view->kphoneQuit();
quitTimer = new QTimer( this );
connect( quitTimer, SIGNAL( timeout() ), qApp, SLOT( quit() ) );
quitTimer->start( quitTime );
hide();
}
void KPhone::closeEvent( QCloseEvent* ce )
{
ce->ignore();
kphoneQuit();
}
kphoneview.cpp/kphoneview.h – Ausschnitt
...
ContactParser::ContactParser( void )
: QXmlDefaultHandler()
{
}
bool ContactParser::startDocument()
{
return TRUE;
}
bool ContactParser::startElement( const QString&, const QString&,
const QString& qName,
const QXmlAttributes& attributes)
{
if( qName == "identity" ) {
QString description = attributes.value( "description" );
QString uri = attributes.value( "uri" );
QString contact = attributes.value( "contact" );
if( uri.left( 4 ).lower() != "tel:" && uri.left( 4 ).lower() != "sip:" )
{
uri = "sip:" + uri;
}
if( contact.lower() != "no" ) {
if( !description.isEmpty() ) {
uri += ";" + description;
}
contacts.append( uri );
}
}
return TRUE;
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}
bool ContactParser::endElement( const QString&, const QString&, const
QString& )
{
return TRUE;
}
KPhoneView::KPhoneView( CallAudio *callaudio, SipClient *c, SipUser *u,
QWidget *parent, const char *name, /* sado */ QString adress )
: QWidget( parent, name ), client( c ), user( u )
{
reg = 0;
buttonSetOffline = false;
setSubscribeOffline = false;
callAudio = callaudio;
connect( client, SIGNAL( updateSubscribes() ),
this, SLOT( updateSubscribes() ) );
connect( client, SIGNAL( incomingInstantMessage( SipMessage * ) ),
this, SLOT( incomingInstantMessage( SipMessage * ) ) );
connect( client, SIGNAL( incomingSubscribe( SipCallMember *, bool ) ),
this, SLOT( incomingSubscribe( SipCallMember *, bool ) ) );
connect( client, SIGNAL( incomingCall( SipCall *, QString ) ),
this, SLOT( incomingCall( SipCall *, QString ) ) );
connect( client, SIGNAL( hideCallWidget( SipCall * ) ),
this, SLOT( hideCallWidget( SipCall * ) ) );
QVBoxLayout *vbox = new QVBoxLayout( this );
QGridLayout *headergrid = new QGridLayout( 4, 5 );
vbox->insertLayout( 0, headergrid );
buttonSipUri = new QPushButton( "Set Identity", this );
buttonSipUri->setMinimumWidth( kphoneMinimunWidht );
headergrid->addMultiCellWidget( buttonSipUri, 0, 0, 0, 4 );
connect( buttonSipUri, SIGNAL( clicked() ),
this, SLOT( showIdentities() ) );
lineeditCall = new QLineEdit( this );
lineeditCall->setFocus();
/* sado set caller number as default text*/
lineeditCall->setText(adress);
connect( lineeditCall, SIGNAL( returnPressed() ),
this, SLOT( makeNewCall() ) );
headergrid->addMultiCellWidget( lineeditCall, 1, 1, 0, 2 );
buttonNewCall = new QPushButton( "", this );
buttonNewCall->setFixedWidth( 30 );
QIconSet icon;
icon.setPixmap(SHARE_DIR "/icons/mini-kphone.png", QIconSet::Automatic );
buttonNewCall->setIconSet( icon );
headergrid->addWidget( buttonNewCall, 1, 3 );
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connect( buttonNewCall, SIGNAL( clicked() ),
this, SLOT( makeNewCall() ) );
buttonVideoCall = new QPushButton( "", this );
buttonVideoCall->setFixedWidth( 30 );
QIconSet icon3;
icon3.setPixmap(SHARE_DIR "/icons/videocall.png", QIconSet::Automatic );
buttonVideoCall->setIconSet( icon3 );
headergrid->addWidget( buttonVideoCall, 1, 4 );
connect( buttonVideoCall, SIGNAL( clicked() ),
this, SLOT( makeVideoCall() ) );
...
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