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Abstract—There are several scripting languages that exist 
today. However, some are used more frequently and popular 
than others. This is due to certain characteristics and features 
that they possess. Particularly in applied computing fields like 
software engineering, bioinformatics and computational biology, 
scripting languages are gaining popularity. This paper presents a 
comparative study of ten popular scripting languages that are 
used in the above mentioned fields/area. For making comparison, 
we have identified the factors against which these languages are 
evaluated. Accordingly, based on selected criteria we determine 
their suitability in the fields of software engineering, 
bioinformatics and computational biology research. This will 
serve as a guide to researchers to choose the appropriate 
scripting language in the various fields. 
Keywords—applied computing;open source; scripting 
languages. 
I.  INTRODUCTION  
Scripting languages are an important tool in present day 
applied computing research. There are several reasons why 
scripting languages are popular especially in applied 
computing research. Scripting languages are object-oriented in 
nature, easy to learn and apply, they have flexible syntax, and 
powerful string-handling abilities, portable, embeddable, 
extensible, rich sets of libraries and some of them also provide 
support for concurrent programming [1]. 
Scripting languages find applications in different applied 
computing areas such as software engineering, bioinformatics 
and computational biology. Software engineering for instance 
being a field that concerns itself with applying systematic and 
disciplined approaches to the development of quality software 
that meets client/user requirements has stages of software 
development [52]. Scripting languages come in handy in the 
implementation and testing phases of software development. 
Also, scripting languages find applications in bioinformatics – 
being a field that involves researching, developing and 
applying computational tools and approaches in order to 
expand the use of biological, medical, behavioral or health data 
[53]. This also includes acquiring, storing, organizing, 
archiving, analyzing and visualizing such data. Scripting 
languages are crucial in this regard.  In addition, scripting 
languages play a vital role also in computational biology as this 
field involves mining large pools of biological data using 
mathematical/computational modeling techniques [53].  
Some of the problems associated with developing efficient, 
effective and portable software are those related to improper 
specifications, error in the design phase, faulty implementation 
phase, and lack of a well tested and properly refined product in 
the case of software engineering [52]. The major challenge in 
bioinformatics and computational biology research has to do 
with analyzing large volume of biological data for essential 
information. The reason for undertaking a study on the 
application of scripting languages to applied computing is to 
address these challenges and also specify the most suitable 
scripting language applicable to a specific problem domain. 
Research in the three fields discussed relies heavily on the 
use/development of tools. Scripting languages are often 
employed in the development of such tools. The aim of this 
paper therefore is to present a comparative study of ten 
scripting languages commonly used in academic circles with 
the intent of determining their suitability for three applied 
computing fields namely: software engineering, bioinformatics 
and computational biology. The rest of the paper is organized 
as follows: Section 2 discusses the background of scripting 
languages. Section 3 presents features, advantages and 
limitations of ten popular scripting languages as given by 
TIOBE – a company that assesses the quality of software. 
Section 4 presents a comparative study of the scripting 
languages based on some defined criteria. Section 5 discusses 
the outcomes of the comparative study and Section 6 concludes 
the paper. 
II. BACKGROUND OF SCRIPTING LANGUAGES 
In this paper, the limitation is that, we are confining our 
study to the applications of scripting languages to software 
engineering, bioinformatics and computational biology –related 
research. We also provide insight on the various 
attributes/features of specific scripting languages considered in 
this study. 
The term ‘scripting language’ has been defined from two 
perspectives namely: the pragmatic perspective and the 
philosophical perspective [1]. The two perspectives however 
agree on the fact that scripting languages are interpreted [2] 
possess automatic memory management and powerful 
operations tightly built in, rather than relying on libraries [1]. 
In recent times, they also possess dynamic and strong typing as 
seen in Python, Perl and a host of others. 
Scripting languages play an indispensable role in 
computational and biological research as well as software 
engineering. Their significance cannot be underestimated. 
Scripting languages originated as a result of the development 
of the internet as a tool of communication. Rather than being 
compiled, scripting languages are usually being interpreted.  
Researchers in computational and biological sciences have 
several research problems, and needs. In order to solve these 
problems and accelerate the pace of progress in their various 
research domains, it is expedient that these scientists 
understand, solve these problems and meet these needs.  Thus, 
the underlying motivation for the development and use of 
different scripting languages is the evolution of diverse 
problems and the complex need to work with incomplete and 
noisy data. Also, in software engineering particularly in the 
area software quality, several metrics are being proposed but 
there are usually no corresponding tools that can be used for 
measurement. In building these tools, scripting languages may 
come in handy. Therefore, in the next section we review ten 
popular scripting languages by examining their features, 
advantages, and limitations. 
III. FEATURES, ADVANTAGES AND LIMITATIONS OF 
POPULAR SCRIPTING LANGUAGES 
This section describes the features, advantages and 
limitations of Python, Haskell, Lua, Perl, Scala, PHP, 
JavaScript, Erlang, R and Ruby as ten popular scripting 
languages. They are popular in the sense that they rank higher 
in comparison to other known scripting languages in the 
TIOBE programming community index [54]: 
A. Python 
Python is a general-purpose, high-level programming 
language that also provides scripting capability [3]. It first 
appeared in 1991 and was designed by Guido van Rossum. The 
language was influenced by ABC, ALGOL 68, C, Haskell, 
Lisp, Modula-3, Perl, and Java. It has also influenced the 
design of other languages namely: Boo, Cobra, D, Falcon, 
Groovy, Ruby, and JavaScript. 
B. Haskell 
It is an advanced, purely-functional programming language 
that supports scripting capabilities [55]. It first appeared in 
1990 and is an open-source product of more than twenty years 
of cutting-edge research which allows rapid development of 
robust, concise, correct software. The language was influenced 
by languages like: Standard ML, Lisp, and Scheme. It has in 
turn also influenced several other languages like: Python and 
Scala 
C. Lua 
Lua is a powerful, fast, lightweight, embeddable language 
that first appeared in 1993. “Lua” (pronounced LOO-ah) means 
“Moon” in Portuguese [56]. Roberto et al. [57] designed the 
language. The language was inspired by C++, CLU, Modula, 
Scheme and SNOBOL. It has in turn inspired languages like: 
Io, GameMonkey, Squirrel, Falcon and MiniD. 
D. Perl 
Perl is a highly capable, feature-rich programming language 
that first appeared in 1987 [58]. It was developed by Larry 
Wall and can be used in mission critical projects. The language 
was influenced by languages like: AWK, Smalltalk 80, Lisp, C, 
C++, sed, UNIX shell, and Pascal. It has in turn influenced the 
creation of Python, PHP, Ruby, JavaScript, and Falcon. 
E. Scala 
It is a general purpose programming language designed to 
express common programming patterns in a concise, elegant, 
and type-safe way. It was designed by Martin Odersky and first 
appeared in 2003 [59]. The language was inspired by languages 
like Eiffel, Erlang, Haskell, Java, Lisp, Pizza, Standard ML, 
OCaml, Scheme and Smalltalk. It has in turn influenced the 
following languages namely: Fantom, Ceylon, and Kotlin. 
F. PHP 
It is a widely used general purpose scripting language that 
is especially suited for Web development and can be embedded 
into HTML. It was designed by Rasmus Lerdorf [60] using the 
C programming language and first appeared in 1995. PHP was 
influenced by Perl, C, C++, Java and Tcl. 
G. JavaScript 
JavaScript is a lightweight programming language that first 
appeared in 1994 and was designed by Brendan Eich [61]. The 
language was influenced by C, Java, Perl, Python, Scheme, 
Self. It has in turn influenced ActionScript, CoffeeScript, Dart, 
Jscript .NET, Objective-J, QML, TIScript, and TypeScript. 
H. Erlang 
Erlang is a programming language designed at the Ericsson 
Computer Science Laboratory. It first appeared in 1986. The 
language was influenced by Prolog and ML. It has in turn 
influenced F#, Clojure, Rust, Scala, Opa and Reia [62]. 
I. R 
R is a language and environment for statistical computing 
and graphics. It was designed by Ihaka and Gentleman and first 
appeared in 1993 [63]. It was influenced by S, Scheme, and 
XLispStat. 
J. Ruby 
It is a dynamic open source programming language with a 
focus on simplicity and productivity. It was designed by 
Yukihiro Matsumoto [64] and first appeared in 1995. The 
language was influenced by Ada, C++, CLU, Dylan, Eiffel, 
Lisp, Perl, Python, and Smalltalk. It has also in turn influenced 
Falcon, Fancy, Groovy, loke, Mirah, Nu, and Reia. 
Table 1 summarizes the features, advantages and 
limitations of these scripting languages. 
TABLE I.  SCRIPTING LANGUAGES’ FEATURES, ADVANTAGES AND 
LIMITATIONS 
Scripting 
Language 
Features and 
advantages 
Limitations References 
Python 
-Object-oriented 
-Clear and readable 
syntax 
-Imperative 
-Functional 
-Procedural 
-Reflective 
-Strong and dynamic 
typing 
-Simple and easy to 
learn 
-Free and Open 
Source 
-Portable 
-Extensible 
-Embeddable 
-Extensive Libraries 
-Rapid development 
-General purpose 
language 
-The indentation 
style of Python 
may put 
programmers off 
who have been 
exposed to other 
languages before 
Python. 
-Python 3 which 
is an 
improvement 
over Python 2 is 
different from 
Python 2. Not all 
the libraries in 
Python 2 
currently work in 
Python 3 
[4] [5] 
Haskell 
-Object-oriented 
-Pure functional 
language 
-Multi-platform 
-Derives the best 
features from other 
languages 
-It is innovative by 
constantly 
incorporating new 
language features 
-It is a general 
purpose language 
-Open source 
-Extensible 
-Encourages literate 
programming 
-Flexible syntax 
-Powerful string 
handling 
-A few keywords 
are not reserved 
-Learning curve 
is high 
-Code refactoring 
is difficult to 
perform 
-Weak 
debugging tools 
[6] [7] 
Lua 
-Proven and robust 
language 
-Faster when 
compared to other 
interpreted scripting 
languages 
-Limited error 
handling support 
-No Unicode 
support 
-Limited pattern-
matching support 
[8] 
Scripting 
Language 
Features and 
advantages 
Limitations References 
-Portable 
-Embeddable 
-Powerful yet simple 
-Small in size 
-Free and Open 
source 
-Proto-typical 
Perl 
-Functional 
-Imperative 
-Object-oriented 
-Reflective 
-Procedural 
-Generic 
-Portability 
-String processing 
and especially regular 
expression support 
-CPAN 
(Comprehensive Perl 
Archive Network) 
comes with a range 
of useful third party 
modules 
-Prototype based 
-Slow execution 
-You cannot 
easily create a 
binary image 
(“exe”) from a 
Perl file. 
-Error handling 
is often 
challenging 
[9] [10] 
[11] 
Scala 
-Seamless integration 
with Java 
-It is compiled, not 
interpreted 
-Object-oriented 
-Functional 
-Extensible 
-Statically typed 
-Interoperates with 
Java and .NET 
-New but 
growing steadily 
[12] 
PHP 
-Imperative 
-Object-oriented 
-Procedural 
-Reflective 
-Weak typing 
-Open source 
-Best suited for 
web applications 
-Insecure 
[13] 
JavaScript 
-Prototype-based 
-Weakly-typed 
-Possesses first-class 
function 
-Multi-paradigm 
-Object-oriented 
-Imperative 
programming style 
-Functional 
programming style 
-Supports structured 
programming 
-Easy learning curve 
-Simplicity 
-Speed 
-Versatile and plays 
nicely with other 
languages 
-Security issues 
-JavaScript 
rendering varies 
since different 
layout engines 
render JavaScript 
differently 
[14] [15] 
[16] [17] 
[18] [19] 
[20] [21] 
Erlang 
-Functional 
programming 
-Supports concurrent 
programming 
-Support for 
distributed, fault-
tolerant, soft-real-
time, non-stop 
applications 
-Support for hot 
swapping so that 
code can be changed 
- Learning curve 
is high at the 
beginning 
[22] 
Scripting 
Language 
Features and 
advantages 
Limitations References 
without stopping a 
system 
-General purpose 
language 
R 
-Object-oriented 
-Imperative 
-Functional  
-Dynamic typing 
-Procedural 
-Cross-platform 
-Extensible 
-Provides a wide 
variety of statistical 
and graphical 
techniques 
-Visualization 
-Open source 
-Library support 
-Proto-typical 
-Steep learning 
curve 
[23] 
Ruby 
-Object-oriented 
-Multi-platform 
-Derives the best 
features from other 
languages 
-Open source 
-Low learning curve 
-Extensible 
-Encourages literate 
programming 
-Flexible syntax 
-Rich set of libraries 
-Powerful string 
handling 
-Slower 
compared to 
other scripting 
languages like 
PHP 
[24] [25] 
 
IV. COMPARATIVE STUDY OF POPULAR SCRIPTING 
LANGUAGES 
In the previous section, we explored the features, 
advantages and limitations of ten scripting languages. After 
exhaustive survey, we identified the following attributes 
against which the scripting languages will be evaluated and 
compared. 
TABLE II.  COMPARISON OF THE SCRIPTING LANGUAGES 
Langu
age 
Comparison Criteria 
Applicab
ility 
Ranking
/Popula
rity 
Prominent 
Users 
Learning 
Curve 
Length of 
existence 
Python 
General 
Purpose 
8 
Google, 
NASA, 
Yahoo, 
Red Hat 
Low 21years 
Haskell 
General 
Purpose 
32 
Alcatel-
Lucent, 
AT&T, 
Bank of 
America 
Merril 
Lynch, 
Ericsson 
AB, 
Facebook, 
Google 
High 22years 
Lua 
General 
Purpose 
18 
Firefox 
Web 
browser, 
Low 19years 
Langu
age 
Comparison Criteria 
Applicab
ility 
Ranking
/Popula
rity 
Prominent 
Users 
Learning 
Curve 
Length of 
existence 
MediaWi
ki 
Perl 
General 
Purpose 
9 
Amazon.c
om 
Low 25years 
Scala 
General 
Purpose 
33 
Twitter, 
LinkedIn 
Low 9years 
PHP 
Web 
Applicat
ions 
6 Facebook Low 17years 
JavaScr
ipt 
Web 
Applicat
ions 
10 
Apache 
Cordova 
Low 18years 
Erlang 
General 
Purpose 
31 
Facebook, 
Ericsson 
High 26years 
R 
Statistic
al 
Computi
ng 
26 
New York 
Times, 
Google, 
Facebook, 
Mozilla, 
TechCrun
ch 
High 19years 
Ruby 
General 
Purpose 
11 
NASA 
Langley 
Research 
Center, 
Motorola 
Low 17years 
 
 Applicability: Can the language be used in different 
contexts or specific contexts? 
 Ranking/Popularity: What is its position in TIOBE 
language rankings – TIOBE is a company specialized in 
assessing and tracking the quality of software 
 Prominent Users – Which prominent company is using 
the software? 
 Learning Curve: Difficulty for new entrants 
 Length of existence: Time span since its development. 
The comparison is given in Table 2 and in Figure 1 we 
show the language rankings based on the popularity as given 
by TIOBE. It is important to note that in Figure 1, the 
languages with the lower rankings are better in terms of 
popularity. 
 
Fig. 1. Popularity ranking (lower is better) 
V. DISCUSSION 
Based the findings in previous sections, in this section, we 
discuss the suitability of the scripting languages considered for 
research in the fields of software engineering, bioinformatics 
and computational biology. 
A. Software Engineering 
The central theme of software engineering research is 
coming up with quality software that meets user requirements 
and is completed on time and within a specified budget [26]. 
This brings four stages of the software development process to 
bear. First, the requirements engineering phase, and since user 
requirements are always evolving there is need for a language 
that can also adapt to the changing requirements hence the need 
for scripting languages. Such a scripting language must allow 
for the creation of prototypes as a way of gathering 
requirements. Among the languages considered, JavaScript, 
Lua, Perl, and R have this feature. The implementation or 
coding phase is another stage where scripting languages are 
needed. This is to ensure speedy completion and delivery of 
software. The scripting language must be one that promotes 
programmer productivity while also ensuring code reuse [2]. 
Python, Ruby, PHP, Haskell, Lua, Scala, Perl, JavaScript and 
Erlang all come in handy in this regard. Testing is crucial 
before any software can be delivered to a client hence testing is 
a third stage where scripting languages come into play during 
the software development lifecycle. With the advent of Test 
Driven Development [28] and its adoption by academia [29] 
particularly its integration into the computing curriculum [30], 
automated unit tests [27] can be created that define code 
requirements before writing the actual code. Software 
engineers often use testing frameworks for this and these 
testing frameworks are written in languages like Ruby, Python, 
Perl and PHP. In situations where reliability of an application 
cannot be compromised, Erlang should be used as it is 
designed for writing reliable and fault-tolerant applications. 
B. Bioinformatics 
Bioinformaticians constantly mine large volumes of gene 
data, perform DNA analysis which involves the comparative 
analysis of sequences, processing of plant and animal 
sequences with respect to infectious disease research. Some 
well suited scripting languages currently used in bioinformatics 
for this purpose include Python, Perl, and R as is currently 
being used. High level programming languages like C++, Java 
have been used in previous works to develop bioinformatics 
tools Some useful Bioinformatics toolkits have been developed 
using Java, Perl and Python programming languages [31]; 
Other Bioinformatics-related tools have been developed and 
written in diverse programming languages [32], the 
Bioconductor (a bioinformatics and computational biology 
software project), was developed using R programming 
language and environment [33],  another bioinformatics tool 
was partly developed using XML and Java [34]; High-level 
programming language like C++ was used in developing libcov 
(a bioinformatics tool for manipulating protein structures) [35]; 
MACBenAbim, a bioinformatics and computational biology 
application was developed using JavaScript and HTML 5 [36]; 
BengaSavex, a computational biology extraction tool for 
identical DNA sequences was developed using C++ 
programming language [37]; 13CFLUX2, a high-performance 
bioinformatics software suite was developed using C++, Java 
and python add-ons[38]. Of recent, some of the several 
bioinformatics tools are now been developed using prominent 
scripting languages such as Perl, Python and JavaScript. Prova 
is an example of a Java-based bioinformatics tool developed 
using JavaScript programming language [39];    The Gaggle is 
another Java-based software, developed with the aim of 
resolving problems associated with software-database 
integration[40]; Kumar and Dudley jointly conducted an 
extensive review about various software used by 
bioinformaticians [41]; Fourment and Gillings [42], conducted 
a comparative analysis among programming languages (C, 
C++, C#, Java, Perl and Python), used by bioinformaticians  
[42];  Easyfig is a python-based application used to analyze 
genetic loci in bioinformatics [43]; SurreyFBA is a C++-based 
bioinformatics application developed for use by scientists [44]; 
FASIMU is also another bioinformatics application that was 
developed using some programming languages [45]. These 
tools span various application areas of bioinformatics. 
Researchers in this field can also explore functional scripting 
languages such as Haskell, Lua, Scala and Erlang, as they also 
hold great promise because, they have been previously used to 
develop useful applications in bioinformatics.. 
According to the results of our analysis in this paper (as 
shown in Figure 1), we discovered that Python had the best 
ranking, which was closely followed by Perl and then the R 
scripting language. Python must have ranked the best for 
developing bioinformatics tools and applications partly because 
it is easier to learn and gain mastery of it, than the other two 
scripting languages. 
C. Computational Biology 
The nature of work done in computational biology requires 
the use of scripting languages that are either functional in 
nature or support functional programming hence the following 
languages can suffice for and has been applied in some 
computational biology research: Python, Haskell, Perl, Scala, 
JavaScript, Lua, Ruby, Erlang, and R BioPython, a useful tool 
for Computational biologists was developed using Python 
programming language  [46];  Bioshell, another computational 
biology tool, consists of a combination of scripting programs, 
mostly python and Perl [47]; AnnotationSketch, a 
computational biology tool was implemented using ANSI C 
with provision for bindings with scripting languages such as 
Ruby, Python and Lua [48]; SHOGUN is a machine learning 
software implemented in C++ with the capability of interfacing 
to MATLAB, R, Python and Octave. It is a very useful 
computational biology tool useful for mastering large-scale 
learning problems for analyzing biological sequences [49]; Fiji, 
a computational biology tool, was implemented using a broad 
range of scripting languages [50]; finally, a toxic genomic data 
analysis system, useful for computational biologists, was 
implemented using programming languages [51] [38]. Thus 
scripting languages find expression in the computational 
biology-related research. 
VI. CONCLUSION 
In conclusion, this paper has reviewed ten popular scripting 
languages according to the TIOBE language ranking. The 
review presented the features, advantages and limitations of 
each language. A comparative study is also carried out on the 
languages based on five criteria which include: applicability, 
ranking/popularity, prominent users, the learning curve and the 
length of existence of the language. Based on the results from 
the analysis we were able to deduce which language was 
suitable for software engineering, bioinformatics and 
computational biology research. We believe that the analysis 
will serve as a guide to researchers in the fields of software 
engineering, bioinformatics and computational biology who are 
trying to select a suitable scripting language or change from an 
existing language. 
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