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Tato pr¶ace se zab¶yv¶a n¶avrhem a implementac¶³ aplikace pro kompresi videosekvenc¶³. Ap-
likace je implementov¶ana za pou·zit¶³ programovac¶³ho jazyka C++ pod Microsoft Visual
Studiem 2005. Vyu·z¶³v¶a knihovny Video for Windows a DirectShow. M¶a za c¶³l sn¶³·zen¶³ ve-
likosti datov¶eho toku videa. Popisuje ztr¶atov¶e a bezeztr¶atov¶e metody komprese.
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Abstract
This thesis is concerned with design and implementation of application for video compres-
sion. Application is implemented with programming language C++ in Microsoft Visual
Studio 2005 by using library Video for Windows and DirectShow. It is focused to decrease
size of video data stream. It describes lossy and lossless data compression.
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C¶³lem t¶eto bakal¶a·rsk¶e pr¶ace bude vytvo·rit jednoduch¶y videokodek. Pojem videokodek vznikl
slo·zen¶³m n·ekolika slov. Slovo kodek ozna·cuje po·c¶³ta·cov¶y program, kter¶y dok¶a·ze transfor-
movat datov¶y proud do zak¶odovan¶e formy. Tento proces se naz¶yv¶a k¶odov¶an¶³. ·Cast·eji se
u kodekºu pou·z¶³v¶a opa·cn¶y proces ozna·covan¶y jako dek¶odov¶an¶³. Slovo kodek je tak spo-
jen¶³ po·c¶ate·cn¶³ch p¶³smen dvou slov k¶odov¶an¶³ a dek¶odovan¶³. P·rid¶an¶³m slova video vznik¶a
aplikace prov¶ad·ej¶³c¶³ kompresi a dekompresi videosekvenc¶³. Kompres¶³ videa se pak rozum¶³
pou·zit¶³ rºuzn¶ych metod komprese za ¶u·celem sn¶³·zen¶³ objemu dat.
Kapitola 2 se zab¶yv¶a historick¶ym v¶yvojem komprese v oblasti multimedi¶³. V kapitol¶ach
3 a 4 jsou pops¶any metody ztr¶atov¶e a bezeztr¶atov¶e komprimace, kter¶e jsou vyu·z¶³v¶any p·ri
kompresi videa. N¶avrh a implementace aplikace se nach¶az¶³ v kapitole 5. S v¶yslednou aplikac¶³
jsou provedeny testy, kter¶e jsou obsahem kapitoly 6. V z¶av·ere·cn¶e kapitole 7 je zhodnocena




Ji·z od prad¶avna se ·clov·ek setk¶aval se situacemi, kdy byly jeho mo·znosti omezen¶e. Pra·clov·ek
odch¶azej¶³c¶³ na lov se vracel pouze s ko·rist¶³, kterou s¶am unesl. V·sechny tyto situace byly
podn·etem k lidsk¶e ·cinnosti. A tak ·clov·ek vynalez kolo a vznikl vºuz. T¶³m se jeho schopnost
transportu v·ec¶³ v¶yrazn·e zlep·sila. Postupem ·casu se v·sak po·cet p·repravovan¶ych v·ec¶³ zv·et·soval
a ·clov·ek pot·reboval odleh·cit (zkomprimovat). Rozhodl se tedy, ·ze v·eci na voze p·reskl¶ad¶a
tak, aby u·set·ril n·ejak¶e m¶³sto (bezeztr¶atov¶a komprimace). Pop·r¶³pad·e zbyte·cn¶e v·eci nechal
doma (ztr¶atov¶a komprimace).
P·r¶³chodem po·c¶³ta·cºu za·cala komprimace nab¶³rat na dºule·zitosti. Za·caly se objevovat rºuzn¶e
komprima·cn¶³ algoritmy, kter¶e se staly z¶akladem ¶usp·echu mnoha programºu. Komprima·cn¶³
algoritmy lze rozd·elit do dvou z¶akladn¶³ch kategori¶³. Bezeztr¶atov¶a komprimace p·ri kter¶e se
zachov¶avaj¶³ v·sechna data a data jsou po dek¶odov¶an¶³ zcela toto·zn¶a s pºuvodn¶³mi. Naopak
p·ri ztr¶atov¶e komprimaci jsou n·ekter¶e informace nen¶avratn·e ztraceny. Ztr¶atov¶a komprimace
je mnohem ¶u·cinn·ej·s¶³ ne·z bezeztr¶atov¶a. Nev¶yhodou je ale ur·cit¶e zkreslen¶³ oproti origin¶alu.
Ztr¶atov¶a komprimace vyu·z¶³v¶a hlavn·e pro kompresi dat ur·cen¶ych k smyslov¶emu vn¶³m¶an¶³
(obraz, zvuk, video). Pr¶av·e ztr¶atov¶a komprimace zaznamenala v posledn¶³ch letech nejv·et·s¶³
rozvoj.
V roce 1986 je ustanovena skupina Joint Photographic Experts Group (zkr¶acen·e JPEG
[13]) dohl¶³·zej¶³c¶³ na nov¶y standard obrazov¶eho form¶atu. V roce 1992 do·slo k jeho vyd¶an¶³
na ve·rejnost. Standard JPEG speci¯kuje zpºusob komprimace obrazov¶ych dat a zpºusob
jejich dekomprimace. Zanedlouho se stal velmi obl¶³ben¶ym a prosadil se do mnoha odv·etv¶³
digit¶aln¶³ techniky. I sou·casnosti je jedn¶³m z nejroz·s¶³·ren·ej·s¶³m obrazov¶ym form¶atem. Obrazy
vyu·z¶³vaj¶³c¶³ standard JPEG maj¶³ nejb·e·zn·ej·s¶³ souborovou p·r¶³ponu .jpg.
P·r¶³chodem form¶atu JPEG doch¶az¶³ v po·c¶³ta·cov¶e technice k rozvoji multimedi¶aln¶³ch
slu·zeb. V 90. letech je tento rozvoj je·st·e v¶³ce vystup·nov¶an p·r¶³chodem internetu a nov¶ymi
instruk·cn¶³mi sadami (MMX, SSE), kter¶e v procesorech zvy·suj¶³c¶³ v¶ykon pr¶ace s multim¶edii.
Objevuje se mnoho programºu pro pr¶aci s digit¶aln¶³ technikou (fotky, videa, zvuk). Z JPEG
se vyvinul video form¶at MJPEG, kter¶y jednotliv¶e sn¶³mky komprimuje jako JPEG. Sn¶³mky
form¶atu MJPEG nejsou mezi sebou datov·e propojeny, a tak je tento form¶at vhodn¶y pro
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st·rih videa. Asi nejv·et·s¶³ vzestup zaznamenal hudebn¶³ form¶at MP3. Na trhu se objevuj¶³
scannery, digit¶aln¶³ fotoapar¶aty, videokamery a mnoho dal·s¶³ch. V·se co bylo d·r¶³ve drahou
z¶ale·zitost¶³, je st¶ale dostupn·ej·s¶³ ka·zd¶emu. Ov·sem takov¶yto rozmach technologi¶³ pot·rebuje
odborn¶y dohled. Proto vznikaj¶³ skupiny, kter¶e dohl¶³·zej¶³ na standardy form¶atºu. Nejzn¶am·ej·s¶³
skupinou dohl¶³·zej¶³c¶³ na form¶aty videa se jmenuje MPEG.
2.1 MPEG
V kv·etnu roku 1988 se konalo prvn¶³ setkan¶³ MPEG (Moving Picture Experts Group). C¶³lem
pr¶ace t¶eto skupiny bylo standardizovat metody komprese videosign¶alu a vytvo·rit otev·renou
a efektivn¶³ kompresi. Skupina zavedla mnoho ¶usp·e·sn¶ych standardºu, kter¶e jsou dodnes ·siroce
pou·z¶³v¶any. Klade dºuraz na strukturu ulo·zen¶³ dat komprimace, tak aby bylo mo·zn¶e podle
standardu navrhovat nap·r. hardwarov¶e p·rehr¶ava·ce, ·r¶³d¶³c¶³ jednotky v digit¶aln¶³ch videokame-
r¶ach a dal·s¶³. Standardy skupiny MPEG dob·re dokumentuj¶³, jak se komprese videa postupem
·casu vyv¶³jela.
Prvn¶³m standardem byl form¶atMPEG-1. Byl dokon·cen v roce 1991 a jako norma p·rijat
v roce 1992. Byl navr·zen pro pr¶aci s videem o rozli·sen¶³ 352x288 bodºu a 25 sn¶³mkºu/s p·ri
datov¶em toku 1500kbit/s. MPEG-1 komprese pou·z¶³v¶a ke kompresi videa I, P a B sn¶³mky,
kter¶e se pou·z¶³vaj¶³ v kompresi videa dodnes. I-sn¶³mky (Intra Pictures) jsou sn¶³mky kl¶³·cov¶e,
jsou komprimov¶any obdobn·e jako MJPEG, ale nav¶³c s mo·znost¶³ komprimovat jednotliv¶e
·c¶asti obrazu odli·sn¶ym stupn·em komprese. P-sn¶³mky (Predicted Pictures) jsou k¶odov¶any
s ohledem na nejbli·z·s¶³ p·redchoz¶³ I-sn¶³mek nebo P-sn¶³mek. B-sn¶³mky (Bidirectional Pictures)
jsou pak dopo·c¶³t¶avan¶e jako rozd¶³lov¶e sn¶³mky mezi nejbli·z·s¶³m p·redchoz¶³m I-sn¶³mkem nebo
P-sn¶³mkem a nejbli·z·s¶³m n¶asleduj¶³c¶³m I nebo P-sn¶³mkem. Cel¶a sekvence sn¶³mkºu (od jednoho
I- po dal·s¶³ I-sn¶³mek) se pak naz¶yv¶a GOP (Group of Pictures). Standardn¶³ MPEG stream
pro VCD, SVCD a DVD pou·z¶³v¶a po·rad¶³ IBBPBBPBBPBBPBBPBB. Vzd¶alenosti mezi
I-sn¶³mky se mohou li·sit v z¶avislosti na zm·en·e sc¶eny a dal·s¶³ faktorech. Velikost GOP vede
p·redev·s¶³m ke zlep·sen¶³ kvality videa. Pom·er I-, P- a B-sn¶³mkºu lze v·et·sinou nastavit, z¶ale·z¶³
na implementaci kompresoru. Z pohledu obsazen¶eho m¶³sta I-sn¶³mky zab¶³raj¶³ nejv¶³ce, po
nich jsou P-sn¶³mky a ¶upln·e nejm¶en·e m¶³sta zab¶³raj¶³ sn¶³mky B. Zpºusob komprese navr·zen¶y
v MPEG-1 se stal v¶ychoz¶³m z¶akladem dal·s¶³ch standardºu. Parametry komprese MPEG-1
jsou srovnateln¶e s analogov¶ym form¶atem VHS.
Dal·s¶³ ¶usp·e·sn¶y standard MPEG-2 dovoluje pracovat s prokl¶adan¶ym videem a obsahuje
podporu vysok¶ych rozli·sen¶³. Oproti p·redchºudci zat·e·zuje v¶³ce procesor pr¶av·e kvºuli vysok¶emu
rozli·sen¶³. Standard MPEG-3 byl ur·cen pro HDTV (televize s vysok¶ym rozli·sen¶³m). Jeho
v¶yvoj byl ale zastaven, proto·ze pro po·zadavky HDTV pln·e posta·cuje form¶at MPEG-2.
Standard MPEG-4 nem¶a p·resn·e de¯novanou kompresi a komprima·cn¶³ algoritmy, ale
pouze jde o mno·zinu parametrºu a vlastnost¶³, kter¶e mus¶³ kompresor spl·novat, aby byl
MPEG-4 kompatibiln¶³. Na rozd¶³l od p·redchoz¶³ch standardºu nede¯nuje oba zpºusoby kompri-
mace. Vliv standardu se vztahuje pouze na proces dek¶odov¶an¶³ (viz obr¶azek 2.1). Dºuvodem
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tohoto postoje je existence mnoha implementac¶³. Standard MPEG-4 se nezab¶yv¶a pouze
kompres¶³ videa, ale de¯nuje glob¶aln¶³ celek, kter¶y s videem souvis¶³. Standard je rozd·elen
do n·ekolika ·c¶ast¶³. Mezi nejpou·z¶³van·ej·s¶³ pat·r¶³ ·c¶ast 2 ozna·cov¶ana jako MPEG-4 ASP (Ad-
vanced Simple Pro¯le). Popisuje kompresi videa, kter¶a je dnes zn¶ama pod implementac¶³
kodekºu DivX a XviD. N¶asleduj¶³c¶³ ·c¶ast 3 MPEG-4 AAC (Advanced Audio Coding) nese
pokro·cilou kompresi zvuku. MPEG-4 AVC (Advanced Video Coding) v 10. ·c¶asti se zam·e·ruje
na pokro·cilou kompresi videa s pou·zit¶³m nejnov·ej·s¶³ch technik. P·r¶³kladem implementace je
x264, dosahuj¶³c¶³ o 30% lep·s¶³ kompresibility oproti MPEG-4 ASP.
Obr¶azek 2.1: Oblast vlivu standardu
2.2 Sou·casnost
Na p·relomu stolet¶³ skupina JPEG za·cala prosazovat nov¶y obrazov¶y form¶at pojmenovan¶y
JPEG2000. Vyu·z¶³v¶a vlnkovou transformaci oproti diskr¶etn¶³ kosinov¶e transformaci pou·zit¶e
ve form¶atu JPEG. T¶³m je zaji·st·en o 30% lep·s¶³ kompresn¶³ pom·er p·ri zachov¶an¶³ kvality.
JPEG2000 m¶a nahradit ji·z zastaral¶y JPEG, ale z dºuvodºu roz·s¶³·renosti JPEG a patentov¶emu
ochran·e JPEG2000 se tak je·st·e nestalo. Zvy·sov¶an¶³ v¶ykonu po·c¶³ta·cºu p·rin¶a·s¶³ nov¶e metody
komprese, kter¶e se d·r¶³ve nemohly efektivn·e pou·z¶³t. P·r¶³kladem mºu·ze b¶yt standard MPEG-4
·c¶ast 10, kde se popisuj¶³ nov¶e zpºusoby komprimace videa.
Od po·c¶atku 21. stolet¶³ se tak¶e za·c¶³naj¶³ prosazovat po·c¶³ta·ce do ob¶yvac¶³ch pokojºu, kde
se na multimedi¶aln¶³ slu·zby klade nejv·et·s¶³ dºuraz. To v·se zvy·suje v sou·casnosti dºule·zitost




Bezeztr¶atov¶a komprimace dovoluje p·resnou zp·etnou rekonstrukci komprimovan¶ych dat.
Pou·z¶³v¶a se v·sude tam, kde je dºule·zit¶e, aby origin¶aln¶³ data byla toto·zn¶a s daty po dekom-
presi komprimovan¶eho souboru - nap·r. komprese textºu nebo komprese ·cehokoli, kde je
nep·r¶³pustn¶a i sebemen·s¶³ ztr¶ata informace. Existuj¶³ 4 z¶akladn¶³ druhy metody bezeztr¶atov¶e
komprimace:
² Transformace - Modi¯kuj¶³ data tak, aby se dala l¶epe zkomprimovat. Mus¶³ existovat
transformace inverzn¶³.
² Slovn¶³kov¶e metody - Vytv¶a·rej¶³ v prºub·ehu komprimace slovn¶³k na z¶aklad·e dat ji·z
zkomprimovan¶ych. Pokud jsou data nalezena ve slovn¶³ku, algoritmus zap¶³·se pozici dat
ve slovn¶³ku m¶³sto samotn¶ych dat.
² Statistick¶e metody - Sna·z¶³ se ur·cit¶ym zpºusobem p·redv¶³dat jak¶e znaky budou
v souboru dat n¶asledovat. Pro znaky s vy·s·s¶³ pravd·epodobnost¶³ v¶yskytu vyhrad¶³ algo-
ritmus krat·s¶³ informaci pro jejich zaps¶an¶³. Statistick¶e metody d¶ale d·el¶³me na metody
se statick¶ym modelem a metody s adaptivn¶³m modelem. Metody se statick¶ym mode-
lem vytvo·r¶³ p·red komprimac¶³ dat ur·cit¶y model a podle n·eho zkomprimuj¶³ cel¶y soubor
dat, zat¶³mco metody s adaptivn¶³m modelem prºub·e·zn·e model aktualizuj¶³. Obecn·e se d¶a
·r¶³ci, ·ze metody se statick¶ym modelem b¶yvaj¶³ dvou-prºuchodov¶e a metody s adaptivn¶³m
modelem jedno-prºuchodov¶e.
² Ostatn¶³ metody
Za jednu z nejjednodu·s·s¶³ch bezeztr¶atov¶ych kompres¶³ se pova·zuje metoda RLE (zkratka
anglick¶eho n¶azvu Run-length encoding). Jej¶³ princip spo·c¶³v¶a v potla·cen¶³ sekvence znakºu,
kter¶e dos¶ahnou pot·rebn¶eho opakov¶an¶³. Komprimace prob¶³h¶a tak, ·ze opakuj¶³c¶³ se stejn¶y
znak je nahrazen indik¶atorem komprese, dan¶ym znakem a hodnotou ur·cuj¶³c¶³ po·cet jeho
opakov¶an¶³. Indik¶ator je pomocn¶a zna·cka pro dekompresi, podle kter¶a se rozpozn¶a zak¶odova-
n¶a sekvence. V¶ysledek komprese jsou data bez opakuj¶³c¶³ch se sekvenc¶³ znakºu.
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Mezi nejzn¶am·ej·s¶³ bezeztr¶atov¶e komprese pat·r¶³ Golomb-Rice, Exp-Golomb a Hu®man,
kter¶e se vyu·z¶³vaj¶³ v multim¶edi¶³ch. Tyto komprima·cn¶³ metody jsou pojmenov¶any podle sv¶ych
tvºurcºu.
3.1 K¶odov¶an¶³ Golomb-Rice
Golombovo k¶odov¶an¶³ [11] je typ statistick¶e metody komprese vynalezen¶y profesorem Solomo-
nem W. Golombem. K¶odov¶an¶³ je vhodn¶e pro rozlo·zen¶³ hodnot tak, ·ze n¶³zk¶e hodnoty jsou
v¶³ce b·e·zn¶e ne·z vysok¶e. Pou·z¶³v¶a laditeln¶y parametr b k rozd·elen¶³ zak¶odov¶an¶³ na 2 ·c¶asti.
Prvn¶³ ·c¶ast zastupuje hodnota q jako pod¶³l (anglicky quotient) v¶ysledku d·elen¶³ parametrem
b. Druh¶a ·c¶ast r je zbytek (anglicky remainder) po tomto d·elen¶³. Zak¶odov¶an¶³ je pak ve
v¶ysledku slo·zeno ze zapsan¶e bitov¶e posloupnosti jedni·cek o po·ctu q, od dal·s¶³ ·c¶asti je odd·eleno
vlo·zen¶³m bitu 0 a vyj¶ad·ren¶³m bitov¶e hodnoty r o d¶elce b.
K¶odov¶an¶³ Golomb-Rice kop¶³ruje Golombovo k¶odov¶an¶³ pouze s t¶³m rozd¶³lem, ·ze laditeln¶y
parametr b mºu·ze nab¶yvat jenom hodnot log2M , kdeM je mocninou ·c¶³sla 2. Tento speci¶aln¶³
p·r¶³pad Golombova k¶odov¶an¶³ poprv¶e popsal Robert Rice. T¶³mto omezen¶³m parametru b se
stane k¶odov¶an¶³ nesm¶³rn·e efektivn¶³ p·ri pou·zit¶³ v po·c¶³ta·c¶³ch. Aritmetick¶a operace d·elen¶³ na
z¶³sk¶an¶³ q je nahrazena bitov¶ym posunem a v¶ypo·cet zbytku r se z¶³sk¶a aplikov¶an¶³m bitov¶e
masky (uk¶azka viz tabulka 3.1).
index q r v¶ysledek
0 0 0 0 00
1 0 1 0 01
2 0 2 0 10
3 0 3 0 11
4 1 0 1 0 00
5 1 1 1 0 01
6 1 2 1 0 10
7 1 3 1 0 11
Tabulka 3.1: Uk¶azka k¶odov¶an¶³ Golomb s b = 2
P·ri dekomprimaci je pot·reba zn¶at laditeln¶y parametr b. Ka·zd¶y zak¶odovan¶y znak ob-
sahuje ¶uvodn¶³ch q bitºu s hodnotou 1 zakon·cen¶ych bitem 0 a b bitºu na konci. V¶ysledek se
tak z¶³sk¶a umocn·en¶³m qb a p·ri·cten¶³m posledn¶³ch b bitºu.




K¶odov¶an¶³ Exp-Golomb [10] vych¶az¶³ z principºu Golombova k¶odov¶an¶³. Navzdory obdobn¶emu
jm¶enu se vzd¶alen·e podob¶a k¶odov¶an¶³ Golomb. Proces k¶odov¶an¶³ prob¶³h¶a n¶asledovn·e (vyj¶ad·ren¶³
viz 3.1 a uk¶azka k¶odov¶an¶³ viz tabulka 3.2):
1. Vybran¶e cel¶e kladn¶e ·c¶³slo se vyj¶ad·r¶³ v bitech a p·ri·cte se aritmeticky 1. V¶ysledek k se
zaznamen¶a.
2. Z¶³sk¶a se po·cet bitºu p zaznamenan¶eho v¶ysledku k a ode·cte se od n·em 1. V¶ysledek se
zap¶³·se jako posloupnost bitºu s hodnotou 0.
3. Na konec posloupnosti se vlo·z¶³ bit 1. K v¶ysledn¶emu z¶apisu se p·rip¶³·se prvn¶³ch p bitºu
z k s nejni·z·s¶³m v¶yznamem.
num =) [M 0][1][INFO] (3.1)
M = log2(num+ 1)
INFO = num+ 1¡ 2M
0 ) 1 ) 1
1 ) 10 ) 010
2 ) 11 ) 011
3 ) 100 ) 00100
4 ) 101 ) 00101
5 ) 110 ) 00110
6 ) 111 ) 00111
7 ) 1000 ) 0001000
8 ) 1001 ) 0001001
Tabulka 3.2: Uk¶azka k¶odov¶an¶³ Exp-Golomb
Dekomprimace se prov¶ad¶³ podobn·e jako v p·r¶³pad·e Golombova k¶odov¶an¶³. Nen¶³ nutno
zn¶at parametr b. Ten se z¶³sk¶a se·cten¶³m prvn¶³ch k bitºu v ¶uvodn¶³ posloupnosti nul odd·elen¶ych
od zbytku bitem 1. Zbytek zak¶odovan¶eho znaku tvo·r¶³ k bitºu, kter¶e se p·ri·ctou k ·c¶³slu 2k a
sn¶³·zen¶³m v¶ysledn¶e hodnoty 1 se z¶³sk¶a zak¶odovan¶e ·c¶³slo.




Roku 1952 byl publikov¶an ·cl¶anek \Metoda pro konstrukci minim¶aln·e-redundantn¶³ho k¶odu"
(v origin¶ale \A Method for the Construction of Minimum-Redundancy Codes") od Davida
A. Hu®mana, kter¶y v t¶e dob·e pºusobil jako student na MIT (Massachusetts Institute of
Technology). V toto ·cl¶anku se zab¶yv¶a tvorbou efektivn¶³ho k¶odu, kter¶y nejv¶³ce pou·z¶³v¶a p·ri
bezeztr¶atov¶em k¶odov¶an¶³.
Hu®manovo k¶odov¶an¶³ [12] [1] je podobn·e jako k¶odov¶an¶³ Golombovo statistickou metodou,
kter¶a k¶oduje data prom·enlivou d¶elkou k¶odu podle pravd·epodobnosti v¶yskytu. B·ehem k¶odo-
v¶an¶³ se vytv¶a·r¶³ bin¶arn¶³ strom, kde hodnoty uzlºu od ko·rene k listºum stromu tvo·r¶³ jednotliv¶a
k¶odov¶a slova. Jedn¶a se tedy o tzv. pre¯xov¶e k¶ody, co·z jsou k¶ody spl·nuj¶³c¶³ podm¶³nku, ·ze
·z¶adn¶e k¶odov¶e slovo nen¶³ po·c¶atkem (pre¯xem) jin¶eho k¶odov¶eho slova. Algoritmus nejprve
vezme dva listy/uzly s nejni·z·s¶³ pravd·epodobnost¶³ a um¶³st¶³ je jako listy bin¶arn¶³ho stromu
(k¶odov¶e slovo jednoho kon·c¶³ 1 a druh¶eho 0). Listy pak ve statistice nahrad¶³ uzlem nad
nimi a tomuto uzlu, kter¶y spravuje tyto dva listy, p·ri·rad¶³ sou·cet pravd·epodobnost¶³ (t·echto
listºu). Postup se opakuje a·z ve statistice zbyde jedin¶y uzel. N¶azorn¶a uk¶azka tvorby stromu
je zobrazena na obr¶azku 3.2 a 3.1.









Tabulka 3.3: Uk¶azka Hu®manova k¶odov¶an¶³ vych¶azej¶³c¶³ ze stromu na obr¶azku 3.1
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Dekomprimace prob¶³h¶a n¶asledovn·e. Program p·re·cte bin¶arn¶³ hodnotu prvn¶³ho bitu. Je-li
tato hodnota 1, vyd¶a se v bin¶arn¶³m stromu vlevo, je-li 0 pak vpravo - to se opakuje, dokud
nedoraz¶³ a·z k listu stromu, kde nahrad¶³ k¶od dan¶ym slovem a pokra·cuje ·cten¶³m bitºu op·et
od ko·rene stromu.
Existuj¶³ rºuzn¶e variace Hu®manova k¶odov¶an¶³. Jedna z nejpou·z¶³van·ej·s¶³ch variac¶³ je adap-
tivn¶³ Hu®manovo k¶odov¶an¶³, kter¶e se li·s¶³ od origin¶alu t¶³m, ·ze je jedno-prºuchodov¶e. Statis-
tiku pravd·epodobnost¶³ si vytv¶a·r¶³ za b·ehu, a t¶³m p¶adem neust¶ale p·rebudov¶av¶a svºuj k¶odovac¶³
strom.
Hu®manovo k¶odov¶an¶³ nen¶³ patentov¶ano a m¶a d¶³ky sv¶e jednoduchosti a efektivit·e ·sirok¶e
vyu·zit¶³ v rºuzn¶ych oblastech po·c¶³ta·cov¶e techniky. Pou·z¶³v¶a se ve standardu JPEG stejn·e
jako ve v·sech standardech MPEG. Pou·z¶³v¶a se jak v popul¶arn¶³m audio form¶atu MP3, tak
i nap·r¶³klad v p·renosech dat po s¶³ti. Pozm·en·en¶a verze na·sla svoje uplatn·en¶³ i ve faxovac¶³
technice. Hu®manovo k¶odov¶an¶³ se stalo t¶em·e·r b·e·zn¶ym z¶akladem ka·zd¶e slo·zit·ej·s¶³ komprese.
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Obecn¶y p·r¶³stup ztr¶atov¶e komprese je jednoduch¶y. Po ¶uvodn¶³m p·redzpracov¶an¶³ se p·reskup¶³
nebo transformuj¶³ data tak, aby bylo mo·zno lehce odd·elit dºule·zit¶e informace od nedºule·zit¶ych.
M¶en·e dºule·zit¶e informace se pak potla·c¶³ mnohem v¶³ce ne·z dºule·zit¶e a nakonec se v¶ysledek
zkomprimuje n·ekter¶ym z bezeztr¶atov¶ych kompresn¶³ch algoritmºu. Odstran·en¶³ m¶en·e dºule·zi-
t¶ych dat ur·cuje m¶³ru zkreslen¶³, kter¶e p·ri vysok¶ych hodnot¶ach zpºusobuje komprima·cn¶³ arte-
fakty. Vyu·z¶³v¶a se p·redev·s¶³m pro kompresi dat ur·cen¶ych k smyslov¶emu vn¶³m¶an¶³ (obraz, zvuk,
video).
Metody ztr¶atov¶e na rozd¶³l od bezeztr¶atov¶ych pro·z¶³vaj¶³ v posledn¶³ch n·ekolika letech
bou·rliv¶y rozvoj a budou m¶³t velkou v¶ahu i v letech n¶asleduj¶³c¶³ch. Umo·z·nuj¶³ toti·z digital-
izovat zvuk, ¯lm, fotogra¯e. Dnes si lze t·e·zko p·redstavit, ·ze by po·c¶³ta·c obsahoval pouze
textov¶y editor a tisk¶arnu, nejv¶y·se n·ejak¶y kompil¶ator n·ekter¶eho z programovac¶³ch jazykºu.
Dne·sn¶³m standardem se st¶av¶a multimedi¶aln¶³ po·c¶³ta·c, kter¶y umo·z·nuje p·rehr¶av¶an¶³ videa,
hudby a p·r¶³padn·e hran¶³ po·c¶³ta·cov¶e hry. Po·c¶³ta·ce jsou pou·z¶³v¶any st¶ale v¶³ce ve ¯lmu nebo
k ¶uprav·e fotogra ¶¯³. A pr¶av·e toto je mo·zn¶e d¶³ky ztr¶atov¶e kompresi dat.
Z¶akladem ka·zd¶e ztr¶atov¶e komprese je transformace. Ta v·et·sinou vych¶az¶³ z n·ejak¶e mate-
matick¶e funkce, kter¶a transformuje data do dom¶eny (frekven·cn¶³, ·casov¶e...). P·ri samotn¶e
transformaci se data neztr¶acej¶³. Ke ztr¶at·e dat doch¶az¶³ a·z p·ri procesu, kter¶y se ozna·cuje jako
kvantizace. Kvantizace je postup, p·ri kter¶em dojde k omezen¶³ hodnot a n¶asledn·e ztr¶at·e dat.
Kvantizace d·el¶³ koe¯cienty vypo·cten¶e transformac¶³ a n¶asledn·e je zaokrouhl¶³. M¶³ra ztr¶aty dat
ovliv·nuje velikost koe¯cientºu kvantizace. V¶ysledn¶e koe¯cienty po aplikaci kvantizace jsou
na·cteny dle speci¯ck¶eho sledu. Ka·zd¶a transformace m¶a svºuj speci¯ck¶y zpºusob na·cten¶³ koe¯-
cientºu, aby se dos¶ahlo co nejv·et·s¶³ m¶³ry kompresibility. Na·cten¶a data jsou potom zak¶odov¶ana
n·ekterou z bezeztr¶atov¶ych kompres¶³.
4.1 DCT
Na za·c¶atku 80. let se na sc¶en·e objevil standard JPEG (Joint Photographic Experts Group)
pojmenovan¶y podle skupiny, kterou byl vytvo·ren. Byl to z¶arove·n prvn¶³ krok pro vyu·zit¶³
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ztr¶atov¶ych kompresn¶³ch metod v gra¯ce, kter¶y p·retrv¶av¶a dodnes. P·rinesl sebou diskr¶etn¶³
kosinovou transformaci (anglicky discrete cosine transform, zkr¶acen·e DCT [4] [8] [9]).
DCT vych¶az¶³ z diskr¶etn¶³ Fourierovy transformace, ale pracuje pouze s re¶alnou slo·zkou.
Je jednou z mnoha transformac¶³ p·r¶³buzn¶ych Fourierov·e transformaci. Existuje 8 stan-
dardn¶³ch variant DCT, z nich·z 4 jsou b·e·zn·e pou·z¶³van¶e. Pro kompresi obrazu se pou·z¶³v¶a
DCT typu II (·cast·eji uv¶ad·en¶a jako \DCT", viz rovnice 4.1) a k n¶³ inverzn¶³ DCT typu III
































k = 0; : : : ; N ¡ 1 (4.2)
Ve vzorci v¶ypo·ctu DCT p·redstavuje v¶yraz 4.3 vyj¶ad·ren¶³ b¶azov¶e kosinov¶e funkce. B¶azov¶e
funkce jsou ortogon¶aln¶³ (skl¶adaj¶³ se z kolm¶ych ¶uhlºu). Pro zadan¶y ·r¶ad transformace N
maj¶³ b¶azov¶e funkce typick¶y prºub·eh. P·ri v·et·s¶³ hodnot·e N jsou vzorky b¶azov¶ych kosinov¶ych
funkc¶³ zobrazeny s vy·s·s¶³ hustotou. B¶azov¶e funkce maj¶³ hlavn¶³ pod¶³l na transformaci hod-
not do ur·cit¶e dom¶eny. V p·r¶³pad·e DCT doch¶az¶³ k p·resunu slo·zek do frekven·cn¶³ dom¶eny. Na














Pro kompresi obrazu se pou·z¶³v¶a dvourozm·ern¶a DCT. V¶ypo·cet dvourozm·ern¶e DCT
typu II zobrazuje rovnice 4.4. Obraz je rozd·elen do segmentºu (blokºu) o velikosti N £ N
(form¶at JPEG pou·z¶³v¶a segment o velikosti 8£8) a nad ka·zd¶ym segmentem je provedena 2D
DCT. Nedokonalost¶³ DCT je vznik blokov¶ych artefaktºu, kter¶e p·ri vysok¶em stupni komprese
viditeln·e ru·s¶³ obraz. To je d¶ano pr¶av·e segmentac¶³ obrazu. Ve video kompresi se nap·r¶³klad





























DCT p·revede hodnoty segmentu do frekven·cn¶³ dom¶eny. Ka·zd¶y vypo·cten¶y koe¯cient
DCT tak spad¶a do ur·cit¶e oblasti, kter¶a zastupuje jednotliv¶e obrazov¶e struktury (viz obr¶azek
4.2). V lev¶em horn¶³m rohu se nach¶az¶³ koe¯cient DC, kter¶y ozna·cuje stejnom·ernou slo·zku.
Na obr¶azku 4.1 je vid·et, ·ze hodnota DC m¶a konstantn¶³ plochu. Ostatn¶³ slo·zky bloku se
ozna·cuj¶³ jako st·r¶³dav¶e (AC1). P·rechodem z lev¶eho horn¶³ho rohu na prot·ej·s¶³ roh doch¶az¶³
1Jm¶ena ozna·cen¶³ koe¯cientºu poch¶az¶³ z historick¶eho pou·z¶³van¶³ DCT pro anal¶yzu elektrick¶ych obvodºu se
stejnosm·ern¶ym proudem (direct current) a st·r¶³dav¶ym proudem (alternating current).
13
k narºustan¶³ frekvence vzorkºu a ve v¶ysledku vede ke zv¶y·sen¶³ detailºu v obrazov¶em segmentu.
Tohoto jevu se vyu·z¶³v¶a p·ri kvantizaci.
Za nejdºule·zit·ej·s¶³ koe¯cient se pova·zuje DC. P·ri odstran·en¶³ AC koe¯cientºu by tak vznikla
po zp·etn¶e transformaci konstantn¶³ plocha. Dºule·zitost koe¯cientºu tedy plyne z toho, jak
daleko se nach¶azej¶³ od DC. Kvantiza·cn¶³ tabulky jsou vytvo·reny tak, aby obsahovaly n¶³zk¶e
hodnoty u stejnosm·ern¶e slo·zky i koe¯cientºu amplitud kosinusov¶ych prºub·ehºu n¶³zk¶ych frekven-
c¶³ a naopak vysok¶e hodnoty u koe¯cientºu amplitud vysok¶ych frekvenc¶³. V¶ysledkem kvanti-
zace bude nov¶y blok hodnot, kter¶y v·et·sinou obsahuje u vysok¶ych frekvenc¶³ nulov¶e hodnoty.
Obr¶azek 4.1: B¶azov¶e funkce
Po kvantizaci DCT koe¯cientºu vznikne blok (matice) o rozm·erech N £N . Tento blok je
pot·reba p·rev¶est do line¶arn¶³ podoby. V r¶amci standardu JPEG byla navr·zeno po·rad¶³ ·cten¶³
hodnot z bloku. Postup linearizace zohled·nuje dºule·zitost jednotliv¶ych koe¯cientºu v jednom
segmentu (koe¯cienty s v·et·s¶³m v¶yznamem jsou na·c¶³t¶any jako prvn¶³). Tento postup ·cten¶³ je
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Obr¶azek 4.2: Zastoupen¶³ DCT koe¯cientºu v bloku
zn¶azorn·en na obr¶azku 4.3 a ozna·cuje se jako cik-cak sekvence (anglicky zig-zag). V¶ysledn¶a
sekvence se zbav¶³ koncov¶ych nul a zb¶yvaj¶³c¶³ hodnoty se zkomprimuj¶³ n·ekterou z bezeztr¶ato-
v¶ych komprimac¶³.
Obr¶azek 4.3: Cik-cak sekvence
DCT je ·casto pou·z¶³v¶ana pro zpracov¶an¶³ sign¶alu nesouc¶³ informaci smyslov¶eho vn¶³m¶an¶³.
Je pou·zita ve form¶atu JPEG, video kodec¶³ch MJPEG, standardech MPEG (DivX, XivD,
x264) a dal·s¶³ch. Modi¯kovan¶a verze DCT typu IV se stala z¶akladem komprese audio, kter¶a




Video je sekvence obr¶azkºu zobrazovan¶ych rychle za sebou tak, ·ze v oku vznik¶a iluze po-
hybu. Frekvence zobrazov¶an¶³ je v Evrop·e 25 sn¶³mkºu za sekundu. Pomoc¶³ prokl¶adan¶eho
zobrazov¶an¶³ lich¶ych a sud¶ych ·r¶adkºu je doc¶³leno frekvence 50Hz (norma PAL). Jen pro do-
pln·en¶³ se v americk¶em syst¶emu NTSC prom¶³t¶a na obrazovky frekvenc¶³ p·ribli·zn·e 60Hz, a to
s 30 lich¶ymi a 30 sud¶ymi pºulsn¶³mky.
P·ri rozli·sen¶³ videa 640 £ 480 pixelºu se z¶³sk¶a 640 £ 480 = 307 200 obrazov¶ych bodºu.
Ka·zd¶y bod nese barevnou slo·zku RGB o velikosti 24 bitºu (640£ 480£ (24¥ 8) = 921 600).
Vyn¶asoben¶³m po·ctem zobrazovan¶ych sn¶³mkºu za sekundu datov¶y tok vzroste na 640£480£
(24 ¥ 8) £ 25 = 23 040 000 bajtºu/s := 22MB/s. P·ri zachov¶an¶³ toku dat by se 20min video
ulo·zilo na 25GB. Obsahem t¶eto pr¶ace je sn¶³·zen¶³ datov¶eho toku za pou·zit¶³ komprima·cn¶³ch
metod a poznatkºu lidsk¶eho oka.
Pro realizaci implementace videokodeku bylo pou·zito v¶yvojov¶e prost·red¶³ Microsoft Vi-
sual Studio 2005. Programovac¶³ jazyk C++ byl zvolen s ohledem na mo·znosti objektov·e
orientovan¶eho programov¶an¶³ a vysok¶y v¶ykon, kter¶y je p·ri zpracov¶av¶an¶³ v·et·s¶³ho objemu dat
zapot·reb¶³.
Prvn¶³ kapitola je v·enovan¶a obecn¶emu popisu aplikace. Zab¶yv¶a se objektov¶ym n¶avrhem
a popisem komunikace mezi objekty b·ehem komprimace.
V n¶asleduj¶³c¶³ch kapitol¶ach budou probr¶any jednotliv¶e objekty, kter¶e se postupn·e pod¶³lej¶³
na kompresi videa. Jsou zde pops¶any knihovny SDK (software development kit) jako je
Video for Windows pro pr¶aci s form¶atem AVI a DirectShow objekty pou·zit¶e p·ri tvorb·e
dek¶odovac¶³ho ¯ltru.
5.1 N¶avrh aplikace
P·ri objektov¶em n¶avrhu byl kladen dºuraz na obecnost ·re·sen¶³. Aplikace byla navr·zena tak,
aby se dala jednodu·se roz·s¶³·rit.
Komunikace mezi objekty dle obr¶azku 5.1 prob¶³h¶a n¶asledovn·e. O pr¶aci se sekvenc¶³ videa
se star¶a objekt CAvi. Ka·zd¶y z¶³skan¶y sn¶³mek je ulo·zen jako bitmapa. Spr¶avn¶e uchov¶an¶³
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bitmapy zaji·st'uje objekt CBitmap komunikuj¶³c¶³ s j¶adrem aplikace CEncoder a CDecoder.
CEncoder d·ed¶³ ·c¶ast atributºu a metod z objektu CDecoder, kter¶y prov¶ad¶³ zp·etnou kompri-
maci videa. V j¶adru aplikace se p·revede bitmapa na objekt CFrame. CFrame je speci¶aln¶³m
¶ulo·zi·st·em ka·zd¶eho sn¶³mku videa. Pomoc¶³ objektu CFrame jsou z¶³sk¶av¶any data pro CMatrix
prov¶ad·ej¶³c¶³ ztr¶atovou komprimaci. V¶ystupn¶³ data z CMatrix p·revezme objekt CCompress
a spole·cn·e s objektem CBitArray zkomprimuj¶³ data zvolenou bezeztr¶atovou komprimac¶³.
Odtud data putuj¶³ zp·et do objektu CAvi, kter¶y je zap¶³·se do v¶ysledn¶eho videa. Jednotliv¶e
body komprese ukazuje blokov¶e sch¶ema na obr¶azku 5.2.
Obr¶azek 5.1: Objektov¶y n¶avrh aplikace
Obr¶azek 5.2: Blokov¶e sch¶ema komprese
5.2 CAvi
Jako zdroj videa je pou·zit form¶at AVI (zkratka anglick¶eho n¶azvu Audio Video Inter-
leave). AVI je v sou·casnosti jedn¶³m z nejroz·s¶³·ren·ej·s¶³ch a nejpopul¶arn·ej·s¶³ch form¶atºu videa.
AVI form¶at ve sv¶e podstat·e form¶atem RIFF (Resource Interchange File Format), kter¶y je
souborov¶y form¶at ¯rmy Microsoft pro ukl¶ad¶an¶³ multimedi¶aln¶³ch zvukov¶ych a obrazov¶ych
p·redloh. Soubor form¶atu RIFF je p·redznamen¶an signaturou \RIFF" na za·c¶atku souboru.
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RIFF se skl¶ad¶a z datov¶ych struktur zvan¶ych shluky (anglicky chunk); ka·zd¶y shluk m¶a svoji
·cty·rznakovou signaturu (ID) de¯novanou v hlavi·cce shluku. Vnit·rek shluku tvo·r¶³ data a in-
formace o jejich velikosti. Shluk mºu·ze obsahovat tzv. podshluk (subchunk). T¶³mto zpºusobem
je v AVI umo·zn·ena existence n·ekolika rºuzn¶ych multimedi¶aln¶³ch dat. AVI form¶at umo·z·nuje
ulo·zen¶³ videa, audia, textu a form¶atu midi.
Prvn¶³ shluk AVI je pojmenov¶an jako \hdrl". Obsahuje hlavi·cku AVI a dal·s¶³ podshluky,
kter¶e nesou informace o ka·zd¶em proudu dat (stream) ulo·zen¶ych ve form¶atu. Ka·zd¶y stream
obsahuje svou vlastn¶³ hlavi·cku s informacemi o datech, kter¶a nese. Pro jednozna·cnou
identi¯kaci dat se pou·z¶³v¶a speci¶aln¶³ zna·cka FOURCC o 4 bajtech. Podle t¶eto zna·cky se
zji·st'uje existence dek¶odovac¶³ho ¯ltru v opera·cn¶³m syst¶emu a za·clen·en¶³ existuj¶³c¶³ho ¯ltru do
dek¶odovac¶³ho procesu. V¶³ce o tomto t¶ematu pojedn¶av¶a kapitola 5.8 na stran·e 25.
Za prvn¶³m shlukem je ulo·zen dal·s¶³, ozna·cen¶y jako \movi", kter¶y tvo·r¶³ skute·cn¶a data
videostreamu. Za n¶³m n¶asleduje \idx1" s informacemi o um¶³st·en¶³ pozic dat streamu tak,
aby se mohlo efektivn·e p·rech¶azet mezi jednotliv¶ymi vzorky dat v souboru.
Pr¶aci s form¶atem AVI zaji·st'uje objekt CAVI, kter¶y objektov·e obaluje multimedi¶aln¶³
rozhran¶³ Video for Windows d¶ale jen VfW. ·Cte data sn¶³mkºu v dekomprimovan¶e podob·e a
vrac¶³ je jako bitmapu, se kterou se d¶ale v programu pracuje. Vytv¶a·r¶³ tak¶e ¯n¶aln¶³ zak¶odovan¶e
video.
Obr¶azek 5.3: Strutura form¶atu RIFF
5.2.1 Video for Windows
Video for Windows [5] je multimedi¶aln¶³ rozhran¶³ vyvinut¶e v roce 1992 ¯rmou Microsoft
pro p·rehr¶av¶an¶³ digit¶aln¶³ho videa. Spole·cn·e s t¶³m byl p·redstaven form¶at AVI. Rozhran¶³
bylo poprv¶e vlo·zeno do opera·cn¶³ho syst¶emu Windows 3.1. VfW bylo vyvinuto v dºusledek
zvy·suj¶³c¶³ho se objemu dat v oblasti multimedi¶aln¶³ techniky. Pro program¶atory se stalo
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z¶akladem manipulace s videem.
VfW je naps¶ano v jazyku C. Skl¶ad¶a se z mno·zstv¶³ funkc¶³, kter¶e zpracov¶avaj¶³ video data
z form¶atu AVI. Postupem ·casu se n¶aroky na mo·znosti pr¶ace s videem zvy·sovaly, a tak
v roce 1997 bylo VfW nahrazeno DirectShow. V sou·casnosti se VfW u·z nevyv¶³j¶³, ale kvºuli
kompatibilit·e je zachov¶ano v opera·cn¶³m syst¶emu.
5.3 CBitmap
Bitmap je rastrov¶ym obr¶azek popsan¶y pomoc¶³ jednotliv¶ych barevn¶ych bodºu (pixelºu). Body
jsou uspo·r¶ad¶any do m·r¶³·zky. Ka·zd¶y bod m¶a ur·cen svou p·resnou polohu a barvu (RGB).
Struktura bitmapy je tvo·rena dle obr¶azku 5.4. Na za·c¶atku bitmap souboru je struktura
BITMAPFILEHEADER, kter¶a obsahuje informace o typu souboru a jeho celkov¶e velikosti.
Za n¶³m je ulo·zena struktura BITMAPINFOHEADER s informacemi o ·s¶³·rce a v¶y·sce, po·ctu
bitºu ur·cuj¶³c¶³ barvu pixelºu, pou·zit¶a komprese a velikost dat n¶asleduj¶³c¶³ch za touto strukturou.
Ve slo·zce RGBQUAD jsou ulo·zena data s paletou barev pou·zit¶ych v bitmap·e. Tato slo·zka je
pou·zita pouze tehdy, pokud bitmapa obsahuje maxim¶aln·e 256 barev, v ostatn¶³ch p·r¶³padech
m¶a nulovou velikost. A·z do konce souboru je bitmapa vypln·ena daty o jednotliv¶ych bodech
bitmapy.
Ve·sker¶e operace nad bitmapou jsou zahrnuty v objektu CBitmap. Obsahuje metody pro
ukl¶adan¶³, na·c¶³tan¶³ a tvorbu bitmap.
Obr¶azek 5.4: Vnit·rn¶³ uspo·r¶ad¶an¶³ souboru s bitmapou
5.4 CFrame
Z¶³skan¶y sn¶³mek zdrojov¶eho videa je ulo·zen jako bitmapa. Bitmapa je pro n¶aslednou kom-
primaci nevhodn¶a a tak se p·revede na objekt CFrame. Objekt samotn¶y funguje jako ¶ulo·zi·st·e
jednoho sn¶³mku videa v·cetn·e metod na jeho zpracov¶an¶³. P·ri p·revodu z bitmapy na CFrame
doch¶az¶³ k dv·ema z¶asadn¶³m zm·en¶am. Dekompozice, kdy je form¶at RGB p·reveden na barevn¶y
model YUV [14] a n¶asledn¶e podvzorkov¶an¶³ barevn¶ych slo·zek [7].
Komprimovat jednotliv¶e slo·zky RGB nen¶³ vyhovuj¶³c¶³. Vhodn·ej·s¶³ je RGB p·rev¶est na
form¶at, kde je prim¶arn·e vyj¶ad·rena slo·zka jasu a slo·zky barevn¶eho rozd¶³lu. Tento p·revod
vych¶az¶³ z mo·znost¶³ lidsk¶eho oka, kter¶e vn¶³m¶a intenzivn·eji jas ne·z ostatn¶³ slo·zky. RGB model
se proto p·revede na model YUV, kter¶y obsahuje slo·zku Y reprezentuj¶³c¶³ jas a slo·zky U a
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V jako barevn¶y rozd¶³l. Vypo·cet YUV popisuje rovnice 5.1 a rovnice 5.2 vyjad·ruje zp·etn¶y



















Vzhledem k tomu, ·ze dekompozice se prov¶ad¶³ u ka·zd¶eho sn¶³mku, nen¶³ p·r¶³li·s efektivn¶³
pou·zit¶³ aritmeticky s plovouc¶³ ·radovou ·c¶arkou p·ri v¶ypo·ctu slo·zek. Barevn¶y model YUV byl
navr·zen tak, ·ze umo·z·nuje p·reps¶an¶³ v¶ypo·ctu na z¶akladn¶³ aritmetick¶e operace s cel¶ymi ·c¶³sly
(viz rovnice 5.3 a 5.4).
Y = ((66 ¤R+ 129 ¤G+ 25 ¤B + 128)À 8) + 16
U = ((¡38 ¤R¡ 74 ¤G+ 112 ¤B + 128)À 8) + 128
V = ((112 ¤R¡ 94 ¤G¡ 18 ¤B + 128)À 8) + 128 (5.3)
À : : : bitov¶y posun doprava
C = 298 ¤ (Y ¡ 16)
D = U ¡ 128
E = V ¡ 128
R = clip((C + 409 ¤ E + 128)À 8)
G = clip((C ¡ 100 ¤D ¡ 208 ¤ E + 128)À 8)
B = clip((C ¡ 516 ¤D + 128)À 8) (5.4)
clip() : : : o·r¶³znut¶³ hodnoty do intervalu 0{255
Druhou zm·enou p·ri p·revodu na objekt CFrame je podvzorkov¶an¶³ barev. Jak ji·z bylo
·re·ceno, lidsk¶e oko vn¶³m¶a v¶³ce jas ne·z barevn¶e slo·zky. Podvzorkov¶an¶³m sn¶³mku dojde ke
ztr¶at·e dat u barevn¶ych slo·zek U a V, ani·z by do·slo k viditeln¶e ztr¶at·e kvality. Pro form¶aty
YUV se v·zilo t·r¶³·c¶³seln¶e ozna·cen¶³, nap·r. YUV 4:2:0. Ud¶av¶a v·zdy pom·er mezi po·ctem barevn¶e
slo·zky vºu·ci jasov¶e. V tomto p·r¶³pad·e je pom·er 4:2:0 a barevn¶a slo·zka tedy obsahuje polovinu
bodºu vºu·ci jasov¶e - na dva jasov¶e body p·ripad¶a pouze jeden barevn¶y (viz obr¶azek 5.5).
P·ri p·revodu z bitmapy je pou·zito podvzorkov¶an¶³ 4:2:0, p·ri kter¶em dojde k 50% ¶uspo·re
dat. Podvzorkov¶an¶³m tak¶e vznikne nov¶a z¶akladn¶³ jednotka sn¶³mku o velikosti 2£ 2 pixely,
kter¶a se ozna·cuje jako macroblok. Obsahuje 4 jasov¶e slo·zky a po jedn¶e slo·zce barevn¶eho
rozd¶³lu. Uk¶azka obsahu jednoho macrobloku je zobrazena na obr¶azku 5.6.
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Obr¶azek 5.5: M¶³ry podvzorkov¶an¶³ barevn¶e slo·zky
Obr¶azek 5.6: Macroblok
Konstruktoru objektu CFrame je p·red¶ana bitmapa, kter¶a je p·revedena na barevn¶y model
YUV, podvzorkov¶ana a v¶ysledek se ukl¶ad¶a do prom·enn¶e frame buffer. ¶Ulo·zi·st·e tvo·r¶³
jednotliv¶e macrobloky (slo·zky YYYYUV). P·r¶³stup k nim zaji·st'uj¶³ metody getPoint(),
getPixel() a metoda setBlock(), kter¶a nastavuje jeden ur·cit¶y macroblok. Odli·snosti
metod getPoint() a getPixel() jsou v typu vr¶acen¶ych dat. Metoda getPoint() vrac¶³
obrazov¶y bod vyj¶ad·ren¶y ve form¶atu YUV a metoda getPixel() vrac¶³ p·r¶³mo p·reveden¶y
form¶at RGB. S t·emito metodami potom pracuje objekt Decoder a z n·ej odvozen¶y objekt
CEncoder. Z¶³skan¶a data se p·red¶avaj¶³ dal·s¶³mu objektu CMatrix.
5.5 CMatrix
Jeliko·z se komprimuj¶³ data ur·cen¶a k smyslov¶emu vn¶³m¶an¶³, na·sla sv¶e uplatn·en¶³ ztr¶atov¶a
komprese DCT popsan¶a v kapitole 4.1 na stran·e 12. O spr¶avn¶e proveden¶³ ztr¶atov¶e komprese
se star¶a objekt CMatrix. Objekt zejm¶ena spravuje matici o zadan¶ych rozm·erech, kter¶e jsou
p·red¶any p·ri inicializaci objektu.
Objekt CMatrix je nepostradatelnou sou·c¶asti objektu CDecoder a v·sech objektºu z n·ej
odvozen¶ych. V t·echto objektech je vytvo·ren hned na po·c¶atku. Dºule·zitou sou·c¶ast¶³ je prom·en-
n¶a matrix, kter¶a obsahuje spravovanou matici. Metodami set() a get() je mo·zn¶e m·enit a
z¶³sk¶avat hodnoty matice. Metodou clear() se v·sechny polo·zky matice nastav¶³ na hodnotu
zadanou parametrem. Pokud nen¶³ parametr uveden, nastav¶³ se v·sude hodnota 0. Z¶arove·n
zahrnuje metody implementuj¶³c¶³ v·sechny f¶aze DCT.
Implementace DCT vych¶az¶³ ze vzorcºu uveden¶ych v kapitole 4.1. Vzorce v¶ypo·ctu trans-
formace jsou modi¯kov¶any pro zv¶y·sen¶³ efektivity. Rovnice 5.5 vyjad·ruje v¶ypo·cet dop·redn¶e
DCT na jednorozm·ern¶em poli. Zp·etnou DCT p·rev¶ad·ej¶³c¶³ jednorozm·ern¶e pole do pºuvodn¶³
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pro k = 0
1 pro k 6= 0
K doc¶³len¶³ rovnice v¶ypo·ctu DCT pro dvourozm·ern¶eho pole se mus¶³ zan¶est parametr
de¯nuj¶³c¶³ druh¶y rozm·er. Toho se dos¶ahne vyn¶asoben¶³m dvou si odpov¶³daj¶³c¶³ch rovnic s odli·s-


































pro k = 0
1 pro k 6= 0
Z povahy v¶ypo·ctu obou rovnic je z·rejm¶e, ·ze nejv¶³ce v¶ypo·cetn¶³ho ·casu zabere po·c¶³t¶an¶³
b¶azov¶ych funkc¶³ (viz v¶yraz 5.9). Ke zv¶y·sen¶³ v¶ykonu se v¶ypo·cet b¶azov¶ych funkc¶³ neopakuje a
prvn¶³ v¶ysledky se uchovaj¶³ do dvou samostatn¶ych matic dle vzorcºu 5.10 a 5.11 [6]. Ze vzorcºu
vypl¶yv¶a, ·ze CTt je transponovan¶a matice CT (anglicky cosine table). Z¶av·ere·cn¶y v¶ypo·cet
dop·redn¶e a zp·etn¶e DCT bez opakovan¶eho po·c¶³tan¶³ b¶azov¶ych funkc¶³ odpov¶³d¶a n¶asoben¶³

















2N pro i > 0
(5.10)
CTt[i; j] = CT [j; i] (5.11)
DCT = CT ¢A ¢ CTt (5.12)
A = CTt ¢DCT ¢ CT (5.13)
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I p·res tuto optimalizaci nen¶³ v¶ypo·cet DCT dostate·cn·e rychl¶y, aby zvl¶adl plynul¶e dek¶odo-
v¶an¶³ videa. Aplikace je proto dopln·ena o ¶usek k¶odu podle dokumentu [2], kter¶y pro bloky
o rozm·erech 8£ 8 po·c¶³t¶a DCT pomoc¶³ celo·c¶³seln¶e aritmetiky.
Hlavn¶³ metodou prov¶ad·ej¶³c¶³ dop·rednou DCT nad matic¶³ podle rovnice 5.12 je DCT().
Kvantizaci matice vykon¶a metoda quantization() s parametrem ur·cuj¶³c¶³m kvantiza·cn¶³
matici. P·ri kvantizaci se d·el¶³ hodnoty matice hodnotami kvantiza·cn¶³ matice (viz rovnice
5.14). Po kvantizaci se pomoc¶³ metody zigzag scan() p·revede matice do line¶arn¶³ podoby.
Nov·e vytvo·ren¶e pole se p·red¶a jako odkaz parametrem v·cetn·e jeho velikosti. Od tohoto m¶³sta
je dal·s¶³ zpracov¶an¶³ p·red¶ano objektu CCompress().





round() : : : zaokrouhlen¶³
Objekt CMatrix obsahuje tak¶e inverzn¶³ metody, kter¶e se pou·z¶³vaj¶³ p·ri dek¶odov¶an¶³.
Metodou zigzag fill() je napln·ena matice z pole sekvenc¶³ cik-cak s po·c¶atkem na sou·radni-
c¶³ch [0; 0]. Ostatn¶³ hodnoty jsou nastaveny na 0. N¶asoben¶³m hodnot matice kvantiza·cn¶³
matic¶³ p·redanou parametrem zaji·st'uje metoda dequantization() a inverzn¶³ DCT vykon¶a
metoda iDCT().
5.6 CCompress
Jednotka prov¶ad·ej¶³c¶³ sekund¶arn¶³ kompresy po DCT se naz¶yv¶a CCompress. Objekt CCompress
obsahuje vnit·rn¶³ pole, kter¶e se postupn·e zapl·nuje p·rich¶azej¶³c¶³mi daty z objektu CMatrix.
Po nahr¶an¶³ v·sech dat se vybere jedna z metod bezeztr¶atov¶e komprese podle nastaven¶³
kod¶eru. Ka·zd¶a z metod vol¶a metody analyze() a na z¶av·er compress(). Metoda analyze()
projde pole s daty a vytvo·r¶³ statistiku ·cetnost¶³ v¶yskytu. Tu p·revezme jedna z metod
bezeztr¶atov¶e komprese a podle n¶³ vybuduje bitov¶e k¶ody. Metoda compress() pak proch¶az¶³
pole a nahrazuje jednotliv¶e hodnoty za bitov¶e k¶ody. V¶ysledek je ulo·zen v poli bitºu, kter¶e
obsluhuje objekt CBitArray.
Mezi metody bezeztr¶atov¶e komprese objektu CCompress pat·r¶³ GolombRice() a k n¶³
opa·cn¶a deGolombRice(). Vych¶az¶³ ze zpºusobu komprese uveden¶e v kapitole 3.1. Vhodn¶a
hodnota laditeln¶eho parametru b se ur·cuje automaticky podle rozlo·zen¶³ hodnot ve statistice.
Metody ExpGolomb() a deExpGolomb() zak¶oduj¶³ pole k¶odov¶an¶³m Exp-Golomb, kter¶e je
pops¶ano v kapitole 3.2.
Posledn¶³ metodou komprese je Huffman() a zp·etn¶a deHuffman(). P·red tvorbou bitov¶ych
k¶odu buduje bin¶arn¶³ strom (metoda buildHuffmanTree()). Metoda pou·z¶³v¶a z¶asobn¶³k a
frontu. Z¶asobn¶³k je na po·c¶atku zapln·en listy stromu se·razen¶ych podle ·cetnosti v¶yskytu.
Na za·c¶atku jsou ze z¶asobn¶³ku vybr¶any dva listy s nejni·z·s¶³ ·cetnost¶³. Z nich se vytvo·r¶³ nov¶y
uzel s ·cetnost¶³ sou·ctu obou listºu a ulo·z¶³ se do fronty. V dal·s¶³m kroku se vyberou listy
nebo uzly s nejni·z·s¶³ ·cetnost¶³ a cel¶y proces tvorby nov¶eho uzlu se opakuje. Proces kon·c¶³
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jakmile je z¶asobn¶³k pr¶azdn¶y a ve front·e se nach¶az¶³ pouze jedin¶y uzel, kter¶y tvo·r¶³ ko·ren
cel¶eho stromu. B·ehem tvorby stromu se p·ri ka·zd¶em vytvo·ren¶³ nov¶eho uzlu vol¶a metoda
setBranchCodes(), kter¶a projde podstrom nov·e vytvo·ren¶eho uzlu a aktualizuje bitov¶y k¶od
ka·zd¶e hodnoty listu. Vzorov¶a uk¶azka tvorby bitov¶eho stromu je zn¶azorn·ena na obr¶azku 3.2
a ¯n¶aln¶³ podobu v·cetn·e bitov¶ych k¶odºu zobrazuje obr¶azek 3.1.
Zak¶odovan¶a data jsou vr¶acena jako pole bajtºu. Pole se p·red¶a objektu CAvi, kter¶y je
zap¶³·se na uveden¶e m¶³sto v¶ysledn¶eho videa.
5.6.1 CBitArray
Objekt CBitArray spravuje bitov¶e pole. Velikost bitov¶eho pole se m·en¶³ za b·ehu podle
pot·reby. Metodou setBit() se nastav¶³ bit na hodnotu 1. Metoda resetBit() vynuluje
bitovou hodnotu a metoda toggleBit() p·reklop¶³ bit. Z¶³sk¶an¶³ hodnoty bitu se prov¶ad¶³
metodou getBit().
Pro mo·znost zapisovat cel¶e bitov¶e k¶ody je objekt vybaven metodami setBits() a
getBits(), kter¶e nastav¶³, pop·r¶³pad·e z¶³skaj¶³ bity o zadan¶e d¶elce. Metodami setArray()
a getArray() se vytvo·r¶³ bitov¶e pole z pole bajtºu nebo se bity z¶³skaj¶³ jako pole bajtºu.
5.7 CDecoder a CEncoder
Objekty CDecoder a CEncoder jsou ·r¶³dic¶³mi jednotkami aplikace. Objekt CDecoder slou·z¶³
pro dek¶odov¶an¶³ videa. Je sou·c¶ast¶³ dek¶odovac¶³ho ¯ltru, kter¶y bude pops¶an v n¶asleduj¶³c¶³
kapitole 5.8. Objekt CEncoder d·ed¶³ mnoho vlastnost¶³ a metod z objektu CDecoder. Slou·z¶³
v¶yhradn·e k zak¶odov¶an¶³ zdrojov¶eho videa.
Oba objekty obsahuj¶³ metody pro p·red¶avan¶³ dat mezi objekty. V prºub·ehu komprese
videa se z¶³sk¶avaj¶³ p·res objekt CAvi sn¶³mky a ukl¶adaj¶³ se jako bimapy, kter¶e spravuje objekt
CBitmap. Bitmapa je p·rem·en·ena na objekt CFrame s form¶atem YUV 4:2:0. D¶al se v kompresi
pokra·cuje podle nastaven¶ych parametrºu p·redan¶e konstruktoru objektu CEncoder.
Parametry nastaven¶³ komprese de¯nuje struktura tOptions. Ur·cuje oblast videa, kter¶a
se m¶a komprimovat. Speci¯kuje velikost blokºu, podle kter¶ych je sn¶³mek rozd·elen na seg-
menty. S ka·zd¶ym segmentem (matic¶³) se provede DCT. Bezeztr¶atov¶a komprese je vybr¶ana
z v¶y·ctov¶eho typu tCompress. Na kvalitu m¶a nejv·et·s¶³ vliv zvolen¶y typ kvantiza·cn¶³ matice a
hodnota kvality, ze kter¶e se odvod¶³ hodnoty kvantiza·cn¶³ matice. Hodnoty kvantiza·cn¶³ matice
se po·c¶³taj¶³ dle vzorce 5.15, kde q je hodnota kvality na stupnici od 0{100 a Q50 vystupuje
jako st·redn¶³ hodnota kvantiza·cn¶³ matice. Typy mo·zn¶ych kvantiza·cn¶³ch matic jsou FLAT,
JPEG, MPEG, H263 a STD. FLAT matice obsahuje shodn¶e hodnoty pro v·sechny koe¯-
cienty matice (hodnotu 16). JPEG matice vych¶az¶³ ze stejnojmenn¶eho form¶atu a obsahuje
dv·e samostatn¶e matice. Jedna matice je pou·zita na kvantizaci slo·zky Y (jas) a druh¶a na
zbyl¶e slo·zky U a V (barevn¶y rozd¶³l). Matice MPEG se uplat·nuje ve form¶atu MPEG-2 a
matice H263 je z¶akladem form¶atu MPEG-4. Matice STD je standardn¶³ matic¶³, kde velikost
koe¯cientºu se zv·et·suje p·rechodem z lev¶eho horn¶³ho rohu na prot·ej·s¶³. Dal·s¶³m parametrem
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ovliv·nuj¶³c¶³ kvalitu je bit zigzag more, kter¶y p·ri cik-cak sekvenci aktivuje hlub·s¶³ sn¶³m¶an¶³.
Doch¶az¶³ k zahazov¶an¶³ nenulov¶ych hodnot, kter¶ym p·redch¶az¶³ dal·s¶³ sekvence nul.
Qq =
Q50 ¢ (100¡ q)
50




pro q = (0; 50) (5.15)
Po vytvo·ren¶³ objektu CFrame se z n·ej na·c¶³taj¶³ bloky dat o zadan¶ych rozm·erech a
p·red¶avaj¶³ se objektu CMatrix. Blok dat je segment sn¶³mku, kter¶y tvo·r¶³ v·zdy hodnoty z jedn¶e
slo·zky form¶atu YUV. Vzhledem k podvzorkov¶an¶³ barevn¶ych slo·zek je po·cet slo·zek Y dvakr¶at
vy·s·s¶³ ne·z slo·zek UV. Na·c¶³taj¶³ se proto nejd·r¶³ve ·cty·ri bloky slo·zek Y, za kter¶ymi n¶asleduj¶³
bloky se slo·zkou U a V. S ka·zd¶ym blokem dat se provede DCT pomoc¶³ objektu CMatrix.
Vr¶acen¶a data se zak¶oduj¶³ vybranou bezeztr¶atovou komprimac¶³ (objekt CCompress) a ulo·z¶³
do v¶ysledn¶eho videa.
B·ehem procesu dek¶odov¶an¶³ se provedou v·sechny kroky v opa·cn¶em po·rad¶³. Objekt CDeco-
der u·z nepot·rebuje zn¶at parametry komprese. Ty si zjist¶³ s¶am z hlavi·cky videa spole·cn·e
s kvantiza·cn¶³ matic¶³. Jsou mu postupn·e p·red¶av¶ana data sn¶³mkºu tak, jak se vytvo·rily
p·ri kompresi (viz obr¶azek 5.7). Na za·c¶atku dat se nach¶az¶³ po·cet zak¶odovan¶ych hodnot.
N¶asleduje d¶elka k¶odovac¶³ tabulky a k¶odovac¶³ tabulka. Podle n¶³ se dek¶oduj¶³ bloky skl¶adaj¶³c¶³
se z velikosti a dat. Data nesou hodnoty, kter¶ymi je napln·ena matice v r¶amci objektu
CMatrix. Po aplikov¶an¶³ inverz¶³ DCT se z¶³sk¶a blok dat pro objekt CFrame.
Obr¶azek 5.7: Strutura dat zak¶odovan¶eho sn¶³mku
5.8 Dekodovac¶³ ¯ltr
Integrace dek¶odovac¶³ho ¯ltru do opera·cn¶³ho syst¶emu Microsoft Windows je ud·el¶ana po-
moc¶³ architektury DirectShow [3]. DirectShow je bal¶³k COM (component object model)
komponent, kter¶y v syst¶emech Windows zp·r¶³stup·nuje paletu multimedi¶aln¶³ch slu·zeb. Jedn¶a
se o dynamick¶y syst¶em navz¶ajem propojen¶ych komponent, kter¶e maj¶³ schopnost m·enit sv¶e
vazby podle aktu¶aln¶³ pot·reby. Umo·z·nuj¶³ vyu·zit¶³ rºuzn¶ych hardwarov¶ych prost·redkºu. Kom-
ponenty syst¶emu se ozna·cuj¶³ jako ¯ltry. ¶Ukolem ¯ltru je zpracov¶an¶³ vstupn¶³ch dat a p·redan¶³
na v¶ystup. Jednotliv¶e propojen¶e ¯ltry tvo·r¶³ tzv. ¯lter graph. O spr¶avn¶e propojen¶³ ¯ltrºu se
star¶a ¯lter graph manager. Propojen¶³ ¯ltrºu funguje na b¶azi pinºu. Ka·zd¶y ¯ltr obsahuje
jeden nebo v¶³ce vstupn¶³ch, v¶ystupn¶³ch pinºu.
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Pro ¶u·cely dek¶odov¶an¶³ videa se vytvo·r¶³ n¶asleduj¶³c¶³ graf viz obr¶azek 5.8. Na po·c¶atku grafu
se ·cte soubor komponentou File source a bin¶arn¶³ obsah souboru p·red¶av¶a dal·s¶³mu ¯ltru. AVI
Splitter rozd·eluje AVI souboru na dv·e stopy. V·et·sinou se jedn¶a o zvuk a video. Zvuk je d¶ale
zpracov¶av¶an ¯ltrem Default DirectSound Device, kter¶y pos¶³l¶a zvukov¶a data do zvukov¶e
karty. Video decoder dek¶oduje obrazovou stopu na form¶at dat, kter¶e p·revezme komponenta
Video Render a po·sle data p·res gra¯ckou kartu na obrazovku. Tvorba dek¶odovac¶³ho ¯ltru
spo·c¶³v¶a ve vytvo·ren¶³ komponenty Video decoder.
Obr¶azek 5.8: Graf dek¶odov¶an¶³ videa
DirectShow je bal¶³k objektov¶ych komponent. Dek¶odovac¶³ ¯ltr je tedy objekt, kter¶y d·ed¶³
vlastnosti z objektºu CPersistStream a CTransformFilter. Objekt CPersistStream ob-
sluhuje jednotliv¶e proudy dat, kter¶e jsou propojeny s ¯ltrem. Druh¶y objekt CTransformFil-
ter de¯nuje rozhran¶³ ¯ltru. Obsahuje metodu Transform(), kter¶a p·rev¶ad¶³ vstupn¶³ data
na v¶ystupn¶³. Typ vstupn¶³ch dat se kontroluje metodou CheckInputType() a typ dat pro
v¶ystupn¶³ pin ur·cuje metoda GetMediaType(). Pro jednozna·cn¶e ur·cen¶³ ¯ltru se de¯nuje
GUID, kter¶e se skl¶ad¶a z n·ekolika hodnot, kde prvn¶³ 4 bajty tvo·r¶³ FOURCC. FOURCC
k¶od se p·ri kompresi nastavuje ve form¶atu proudu videa tvo·ren¶y strukturou BITMAPIN-
FOHEADER. Ta obsahuje prom·ennou biCompression nesouc¶³ informaci o zpºusobu komp-
rese. Ka·zd¶a takov¶ato komprese je ozna·cena k¶odem FOURCC o 4 znac¶³ch (4 bajty). Tento
videokodek pou·z¶³v¶a ozna·cen¶³ \js-v".
Pro vstupn¶³ pin stejn·e jako pro v¶ystupn¶³ mus¶³ b¶yt zaru·cen hlavn¶³ typ video. Hlavn¶³
typ slou·z¶³ k obecn¶emu rozli·sen¶³ dat (audio, video, text...). Podtyp zp·res·nuje hlavn¶³ typ a
pro vstupn¶³ pin je nastaven na GUID ¯tru v·cetn·e jeho FOURCC k¶odu. Podtyp v¶ystupn¶³ho
pinu tvo·r¶³ RGB24, kter¶y dok¶a·ze zpracovat ¯ltr Video Render. Podle zvolen¶ych vstupn¶³ch
a v¶ystupn¶³ch typºu (GUID) pak ¯lter graph manager propoj¶³ komponenty do v¶ysledn¶eho
dek¶odovac¶³ho grafu.
Sou·c¶ast¶³ DirectShow je i rozhran¶³ ISpecifyPropertyPages, p·res kter¶e se d¶a k ¯ltru
p·ripojit okno s vlastnostmi. Na okno s vlastnostmi odkazuje metoda GetPages(), kter¶a
mus¶³ b¶yt sou·c¶ast¶³ ¯ltru.
Proces dek¶odov¶an¶³ prob¶³h¶a v opa·cn¶em sm·eru ne·z proces k¶odovan¶³. Charakter jed-
notliv¶ych metod m¶a opa·cn¶y postup. P·ri kvantizaci se koe¯cienty n¶asob¶³, pro DCT se vol¶a
inverzn¶³ transformace. Ve v¶ysledku se z¶³sk¶a video, kter¶e je podobn¶e origin¶alu. Podobnost
z¶avis¶³ na kvalit·e a typu kvantiza·cn¶³ matice pou·zit¶e b·ehem komprese. P·ri n¶³zk¶ych hodnot¶ach
kvality doch¶az¶³ k degradaci obrazu a vzniku ru·siv¶ych elementºu. Jeden z nich je zpºusoben
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segmentac¶³ obrazu, kdy doch¶az¶³ k viditeln¶emu ohrani·cen¶³ blokºu. Tomu je mo·zno zamezit
nasazen¶³m deblokovac¶³ho ¯ltru, kter¶y projde okraje blokºu a pozm·en¶³ je tak, aby byl p·rechod
plynul¶y.
Pro vlastn¶³ pou·zit¶³ je nutn¶e integrovat ¯ltr do opera·cn¶³ho syst¶emu Windows. To se
provede p·r¶³kazem regsrv32 filtr.ax, kter¶y zap¶³·se pot·rebn¶e informace do registru. Nyn¶³




Kone·cn¶a aplikace se skl¶ad¶a z kod¶eru a dek¶odovac¶³ho ¯ltru. Kod¶er tvo·r¶³ program, kter¶y
se ovl¶ad¶a z p·r¶³kazov¶e ·r¶adky. Vstupem a v¶ystupem programu je form¶at AVI. Nastaven¶³
programu vysv·etluje tabulka 6.1. V¶ychoz¶³m nastaven¶³m kod¶eru je kvalita 50, kvantiza·cn¶³
matice typu flat, bezeztr¶atov¶a komprese exp-golomb a velikost segmentºu sn¶³mku 8x8.
program -enc vstup v¶ystup [nastaven¶³]
-frames start end vymezuje oblast videa
-q [100-1] kvalita komprese
-quant typ kvantiza·cn¶³ matice
[flat,jpeg,mpeg,h263,std]
-compress typ sekund¶arn¶³ komprese
[exp-golomb,golomb-rice,huffman]
-dct velikost segmentºu sn¶³mku
[4x4,8x8,16x16,32x32]
-zigzag more aktivuje hlub·s¶³ sn¶³m¶an¶³
-help vytiskne n¶apov·edu
program -dec vstup v¶ystup dek¶oduje video
Tabulka 6.1: Nastaven¶³ programu
N¶asleduj¶³c¶³ tabulky 6.2, 6.3, 6.4, 6.5 a 6.6 popisuj¶³ vliv nastaven¶³ kod¶eru na v¶yslednou
velikost videa. ·Casy komprese uveden¶e v tabulce jsou m·e·reny na stroji s procesorem Intel
Pentium M 2GHz, 512MB RAM a opera·cn¶³m syst¶emem Windows XP. Testovan¶e video m¶a
3minuty a 14 sekund s velikosti 35,2MB a je zkomprimov¶ano kodekem XviD. Nejni·z·s¶³ch ve-
likost¶³ se dosahuje s typem kvantiza·cn¶³ matice STD a bezeztr¶atovou kompres¶³ Exp-Golomb.
Opakem je bezeztr¶atov¶a komprese Golomb-Rice spole·cn·e s kvantiza·cn¶³ matic¶³ typu FLAT,
kter¶a m¶a hodnoty matice konstantn¶³ a nezohled·nuje dºule·zitost koe¯cientºu oproti kvan-
tiza·cn¶³ matici typu STD. Uk¶azky zkomprimovan¶ych sn¶³mkºu jsou na obr¶azc¶³ch 6.1 a 6.2.
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Nam·e·ren¶e ·casy ovliv·nuje nejv¶³ce v¶ysledn¶a velikost komprimovan¶eho videa a rozm·ery blokºu.
V tabulce 6.6 je proveden test s hlub·s¶³m sn¶³m¶an¶³m p·ri cik-cak sekvenci. B·ehem hlub·s¶³ho
sn¶³m¶an¶³ doch¶az¶³ k zahazovan¶³ nenulov¶ych koe¯cientºu, kter¶ym p·redch¶az¶³ sekvence nul. T¶³mto
zpºusobem je sn¶³·zena velikost na ¶ukor kvality. Test komprese s rºuzn¶ymi rozm·ery blokºu je
zobrazen v tabulce 6.5. Pro bloky o rozm·eru 8 £ 8 trv¶a komprese nejkrat·s¶³ dobu, proto·ze
DCT se po·c¶³t¶a pomoc¶³ celo·c¶³seln¶e aritmetiky. Pro ostatn¶³ rozm·ery plat¶³, ·ze ·c¶³m v·et·s¶³ rozm·er,
t¶³m je v¶ypo·cet DCT n¶aro·cn·ej·s¶³ a trv¶a d¶ele. Naopak u men·s¶³ch rozm·erºu nast¶av¶a probl¶em s
kompresibilitou (viz obr¶azky 6.3).
-q -quant -compress -dct velikost ·cas
80 °at exp-golomb 8x8 175 238 kB 04:37,739
80 °at golomb-rice 8x8 248 730 kB 05:00,221
80 °at hu®man 8x8 189 994 kB 04:37,509
80 jpeg exp-golomb 8x8 129 329 kB 03:52,604
80 mpeg exp-golomb 8x8 137 450 kB 04:20,063
80 h263 exp-golomb 8x8 133 624 kB 04:15,787
80 std exp-golomb 8x8 110 730 kB 03:59,594
80 std golomb-rice 8x8 166 999 kB 04:12,693
80 std hu®man 8x8 116 728 kB 04:06,143
Tabulka 6.2: Vliv nastaven¶³ na velikost p·ri kvalit·e 80
-q -quant -compress -dct velikost ·cas
50 °at exp-golomb 8x8 85 331 kB 03:20,037
50 °at golomb-rice 8x8 103 710 kB 03:20,908
50 °at hu®man 8x8 87 218 kB 03:18,375
50 jpeg exp-golomb 8x8 77 710 kB 03:15,070
50 mpeg exp-golomb 8x8 77 907 kB 03:19,827
50 h263 exp-golomb 8x8 76 710 kB 03:18,555
50 std exp-golomb 8x8 66 566 kB 03:10,073
50 std golomb-rice 8x8 79 128 kB 03:12,556
50 std hu®man 8x8 66 297 kB 03:12,086
Tabulka 6.3: Vliv nastaven¶³ na velikost p·ri kvalit·e 50
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-q -quant -compress -dct velikost ·cas
20 °at exp-golomb 8x8 45 125 kB 02:52,337
20 °at golomb-rice 8x8 46 430 kB 02:55,101
20 °at hu®man 8x8 44 992 kB 02:51,326
20 jpeg exp-golomb 8x8 44 163 kB 02:45,838
20 mpeg exp-golomb 8x8 43 869 kB 02:53,159
20 h263 exp-golomb 8x8 43 655 kB 02:51,416
20 std exp-golomb 8x8 39 443 kB 02:48,091
20 std golomb-rice 8x8 41 811 kB 02:52,177
20 std hu®man 8x8 39 024 kB 02:48,011
Tabulka 6.4: Vliv nastaven¶³ na velikost p·ri kvalit·e 20
Obr¶azek 6.1: Origin¶aln¶³ sn¶³mek zak¶odovan¶y kodekem XviD
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-q -quant -compress -dct velikost ·cas
80 °at exp-golomb 4x4 248 799 kB 07:42,525
80 °at exp-golomb 8x8 175 238 kB 04:37,739
80 °at exp-golomb 16x16 152 502 kB 09:33,975
80 °at exp-golomb 32x32 169 882 kB 15:05,201
50 °at exp-golomb 4x4 145 861 kB 06:20,957
50 °at exp-golomb 8x8 85 331 kB 03:20,037
50 °at exp-golomb 16x16 67 003 kB 08:18,576
50 °at exp-golomb 32x32 76 290 kB 13:50,073
20 °at exp-golomb 4x4 87 138 kB 05:38,757
20 °at exp-golomb 8x8 45 125 kB 02:52,337
20 °at exp-golomb 16x16 30 869 kB 07:57,947
20 °at exp-golomb 32x32 37 455 kB 13:46,147
Tabulka 6.5: Vliv rozm·erºu blokºu na velikost a ·cas
-q -quant -compress -dct -zigzag more velikost ·cas
80 °at exp-golomb 8x8 ne 175 238 kB 04:37,739
80 °at exp-golomb 8x8 ano 156 527 kB 04:37,939
80 std exp-golomb 8x8 ne 110 730 kB 03:59,594
80 std exp-golomb 8x8 ano 95 055 kB 03:44,192
50 °at exp-golomb 8x8 ne 85 331 kB 03:20,037
50 °at exp-golomb 8x8 ano 71 570 kB 03:29,651
50 std exp-golomb 8x8 ne 66 566 kB 03:10,073
50 std exp-golomb 8x8 ano 57 724 kB 03:00,189
20 °at exp-golomb 8x8 ne 45 125 kB 02:52,337
20 °at exp-golomb 8x8 ano 35 968 kB 02:48,542
20 std exp-golomb 8x8 ne 39 443 kB 02:48,091
20 std exp-golomb 8x8 ano 33 116 kB 02:42,824
Tabulka 6.6: Hlub·s¶³ sn¶³m¶an¶³ p·ri cik-cak sekvenci
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Obr¶azek 6.2: Uk¶azky sn¶³mkºu p·ri stupn¶³ch komprese 20, 50 a 80
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Tato bakal¶a·rsk¶a pr¶ace se zab¶yv¶a kompres¶³ videa a implementac¶³ vlastn¶³ k¶odovac¶³ aplikace.
¶Uvodem je probr¶ana historie v¶yvoje komprese dat ur·cen¶ych k smyslov¶emu vn¶³man¶³. Je
pops¶an form¶at JPEG a jeho n¶astupce JPEG2000. Z video form¶atºu byl zm¶³n·en standard
MPEG. V teoretick¶e ·c¶asti (kapitoly 3 a 4) se podrobn·e rozeb¶³raj¶³ rºuzn¶e metody bezeztr¶atov¶e
a ztr¶atov¶e komprese.
Kapitola 5 vysv·etluje n¶avrh a zpºusob implementace jednotliv¶ych objektºu aplikace.
Popisuje tvorbu a integraci dek¶odovac¶³ho ¯ltru do opera·cn¶³ho syst¶emu Windows. V¶ysledn¶a
aplikace obsahuje program kod¶er ovl¶adan¶y z p·r¶³kazov¶e ·r¶adky a dek¶odovac¶³ ¯ltr, kter¶y je
sou·c¶ast¶³ DirectShow grafu.
Testov¶an¶³ v¶ysledn¶e aplikace je obsa·zeno v kapitole 6. Z proveden¶ych testºu plyne, jak
mo·znosti nastaven¶³ programu ovliv·nuj¶³ velikost a ·cas komprese videa. Porovn¶an¶³m pou·zit¶ych
bezeztr¶atov¶ych metod je zji·st·eno, ·ze metodou Exp-Golomb se v tomto p·r¶³pad·e dos¶ahne
lep·s¶³ch v¶ysledkºu ne·z s kompres¶³ Hu®man. To je d¶ano rozlo·zen¶³m hodnot z¶³skan¶ych po
DCT. P·ri nastaven¶³ odli·sn¶ych rozm·erºu blokºu doch¶az¶³ ke sni·zov¶an¶³ velikosti na ¶ukor ·casu
a kvality. ·C¶³m v·et·s¶³ rozm·er transformovan¶eho bloku, t¶³m je v¶ypo·cet DCT n¶aro·cn·ej·s¶³ a
p·ri n¶³zk¶em stupni komprese jsou v¶³ce viditeln¶e kompresn¶³ artefakty. Naopak p·ri ni·z·s¶³ch
rozm·erech je v¶ypo·cet DCT rychlej·s¶³, ale kompresibilita je velice n¶³zk¶a. Jako nejvhodn·ej·s¶³
se jev¶³ rozm·er 8 £ 8, pro kter¶y existuje efektivn¶³ algoritmus v¶ypo·ctu DCT. Velikost tak¶e
ovliv·nuje typ kvantiza·cn¶³ matice. Nejv·et·s¶³ velikosti se dosahuje s kvantiza·cn¶³ matic¶³ typu
FLAT a nejmen·s¶³ s kvantiza·cn¶³ matic¶³ typu STD, kter¶a m¶a rozlo·zeny velikosti hodnot podle
dºule·zitosti koe¯cientºu.
Z¶av·erem bych se cht·el zm¶³nit o dal·s¶³ch mo·znostech roz·s¶³·ren¶³ aplikace. Komprese prob¶³h¶a
na jednotliv¶ych sn¶³mc¶³ch, kter¶e nejsou mezi sebou nijak prov¶az¶any. Dalo by se v tomto
sm·eru aplikaci roz·s¶³·rit o detek·cn¶³ jednotku pohybu, podle kter¶e by se k¶odovaly pouze ty
·c¶asti sn¶³mku, kter¶e se li·s¶³ od p·redchoz¶³ch. Dal·s¶³ mo·znost¶³ je nahrazen¶³ ztr¶atov¶e komprese
DCT modern·ej·s¶³ vlnkovou transformac¶³ (wavelet) pou·zitou ve form¶atu JPEG2000.
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