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1- INTRODUCCIÓ
1.1- Motivació del Projecte
Fa anys, l'iPhone va entrar al mercat català amb molt èxit.  En poques hores i dies, molts 
usuaris ja disposaven del dispositiu creat per Apple. La seva facilitat en el funcionament, va fer 
que usuaris de diferents edats quedessin satisfets amb el seu dispositiu.
A l'any 2010 vaig tenir la possibilitat de canviar de mòbil, i com que tothom parlava del gran 
funcionament i comportament de l'iPhone, vaig decidir compar-ne un. La majoria de gent que 
vaig consultar abans de realitzar la compra, em comentava que un cop el tens, es converteix 
en una eina necessària, tant en l'àmbit personal com professional.
L'iPhone va canviar la meva mentalitat dels dispositius mòbils. Abans únicament l'utilitzava per 
realitzar trucades i enviar missatges, en canvi amb l'iPhone, vaig veure que un mòbil amb 
connexió a Internet i d'ús fàcil, és molt útil en tots els àmbits. 
Després d'un temps de tenir i instal·lar moltes aplicacions a l'iPhone, vaig veure que l'iPhone 
es convertia en un dispositiu imprescindible en la vida quotidiana. A part de la connexió a 
Internet, que permet a l'usuari realitzar qualsevol consulta, ja sigui a través d'un navegador o 
d'una aplicació, també és molt útil per capturar fotos o vídeos i gestionar el calendari personal 
o professional.
Cada vegada més, les aplicacions per dispositius mòbils seran quasi o més importants que una 
aplicació web o d'escriptori, ja que la majoria d'usuaris tenen un dispositiu mòbil amb connexió 
a Internet. A part, a través dels recursos i tecnologies que ofereix el dispositiu, es poden crear 
aplicacions que l'usuari mai s'hauria pogut arribar a imaginar. Per exemple, a través de la 
càmera, es pot fer una aplicació, de realitat augmentada que faci aparèixer monstres dels 
racons de casa teva.
Per aquest motiu, vaig decidir investigar i estudiar com es creen aplicacions per iPhone amb 
l'objectiu principal de crear una aplicació personal. 
1.2- Objectius del projecte
El principal objectiu del projecte és crear una aplicació per l'iPhone. Per arribar a la fita, hi ha 
prèviament un conjunt de sub-objectius a realitzar:
• Estudiar  el  dispositiu  iPhone,  per  saber  els  recursos  i  límits  que  disposa  el 
desenvolupador
• Investigar els requisits mínims per desenvolupar aplicacions per Apple.
• Estudiar l'entorn de treball que ofereix Apple.
• Investigar el disseny i com funcionen les aplicacions.
• Investigar els diferents elements que existeixen per construir aplicacions.
• Crear una aplicació.
Una vegada aconseguits els sub-objectius, hauria de ser capaç de crear o saber com està feta 
una aplicació internament. És a dir, saber veure les aplicacions per dins, quins elements en 
formen part i quines tecnologies s'han d'utilitzar per aconseguir una funcionalitat concreta.
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1.3- Planificació del projecte
Per a la planificació necessitem dividir el projecte en diferents tasques. A través de la llista 
realitzada en l'apartat anterior dels sub-objectius, obtindrem les tasques per a la planificació 
del projecte.
El temps esperat per realitzar el projecte és d'un any. Començar el projecte a principis de 
2011, segon quatrimestre del curs 2010-2011 i entregar-lo a finals de 2011, per tant el primer 
quatrimestre del curs 2011-2012.
Hi ha quatre grans fases del projecte. Per calcular el número d'hores estimades en cada tasca, 
estimem que durant la setmana, entre la feina i activitats esportives, puc invertir 24 hores a la 
setmana:
• Estudi i Investigació (5 mesos / 480 h): En aquesta fase, investigarem sobre el 
dispositiu iPhone, la política que segueix Apple per desenvolupar aplicacions, l'entorn de 
treball que ofereix Apple, el disseny d'una aplicació i els elements i eines que disposa el  
desenvolupador per crear aplicacions. 
• Disseny aplicació  personal  (1 mes / 96 h): En  aquesta  fase,  serà  el  moment 
d'especificar  la  temàtica  i  l'àmbit  de  l'aplicació.  A  més  a  més,  especificar  les 
funcionalitats que oferirà l'aplicació a l'usuari i un primer esborrany del disseny gràfic 
de l'aplicació.
• Implementació (3 mesos / 280 h): En aquesta fase, s'implementarà l'aplicació per 
tal d'aconseguir oferir a l'usuari les funcionalitats especificades en el disseny.
• Realització de la memòria (3 mesos / 280 h): Finalment, s'escriurà la memòria del 
projecte on reflectirà tota la feina i investigació realitzada.
En total, el projecte està estimat que es realitzi amb 1 any (12 mesos) i s'inverteixen 1.136 
hores en total.
La següent figura mostra a través d'un diagrama de Grantt, les tasques a realitzar i la seva 
durada estimada (Figura 1.1). A més a més, podem veure com hi ha tasques que es realitzen 
al mateix temps. Per exemple, a l'estudi i investigació, hi ha les tasques d'estudiar el disseny i 
investigar els elements que existeixen, que en un temps es solapen. Aquest fet és degut a que 
a través dels elements també s'estudia el disseny de l'aplicació. Respecte a l'aplicació personal, 
també hi ha un temps en el qual es treballarà en el disseny i en l'implementació, ja que a 
mesura que es va implementant, es poden afegir o modificar certes funcionalitats del disseny o 
l'aspecte gràfic de l'aplicació. En quan a la memòria, es començarà escriure abans no s'hagi 
acabat la implementació, ja que es començarà a escriure sobre la primera part del projecte, la 
qual no afecta a la implementació del projecte i poden ser tasques paral·leles.
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Figura 1.1: Diagrama Grantt del PFC
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2- HISTÒRIA DE L'IPHONE
La història de l'iPhone va començar el 1995 quan un grup d'enginyers, sota la direcció de Steve 
Jobs  (directiu  d'Apple),  van  començar  a  investigar  la  pantalla  tàctil.  En  aquest  procés  de 
desenvolupament, l'iPhone rebria el nom de “purple2”.
El 1999, Apple va comprar el domini iphone.org i el va redirigir al seu lloc web (apple.com).
L'Abril de 2003, Steve Jobs va celebrar una conferència, on explicava que les PDAs i les Tablet 
PC no eren una bona opció per Apple. Jobs, creia que el dispositiu mòbil seria molt important 
per accedir a informació des de qualsevol lloc, i que havia de tenir una bona sincronització de 
software. Per això, Apple en  lloc de desenvolupar la seva pròpia PDA, va posar tota la seva 
atenció en desenvolupar l'iPod i l'iTunes, que es va posar a la venda el 2001.
El 7 de Setembre de 2005 Apple i Motorola van llençar el ROKR E1 (Figura 2.1), el primer 
telèfon  capaç  d'utilitzar  iTunes.  Els  treballadors  d'Apple  no  van  acabar  satisfets  d'aquest 
dispositiu, perquè no els va convençer la necessitat de tenir un dissenyador que no fos Apple, 
ja que els impedia dissenyar el seu propi dispositiu. El 2006, Apple va trencar relacions amb 
Motorola.
Apple va crear el seu dispositiu amb la col·laboració de AT&T Mobility (companyia americana de 
telecomunicacions), amb un cost estimat de 150 milions de dòlars en un període de 30 mesos.
Durant els anys de desenvolupament, Apple va registrar la marca iPhone a diferents països.
El  2006 Linksys va llençar  al  mercat  un telèfon VoIP,  el  qual  va anomenar  iPhone.  Cisco, 
propietari de Linksys, era propietari també de la paraula iPhone des de l'any 2000. El fet que 
Apple també utilitzés la marca iPhone, va fer que Cisco denunciés a Apple el dia següent del 
llançament de l'iPhone d'Apple. El final van arribar a una acord per compartir la marca iPhone.
Steve Jobs va donar a conèixer l'iPhone al món el 9 de Gener del 2007, però no va sortir a la  
venta fins al 29 de Juny de 2007, amb un preu de 499 dòlars la versió de 4GB de memòria i de 
599 dòlars la versió de 8GB. Tot i que, a la campanya de vendes nadalenca, es va reduir el 
preu de la versió de 8GB quasi 200 dòlars i la versió de 4GB va deixar de fabricar-se. Apple va 
vendre 270.000 dispositius en les 30 primeres hores. En tot el 2007 es van vendre 8 milions 
de iPhones a Estats Units. Posteriorment es va posar a la venda a 5 països més: Irlanda, 
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Regne Unit, França, Alemanya i Àustria. A finals del 2008, l'iPhone ja estava disponible a més 
de 70 països.
En el 2009, l'iPhone va ser mencionat “Invent de l'any” per la revista Time.
La següent figura, mostra la història de l'iPhone gràficament en una línia del temps amb les 
dates més importants del dispositiu (Figura 2.2).
Actualment,  la  paraula  iPhone  fa  referència  a  la  família  de  telèfons  mòbils  intel·ligents, 
multimèdia, amb connexió a Internet, pantalla tàctil i amb pocs botons físics, dissenyats per la 
companyia Apple. Com que manquen de teclat físic, incorporen un teclat tàctil a la pantalla tan 
per orientacions verticals com horitzontals.
El dispositiu consisteix en tres objectes: reproductor de música amb controls tàctils, telèfon 
mòbil (amb la possibilitat d'enviar i rebre trucades, així com d'enviar missatges), i un dispositiu 
amb accés a Internet. Amb aquest accés, l'iPhone ofereix: rebre i enviar correus electrònics i 
carregar pàgines o aplicacions web.
Fins el moment, existeixen 5 versions de dispositius d'iPhone. Una versió d'un dispositiu, amb 
diferent hardware, no s'ha de confondre en una nova versió del sistema operatiu.
Les 5 versions que ha llençat Apple fins al moment són: iPhone (2007), iPhone 3G (2008), 
iPhone 3GS (2009), iPhone 4G (2010), iPhone 4GS (2011).
El primer sistema operatiu, iPhone OS integrat en el iPhone 3G, permetia utilitzar aplicacions 
de tercers en una mateixa aplicació. La següent versió, iPhone OS 3.0 (iPhone 3GS), afegia les 
funcionalitats de copiar, retallar i enganxar qualsevol text. A partir de la versió 4, el sistema 
operatiu va canviar de nom, va passar de iPhone OS a iOS. Amb aquesta nova versió, llençada 
amb l'iPhone 4G, hi havia de nou, entre altres coses, la multitasca. La multitasca permetia 
tenir obertes diferents aplicacions al mateix temps. Finalment, la versió iOS 5.0 (iPhone 4S), 
Apple es va centrar en millorar el  rendiment per tal  d'optimitzar la vida de la bateria del 
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dispositiu.
Cada nou dispositiu ha millorat l'anterior en diferents aspectes. A la següent figura es pot 
veure en cada àmbit, les millores de cada dispositiu (Figura 2.3).
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A més a més, la següent taula complementa la informació anterior:
Característi
ca / Model
Iphone Iphone 3G Iphone 3GS Iphone 4G Iphone 4S
Estat actual Descatelogat Descatelogat En producció En producció En producció
S.O. iPhone OS iPhone OS 2.0 iPhone OS 3.0 iOS 4.0 iOS 5.0
Llançament 29 Juny 2007 11 Juliol 2008 19 Juny 2009 24 Juny 2010 14/10/11
En tots els casos, un nou dispositiu ha millorat les vendes de l'anterior. A la següent figura es 
pot veure: de color blau les vendes del primer iPhone, de color verd les vendes de l'iPhone 3G, 
de color taronja les vendes de l'iPhone 3GS i de color lila les vendes de l'iPhone 4G. Les dades 
són fins al primer quatrimestre del 2011 (Figura 2.4), per tant no apareixen les vendes de 
l'iPhone 4S.
Sobre les vendes de l'iPhone 4S, Apple va publicar un article explicant que en només 3 dies, 
s'havien vengut uns 4 milions de dispositius  durant els  primers 3 dies de comercialització 
(Figura 2.5). A més a més, la companyia també va publicar que durant els 5 primers dies del 
llançament del nou sistema operatiu iOS 5, es van actualitzar 25 milions de dispositius (Plaza, 
J, 2011).
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Figura 2.4: Vendes iPhone fins Q1 del 2011 (Apple Records, 2011)
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Fins al  moment,  Apple ha apostat  molt  per  els  dispositius  tàctils.  Com mostra la  següent 
figura, els dispositius tàctils iPad i iPhone són la principal font d'ingressos d'Apple (Figura 2.6).
Fins al moment, Apple ha creat cuatre dispositius diferents d'iPhone i dos dispositius diferents 
d'iPad.  Per  els  futurs  dispositius,  Apple  estudia  millorar  el  rendemint  de  la  bateria  i  a 
augmentar la resolució i dimensions de la pantalla. 
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Figura 2.6: Vendes Apple 2011 (1)
Figura 2.5: Gràfic de vendes dels dispositius els primers 3 dies (Plaza, J.)
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3- ARQUITECTURA DE L'IPHONE
3.1- HARDWARE
L'iPhone està format per diferents peces de hardware, cada una amb funcionalitats diferents. 
Cada versió nova del dispositiu millora l'anterior en algun component hardware per oferir millor 
serveis,  amb  més  velocitat  i  més  qualitat.  A  continuació  veurem  diferents  aspectes  i 
característiques del hardware de l'iPhone.
Pantalla tàctil i interfície
Totes  les  ordres  es  donen  a  través  d'una  pantalla  tàctil  que  és  capaç  d'entendre  gestos 
complexos:  des  del  simple  clic  (toc  a  la  pantalla),  desplaçaments  amb  un  o  més  dits  i  
rotacions dels dits sobre la pantalla.
La pantalla canvia el seu comportament segons les senyals que reben 3 sensors (Figura 3.1). 
Un sensor de proximitat, per desactivar la pantalla tàctil i la llum de la pantalla quan et poses 
l'iPhone a prop de la cara, així com per evitar prémer qualsevol botó amb el contacte amb la 
pell o l'orella durant una trucada. Un sensor de llum ambiental, per controlar la brillantor de la 
pantalla del dispositiu i estalviar bateria, i un acceleròmetre, que a través de 3 eixos detecta la 
posició  del  dispositiu  i  canvia  l'orientació  de  la  pantalla  segons  si  aquest  està  col·locat 
horitzontal o vertical.
El dispositiu té un botó principal situat a la part inferior (a sota la pantalla), la resta d'accions 
es fan a través de la pantalla. També té tres botons laterals: apagar/engegar el dispositiu, 
augmentar/disminuir el volum i silenciar i un botó a la part superior dreta per bloquejar el 
dispositiu.
En  les  noves  versions  de  l'iPhone  la  part  metàl·lica  del  voltant  del  dispositiu  serveix  per 
incrementar la senyal d'antena (Figura 3.2).
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Àudio i sortides de dispositius
A la part inferior del dispositiu hi ha l'altaveu (esquerra) i el micròfon (dreta). Entre mig hi ha 
el connector DOCK del dispositiu (Figura 3.3). També hi ha un altaveu per sobre la pantalla per 
fer d'auricular en les trucades. A la part superior esquerra del dispositiu hi ha un connector de 
3,5mm per els auriculars TRRS. Els controladors del volum estan situats al costat esquerra del 
dispositiu i en el reproductor del dispositiu hi ha una barra per controlar el volum a través de la 
pantalla tàctil.
La majoria d'auriculars són compatibles amb l'iPhone, però Apple ofereix un kit amb un botó 
de múltiple funcionalitat: micròfon, engegar o parar la música, passar la música i contestar 
una  trucada  entrant.  En  les  noves  version,  en  aquest  kit,  també  hi  ha  les  funcionalitats 
d'augmentar i disminuir el volum (Figura 3.4).
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Figura 3.2: Botons i antena metàl·lica iPhone
Figura 3.3: Part inferior d'un iPhone
Figura 3.4: Kit d'Apple auriculars
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Bateria
L'iPhone  incorpora  una  bateria  recarregable.  A  diferència  dels  altres  dispositius  mòbils,  la 
bateria no és substituïble per l'usuari.  Es pot carregar quan tens el dispositiu connectat a 
l'ordinador, a través del cable USB o amb un adaptador directament a la corrent a través del 
connector DOCK. També hi ha diferents accessoris de tercers (carregador pel cotxe, bateries 
portàtils, carregadors solars, entre altres). La bateria està dissenyada per retenir fins a un 
80% de la seva capacitat original després de 400 cicles complets de càrrega i descàrrega. La 
durada de la bateria és el punt més dèbil segons els clients d'Apple. En les enquestes que 
realitza Apple és la part amb la puntuació més baixa:  2 de 5 estrelles. 
Càmera
En les primeres versions, el dispositiu incorpora una càmera de fotos de 2.0 MP a la part 
posterior. En aquestes versions, no hi ha zoom, ni flash i no és compatible amb vídeo. A partir 
de la versió 2.0, el sistema operatiu de l'iPhone permet incorporar la geolocalització de la 
imatge. 
L'iPhone 3G té una càmera de 3.2 MP i afegeix la funcionalitat d'enfocament automàtic. També 
afegeix la possibilitat de gravar vídeo de 640x480 a 30 fotogrames per segon. El vídeo pot ser 
enviat directament a YouTube. 
L'iPhone 4 augmenta la càmera a 5 MP i afegeix un sistema de il·luminació per fer fotos o vídeo 
en ambients amb poca llum. A més a més, té una càmera davantera capaç de fer fotos i vídeo. 
L'iPhone 4S millora la càmera del darrera fins a 8.0MP i vídeo HD.
Emmagatzematge
Inicialment, Apple oferia el  dispositiu amb dues opcions d'emmagatzematge: 4 GB o 8GB. 
Cada nova versió del dispositiu augmenta aquesta capacitat fins arribar a l'actual: 64GB en 
l'iPhone  4S.  Totes  les  dades  es  guarden  a  la  memòria  interna.  No  hi  ha  la  possibilitat 
d'augmentar la memòria a través d'altres targetes, ja que no disposa de cap ranura per afegir 
targetes externes. 
3.2- SOFTWARE
Els iPhone, com tots els dispositius d'Apple, s'executen sobre un sistema operatiu creat per 
Apple. En el cas del dispositius mòbil és conegut com a iOS (anteriorment iPhone OS). És una 
variant del sistema operatiu de Mac OS X, el sistema operatiu dels ordinadors Apple.  
El sistema operatiu ocupa menys de la meitat d'un GB i és capaç de suportar paquets i futures 
aplicacions d'Apple. Com la majoria de dispositius d'Apple, l'iPhone es gestiona a través del 
software desenvolupat per el propi Apple, iTunes. Les primeres versions del sistema operatiu 
estaven disponibles a partir de la versió 7.1 de iTunes. La majoria d'actualitzacions del sistema 
operatiu van lligades a una actualització de iTunes. 
Interfície gràfica
La  interfície  es  basa  en  una  pantalla  d'inici  amb  la  llista  de  les  aplicacions  disponibles 
(organitzada amb finestres de 4 columnes i 4 files cada una). En les primeres versions les 
aplicions  s'executaven  d'una  a  una,  més  endavant,  es  va  afegir  la  possibilitat  d'executar 
aplicacions en segon pla. Es pot accedir a la pantalla principal directament mitjançant el botó 
principal de sota la pantalla. Per defecte, la pantalla d'inici conté les següents aplicacions: 
Missatges,  Calendari,  Fotos,  Càmera,  YouTube,  Borsa,  Mapes,  Temps,  Notes,  Rellotge, 
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Calculadora,  Configuració,  iTunes  i  App  Store.  Aquestes  aplicacions  no  poden  ser  mai 
eliminades del dispositiu. A part de la llista d'aplicacions, a la interfície hi ha una barra inferior 
on hi ha quatre aplicacions fixes: Telèfon, Correu, Safari i Reproductor de música (Figura 3.5). 
En les  noves  versions  del  sistema operatiu,  l'usuari  pot  editar  l'ordre  de  les  aplicacions  i 
ajuntar-les en carpetes. A més, també pot afegir i eliminar aplicacions a la barra inferior. Cada 
finestra de la pantalla d'inici pot arribar a tenir fins a 16 aplicacions i la barra inferior fins a un 
màxim de 4. 
La versió 3, del sistema operatiu, afegeix una finestra per buscar aplicacions per tot el sistema, 
conegut com Spotlight.
Telèfon
L'iPhone permet realitzar conferències d'àudio, trucades en espera, identificador de trucades i 
la  integració  amb  altres  funcionalitats  de  trucades  a  través  d'Internet.  En  les  primeres 
versions, l'iPhone no era compatible amb videoconferències, ja que només disposava d'una 
càmera a la part posterior del dispositiu. A partir de l'iPhone 4, el qual té una càmera a la part 
davantera,  es  poden  realitzar  videoconferències.  Aquest  concepte  Apple  l'ha  anomenat, 
FaceTime. 
L'iPhone  inclou  bústia  de  veu visual,  això  vol  dir  que  l'usuari  pot  veure  els  missatge  del 
contestador  automàtic  sense  la  necessitat  de  trucar-hi.  A  diferència  d'altres  dispositius  i 
gràcies a aquesta llista de missatge, l'usuari pot eliminar els missatges de veu de forma no 
cronològica. 
Una altra característica d'Apple, afegeix la possibilitat de crear tons de trucada a través de la 
música de l'iTunes. Els tons de trucada tenen una durada de 3 a 30 segons de qualsevol part 
d'una cançó. 
Actualitzacions del sistema operatiu
Apple ofereix actualitzacions gratuïtes del sistema operatiu d'iPhone a través d'iTunes. Cada 
versió afegeix noves funcionalitats. Un gran canvi, va ser quan Apple va oferir la versió 4.0 del 
sistema operatiu, ja que afegia la funcionalitat de la multitasca. Això implica que l'usuari pot 
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tenir executant aplicacions en segon pla, és a dir, cada cop que s'obre una altre aplicació no 
s'atura l'anterior. D'aquesta manera, si l'usuari vol retornar a l'aplicació anterior, com que el 
dispositiu ja la té a memòria, es carrega molt més ràpid a la pantalla.
Multimèdia
La disposició de la biblioteca de música és semblant a les dels iPods i iTunes. L'iPhone, com els 
iPods, pot classificar la biblioteca per cançons, artistes, àlbums, vídeos, llistes, gènere, entre 
altres. 
L'iPhone, també pot reproduir vídeos i permet a l'usuari veure la televisió i pel·lícules a través 
del dispositiu. Els vídeos s'adapten a la posició del dispositiu (Figura 3.6). L'usuari pot accedir 
a pantalla completa fent doble clic a la pantalla.
L'iPhone  permet  a  l'usuari  comprar  música  i  pel·lícules  de  l'iTunes  directament  des  del 
dispositiu, amb una connexió Wifi. 
Connectivitat
El primer iPhone només pot connectar-se a través de Wifi o 2G. En defensa a aquest fet, Steve 
Jobs va declarar que el 3G s'havia d'estendre per Estats Units i millorar l'eficiència dels xips per 
tenir una bona connexió. Per aquest motiu el primer iPhone encara no incorporava la connexió 
3G. A partir de l'iPhone 3G, ja es va afegir aquesta connexió. 
El suport Wifi del dispositiu té dos grans inconvenients. Només suporta parcialment el sistema 
WEP,  només permet  accedir  si  s'utilitza  una índex de clau  1,  en cas  contrari,  marcarà el 
dispositiu com a connectat, però no serà possible navegar per Internet. A més a més, no 
permet entrar contrasenyes en format hexadecimal, per tant, només és possible connectar-se 
a xarxes les quals tenen una paraula com a clau de la xarxa. 
Quan hi ha el Wifi activat, aquest automàticament canviarà la connexió de 3G a Wifi en el  
moment en que detecti alguna xarxa disponible a prop. 
Segons Google, l'iPhone genera 50 vegades més cerques que qualsevol altre dispositiu mòbil.
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L'iPhone té accés a Internet mitjançant el navegador d'Apple, Safari. Les pàgines es poden 
visualitzar en qualsevol orientació del dispositiu i es pot realitzar zoom sobre la pàgina.
Correu electrònic
És un dels  software  que  més destaca  de  l'iPhone.  Permet  a  l'usuari  integrar  fotos en els 
missatges,  PDF,  Word  i  Excel.  Amb  la  configuració  correcta,  tant  del  servidor  com  del 
dispositiu, el programa de correu electrònic pot comprovar qualsevol compte IMAP o POP3. A 
més a més, permet a l'usuari poder gestionar més d'un compte en el mateix dispositiu.
Entrada text
Per l'entrada de text, l'iPhone afegeix un teclat virtual a la pantalla tàctil. Pot comprovar la 
ortografia automàticament i corregir-la. Té un diccionari que pot aprendre noves paraules. La 
funcionalitat d'autocorrecció no agradava a tothom, per això Apple en versions posteriors deixa 
la possibilitat a l'usuari  d'activar o no aquesta opció. A diferència del teclat físic,  el teclat 
virtual pot ser modificat per escriure en qualsevol idioma o altre tipus de teclat (numèric,  
matemàtic, d'emoticons, entre altres). 
3.3- SISTEMA OPERATIU
Primerament el sistema operatiu dels iPhone s'anomenava iPhone OS. Actualment, rep el nom 
de  iOS.  Cada  nova  versió  del  sistema operatiu  afegia  alguna  millora,  la  més  important  i 
impactant va ser quan el sistema operatiu va afegir la multitasca, poder executar més d'una 
aplicació al mateix moment. 
El sistema operatiu iOS va ser creat a través del coneixement que Apple havia adquirit en la 
creació del sistema operatiu per Mac, per aquest motiu els dos sistemes operatius són molt 
semblants amb la principal diferència de la pantalla tàctil en els dispositius mòbils.
El  sistema  operatiu  gestiona  el  hardware  i  ofereix  les  funcionalitats  necessàries  per 
implementar noves aplicacions. 
La implementació del sistema operatiu es pot veure com un conjunt de capes (Figura 3.7). A 
les capes més inferiors hi ha els serveis i tecnologies més bàsiques i de baix nivell, en les 
capes superior hi ha els serveis i tecnologies que la majoria de desenvolupadors utilitzen per 
crear les seves aplicacions.
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Cada capa està formada per un grup de frameworks. Un framework és un conjunt de classes 
relacionades entre si que realitzen tasques similars. En una mateixa aplicació, es pot utilitzar 
més d'un framework.
Per implementar una aplicació és preferible utilitzar els  frameworks de capes més superiors 
sempre que sigui possible. Les capes superior encapsulen funcionalitats de capes inferiors i 
aïllen  al  desenvolupador  d'utilitzar  els  frameworks de  més  baix  nivell,  ja  que  són  més 
complexos. 
Cocoa Touch
La capa Cocoa Touch és la capa superior del sistema operatiu iOS. Aquesta capa conté els 
frameworks claus per construir una aplicació per iOS. Les tecnologies més importants que 
aporta aquesta capa són:
• Multitasca: Qualsevol  aplicació  construïda  sobre  la  versió  de  iOS 4  o  posterior,  si 
l'usuari prem el botó principal del dispositiu o canvia d'aplicació, l'aplicació anterior no 
s'atura, s'executa en segon pla. Quan una aplicació entra en segon pla (background), 
deixa d'executar codi per estalviar bateria, però es guarda a memòria. Quan l'usuari 
torna a executar una aplicació que està en segon pla, la càrrega de l'aplicació és més 
ràpida. En el moment en què l'aplicació entra en segon pla, l'aplicació envia un avís, el 
qual el desenvolupador pot capturar per poder executar un bloc de codi, molt útil per 
guardar les dades de l'usuari abans que l'aplicació passi a segon pla.
• Notificacions: Introduït a partir  de la versió 4 del sistema operatiu. Permet enviar 
notificacions a l'usuari independentment de l'estat de l'aplicació, ja sigui en primer o 
segon pla. Les notificacions poden ser enviades des del propi dispositiu o des de un 
servei extern. 
• Reconeixement  de  gestos: Actiu  a  partir  de  la  versió  3.2  del  sistema  operatiu. 
Ofereix  la  possibilitat  de  reconèixer  gestos  complexos  de  l'usuari,  ja  sigui 
desplaçaments amb un o dos dits, rotacions, tocs llargs o la pinça (per fer zoom a la 
pantalla)  (Figura  3.8).  Sense  aquesta  característica,  el  desenvolupador  hauria  de 
capturar i entendre la informació que generen els tocs a la pantalla tàctil. 
• Peer-to-Peer: A partir de la versió 3 del sistema operatiu, afegeix la possibilitat de 
connectar-se a altres dispositius mòbils propers a través de Bluetooth. Molt utilitzat per 
jocs amb multi-jugadors. 
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Els frameworks més importants que ofereix la capa superior són: 
• Address Book UI: Permet generar vistes per crear  nous contactes o seleccionar  i 
editar un contacte existent. Simplifica la manera d'obtenir informació de la llista de 
contactes.
• Event Kit UI: Ofereix vistes per veure i editar esdeveniments del calendari.
• Game Kit: Permet crear connexions  peer-to-peer. En versions superiors, a la 4.1 del 
sistema operatiu, afegeix una extensió Game Center. Aquesta extensió afegeix alguna 
funcionalitat com definir un alies a l'usuari, guardar l'historial i buscar altres usuaris.
• iAd: A partir de la versió 4.0 del sistema operatiu el desenvolupador, a través d'aquest 
framework, pot afegir publicitat i anuncis a l'aplicació.
• Map Kit: Ofereix vistes de mapes els quals es poden integrar a qualsevol aplicació. 
• Message UI: Aporta la funcionalitat d'enviar i rebre correus electrònics al dispositiu.
• UIKit: Un  dels  frameworks més  importants.  Totes  les  aplicacions  utilitzen  aquest 
framework. Aporta la infraestructura per pintar la interfície de l'usuari (botons, taules, 
entrades de text, seleccionables i la majoria d'elements gràfics).
Multimèdia
La capa Media Services conté les tecnologies per crear gràfics, àudio i vídeo. És molt important 
tenir  una bona qualitat  dels  gràfics  de l'aplicació. Els  gràfics  més simples es troben en el 
framework UIKit, no obstant, hi ha aplicacions que necessiten de la creació pròpia de gràfics o 
més eines per poder generar bons gràfics, per això hi ha les següents tecnologies en aquesta 
capa per generar gràfics: OpenGL, Core Graphics, Core Animation, Core Text i Assets Library, 
sent aquesta última la que permet l'accés a les fotos i vídeos del dispositiu. Aquesta tecnologia 
és molt utilitzada en els jocs, ja que necessiten d'una gran eina per generar els gràfic i les 
animacions.  Les  tecnologies  d'àudio  d'aquesta  capa  permeten  reproduir  i  guardar  pistes 
d'àudio. Les tecnologies de vídeo permeten reproduir els següents formats: .mov, .mp4, .m4v i 
.3gp. 
Els frameworks més importants d'aquesta capa són:
• Assets Library: Ofereix una interfície per veure les fotos i els vídeos del dispositiu.
• AV Foundation: Permet reproduir pistes d'àudio. 
• Core Audio: El  framework bàsic per oferir àudio a l'aplicació. Aquest  framework està 
format per diferents frameworks els quals cada un té una funcionalitat. Per exemple, el 
framework AudioToolbox mostra un reproductor per les pistes d'àudio i de vídeo.
• Core Graphics: Ofereix els serveis per crear gràfics amb Quartz2D. Quartz és una eina 
gràfica basada en vectors que també s'utilitza en el sistema operatiu de Mac.
• OpenGL ES: Ofereix eines per dibuixar 2D i 3D. És una alternativa a generar gràfics al 
framework Core Graphics.  
Core Servicies
La capa de  Core Services conté el sistema de serveis que utilitza l'aplicació. Encara que el 
desenvolupador no utilitza aquests serveis, moltes parts del sistema es construeixen sobre 
aquests. Les tecnologies més importants són:
• Grand Central Dispatch: Introduït a partir de la versió 4, és un sistema amb el qual 
es pot gestionar l'execució de les tasques de l'aplicació.
• SQLite: Permet incorporar una base de dades SQL a l'aplicació en el propi dispositiu, 
sense la necessitat d'un servidor extern.
• XML Support: Ofereix un servei per extreure les dades d'un document XML. 
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Els frameworks més importants d'aquesta capa són:
• Address Book: Ofereix un accés als contactes guardats en el dispositiu.
• Core Data: És la tecnologia utilitzada per gestionar el model de dades d'una aplicació.
• Core  Location:Ofereix  informació  de  la  localització  del  dispositiu.  Per  trobar  la 
localització, el framework utilitza el GPS o Wifi.
• Event Kit: Ofereix accés als esdeveniments del calendari del dispositiu.
• System Configuration: Dóna accés a la configuració del dispositiu.
Core OS
La capa Core OS és la responsable de comunicar-se amb el hardware del dispositiu. Conté les 
tecnologies de més baix nivell, les tecnologies superiors estan construïdes sobre aquesta capa. 
Normalment, un desenvolupador no interactuarà amb aquesta capa directament, sinó que es 
comunicarà amb una capa superior i aquesta serà l'encarregada de buscar la informació en la 
capa de més baix nivell.
En aquesta capa trobem els  frameworks que interactuen directament amb el  hardware, els 
frameworks encarregats  de  la  seguretat  i  el  sistema  operatiu.  La  següent  llista  són  els 
frameworks d'aquesta capa:
• Accelerate: Conté  les  eines  per  executar  expressions,  fer  càlculs,  entre  altres.  El 
principal avantatge d'utilitzar aquest framework, en lloc de crear el propi codi, és que 
està molt optimitzat per tota la configuració dels hardware del dispositiu.
• External Accessory: Ofereix els serveis per comunicar els accessoris externs amb el 
dispositiu.  Ofereix  un  servei  per  obtenir  informació  dels  accessoris  connectats  i 
inicialitzar la comunicació amb el dispositiu.
• Security: Serveix  per  garantir  la  seguretat  de  les  dades  de  l'aplicació.  Ofereix  la 
possibilitat de gestionar certificats, claus públiques i privades i polítiques de seguretat. 
• System: Engloba  l'entorn  del  kernel,  drivers i  operacions  del  sistema.  Gestiona  la 
memoria  virtual,  processos,  sistema  de  fitxers,  connexions  i  comunicacions  entre 
processos.
En conlusió, les tecnologies del sistema operatiu iOS estàn separades per capes, però les capes 
superiors utilitzen tecnologies de les capes inferiors per oferir les seves. Per exemple, a la capa 
superior,  hi  trobem  el  tecnologia  Event  Kit  UI,  que  ofereix  vistes  per  crear  i  editar 
esdeveniments, i aquesta tecnologia utilitza les eines que ofereix  Event Kit de la capa  Core 
Services per obtenir i mostrar la informació. 
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4- ENTORN DE DESENVOLUPAMENT
4.1- REQUISITS I MATERIAL NECESSARI
Per desenvolupar aplicacions és necessari tenir un ordinador Mac amb microprocessador Intel i 
el sistema operatiu Mac OS X Leopard o una versió superior. També és necessari tenir instal·lat 
el SDK (Software Development Kit) que ofereix Apple, ocupa 6GB d'espai al disc dur. Aquest 
paquet inclou totes les eines necessàries per desenvolupar aplicacions, ja siguin per ordinadors 
Mac o per dispositius mòbils d'Apple. Per tenir accés al SDK és imprescindible  està registrat 
com a desenvolupador d'Apple (http://developer.apple.com), aquest registre és completament 
gratuït. 
Amb  aquest  accés,  el  desenvolupador  es  pot  descarregar  el  SDK  en  el  portal  de 
desenvolupador d'Apple i tenir accés a documentació, vídeos i tutorials per crear aplicacions. 
Tot i això, té certes limitacions: no té accés immediat a les noves versions del SDK, no pot 
executar  les  aplicacions   en  dispositius  reals  i  no  pot  distribuir  l'aplicació  a  AppStore. 
L'AppStore  és  el  mercat  d'aplicacions  d'Apple.  Més  endavant  veurem  més  en  detall  com 
funciona el mercat d'Apple.
Per aquest motiu, Apple té un conjunt de programes de pagament (Apple Developer Program) 
a  disposició  dels  desenvolupadors,  els  quals  eliminen  les  limitacions  del  registre  gratuït. 
Existeix  diferents  tipus  de  programes,  depenent  de  l'objectiu  de  les  aplicacions  del 
desenvolupador. Els més importants són:
• iOS Developer Program: Programa per desenvolupar, testejar i distribuir aplicacions 
per dispositius mòbils Apple, ja sigui iPhone o iPad. El seu cost és de 75€ a l'any.
• Mac Developer Program: Programa per desenvolupar i distribuir aplicacions de Mac. 
El seu cost és de 75€ a l'any.
• Safari  Developer  Program:  Programa  que  inclou  tots  els  recursos  per  crear 
extensions del navegador Safari. Aquest programa és gratuït.
A més a més, hi ha els següents programes  que permeten crear accessoris electrònics per 
dispositiu mòbils (MFi Program), crear aplicacions internes per la pròpia empresa (Enterprise 
program).
En el moment de formar part d'un programa, el desenvolupador pot descarregar les últimes 
versions del SDK, executar les aplicacions en un dispositiu real i distribuir les aplicacions a 
AppStore.  Totes  aquestes  funcionalitats  estan  agrupades  en  un  nou  espai  web  (iOS 
Provisioning Portal), que s'activa a la mateixa web de desenvolupadors d'Apple, en el moment 
que formes part d'un programa. 
En  aquest  portal  és  on  es  defineixen  les  aplicacions  en  desenvolupament  (App  ID),  els 
dispositius reals als quals es pot executar una certa aplicació en desenvolupament (Device ID – 
App ID) i, el més important de tot, obtenir el certificat de desenvolupador (Figura 4.1). Aquest 
certificat serveix per firmar l'aplicació i asegurar que formes part d'un programa d'Apple. 
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Una aplicació  sense  una firma digital  d'un  desenvolupador,  que  formi  part  d'un programa 
d'Apple, mai podrà ser acceptada per Apple ni distribuïda per AppStore. Per afegir el certificat 
a una aplicació en desenvolupament s'han de seguir els següents passos:
• Petició del certificat al portal del programa d'Apple (Provisioning Portal).
• Descarregar el certificat.
• Afegir el certificat a l'ordinador Mac, en concret a l'aplicació KeyChain.
• Afegir el certificat al projecte de l'aplicació en desenvolupament.
• Compilar l'aplicació. En aquest moment, el propi compilador és l'encarregat de buscar el 
certificat en el KeyChain i utilitzar-lo com a firma del producte.
En conclusió, per desenvolupar aplicacions és totalment gratuït fins al moment en què es vol 
executar a un dispositiu real o comercialitzar-la. Veurem el procés de penjar una aplicació a 
l'AppStore més endavant.
La següent taula mostra les funcionalitats que permeten els dos registres diferents.
Funcionalitats Registre Gratuït Registre Pagament
Desenvolupar Aplicacions SI SI
Accés a documentació SI SI
Testejar-les al simulador SI SI
Testejar-les  a  un  dispositiu 
real
NO SI
Distribuir-les NO SI
4.2- PROGRAMES UTILITZATS
El SDK que ofereix Apple ja porta incorporat les eines necessàries per desenvolupar, dissenyar, 
compilar i testejar les pròpies aplicacions. Quan s'instal·la el SDK a l'ordinador es crea, si no 
existia, una nova carpeta de desenvolupadors (Developer) on hi ha tots els recursos necessaris 
per desenvolupar aplicacions. En aquesta carpeta s'hi pot trobar els frameworks, codis fonts, 
exemples d'aplicacions i les eines necessàries per desenvolupar. Les eines més importants i 
utilitzades són: Xcode, Interface Builder i iPhone Simulator. 
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Figura 4.1: Elements Provisioning Profile
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En  les  versions  anteriors  a  la  4  del  SDK,  les  eines  Xcode  i  Interface  Builder  són  eines 
independents. En les versions posteriors aquestes dues eines s'han fusionat i està tot integrat 
a Xcode. D'aquesta manera s'agilitza la feina ja que el desenvolupador treballa sempre en el 
mateix entorn i no ha de tenir més d'una eina executant-se a l'ordinador.
Les  3  aplicacions  esmentades  anteriorment  ofereixen  al  desenvolupador  totes  les  eines 
necessàries  per  programar,  compilar  (Xcode),  dissenyar  (Interface  Builder)  i  testejar  les 
aplicacions (iPhone Simulator). A part existeix una altre eina molt important i necessària, la 
Guia  de  Desenvolupadors  d'Apple  que  es  troba  a  la  web  de  desenvolupadors  d'Apple 
(https://developer.apple.com/library/ios/navigation/index.html).  En  aquesta  guia  s'hi  pot 
trobar  tota  la  informació  necessàries  per  desenvolupar  i  exemples  de  totes  les  classes  i 
frameworks que  ofereix  Apple.  A  part  d'aquestes  eines,  hi  ha  un  conjunt  d'eines  de 
secundaries, que no sempre es fan servir: Instruments, Organizer i Quartz Composer.
4.2.1- XCODE
Xcode és l'eina més important i la que s'utilitza més per desenvolupar aplicacions. Xcode és el 
IDE (Integrated Development Environment), que gestiona els recursos de l'aplicació i permet 
editar-ne el codi. És l'aplicació on el desenvolupador inverteix més hores quan crea una nova 
aplicació.
Totes les aplicacions comencen en un projecte a Xcode. Un projecte és un conjunt de fitxers 
associats a una aplicació. Aquest conjunt inclou: imatges, codi font i fitxers de interfície.
Hi ha diferents plantilles d'inicialització de projectes a Xcode els quals ja porten la base creada 
(Figura  4.2).  Una plantilla  de l'Xcode  conté els  fitxers  i  frameworks necessaris  per  iniciar 
ràpidament un nou projecte d'un tipus d'aplicació determinat. Tot i això és possible crear una 
aplicació completament des de zero, tot i que el temps estalviat iniciant un projecte amb una 
plantilla és significatiu. En un projecte que s'inicia des de zero, sempre hi ha la classe principal 
i  els frameworks imprescindibles pel bon funcionament de l'aplicació.
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Una vegada creat el projecte, s'inicia l'entorn de treball habitual de Xcode. Xcode parteix la 
vista en diferents zones de treballs. A la part esquerra hi ha el  Project Navigation. A la part 
central s'hi pot trobar l'editor de text (Source Editor) o l'editor d'interfícies (Interface Builder), 
depenent de si es vol editar codi o l'interfície de l'usuari. A la part dreta el File Inspector, on hi 
ha informació sobre el fitxer o l'element d'interfície que s'estigui editant. A la part de dalt hi ha 
l'àrea de control, Toolbar, per compilar i executar l'aplicació (Figura 4.3).
A la part del Project Navigation hi ha una llista amb l'estructura dels fitxers del projecte. En un 
projecte existeixen diferents subgrups, els més importants són:
• Classes  i  Resources: On s'ubiquen  els  diferents  fitxers  que  formen l'aplicació,  ja 
siguin d'implementació o recursos per l'aplicació. Existeixen diferents tipus de fitxers: 
d'implementació de classes (.m), d'interfície d'una classe (.h) i d'interfície d'usuari (.xib 
o .nib).
• Frameworks: Hi  ha  els  framewokrs els  quals  són  necessaris  pel  funcionament  de 
l'aplicació. Per afegir un  frameworks, fent clic amb el botó dret del ratolí en aquesta 
secció, apareix la opció d'afegir un framework al projecte.
• Product: On  hi  ha  el  producte  final.  El  fitxer  necessari  per  distribuir  l'aplicació  a 
Appstore. 
A més  a més, en el Project Navigation també es mostra les llibreries integrades en el projecte, 
en el cas de l'existència d'errors en el codi, una llista amb la ubicació dels errors (fitxer i línia 
de codi) i una llista amb els avisos que es generen en compilar el projecte (Figura 4.4).
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A la part principal hi trobem el Source Editor o l'Interface Builder depenent de si s'està editant 
codi font o editant fitxers d'interfície. Com s'ha explicat abans, l'Interface Builder està integrat 
a Xcode en les versions 4 o superior. Per tant, si es treballa en una versió anterior a la 4, a la  
part principal  de  Xcode només tindrem l'editor de codi.  Les zones de treball  de  l'Interface 
Builder les  explicarem  més  endavant.  Les  zones  de  l'Interface  Builder  són  les  mateixes 
independentment de si l'eina està integrada a Xcode o no. 
A la part dreta de la finestra hi trobem el File Inspector. Aquesta zona també varia segons si 
s'està editant codi o l'interfície de l'usuari. Si s'edita el codi d'una classe, en aquesta zona hi ha 
tota  la  informació  que  fa  referència  a  la  classe.  En  canvi,  si  s'edita  un  fitxer  d'interfície, 
aquesta zona agafa més protagonisme, ja que és on es poden veure i editar les propietats de 
l'element d'interfície  seleccionat.  Igual  que la  zona anterior,  si  no hi  ha  l'Interface Builder 
integrat amb Xcode, aquesta zona sempre hi ha informació de la classe la qual s'està editant el 
codi. Més endavant, explicarem amb més detall el que es pot trobar en aquesta zona amb 
l'Interface Builder integrat.
La part superior és el Toolbar, la part de control (Figura 4.5). En aquesta zona es troba l'acció 
per executar, aturar i depurar l'aplicació. A més a més, també es pot configurar en quin entorn 
es vol executar l'aplicació. En aquesta zona també es poden editar les zones de treball visibles. 
Per exemple, si no es fa servir el Project Navigation, en aquesta àrea hi ha l'opció d'amagar-lo.
Per compilar el projecte,  Xcode ja porta incorporat un compilador i un depurador. A la barra 
superior hi ha les accions corresponents a executar, aturar i  escollir  en quin entorn es vol 
executar  l'aplicació (un dispositiu real o Iphone Simulator). En el  toolbar hi ha una àrea de 
text informatiu, en la qual hi ha diferent informació sobre l'estat del procés de compilació (si 
s'està compilant, si ha tingut èxit o el número d'errors en la compilació). És a dir, si en el  
moment de compilar apareix un error, en aquesta àrea de text hi haurà informació de quin és 
l'error, a on s'ha generat i una possible solució. Si el compilador té èxit i s'executa l'aplicació, 
apareix una nova zona molt útil, a la part inferior, en la qual hi ha el log de l'aplicació i es pot 
saber en tot moment el seu estat (Figura 4.6).
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Les característiques més important que ofereix Xcode, al moment de desenvolupar i editar el 
codi font d'una aplicació són:
• Afegir i eliminar fitxers: Afegir fitxers, ja siguin de classe o d'interfície de l'usuari, o 
recursos al projecte
• Ajuda instantània: T'informa dels mètodes i atributs que té una classe amb un popup 
informatiu.
• Auto-completar: A mesura que s'escriu el codi,  Xcode ofereix auto-completar el text 
per agilitzar el treball i assegurar que no hi ha errades topogràfiques en mètodes llargs.
• Control de versions: Xcode ofereix la possibilitat de mantenir un control de versions i 
crear còpies de fitxers en un moment determinat. Molt útil per fer actualitzacions, si es 
vol fer un gran canvi en el codi, és bo tenir una còpia del fitxer original.
• Breakpoints: Com la majoria d'editors de textos de molts llenguatges, Xcode permet 
afegir breakpoints en el codi per tal de poder tenir una bona depuració del programa.
4.2.2- Interface Builder
Per construir el disseny d'una vista de l'aplicació, inicialment tot es creava a través de línies de 
codi: creant, inicialitzant, posicionant i especificant cada propietat de l'element de la vista a 
través del llenguatge de programació. Més endavant, Apple va oferir als desenvolupadors l'eina 
Interface Builder, la qual permet construir la vista gràficament, sense la necessitat d'escriure 
codi. No obstant, sempre hi ha la possibilitat de crear el disseny gràfic de la vista a través de 
línies de codi. 
Independentment de si  es  treballa  amb  Interface Builder integrat  a  Xcode o no,  quan es 
dissenya una interfície gràfica hi ha 3 zones de treball. La part de navegació dels elements de 
la vista (Element Navigation), la zona d'edició de la vista (Graphic Editor) i l'Object Inspector, 
on hi ha informació de l'element seleccionat. Si  l'Interface Builder està integrat a Xcode, la 
informació d'aquest última zona es troba en la mateixa zona on hi ha el File Inspector. Per sota 
de l'Object Inspector hi ha una llista amb els elements d'interfície que ofereix Apple (Library), 
per poder-los afegir a qualsevol vista arrossegant-los amb el ratolí (Figura 4.7).
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A la part esquerra es troba la zona de Element Navigation. Aquesta zona està dividia en dues 
llistes. La primera (Placeholders) conté dos elements molt importants:
• File's Owner: S'hi  poden trobar les propietats  i  mètodes que té definida la classe 
relacionada a la vista. Serveix per fer les connexions entre el codi i  variables de la 
classe amb els elements de l'interfície gràfica.
• First Responder: És l'objecte encarregat de controlar i interaccionar amb l'usuari. 
A la segona llista (Objects) hi ha els elements que formen la vista de la classe. És una llista 
indexada, és a dir, a través de la llista es pot veure l'ordre i prioritat de cada element (Figura 
4.8).
La part central és l'editor gràfic (Graphic Editor), en el qual es pot arrossegar, posicionar i 
modificar els elements de la vista. 
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Figura 4.8: Llistes del Element Navigation
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A la zona d'Object Inspector, hi ha diferents aparats per gestionar les diferents propietats de 
l'element.
 
• Attributes Inspector: Aquest apartat és el més utilitzat,  ja que es pot especificar 
tipus de lletra, color i les propietats bàsiques de cada element. 
• Size Inspector: En aquest apartat podem redimensionar i posicionar l'element. Aquí 
també es pot especificar el comportament de l'element quan es gira el dispositiu mòbil.
• Connexion Inspector: En aquest apartat s'especifica les connexions que hi ha entre 
els elements de la vista amb el codi de la classe.
Existeixen dos camins per definir la mida d'un element i la seva posició, directament a la vista, 
en la zona d'edició amb el ratolí o a través de les propietats en el Object Inspector.
A part de les propietats gràfiques d'un element, a través de l'Object Inspector, també es pot 
especificar-ne  les  seves  connexions.  Les  connexions  serveixen  per  relacionar  la  lògica  de 
l'aplicació amb el disseny gràfic. És a dir, a través de les connexions es pot relacionar una 
variable de la lògica amb un element de la vista, sempre que siguin del mateix tipus. A més a 
més,  les  connexions  també serveixen per  relacionar  un esdeveniment  de  l'usuari  amb un 
mètode de la classe.  Hi ha diferents tipus d'esdeveniments segons l'element de la pantalla. 
Més endavant veurem més en detall com funcionen les connexions (Figura 4.9). 
Els fitxers resultants del treball a Interface Builder són fitxers XML anomenats XIB o NIB. Tot 
fitxer d'interfície està relacionat a una classe. És a dir, a darrera d'una vista sempre hi ha una 
part lògica.
4.2.3- Iphone Simulator
L'eina  Iphone  Simulator serveix  per  simular  un  dispositiu  real  a  l'ordinador.  A  les  noves 
versions del SDK, es pot simular els següents dispositius d'Apple: iPhone 3G, iPhone 4 i iPad. 
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Els dispositius porten instal·lades per defecte les següents aplicacions base: Safari, Contactes, 
Configuració i Fotos. Aquestes aplicacions estan disponibles en el simulador per tal de poder 
testejar  les  pròpies  aplicacions  que  incorporen  funcionalitats  o  informació  d'aquestes 
aplicacions. A part del dispositiu  hardware també es pot simular un dispositiu amb diferents 
versions del sistema operatiu iOS. 
El principal avantatge és que no es necessita instal·lar l'aplicació a un dispositiu real, i per tant 
no és necessari pagar per el Programa de Desenvolupadors d'Apple per executar i testejar les 
pròpies  aplicacions.  No  obstant,  no  és  un  dispositiu  real  i  per  tant  no  pot  simular 
esdeveniments  complexos  de  tocs  a  la  pantalla,  o  no  pot  llegir  informació  del  GPS o  de 
l'acceleròmetre. Es poden simular dades de GPS, és a dir, es pot definir una ubicació fixa, però 
si es vol simular el camí que segueix un dispositiu, això no es podrà testejar en el simulador. El 
silumador tampoc té càmera, per tant qualsevol aplicació que necessita la càmera no podrà ser 
provada en el silumador.
Les noves versions, de l'iPhone Simulator, permeten simular el moviment de sacsejar l'iPhone. 
Per generar tocs a la pantalla amb dos dits és necessari prémer la tecla Control del teclat, per 
tal de fer aparèixer dos tocs a la pantalla i així poder simular la pinça. També es pot simular  
una rotació del dispositiu (posició vertical o horitzontal), bloquejar-lo o desbloquejar-lo amb 
l'aplicació executant-se (Figura 4.10).
4.3- OBJECTIVE-C
El llenguatge per crear aplicacions per dispositius d'Apple és l'Objective-C. És un llenguatge 
orientat a objectes. Per tant, té una important característica, l'herència. Un objecte hereta les 
propietats de les classes superiors (superclasses).
Objective-C va ser creat el 1980 i és una extensió del llenguatge C. A diferència de C, és molt 
més ràpid d'entendre el funcionament d'unes línies de codi. Per exemple, per comprovar si el 
contingut d'una variable (myVar) és igual a 'home', amb Objective-C seria:
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[myVar isEqualToString:@”Home”];
En canvi en C, és més curt però no tant intuïtiu si no estàs familiaritzat amb el llenguatge:
strcmp(myVar,”Home”);
En conclusió, un nou desenvolupador pot entendre un blog de codi ja que està molt definit amb 
el propi nom del mètode.
4.3.1- Fonaments bàsics
Declaració de variables
El més habitual a l'inici de tots els mètodes és la declaració de les variables que es faran servir. 
L'estructura a seguir és la següent:
<Tipus> <Nom Variable>; 
Les variables poden ser de tipus primitiu (int, float, double) o d'un tipus d'objecte. A diferència 
de les variables de tipus primitiu, si una variable és d'un tipus d'objecte ha de ser un punter.  
Per definir que una variable és un punter, com en la majoria de llenguatge, s'utilitza *. Amb el 
punter únicament tenim una variable que apunta a un espai de memòria on hi haurà l'objecte 
emmagatzemat.
int userAge;
NSString *userName;
Quan es declara una variable com un punter, aquesta encara no està apunt per ser tractada. 
En aquest moment, Xcode només coneix el tipus d'objecte de la variable. Abans de tractar amb 
la  variable  s'ha  de  preparar la  memòria  (alloc)  i  utilitzar  un inicialitzador  (init)  per  crear 
l'objecte. Per fer aquesta operació s'ha de seguir la següent estructura:
[[<Nom de la clase> alloc] init]
Cada objecte té diferents inicialitzadors, segons les propietats mínimes que necessita. Si no es 
coneix aquest inicialitzador, sempre es pot utilitzar el global init. Aquest inicialitzador és de la 
classe NSObject, que és la superclasse de totes les classes, és a dir, qualsevol classe és una 
subclasse de NSObject.
Per exemple, per tenir un objecte del tipus UILabel (una etiqueta d'interfície gràfica) s'utilitza 
el següent codi:
UILabel *myLabel;
myLabeL = [[UILabel alloc] init];
Per consultar o editar les propietats d'un objecte, com a la majoria de llenguatges, s'utilitza la 
variable seguit d'un punt i el nom de la propietat a utilitzar. Per exemple:
myLabel.text = @”Hello, World”;
Per representar una cadena de caràcters s'utilitza la següent estructura: @”cadena”. Amb la @ 
s'especifica que és una cadena de caràcters. 
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Mètodes
La sintaxi per cridar un mètode d'una classe és la següent:
[<Nom variable o nom de classe> <nom mètode>:<valor paràmetre> 
paràmetreAdicional:<valor paràmetre>];
Per exemple:
[userName compare:@”Jhon” options:NSCaseInsensitive];
La crida a un mètode sempre anirà entre claudàtors [].
Normalment,  el  resultat  d'un mètode  és  utilitzat  directament  com a paràmetre  d'un  altre 
mètode,  d'aquesta  manera  evitem ocupar  espai  de  memòria  amb variables  temporals.  Un 
exemple d'aquest cas seria:
//Codi creant variables temporals
NSString *userFirstNameCapitalized;
NSString *userLastNameCapitalized;
NSString *finalString;
userFirstNameCapitalized = [userFirstName capitalizedString];
userLastNameCapitalized = [userLastName capitalizedString];
finalString = [userFirstNameCapitalized    
  stringByAppendingString:userLastNameCapitalized];
//Codi indexant el resultat d'un mètode com a paràmetre d'un altre mètode
finalString = [[userFirstName capitalizedString] stringByAppendingString:
  [userLastName capitalizeString]];
Com es pot veure en el primer blog de codi, hi ha variables que s'usen de forma temporal i que 
posteriorment s'eliminen per no ocupar memòria. En canvi, utilitzant el resultat d'un mètode 
directament com a paràmetre d'un altre mètode s'evita ocupar espai innecessari de memòria.
Expressions i presa de decisions
Com en la majoria de llenguatges, per programar la lògica de l'aplicació, s'utilitzen expressions 
i preses de decisions per crear el flux del programa. Les expressions són il·limitades, és a dir, 
en una mateixa condició hi poden haver moltes expressions. Per implementar l'AND lògica en 
expressions s'utilitza && i per l'OR lògica ||. Per avaluar la igualtat s'utilitza el símbol ==, per 
avaluar la no igualtat s'utilitza != i per crear el negat d'una expressió s'utilitza !.
Per  la  presa  de  decisions,  segons  l'avaluació  d'una  expressió,  existeixen  les  següents 
estructures:
• if-then-else: Depenent de l'avaluació de l'expressió s'executa un blog de codi o un 
altre.
if (<expression>) {
//do this, the expression is true
} else {
// the expression isn't true, do this instead!
}
• switch: Segons el valor de la variable s'executa un blog de codi o un altre. Molt útil 
quan hi ha múltiples opcions en el valor. 
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switch (<numeric value>) {
case <numeric option 1>:
// The value matches this option
break;
case <numeric option 2>:
// The value matches this option
break;
default:
// None of the options match the number
}
En algunes situacions es vol executar un blog de codi més d'un vegada. En aquests casos hi ha 
les estructures de bucles següents:
• for loop: Bucle basat en comptadors. S'executa el blog de codi un número finit de 
vegades. L'expressió determina aquest número.
for (<initialization>;<test condition>;<count update>) {
// Do this, over and over!
}
• while: Un bucle basat en l'expressió. Fins que es deixi de complir l'expressió, s'executa 
el blog de codi del bucle. La condició es comprova a cada inici d'iteració.
while (<expression>) {
// Do this, over and over, while the expression is true!
}
• do-while: A diferència del while, la condició és comprova al final del bucle i d'aquesta 
manera s'assegura que com a mínim una vegada s'executarà el blog de codi del bucle.
do {
// Do this, over and over, while the expression is true!
} while (<expression>);
4.3.2- Estructura de fitxers
Hi ha dos tipus de fitxers que composen les classes: els fitxers d'interfície o headers (.h) i els 
fitxers d'implementació (.m). Els fitxers d'interfície de classes s'utilitzen per definir un conjunt 
de mètodes i propietats de la pròpia classe (Figura 4.11). Aquests fitxers s'utilitzen perquè 
altres classes tinguin un accés més ràpid a la informació de cada classe, sense la necessitat de 
llegir tot el codi d'implementació.
32
Entorn i aplicació iPhone            Guerau Viñas Pujols
A la línia 1 hi ha la directiva #import, s'utilitza per incloure fitxers d'interfície d'altres classes 
que l'aplicació necessita. Per defecte, l'UIKit sempre s'inclou a les noves classes per generar 
vistes.
La  directiva  @interface,  a  la  línia  3,  descriu  el  nom  de  la  classe  seguit  de  : i  la  seva 
superclasse i protocols que ha d'implementar si és necessari entre  <>. A continuació, entre 
claus hi ha les variables de la classe. En aquest exemple hi ha dues variables de classe. El 
IBOutlet indica que la variable és un objecte que serà relacionat amb un element de l'interfície 
de l'usuari.
El concepte protocol és una característica pròpia de Objective-C. Un protocol és un conjunt de 
mètodes per controlar el comportament d'un objecte. A vegades, es necessita implementar 
mètodes  per  personalitzar  el  comportament  d'un  element,  en  aquests  casos  s'afegeix  el 
protocol per indicar que la pròpia classe implementar els mètodes que defineix el protocol. Un 
cas molt clar, és quan una classe necessita llegir un fitxer XML. Cada lectura d'un fitxer tindrà 
una  lògica  diferent,  per  tant,  la  classe  que  llegeix  el  fitxer,  se  l'hi  afegeix  el  protocol 
NSXMLParserDelegate per indicar que ella mateixa controlarà el comportament del lector, i per 
tant implementarà els mètodes necessaris per llegir fitxers XML. Per saber quins mètodes són 
necessaris de cada protocol, és molt útil consultar la guia online de les classes d'Apple.
Per definir els mètodes d'una classe, es comença especificant si són de classe (+) o d'instància 
(-), seguit del tipus d'informació que retorna el mètode entre parèntesis i a continuació el nom 
del  mètode.  Si  el  mètode  necessita  un  paràmetre,  s'afegeix  :,  el  tipus  de  variable  entre 
parèntesis i el nom de la variable a utilitzar a dins del mètode. Si la funció requereix més d'una 
variable s'afegeix una etiqueta del paràmetre i, igualment, el tipus de variable i un nom que 
s'utilitzarà internament en el mètode.
La directiva @property serveix per crear automàticament els getters i setters d'una variable. 
Aquesta propietat en el fitxer d'interfície va relacionada amb la directiva  @synthesize en el 
fitxer d'implementació. Tradicionalment per interactuar amb les variables d'una instància d'un 
objecte s'havia de crear i implementar el seu getter i el seu setter. Amb aquestes directives, 
automàticament es creen aquests mètodes i per tant, es poden utilitzar els  getters i  setters 
sense la necessitat d'haver-los d'implementar:
[myLabel setText:@”Hello Wolrd”];
Els paràmetres de la directiva @property especifiquen característiques de l'atribut de la classe. 
Aquest paràmetres poden ser:
• nonatomic: Informa al  sistema que no es preocupi  si  diferents  parts de l'aplicació 
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utilitzen la propietat al mateix moment.
• readonly: Permet només la lectura de l'atribut de la classe.
• readwrite: És  el  valor  per  defecte  i  permet la  lectura/escriptura de l'atribut  de  la 
classe.
• copy: Fa una còpia de l'objecte cada cop que es modifica aquest atribut.
• retain: No fa còpia de l'objecte. Modifica directament l'atribut. 
Per indicar el final del fitxer d'interfície s'afegeix la directiva @end.
Cada fitxer d'interficie va relacionat amb un fitxer d'implementació, els quals tenen el mateix 
nom i únicament canvia la seva extensió. En els fitxers d'implementació (.m) hi ha la lògica de 
la classe (Figura 4.12).
La directiva #import té el mateix servei que els fitxers d'interfície: incloure l'interfície de classe 
especificada. Quan es crea una nova classe automàticament es crea aquesta línia de codi per 
importar les propietats i mètodes de la pròpia classe.
La directiva @implementation especifica a Xcode la classe del fitxer d'implementació.
Com s'ha comentat anteriorment, la directiva @synthesize genera el codi automàticament dels 
getterse i  setters.  Aquesta directiva va lligada a la directiva  @property del  fitxer .h de la 
mateixa classe.
A l'interior d'un mètode, self és una variable implícita. Això significa que no cal ser declarada ni 
inicialitzada. S'utilitza  self quan es vol cridar un mètode de la mateix classe. La majoria de 
llenguatges orientats a objectes incorporen aquest concepte.
També es pot utilitzar a dins el mètode l'objecte super que significa l'objecte de la superclasse. 
Per exemple, el mètode “init” d'un objecte, sempre crida al mètode “init” de la classe superior 
per crear l'objecte i llavors, executa el codi especific de la classe.
La declaració de mètode segueix la mateix estructura que en els fitxers d'interfície, amb la 
diferencia que s'afegeixen les claus al final { }, a on hi ha el codi del mètode.
Si la funció retorna algun paràmetre s'utilitza la següent estructura:
return <variable>;
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En tots els fitxers es poden fer comentaris de codi amb //.
Igual que els fitxers d'interfície l'última línia de codi és sempre @end.  
4.3.3- Frameworks importants
Hi ha frameworks bàsics que sempre es troben en totes les aplicacions, qualsevol projecte en 
Xcode ja afegeix aquests frameworks:
• UIKit: Conté totes les classes relatives a la interfície de l'usuari.
• Foundation: Aporta tots els tipus primitius de dades.
• CoreGraphics: És el motor per pintar els elements de UIKit.
Cocoa és  el  conjunt  de  frameworks d'Apple  per  construir  aplicacions.  Cococa Touch és  el 
conjunt en concret per construir aplicacions en dispositius tàctils (iPhone i iPad) (Figura 4.12).
Apple  ofereix  molts  frameworks amb  diferents  tasques,  però,  a  part  dels  3  esmentats 
anteriorment, els més importants són:
• CoreLocation: GPS / Brúixola / Geolocalització.
• MapKit: Integració de mapes.
• CFNetwork: Comunicació / Sockets.
• AddressBook: Accés agenda de contactes.
• MediaPlayer: Reproduir vídeo / àudio / streaming.
• CoreBluetooth: Gestionar bluetooth.
• AudioToolbox: Manipulació d'àudio.
• iAd: Integració publicitat iAd d'Apple.
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4.3.4- Gestió de la memòria
La principal limitació dels dispositius d'Apple és la memòria. Per tant, la memòria, que pot 
utilitzar una aplicació és molt limitada i s'ha de ser molt cuidadós amb ella. Cada vegada més, 
la memòria dels dispositius iPhone és més gran, però això no implica que sigui il·limitada.
L'iPhone no neteja la memòria. Manualment el desenvolupador ha d'anar alliberant la memòria 
ocupada per l'aplicació quan aquesta no és necessària.
La  gestió  manual  de  la  memòria  pot  generar  problemes  de  memòria.  Els  dos  principals 
problemes d'una mala gestió de la memòria són:
• Prematura  deallocation: Alliberar la memòria ocupada per un objecte quan aquest 
encara pot ser utilitzat durant l'execució de l'aplicació.
• Memory leaks: Memòria que es perd per no esborrar objectes en desús. El dispositiu 
es queda sense memòria per a altres objectes útils per l'aplicació.
Com s'ha  vist  anteriorment,  quan  es  crea  un  nou  objecte  s'ha  de  guardar  una  zona  de 
memòria (alloc). No cal especificar la quantitat de memòria que s'ha de reservar, d'això se 
n'encarrega el sistema. Si hi ha molts objectes i no controlem la memòria ocupada, l'aplicació 
fallarà ja que l'hi faltarà memòria per seguir executant-se. Per evitar aquest problema, s'ha de 
guardar espai a la memòria només quan es fan servir. Quan ja no són necessaris, alliberarà la 
part de memòria que ocupaven. Per alliberar la memòria d'un objecte que no s'utilitzarà més, 
es fa servir  el mètode, que tots els objectes tenen implementats,  release amb la següent 
estructura:
[<variable> release];
A vegades, quan una variable es passa com a paràmetre d'una funció, es perd el control de la 
variable, ja que es corre el risc d'alliberar la memòria però que el mètode encara la necessiti. 
En  aquests  objectes  se'ls  hi  aplica  un  autorelease.  És  a  dir,  es  delega  la  responsabilitat 
d'alliberar la memòria que ocupa aquest objecte al mètode que se l'hi passa com a paràmetre. 
L'estructura per aplicar l'autorelease a un objecte es:
[<variable> autorelease];
Un exemple molt clar d'utilitzar l'autorelease és el següent:
Home *home = [[Home alloc] initWithName:@”John”];
NSString *returnName = [home getNameUpperCase]; 
//Si s'executa el release de returnName aquí, esborrarem l'objecte abans de 
//retornar-lo
return nameUppercase
//Si s'executa el release de returnName aquí mai s'executarà aquest codi
La solució és aplicant l'autorelease i el moment que no necessiti més la variable, el propi 
mètode alliberarà la memòria:
Home *home = [[Home alloc] initWithName:@”John”];
return [[home getNameUpperCase] autorelease];
El mateix passa quan es recupera una variable d'un mètode i  potser aquest mateix fa un 
release abans que es pugui consultar. En aquests casos s'indica que es retingui la variable en 
el  nou context  per  assegurar  que ningú l'allibera  abans  que  es consulti.  Llavors,  el  propi 
mètode és el responsable de cridar el release de la variable retinguda. L'estructura per retenir 
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una variable és:
[<variable> retain];
Les variables de classe són les úniques que són útils mentre l'objecte és utilitzat, per tant, no 
podem alliberar la memòria dels atributs d'un objecte fins que aquest no es destrueix. Tots els 
objectes tenen un mètode anomenat dealloc, que s'executa quan s'allibera l'objecte. En aquest 
mètode s'ha d'afegir el  release de cada propietat de l'objecte per alliberar completament la 
memòria, ja que si no s'executa un release de cada atribut, per molt que alliberem la memòria 
d'un objecte, no implica que alliberem la memòria d'un atribut de l'objecte. Un exemple de 
codi que es pot trobar en el mètode dealloc és el següent:
- (void) dealloc {
[myString release];
[myLabel release];
[super dealloc];
}
Les normes generals de l'alliberament de memòria són:
• En les variables primitives (int, float i double) no és necessari fer el release.
• Si es fa un alloc d'un objecte s'ha de fer un release.
• Si es fa un retain d'un objecte s'ha de fer un release quan ja no es necessiti més.
• Si es crida un mètode que fa l'alloc de l'objecte retornat no és obligat fer un release.
• En els strings creats @”” no és necessari executar el release.
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5- DISSENY D'UNA APLICACIÓ
En general, a l'hora de programar hi ha moltes maneres. És normal pensar que hi ha maneres 
millors que d'altres, o metodologies més adients en segons quins projectes. Sempre s'ha de 
pensar  que  futurs  desenvolupadors  puguin  entendre  de  la  manera  més  ràpida  el  codi  i 
l'estructura  del  projecte.  El  patró  més important  d'aplicacions  que  s'utilitza per  iPhone  és 
conegut com a Model-Vista-Controlador (MVC).  
Quan es crea una aplicació  que interactua amb l'usuari  s'ha de tenir  en compte diferents 
aspectes. El primer, la interfície de l'usuari. Segon, capturar i reaccionar els inputs de l'usuari. 
Finalment l'aplicació ha de guardar la informació necessària de l'usuari. Si aquests conceptes 
es barregen en una mateixa classe ens trobarem en els següents problemes:
• Molt difícil de poder treballar molts desenvolupadors junts. No hi ha una bona divisió de 
la feina.
• Molt poc reusable ja que la combinació dels tres elements és tan específic que no es pot 
aprofitar en cap altre projecte.
• Difícil de millorar. Afegir noves característiques requereix treballar sobre el mateix codi i 
es corre el risc de perdre altres característiques.
Per evitar aquests problemes les aplicacions per iPhone segueixen el patró MVC.
5.1- MODEL-VISTA-CONTROLADOR (MVC)
El patró MVC defineix una clara separació entre els 3 components de l'aplicació. Com el seu 
nom indicia hi ha 3 parts (Figura 5.1):
• Model: Ofereix  les  dades  necessaris  per  l'aplicació.  El  model  no  defineix  com  és 
l'aplicació o el seu comportament.
• Vista: L'element que interactua amb l'usuari. Una vista consisteix en diferents elements 
amb els quals l'usuari pot interactuar.
• Controlador: El controlador és el responsable de rebre els inputs de l'usuari i executar 
el codi corresponent a l'event. És el pont entre la vista i el model. Els controladors 
poden accedir i actualitzar la vista utilitzant informació del model i poden actualitzar el 
model utilitzan la informació entrada per l'usuari a la vista.
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Normalment, en qualsevol llenguatge, la següent pregunta seria: Com s'implementa aquest 
model? En l'entorn Apple no existeix aquesta pregunta, ja que quan es crea un nou projecte, el 
desenvolupador està guiat sempre a utilitzar aquest patró i només s'ha de preocupar del codi.  
El propi format i fitxers existents, guien al desenvolupador a separar cada part.
En  el  moment  de  crear  noves  classes  per  un  projecte,  hi  ha  dues  superclasses  molt 
diferenciades. Si és una classe del model, es crea una subclasse de NSObject, la qual no té 
relacionada cap vista. Únicament representa un objecte de model dins del projecte. Si es vol 
crear una classe per generar una vista, es crea una subclasse de UIViewController, la qual té 
els seus fitxers per controlar la lògica (controlador) i té el seu fitxer per generar la vista. Amb 
aquesta estructura bàsica, sempre es manté aquest patró i es separa totalment els fitxers de 
model, els del controlador i els de la vista.
Per exemple, si es vol crear una classe que s'utilitzi com a model, apareixeran dos fitxers nous 
al projecte, el d'interfície de classe (.h) i el d'implementació (.m) de la classe. En cas contrari, 
si es vol crear un controlador, apereixen tres fitxers nous al projecte, el d'interfície de classe 
(.h), el d'implementació (.m) i el d'interfície d'usuari (.xib). No sempre es necessari tenir els 
tres fitxers, en un controlador.
En el moment de crear una nova classe al projecte, Xcode inicia un diàleg (Figura 5.2) per 
crear  la  classe  com  a  subclasse  d'una  de  les  dues  classes  més  importants:  NSObject  o 
UIViewController. 
En el moment de crear un controlador, la superclasse és UIViewController,  però existeixen 
altres classes, com UITableViewController, que s'utilitzen per crear controladors de vistes amb 
format de taula. Aquestes classes, les ofereix Apple per agilitzar la feina. El recurs d'una taula, 
en  les  aplicacions,  és  molt  utilitzat.  Obviament,  la  classe  UITableViewController  és  una 
subclasse de UIViewController, per tant,  sigui el controlador de vista que sigui, sempre es 
generarà una subclasse de UIViewController. 
La  vista  és  completament  independent  de  la  lògica  de  la  programació.  Per  relacionar  els 
objectes  de  la  vista  amb  la  lògica  del  programa  és  necessari  crear  una  connexió  entre 
l'element de la vista i l'element de codi, els quals obligatòriament han de ser del mateix tipus. 
Per facilitar la creació del model, Apple ofereix Core Data que inclou una eina de treball per 
dissenyar bases de dades gràficament, semblant al Interface Builder. En el Core Data, una 
vegada dissenyat el model, es poden crear automàticament les subclasses de NSObject.  A 
l'entorn Core Data, una classe rep el nom de Entity. Més endavant veurem com es poden crear 
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i gestionar models de dades.
En la següent figura es pot veure les classes que formen el model, el controlador i les vistes en 
una aplicació. En una mateixa aplicació, hi pot haver més d'una classe pel model, més d'una 
classe de controladors i més d'una vista (Figura 5.3).
5.2- CICLE DE VIDA D'UNA APLICACIÓ
El cicle de vida d'una aplicació és una seqüencia d'events, creats per l'usuari,  des de que 
s'inicia l'aplicació fins que es para.
En el moment que l'usuari  clica sobre una aplicació en la finestra principal  de l'iPhone, el 
primer mètode que s'executa és el main, que es troba a la classe principal de l'aplicació i és 
l'encarregat d'arrencar l'aplicació. A partir d'aquest moment, l'aplicació entra en un bucle i va 
responen a events que crea l'usuari a través de les vistes. L'aplicació captura aquests events i 
executa la lògica que el desenvolupador ha programat per a cada acció (Figura 5.4).
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En el cicle de vida d'una aplicació, aquesta pot passar per diferents estats:
• Not running: L'aplicació no s'executa o el sistema l'ha parat.
• Inactive: L'aplicació s'està executant, però no rep cap senyal d'entrada.
• Active: L'aplicació s'està executant i està rebent senyals d'entrada.
• Background (segon pla):  L'aplicació està en segon pla i està executant codi. Quan 
l'usuari prem el botó principal del dispositiu, l'aplicació passa a estar en segon pla.
• Suspended: L'aplicació està en segon pla i no està executant codi.
A part dels estats d'una aplicació, hi ha un conjunt de mètodes que s'executen a la classe 
principal quan hi ha un canvi d'estat:
• didFinishLaunchingWithOptions: Aquest mètode s'executa sempre que s'inicia una 
aplicació.
• applicationDidBecomeActive: Mètode que s'executa en el moment que una aplicació 
passa a estar activa.
• applicationWillResignActive: En el moment que l'usuari prem el botó principal del 
dispositiu, l'aplicació deixarà d'està activa i s'executa el codi d'aquest mètode.
• applicationDidenterBackground: Mètode  que  s'executa  quan  l'aplicació  passa  a 
segon pla (background).
• applicationWillEnterForegraound: En el moment que una aplicació que estava en 
segon pla passa a estar en primer pla, s'executa aquest mètode.
5.3- CONNEXIONS
Una part molt important pel bon funcionament d'una aplicació, i sobretot per la interacció de 
l'aplicació amb l'usuari, és connectar els elements de la interfície de l'usuari amb la lògica del 
programa.
Hi ha dos tipus de connexions: 
• IBOutlet:  Serveix  per  relacionar  les  variables  de  la  lògica  de  la  classe  amb  els 
elements de la interfície de l'usuari.
• IBAction: Serveix per relacionar els events que genera l'usuari amb un bloc de codi de 
41
Figura 5.4: Cicle de vida d'una aplicació
Entorn i aplicació iPhone            Guerau Viñas Pujols
la classe.
Totes les connexions es creen i es vinculen a través de l'Interface Builder.
Per indicar que una variable de codi anirà connectada a un element, primer de tot s'ha de 
definir la variable com a IBOutlet en el fitxer d'interfície (.h) de la següent manera:
IBOutlet UILabel *label;
Per relacionar dos elements, han de ser del mateix tipus. És a dir, la variable de l'exemple 
anterior només es podrà relacionar amb un UILabel de l'interfície de l'usuari. El propi Interface 
Builder, per evitar errors, detecta si dos elements són del mateix tipus, i en cas contrari no 
deixa fer la relació. 
Hi ha diferents maneres de crear aquesta connexió a través de l'Interface Builder. Es pot clicar 
amb el botó dret del ratolí sobre l'element de la vista, i connectar-lo amb la variable de classe. 
Recordem que les variables de classe es troben en el  File's Owner, de la zona esquerra del 
Interface  Builder.  També  es  pot  realitzar  la  connexió  a  través  del  Object  Inspector amb 
l'element de la vista. Les connexions es poden crear en dos sentits, de l'element a la variable 
de classe, o de la variable de classe a l'element. En la següent figura (Figura 5.4) es pot veure 
com es crea una connexió, primer de tot, clicant en els File's Owner, seguidament en el Object 
Inspector, apareixen les variables de classes, i finalment creant la connexió de la variable de 
classe a l'element de la vista.
Quan  existeix  la  connexió  entre  una  variable  de  codi  amb  un  element  d'interfície,  el 
desenvolupador pot consultar qualsevol propietat de l'element a través del codi, ja sigui el 
valor entrat o modificar qualsevol propietat de disseny.
Per crear un mètode que serà executat a través de la interfície de l'usuari, s'ha d'indicar en el 
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codi que és un IBAction, tant en el fitxer d'interfície (.h) com en el fitxer d'implementació (.m) 
de la següent manera:
-(IBAction)doCalculation:(id)sender;
Un IBAction, sempre té un sol paràmetre, el sender, el qual fa referència a l'element que envia 
l'event. Com que el mètode el pot executar qualsevol tipus d'element, indicant que el sender 
és de tipus  id, implica que el paràmetre  sender pot ser de qualsevol classe, un botó, una 
imatge o qualsevol altre tipus d'element que pogui activar un event.
La connexió d'un  IBAction és entre un mètode i un event de la interfície de l'usuari. Cada 
element té els seus propis events. El més utiltizat és el  Touch Up Inside. Per crear aquesta 
connexió s'utilitza el mateix procediment per connectar variables amb elements. Només hi ha 
un pas més per indicar a quin event va relacionat la connexió (Figura 5.5).
Una manera de crear la connexió seria: seleccionant l'element que crea l'event, a l'Object 
Inspector apareixen el llistat d'events, seleccionar-ne un i arrastrar el ratoli fins al File's Owner 
i finalment selecciona un IBAction dels que apareixaran.
Una vegada creada la connexió, en el blog de codi del  IBAction,  la variable  sender té les 
propietats que tingui l'element relacionat.
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6- TIPUS D'APLICACIONS I ELEMENTS 
BÀSICS
6.1- TIPUS D'APLICACIONS
Existeixen diferents tipus d'aplicacions segons la seva utilitat o finalitat i diferents maneres de 
separar-les.  La  següent  llista  mostra  una  possible  categorització  de  les  aplicacions  força 
especifica, tot i que App Store encara subdivideix més alguna categoria:
• Location-Based Services (LBS): Són el conjunt d'aplicacions que faciliten la ubicació 
actual del dispositiu i,  a través d'aquesta, mostren informació a l'usuari. Per fer-ho, 
utiltitzen les  tecnologies  de  sistema de  informació  geogràfica  (GPS) o  Internet.  Un 
exemple d'aquest tipus, és una aplicació que et mostra el  restaurants que hi  ha al 
voltant del dispositiu (ja sigui en forma de mapa o de llista) (Figura 6.1).
• News and media content: Són les aplicacions orientades a mostrar noticies a l'usuari. 
La majoria de mitjants de comunició, tenen una aplicació d'aquest tipus per fer arribar 
les  seves  noticies  als  usuaris.  L'eina  bàsica  d'aquestes  aplicacions  és  un  llistat  de 
noticies, en format de taula. 
• Entertainment  and  games: Són  les  aplicacions  amb  un  objectiu  lúdic  i 
d'entretaniment. El pilar base d'aquestes aplicacions és un motor gràfic, com openGL, 
que permet dibuixar gràfics i animacions per crear els escenaris (Figura 6.2). 
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• Guides and reference: Són les aplicacions normalment creades per els ajuntaments 
per informar als usuaris sobre informació del poble. Són una guia per l'usuari. 
• Navigation: Conjunt d'aplicacions que utilitzen la ubicació del dispositiu per mostrar 
una ruta. L'exemple més clar és l'aplicació d'un GPS el qual et guia la ruta per anar de 
la  posició  actual  a  un  destí.  Les  principals  eines  utiltizades  són:  la  localització  del 
dispositiu i mapes.
• eBooks: Actualment molt de moda, són les aplicacions els quals expliquen un conte o 
una història. Cada vegada més aquestes histories són més interactives, és a dir, l'usuari 
va creant o ajuda al protagonista a seguir amb la història. 
• Augmented Reality (AR): Són les  aplicacions que utilitzen l'entorn real  i,  afegint 
dades virtuals creen un nou escenari. Un exemple molt clar, és quan un usuari vol saber 
quines són les  muntanyes que l'envolten,  una aplicació  d'aquest  tipus,  utilitzaria  la 
camera, per veure per pantalla l'entorn, i amb informació de la ubicació i orientació del 
dispositiu, juntament amb una base de dades, afegeix informació a la vista amb el nom 
de  les  muntanyes  (Figura  6.3).  Cada  vegada  més,  aquest  tipus  d'aplicacions  van 
agafant més protagonisme.
• Healthcare: Són les aplicacions que fan referencia a la salut. Hi ha aplicacions que fan 
d'entrenador personal i segons els teus objectius t'aconsella excercicis a realitzar, igual 
que la dieta a seguir.
• Social Networks: Les aplicacions liders en descàrregues, ja que el concepte de xarxa 
social  ha crescut molt  entre la població i  per tant,  aquest  tipus d'aplicació és molt 
sol·licitat.
6.2- ELEMENTS D'ENTRADA D'INFORMACIÓ
Segons la informació que es vol captar de l'usuari hi ha diferents tipus d'elements. La majoria 
són  elements  molt  semblants  als que  també  s'utilitzen  en  entorn  web:  entrada  de  text, 
checkbox, botons, seleccionar d'una llista, entre d'altres.
Les classes, dels elements d'interfície d'usuari, sempre comencem amb UI (User Interface). Per 
exemple, una entrada de text (UITextField). A més a més, de la mateixa manera que tots els 
controladors són subclasses de UIViewController, tots els elements d'interfície són subclasses 
de UIView i per tant hereden totes les propietats d'aquesta classe.
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Text (UITextField) 
Per  entrar  dades  de text  a  l'aplicació,  l'element  més utilitzat  és el  UITextField.  Pinta  a la 
pantalla un rectangle en el qual l'usuari pot entrar text. Molt semblant al tag <input> de tipus 
text en un entorn web. 
En el moment que l'usuari clica sobre el camp de text, automàticament es mostra el teclat 
virtual de l'iPhone. Segons la informació que es  vulgui capturar es pot mostrar un tipus de 
teclat o un altre. Si la informació ha de ser númerica, mostrant un teclat numèric, s'evita que 
l'usuari entri informació no desitjada. A part del tipus de teclat, hi ha diferents propietats que 
afecten al funcionament del teclat virtual:
• Capitalize: Indica si cada frase, paraula o lletra ha de començar en majúscula.
• Correction: Serveix perquè el teclat corregeixi els errors automàticament.
• Keyboard: Aquesta propietat indica el tipus de teclat que ha d'aparèixer a l'usuari.
• Appearance: Indica l'estil del teclat.
• Return Key: Serveix per indicar el valor que hi ha en la tecla de tornada.
A  part  de  les  propietats  del  teclat,  una  propietat  interessant de  l'element  de  text  és,  la 
seguretat de la informació d'entrada. És a dir, si l'usuari ha d'entrar un password, és important 
que  no  es  mostri  el  què  l'usuari  tecleja,  per  seguretat,  i  per  aquest  motiu  existeix  una 
propietat per amagar amb * els caràcters entrats. 
A  part  de  les  propietats  del  teclat,  existeixen  propietats  de  disseny  per  el  UIText.  Amb 
aquestes,  el  desenvolupador  pot  posar  l'estil  més  adequat  a  l'element.  Algunes  de  les 
propietats d'estil són: el contorn, els color de fons, l'alineació del text, el color del text, el 
tamany, el posicionament, entre d'altres (Figura 6.4).
Text View (UITextView)
Aquest  element  és  molt  semblant  al  UITextField,  únicament  que  augmenta  el  tamany  de 
l'element. El UITextField únicament és un  rectangle d'una fila, en canvi el UITextView és un 
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rectangle més ample i a més a més, s'hi pot aplicar un desplaçament vertical si el contingut és 
molt  gran.  Aquest  element  no  s'utilitza  únicament  per  entrada  d'informació,  sinó  que  és 
habitual utilitzar aquest element, per mostrar un gran contingut d'informació. Quan s'utilitza 
en aquest  fi,  es pot  modificar  per  tal  que l'element sigui  només de sortida d'informació  i  
especificar que no és editable per l'usuari.  
A nivell visual és molt semblant a l'element que genera el tag <textarea> en html. El disseny 
que genera aquest element és un rectangle amb desplaçament vertical. Per tenir la propietat 
de desplaçament, implica que l'element és  una subclasse de UIScrollView, per tant, hereda les 
seves propietats. A més a més, també es poden editar les mateix propietats que en un Text 
Field, tant el disseny com l'aspecte del teclat (Figura 6.5).
Switches (UISwitch)
Semblant  a  un  checkbox  de  les  pàgines  web,  l'element  switch  deixa  escollir  entre  dues 
opcions, activat o desactivat. La única propietat que podem editar aquí és el valor per defecte, 
a part de les propietats de disseny com el tamany i la posició.
Buttons (UIButton)
És un dels elements més important i utilitzat per executar blocs de codi i capturar events de 
l'usuari. L'event més utiltizat és el Touch Up Inside, que és quan l'usuari clica dins del botó. A 
la Figura 6.6 es mostra el llistat d'events que es poden connectar a un bloc de codi. 
Apple ofereix diferents estils per defecte dels botons. A part, el desenvolupador pot especificar 
un disseny totalment personal.  El  desenvolupador pot editar el text,  el tamany, el colors i 
inclús pot afegir imatges al botó.
Un botó pot passar per diferents estats. Desde inactiu, activat i també, encara que és per 
poques  mil·lèsimes  de  segon,  quan  l'usuari  selecciona  el  botó  (seleccionat).  Totes  les 
propietats  que  es  poden editar  de  disseny d'un botó,  es  poden editar  per  cada estat  en 
concret. Es pot crear un estil per quan el botó està activat i un altre estil ben diferent quan 
l'usuari selecciona el botó (Figura 6.6). 
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Sliders (UISlider)
És un control tàctil que s'utiltitza per definir, visualment, un punt entre un rang de valors. Les 
propietats més importants en aquest element són el  valor  mínim, el  màxim i  el  valor per 
defecte.
Element molt utilitzat per definir el volum del dispositiu o la seva brillantor. 
Com la resta d'elements, es pot definir el tamany i el posicionament de l'element a la vista 
(Figura 6.7).
Segmented Controls (UISegmentedControl)
Quan un usuari  necessita  escollir  entre  diferents  opcions (segments),  s'utilitza Segmented 
Controls. Molt utilitzat per crear submenus, o per separar apartats d'una mateixa aplicació. 
Cada opció d'un UISegmentedControl se l'hi pot assignar un event, els mateixos que apareixen 
en els UIButtons.
Les propietats que es poden editar en aquest element són el número de segments, els valor i 
títol de cada segment. A més a més, es pot editar el seu estil, tamany i el posicionament a la  
vista. De la mateixa manera que els UIButtons, Apple ofereix estils per defecte. En aquest cas 
però, no deixa al desenvolupador la llibertat de crear el seu estil (Figura 6.8).
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Pickers (UIPickerView / UIDatePicker)
El  Picker  és  un  element  especial  en  l'iPhone.  Aquest  element  serveix  per  implementar  el 
funcionament del tag <select> en html. Presenten una serie de valors amb una interfície, que 
recorda a la rodeta de les màquines del casino,  on l'usuari pot selecionar un valor. Aquest 
element està format per components, els quals tenen un conjunt de valors. 
Normalment aquest element és molt utilitzat quan l'usuari ha d'especificar dates. Per exemple, 
en el moment de configurar l'alarma, apareix un Picker amb dos components, un per l'hora i 
l'altre per els minuts. Com que normalment s'utilitza per entrar dates, Apple ha creat dos tipus 
de Pickers (Figura 6.9):
• Date Pickers (UIDatePicker): Element que mostra un Picker, en el format de data 
especificat, i retorna la data seleccionada per l'usuari. Configurant el tipus de data de 
l'element, es pot modificar el Picker a mostrar.  
• Picker View (UIPickerView): Picker genèric, que el desenvolupador és l'encarregat 
d'entrar  les  dades  (número  de  components  i  valors  per  cada  component)  i  el 
comportament de l'element Picker.
Si s'utilitza l'element DataPicker, només indicant el format de la data, ja es genera l'element. 
En canvi, si es vol utilitzar un PickerView, el desenvolupador és l'encarregat de fer arribar les 
dades al PickerView i és l'encarregat de controlar-ne el seu comportament.
A través del concepte protocol, explicat anteriorment, el desenvolupador ha de fer arribar les 
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dades a l'usuari  i  controlar  el  seu comportament. Per tant,  quan el  desenvolupador vulgui 
utilitzar aquest element, necessitarà afegir els següents protocols: 
• UIPickerViewDataSource: Aquest protocol obliga a implementar les funcions per tal 
d'oferir  la informació que el Picker mostrarà a l'usuari. Per això, hi ha els següents 
mètodes obligats a implementar en aquest protocol: 
• numberOfComponentsInPickerView: Defineix el número de components del Picker. 
• pickerView:numerOfRowsInComponent: Retorna  el  número  de  valors  que  té  un 
component. 
• UIPickerViewDelegate: Aquest  protocol  gestiona  el  comportament  del  Picker.  En 
aquest protocol hi ha els següents mètodes obligats d'implementar:
• pickerView:titleForRow:forComponent: El  qual  retorna  el  títol d'un  valor  en  un 
component. 
• pickerView:didSelectRow:inComponent:  Defineix  el  comportament  quan  es 
selecciona un valor d'un component.
Aquests protocols s'han d'afegir al fitxer d'interfície de la classe que controla l'element Picker 
entre <>.
Una vegada, s'ha afegit el protocol a la classe, és necessari indicar a l'element d'interfície 
UIPicker,  quina  classe  li  oferirà  les  dades i  controlarà  el  seu  comportament.  A  través  de 
connexions, s'aconsegueix aquest objectiu (Figura 6.10).
Altres components d'entrada d'informació
A part dels elements específics que es poden afegir a una vista perquè l'usuari entri informació 
a l'aplicació, existeixen vistes creades per Apple, per entrar informació a altres aplicacions. 
Apple ha creat diferents controladors, amb les seves corresponents vistes, per permetre a 
l'aplicació, entrar informació que fan referència a altres aplicacions d'Apple del dispositiu. Per 
exemple ha creat un controlador afegir events al calendari del dispositiu, també ha creat un 
controlador que genera una vista per enviar correus sincronitzats amb l'aplicació de correu del 
dispositiu i un controlador per gestionar els contactes del dispositiu (Figura 6.11). 
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Aquestes  vistes,  són  creades  per  Apple,  i  serveixen  al  desenvolupador  per  utilitzar 
funcionalitats  d'altres  aplicacions.  Per  utilitzar  aquestes  tecnologies,  el  desenvolupador  ha 
d'afegir el framework corresponent al projecte.
6.3- ELEMENTS DE SORTIDA D'INFORMACIÓ
Per mostrar informació a l'usuari existeixen diferents elements. A diferència dels elements per 
entrar informació, els elements per mostrar informació no reaccionen a cap event de l'usuari. 
Igual que els elements d'entrada, els elements de sortida també són subclasses de UIView i 
per tant hereden totes les propietats de Uiview. A la següent llista veiem els elements més 
importants que hi ha per mostrar informació.
Label (UILabel)
És l'element més bàsic i utilitzat per mostrar informació. Mostra un text a l'usuari en un espai 
determinat de la pantalla. Molt útil per mostrar textos dinàmics generats per el codi. A través 
de la connexió entre l'element i la variable de classe, podem modificar a través del codi el 
contingut del Label.  El ser un contenidor de text, es pot posar qualsevol estil al text com el 
tipus, el tamany, el color, entre altres i també es pot posar estil al seu contenidor, com el fons, 
el contorn, entre d'altres.
Image View (UIImageView)
Contenidor  que  s'utilitza  per  mostrar  una  imatge.  Es  pot  modificar  el  tamany  d'aquest 
contenidor i únicament té la propietat del nom de la imatge que s'ha de pintar en el contenidor. 
Igual que el Label, a través de codi, si hi ha l'element conectat a una variable de codi, es pot  
modificar la imatge del Image View.
Scroll View (UIScrollView)
Serveix per mostrar informació en un espai determinat de la pantalla amb la possibilitat de fer 
scroll  vertical  i  horitzontalment.  A  diferència  de  UILabel,  si  hi  ha  molta  informació  i  el 
contenidor  no  és  prou  gran  s'utilitza  un  Scroll  View  per  poder  tenir  una  gran  quantitat 
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d'informació en un espai reduit. La informació a mostrar pot ser qualsevol altre element, no 
únicament ha de ser text, sino que poden ser botons, imatges o qualsevol altre objecte. Les 
propietats que es poden modificar són: si es mostren les barres del desplaçament, si està 
habilitat o deshabilitat el desplaçament i si es pot fer zoom. Aquest element és molt utilitzat 
per crear menús a les aplicacions.
Map View (UIMapView)
Al moment d'afegir un mapa a l'aplicació s'utilitza l'element UIMapVie que mostra un mapa, en 
l'espai indicat, amb la possiblitat de navegar per ell. La propietat més important per editar és 
el tipus de mapa que es vol mostrar (satèl·lit, híbrid o relleu). A més a més, es pot configurar 
les dimensions del mapa i el zoom o desplaçaments que pot realitzar l'usuari.
Table View (UITableView)
UITableView  és  l'element  més  utiltizat  per  fer  llistats  en  format  de  taula.  Permet  fer 
desplaçament vertical, heredant propietats de UIScrollView. Hi ha tres tipus de llistes: llista 
plana, llista agrupada i llista plana indexada (Figura 6.12). L'única diferencia entre elles és la 
manera de mostrar la informació.
Una llista està formada per seccions i cada secció té una o més files d'informació.
Igual que el Picker, aquest element necessita que la lògica del programa ofereixi les dades 
necessaries per pintar la taula i també ha de ser capaç de gestionar el seu comportament. Per 
tant, la classe que utilitza un Table View, ha d'incloure els següents protocols:
• UITableViewDataSource: El  qual  ofereix  les  dades  necessaries  per  poder  pintar 
l'element a la vista. Aquest protocol té els següents mètodes obligats d'implementar:
• tableView:numberOfRowsInSection: Retorna el número de files en una secció.
• tableView:cellForRowAtIndexPath: Retorna  la  cel·la  d'una  fila  en  una  secció. 
Aquesta cel·la pot ser una vista pròpia personalitzada, o una cel·la estàndard.
• UITableViewDelegate: El qual ofereix els mètodes per personalitzar el comportament 
de la taula. El mètode més important a implementar, tot i que no obligat és:
• tableView:didSelectRowAtIndexPath: El  qual  s'executa  quan  es  selecciona  una 
cel·la.
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Com en el Picker, per el bon funcionament de la taula s'ha de connectar l'element amb la 
lògica, perquè aquest vagi a buscar la informació necessària per pintar-se.
El ser un element molt utiltizat, Apple ofereix una classe UITableViewController, que ja porta la 
vista d'una taula, els mètodes necessaris a implementar al codi i la connexió entre l'element de 
la vista i el codi. 
Aquest element és molt utilitzat en moltes aplicacions. Per aquest motiu, Apple aconsella per 
crear vistes de taules, utilitzar subclasses de UITableViewController, que ja inclou a la seva 
vista un UITableView amb les connexions necessaries i els mètodes necessaris a implementar 
en els fitxers d'implementació.
Table Cell (UITableViewCell)
Les files de  UITableView són elements de Table Cell. Depenen de la informació a mostrar, hi ha 
diferents estils ja establerts per Apple. A més a més, el desenvolupador pot personalitzar la 
vista d'una fila, creant una subclasse de UITableViewCell i carregant aquesta classe al moment 
de crear cada fila.
Un UITableViewCell està compost per dues parts (Figura 6.13): 
• contentView:  On  es  mostra  la  informació  de  la  cel·la.  El  ser  una  vista,  el 
desenvolupador hi pot posar qualsevol element gràfic.
• accessoryView: On  es  mostra  l'accessori  de  la  cel·la.  L'accessori  serveix  perquè 
l'usuari  a  primera  vista  dedueixi  quina  és  l'acció  a  realitzar  sobre  la  cel·la.  Hi  ha 
diferents tipus d'accessoris, un checkbox el qual defineix que l'usuari està realitzant una 
selecció d'una llista, una fletxa el qual l'usuari dedueix que hi ha una vista en un nivell 
superior de l'element. 
Altres components de sortida d'informació
De la mateixa manera que Apple ofereix vistes per defecte, d'altres aplicacions, per entrar 
informació  al  dispositiu,  també  ofereix  diferents  eines  per  mostrar  informació  d'altres 
aplicacions d'Apple. 
Per exemple, existeixen diferents eines per mostrar les fotos que hi ha en el dispositiu, veure 
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els contactes del dispositiu o veure la música que conté l'iPod.
6.4- ELEMENTS DE NAVEGACIÓ
Quan una aplicació té més d'una vista hi ha diferents maneres de navegar entre elles. Hi ha 
dos  tipus  de  navegació  per  vistes,  a  través  de  UINavigationBar  que  gestiona  vistes 
relacionades i amb jerarqui, o a través de UITabBar que separa diferents vistes independents 
d'una aplicació.
Navigation (UINavigationBar)
Aquest navegador és molt utilitzat per gestionar vistes ordenades, i així poder navegar entre 
elles. El Navigation Bar sempre està ubicat a la part superior de l'aplicació. Normalment, va 
molt relacionat a les taules (Figura 6.14).
El navegador, està format per un títol, un botó a la part esquerra per tornar enrera,  un botó a 
la part dreta, opcional, d'accions i el contenidor de la vista. Igual que el Table View, aquest 
element  necessita  la  lògica del  programa per  gestionar  les  accions,  per  tant,  sempre que 
s'utilitzi  aquest  element  de  navegació,  la  classe  ha  d'implementar  el  protocol 
UINavigationBarDelegate per tal de gestionar el seu comportament. A diferència dels elements 
vists fins ara, no necessita dades, per tant no s'ha d'implementar el protocol per oferir les 
dades a l'element. Per el bon funcionament, s'ha de connectar l'element amb la lògica de la 
classe. 
Al  ser un  element  molt  utilitzat,  com  el  Table  View,  Apple  ja  ofereix  un  controlador 
(UINavigationBarController), que ja porta l'element NavigationBar i les connexions amb el codi 
i l'única feina del desenvolupador és gestionar les vistes i els botons de la barra de navegació.
El  funcionament  d'aquest  elements és a través d'una pila  de vistes.  Sempre es mostra a 
l'usuari l'última vista que ha entrat a la pila. En el moment de crear el navegador, s'inicia amb 
una vista arrel i partir d'aquesta, es van afegint o treien vistes de la pila, depenen si l'usuari 
selecciona una nova vista o va enrera en la navegació. A l'usuari sempre es mostra la última 
vista de la pila.
Per afegir una nova vista a la pila s'utilitza el següent mètode: 
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[navigationController pushViewController:viewController animated:YES];
Per fer el procés invers, s'utiltiza el següent mètode: 
[navigationController popViewController animated:YES];
Tab Bar (UITabBar)
Quan una aplicació està formada per més d'una vista, i aquestes són independents, s'utilitza 
un Tab Bar per poder canviar de vista en qualsevol moment. A diferencia del Navigation Bar, 
aquest navegador no guarda una relació entre vistes, i  està ubicat a la part inferior d'una 
aplicació.  Per  tant,  en  una  mateixa  aplicació  es  pot  tenir  els  dos  tipus  de  navegadors. 
Normalment, s'utilitza per separar apartats independents dins d'una mateixa aplicació.
Hi ha dos tipus d'elements d'interfície d'usuari que aporten aquest funcionalitat. UIToolBar i 
UITabBar. La principal diferencia és que en el UIToolBar hi ha botons, per tant es poden fer  
diferents accions, a part de canviar de vista, i  en el UITabBar són apartats únicament per 
canviar de vista de l'aplicació (Figura 6.15).
Les propietats a editar d'aquest element, són el número d'apartats de la barra, l'icona o nom 
que apareix en cada apartat i a quina vista fa referència.
Igual  que  els  elements  anteriors,  Apple  ofereix  un  controlador,  UITabBarController,  per 
gestionar  els  apartats  que  es  mostren  a  la  barra  del  UITabBar.  Quan  es  crea  aquest 
controlador,  s'ha d'especificar  els  controladors de vista de cada apartat  i  llavors,  a  través 
d'aquesta informació, el propi controlador dibuixa a la pantalla el UITabBar.
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6.5- ATENCIÓ DE L'USUARI
L'usuari sempre té el control del flux en una aplicació, però hi ha algun cas que l'aplicació 
necessita informar a l'usuari d'algun succés, o necessita que l'usuari seleccioni entre diferents 
accions. El típic exemple, és la programació d'una alarma, es necessita que l'aplicació informi a 
l'usuari  en  una  hora  en  concret,  sense  la  necessitat  de  l'usuari  està  interactuant  amb 
l'aplicació. 
Hi ha diferents maneres de cridar l'atenció a l'usuari. A través de sons, de vibració o alertes.
La més utilitzada és una alerta o notificació, que pot ser amb accions o sense accions  (Figura 
6.16). Seguint amb l'exemple de l'alarma, es pot disparar una alerta simplement informant de 
la tasca, o es pot informar de la tasca i donar a l'usuari la possiblitat de recordar més tard. 
Per generar alertes a l'usuari, existeix l'element UIAlertView i s'utilitza de la següent manera:
[[UIAlertView  alloc]  initWithTitle:@”Alarma”  message:@”Get  a  task!”  
delegate:self, cancelButtonTitle: @”Ok” otherButtonTitles:@”May Be Later”, nil];
Amb aquesta sentència, es crea una alerta amb un títol i un missatge, i amb dos botons, un 
per cancelar l'alerta, i un altre per recordar-la més tard. En el moment, que el desenvolupador 
vol  crear  més  accions,  ha  d'utiltizar  el  protocol  UIAlertViewDelegate,  per  tal  de  poder 
implementar la funció que s'executa quan l'usuari escull una opció de l'alerta. El mètode que 
es dispara és: alertView:(UIAlertView *)alertView.
El missatge d'alerta, el ser un component d'una vista, el desenvolupador hi pot afegir qualsevol 
element que hem vista anteriorment. Molt utilitzat per demanar a l'usuari que entri informació, 
ja sigui un password o un correu (Figura 6.17).
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Existeix, un altre tipus d'alertes, ActionSheet. A nivell de codi és molt semblant a les alertes 
però a l'usuari se l'hi desplega un menú a la part inferior de l'aplicació amb diferents accions a 
realitzar (Figura 6.18). Per exemple, en l'aplicació del correu, si hi ha un correu seleccionat i  
volem aplicar-hi  qualsevol  acció,  es  desplega  un  ActionSheet  amb les  diferents  accions  a 
realitzar, com eliminar, respondre, reenviar o cancel·lar.
A part de les alertes, hi ha altres maneres per atreure l'atenció de l'usuari, com executar un so 
o fer vibrar el dispostiu. Per aquesta funcionalitat és necessari afegir a l'aplicació el framework 
encarregat de reproduir sons (AudioToolbox). 
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7- PERSISTÈNCIA DE DADES
A vegades, es vol guardar informació al dispositiu per evitar connectar-se constantment a un 
servidor extern, o per tenir les dades igualment si el dispositiu es queda sense connexió a 
Internet. Per aquest motiu, existeixen diferents tecnologies per crear base de dades locals en 
el  dispositiu,  les  quals  són accessible  en tot  moment.  Normalment,  quan una aplicació es 
connecta a un servidor extern, guarda les dades en la seva base de dades local, i d'aquesta 
manera, evita que si el dispositiu es queda sense Internet, l'aplicació segueix tenint dades a 
mostrar a l'usuari. 
Existeixen diferents tipus de tecnologia per gestionar bases de dades locals. Per una banda, la 
tecnologia  creada  per  Apple,  Core  Data.  I  per  l'altre  banda  una  tecnologia  que  funciona 
independenment de la plataforma, SQLite. 
A part de la base de local, l'aplicació també pot utilitzar un servidor extern per guardar les 
dades,  el  principal  problema d'utilitzar  aquest  recurs,  és  la  necessitat  de tenir  connexió a 
Internet.
7.1- CORE DATA
El  framework Core Data, ofereix totes les funcionalitats ORM (Object-Relational Mapping) a 
Objective-C per crear una base de dades. 
Core Data, és capaç de crear una instància d'una classe a través de les taules de la base de 
dades. A més a més, és l'encarregat d'actualitzar la base de dades si es modifica un atribut de 
la  instància.  També ofereix  la  possibilitat  de crear  noves instàncies i  crear  el  seu registre 
corresponent a la base de dades (Figura 7.1). 
Una taula al model relacional, equival a una entitat a Core Data. Una columna a una taula al  
model relacional, equival a un atribut de l'entitat.
A tota base de dades, el concepte es complica quan hi ha relacions entre taules. Core Data 
utiltiza  dos  tipus  de  propietats  en  una  taula:  atributs  i  relacions.  Un  atribut  pot  ser  de 
qualsevol tipus: NSString, NSDate, etc. La relació fa referència a una altre entitat. La relació 
pot fer referència a una instància de l'entitat, o a un conjunt (NSSet) d'instàncies de l'entitat.
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Al moment d'implementar les entitats del Core Data, les classes que representen cada entitat 
han de ser subclasse de NSManagedObject. A més a més, per editar la base de dades a través 
de la  instància  és necessari  crear  un objecte  NSManagedObjectContext,  el  qual  gestiona i 
sincronitza les instàncies creades sota el seu context (Figura 7.2).
L'arxiu que es crea amb Core Data per gestionar la base de dades, és del tipus .xcdatamodel.
En el moment d'editar un arxiu de model, canvia l'entorn de treball de Xcode. Hi ha dues 
maneres d'editar el fitxer, a través d'un disseny gràfic, o a través de llistes d'entitats, d'atributs 
i relacions. Per afegir una nova entitat o atributs, hi ha dos botons a la part inferior, sigui quina 
sigui la vista (Figura 7.3).
Una vegada dissenyat el model, per obtenir les dades del model en format d'objectes s'utilitza 
la següent estructura de codi:
//Obtenir l'objecte de context
NSManagedObjectContext  *moc  =  [[AppController  sharedAppController] 
managedObjectContext];
//Creem la petició d'una entitat
NSFetchRequest *fetch = [[NSFetchRequest alloc] init];
NSEntityDescription  *entity  =  [NSEntityDescription  entityForName:@”Town” 
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inManagedObjectContext:moc];
[fetch setEntity:entity];
//Recuperem les dades
NSError *error;
NSArray *result = [moc executeFetchRequest:fetch error:&error];
 
L'objectiu del bloc de codi anterior és obtenir totes les instàncies, de la base de dades, de 
l'entitat  Town.  Com  hem vist  anteriorment,  les  entitats  estan  gestionades  a  través  d'un 
context, i per aquest motiu, sempre es treballa amb l'objecte NSManagedObjectContext.  
Per afegir un nou registre a una entitat hi ha la funció  insertNewObjectForEntityName de la 
classe NSEntityDescription. 
Al  moment d'actualitzar, insertar o eliminar una instància del model,  aquesta s'actualitzarà 
automàticament sempre i quan formi part del NSManagedObjectContext de la base de dades.
7.2- SQLITE
Una altre tecnologia per guardar base de dades locals és SQLite. És el llenguatge més utiltitzat 
i documentat, en qualsevol plataforma, per gestionar una base de dades. És un llenguatge de 
base de dades, per tant no està lligat a cap tecnologia, i per aquest motiu l'utilitzen moltes 
plataformes. Apple també va crear una biblioteca per incorporar el llenguatge SQL al sistema 
operatiu iOS. 
La llibreria per iOS de SQLite, és una API escrita amb llenguatge C. Per tant, s'haurà de fer la 
conversió de tipus de variables. Per exemple, quan la llibreria retorni una variable tipus string, 
en Objective-C s'haurà de convertir a NSString i viceversa.
La llibreria treballa sobre una base de dades SQLite. Per crear la base de dades, primerament 
s'ha d'executar un fitxer .sql al terminal. El resultat serà un fitxer amb extensió .db, el qual és 
la base de dades que s'ha d'afegir en el projecte a Xcode. 
En aquest moment, l'aplicació ja té una base de dades SQLite. Només falta afegir la llibreria 
libsqlite3.0.dylib en el projecte (com s'afegeix un framework), per tal de poder gestionar i 
utilitza les eines que ofereix la llibreria per treballar sobre una base de dades SQL.
Per consultar la base de dades SQLite a través de la llibreria, primer s'ha d'obtenir el fitxer de 
la base de dades per poder-la obrir i executar la sentència SQL sobre ella.
//Obrir la base de dades
sqlite3_open(pathFileBD,&database);
//Consulta a la base de dades
char *cQuery = “SELECT name FROM country WHERE name LIKE ?”;
//Preparem la base de dades
sqlite3_prepare_v2(database,cQuery,-1,&statement,NULL);
//Canviem el primer parametre per el text de busca
sqlite3_bind_text(statement,1,cSearchText,-1,SQLITE_TRANSIENT);
//Bucle del resultat
sqlite3_step(statement) {
//Obtenim el valor de la primer columna
sqlite3_column_text(statement,0);
}
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Al ser una llibreria dinàmica, sempre hi ha noves versions, modificacions i mètodes. Si s'utilitza 
aquesta llibreria per gestionar la base de dades de l'aplicació, és molt aconsellable consultar 
constanment la documentació de la llibreria (http://www.sqlite.org/).
7.3- SERVEIS WEB
Un servei web es una aplicació que s'executa sobre un servidor web. Una aplicació d'iPhone pot 
executar qualsevol adreça del servidor.
La connexió és ambdues direccions. És a dir, l'aplicació pot enviar dades al servidor i aquest 
fer-les persistents a la seva base de dades, o el servidor pot enviar informació a través de 
fitxers XML o JSON a l'aplicació.
Per  treballar  amb un  servidor  web,  l'aplicació  s'ha  de  connectar  al  servidor,  realitzar  una 
transferència en el format correcte i analitzar el resultat.
Les classe utilitzades en Objective-C per connectar-se al servidor són NSURL, NSURLRequest i 
NSURLConnection. A través de la classe, NSURL s'especifica la ubicació del servei web. La 
classe NSURLRequest és l'encarregada de crear la petició a la NSURL especificada. 
NSURL *url = [NSURL URLWithString:@”www.servidorWeb.com/applicacio”];
NSURLRequest *request = [NSURLRequest requestWithURL:url];
[[NSURLConnection  alloc]  initWithRequest:request  delegate:self 
startImmediatly:YES];
La classe NSURLConnection és l'encarregada de connectar realment amb el servidor, enviar la 
petició generada en un NSURLRequest i rebre les dades. 
Una  vegada,  s'obtenen  les  dades,  aquestes  s'han  de  processar.  Normalment  les  dades 
retornades són en format XML, tot i que hi ha més formats com JSON o RSS. Per processar un  
fitxer XML, amb Objective-C s'utilitza la classe NSXMLParser. Un parser és un fragment de codi 
capaç d'entendre un fitxer XML.
NSXMLParser *parser = [[NSXMLParser alloc] initWithData:xmlData];
[parser parse];
Amb aquest blog de codi, s'executa el  parse perquè llegeixi la informació del fitxer XML. Per 
capturar la informació que el parser llegeix, la pròpia classe ha de gestionar els mètodes que 
utilitza el lector, per això s'ha d'afegir el protocol NSXMLParserDelegate a la classe.
Amb  aquest  protocol,  s'implementa els  mètodes  didStartElement,  didEndElement per 
aconseguir capturar les dades de XML a través de la classe i d'aquesta manera aconseguir 
llegir, i si és necessari guardar, la informació que ha retornat el servidor.
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7.4- AVANTATGES I INCONVENIENTS
Una vegada estudiats els diferents mètodes per gestionar una base de dades en una aplicació, 
a la següent taula es poden veure els avantatges i incovenients de cada un.
Tècnica Avantatges Inconvenients
Core Data Incorporat a l'entorn de treball No  executa  bona  part  de  la 
potencia de SQL.
SQLite Aprofita tota  la  potència  de 
SQL.
Precisa  de  més  codi  per 
obtenir el mateix resultat que 
Core Data.
Servei Web Molt  senzill  compartir  dades 
amb altres plataformes.
Necessita  un  servidor  i 
connexió a Internet.
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8- APLICACIÓ PERSONAL
8.1- Objectiu
L'objectiu principal  del projecte és crear una aplicació on hi  intervinguin el màxim nombre 
d'elements possibles, per tal de posar a la pràctica l'estudi i la  investigació realitzat en els 
apartats anteriors.
Hi  ha  molts  tipus  d'aplicacions  diferents,  com  s'ha  pogut  veure  anteriorment:   de  jocs, 
d'informatives,  de mapes,  etc. Cada tipus d'aplicació utilitza uns elements en concret.  Per 
aquest motiu, és díficil crear un tipus d'aplicacions on hi intervinguin tots els elements, ja que 
una aplicació per informar, difícilment utilitzarà la tecnologia OpenGL, o difícilment utilitzarà la 
tecnologia que ofereix Apple per capturar imatges.  
Per tant,  en el moment d'escollir el tema principal de l'aplicació, s'ha de tenir present que 
volem un gran àmbit de dades, per tenir la possibilitat de crear diferents funcionalitats amb 
diferents elements.
Finalment, vaig decidir fer una aplicació sobre la FIB. El principal motiu, és que amb les dades 
de la FIB, poden intervenir un gran nombre d'elements o tecnologies estudiades anteriorment. 
A més a més de la FIB, es pot incloure una part privada per l'estudiant (el Racó), que necessita 
una identificació de l'usuari.
8.2- Funcionalitats
Una vegada escollit el tipus i l'àmbit de l'aplicació, és moment de pensar en les funcionalitats 
que es poden oferir a l'usuari. 
En aquest moment s'ha de fer una investigació de les dades. La FIB ha obert una API que 
retorna informació del Racó. Per obtenir informació sobre les notícies de la FIB, hi ha un servei 
RSS  que ofereix les últimes notícies de la FIB. L'API del Racó es divideix en dos tipus de 
serveis, els públic i  els privats. Per els serveis públics no es necessita una identificació de 
l'usuari, tot el contrari que els privats.
En els serveis públics de l'API hi  ha informació sobre les assignatures de cada enginyeria, 
disponibiltat i reserves d'ordinadors. 
A la part privada hi ha informació de l'usuari identificat:  l'horari setmanal, la informació de 
l'usuari, les assignatures matriculades, entre altres dades més.
La primera opció era agafar tota la informació que  proporcionen les dades reals, però per 
l'apartat del Racó, només tenia un usuari, el meu, per realitzar proves. En aquest apartat, la 
vista és dinàmica i segons l'usuari hi ha una informació o un altre i no tenia l'opció de fer 
proves per diferents  usuaris.  Per aquest  motiu,  i  per poder realitzar  diferents  proves,  per 
aquesta part de les dades s'hauria creat un servei web personal amb un model de dades 
semblant al del Racó i d'aquesta manera poder realitzar proves amb perfils d'usuaris diferents. 
Una vegada estudiat i investigat el model de dades, podem definir les funcionalitats que oferirà 
l'aplicació a l'usuari. Definim dos tipus de funcionalitats, la part pública on no és necessaria 
l'identificació de l'usuari i la part privada (el Racó), la qual l'usuari s'haurà d'identificar per 
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accedir-hi.
Per la part pública, apareixen les funcionalitats que es mostren en el següent diagrama de 
casos d'ús (Figura 8.1).
Per la part privada, apareixen els següents casos d'ús (Figura 8.2).
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8.3- Esborrany de l'aplicació
Com a la majoria de metodologies de software, per resoldre un gran problema, és important 
partir-lo en problemes més petits.
En el cas d'una aplicació per dispositius mòbil, el procés és el mateix. Primerament es realitza 
un esborrany de com serà l'aplicació, per tenir una visió general i estructurada de les vistes 
que la formaran i el seu flux. Un cop tenim aquesta visió general, és moment d'agafar petitts 
problemes i anar-los solucionant per aconseguir l'objectiu final.
En  aquest  cas,  l'aplicació  consistarà  en  tres  apartats  independents.  Un  apartat  per  a  les 
notícies de la FIB, un apartat per a un mapa, ubicant els diferents edificis de la FIB, i un últim 
apartat del Racó. En aquest últim apartat, si l'usuari està identificat es mostrarà la informació 
del Racó i en cas contrari un formulari per identificar-se.
En el primer apartat (Figura 8.3), l'usuari podrà veure un llistat amb notícies de la FIB. A més 
a més, al clicar sobre una notícia, apareixerà una nova vista amb informació més detallada de 
la notícia seleccionada. L'usuari podrà tornar enrera amb un botó a la barra superior de la 
vista. A més a més, a la part superior dreta d'aquesta barra, hi ha l'opció d'enviar un correu a 
la secretaria de la FIB.
En el segon apartat (Figura 8.4) l'usuari podrà navegar per el mapa, i  veure la ubicació i 
informació dels edificis de la FIB. A més a més, podrà canviar el tipus de mapa, i centrar-lo a 
la posició actual del dispositiu.
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En el tercer apartat (Figura 8.5) és on es troba la part privada de l'aplicació. Per identificar-se, 
l'usuari podrà escollir si registrar-se a través del servidor de proves, o a través de l'OAuth que 
ofereix l'API del Racó. Una vegada, l'usuari accedeixi a la informació del Racó, hi ha diferents 
seccions depenent de les assignatures matriculades de l'usuari. També hi ha la secció personal, 
que conté informació de l'usuari i en el cas que es registri a través del servidor personal, un 
resum dels avisos de cada assignatura, per evitar que l'usuari hagi d'anar a cada assignatura 
per saber si hi ha nous avisos.
En aquest apartat, l'usuari també pot veure un llistat dels avisos de cada assigntura. Si hi ha 
algun avís nou o que encara l'usuari no hagi llegit, aquest serà de color vermell. A més a més, 
també hi ha una vista per veure més detallat l'avís. Si un avís concret, té una data important o 
un document, en aquesta vista, l'usuari pot visualitzar el document o crear un esdeveniment 
en el calendari del dispositiu. També hi ha una vista per veure la informació de l'assignatura 
seleccionada,  i  la  possibilitat  d'enviar  un  correu  a  qualsevol  professor  que  imperteix 
l'assignatura. 
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8.4- Classes i elements de l'aplicació
Una  vegada  tenim un  esborrany  de  les  vistes  de  l'aplicació,  és  moment  d'estudiar  quins 
elements i classes intervenen en cada vista i la seva jerarquia. 
8.4.1- Classe principal
Donat que a totes les vistes hi ha el menú inferior amb els tres apartats esmentats: FIB, Mapa 
i  Racó, totes les pantalles requereixen l'element UITabBar. Per aquest motiu necessitem la 
classe UITabBarController com a element principal de l'aplicació. 
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Per tant, l'element principal és un UITabBarController el qual s'associa a tres vistes. La primera 
vista, és un llistat de noticies (NoticiesTableViewController), on hi ha una barra de navegació 
superior  (UINavigationBar)  i  per  tant,  la  vista  associada  al  UITabBarController  és  un 
UINavigationController. La segona vista va associada a una subclasse de UIViewController que 
anomenarem MapViewController. La tercera vista, si l'usuari no està registrat va associada a 
LoginViewController,  un  subclasse  de  UIViewController  i  en  cas  contrari,  hi  ha  una  vista 
principal  RacoViewController  amb  una  navegació  entre  diferents  vistes,  per  tant  la  vista 
associada al UITabBarController és un UINavigationController (Figura 8.6).
8.4.2- Classes apartat de la FIB
En les vistes del primer apartat, hem vist que existeix una barra de navegació entre vistes, per 
tant la classe principal d'aquest apartat, i que inclourà a la resta, és UINavigationController. 
Amb aquesta classe automàticament s'afegeix la barra superior (UINavigationBar) i es gestiona 
la pila de vistes de navegació.
En el moment d'inicialitzar una barra de navegació, l'objecte UINavigationController necessita 
com a mínim el controlador de la vista principal, el qual serà l'arrel de la navegació. En el 
primer apartat, la vista principal de la navegació és una llista de notícies. Per tant necessitem 
una nova subclasse de UITableViewController que ens proporcioni aquest llista, anomenarem 
aquesta  nova  classe,  NoticiesTableViewController.  Tota  subclasse  de  UITableViewController 
necessita implementar mètodes obligatoris per tal d'oferir les dades necessaris a la llista. La 
principal dada que necessita és un vector amb els objectes a pintar a la llista.
En el  moment  de pintar  una nova TableView es  pot  especificar  l'estil  de  la  fila.  Apple  té 
diferents estils definits com hem vist en els apartats anteriors. En la nostra aplicació volem una 
vista  personalitzada  per  les  files.  Per  aquest  motiu,  hem  de  crear  una  subclasse  de 
UITableViewCell per poder personalitzar la fila de la taula. Aquesta classe, serà l'encarregada 
de pintar cada fila que apareixi a la llista de notícies a través de UILabels i UIImageView.
En el moment que l'usuari selecciona un element de la llista, es mostra una nova vista amb la 
informació  detallada  de  la  notícia.  Per  aquesta  nova  vista,  necessitem  una  subclasse  de 
UIViewController, la qual anomenarem NoticiaDetailViewController i la qual està formada per 
UILabels,  UITextView i  UIButtons. Aquesta vista, també forma part de la navegació. En el 
moment  que  afegim  una  vista  a  la  pila  de  navegació,  el  propi  controlador 
(UINavigationController), afegeix un botó a la part esquerra de la barra superior, per tornar 
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enrera en la navegació, en aquest cas, per tornar a la llista de notícies.
En tot l'apartat, s'utilitza el concepte de notícia, per tant també crearem una subclasse de 
NSObjecte per tal de representar aquest concepte (Noticia). D'aquesta manera, evitem passar 
molt atributs d'una classe a l'altre, ja que hi ha un objecte que ja els engloba tots.
Independent a la navegacío, en aquest apartat l'usuari  pot enviar un correu a la FIB. Per 
aquesta  funcionalitat,  Apple  ofereix  una  vista  que normalment  es  visualitza  per  sobre  de 
qualsevol  element,  i va  relacionada  a  l'aplicació  de  correu  de  l'iPhone 
(MFMailComposeViewController). És a dir, si es crea un esborrany de correu, aquest queda 
guardat en el correu configurat al dispositiu.
La següent figura (Figura 8.7) mostra les classes que s'utilitzen en aquest apartat amb els seus 
atributs i mètodes. Les classes que no hi ha atributs ni mètodes, són les classes que ofereix 
Apple i per consultar els seus atributs o mètodes s'usa la guia online dels desenvolupadors 
d'Apple.
8.4.3- Classes apartat del Mapa
En el segon apartat, les classes que intervenen són més simples. En aquest cas, només hi ha 
una subclasse de UIViewController, anomenada MapaViewController, que inclou un MapView, 
UISegmentedControl  i  UIButtons.  Per poder afegir  anotacions i  la  ubicació en el  mapa, és 
necessari afegir el framework MapKit que ofereix Apple. Per afegir anotacions a un mapa, és 
necessari passar-li al mapa un objecte amb les coordenades i un títol. Per aquest motiu, en 
aquest apartat necessitem crear una subclasse de NSObject perquè ens respresenti aquest 
concepte (MapPoint). 
Per  obtenir  la  ubicació  del  dispositiu  és  imprescindible  tenir  una  variable  amb  el 
CLLocationManager, que retorna la posició del dispositiu. Primerament, i per tenir dades ja des 
del  començament de la  cerca,  retorna una informació amb un gran marge d'error i  el  va 
acurant a mesura que va reben noves dades del GPS.
69
Figura 8.7: Diagrama classes apartat FIB
Entorn i aplicació iPhone            Guerau Viñas Pujols
La  següent  figura  (Figura  8.8)  mostra  les  classes  que  construeixen  el  segon  apartat  de 
l'aplicació.
8.4.4- Classes apartat del Racó
El  tercer  apartat,  és  el  més  complex  de  tots  i  el  que  intervenen  més  classes  diferents.  
Primerament, no hi ha una vista principal estàtica per aquest apartat. Depenen de si l'usuari 
està  registrat  o  no,  hi  ha  com a  vista  principal  una  subclasse  de  UIViewController  o  un 
UINavigationController.
Si  l'usuari  no  està  registrat,  necessitem  una  subclasse  (LoginViewController)  de 
UIViewController  per  generar  la  vista  de  registre,  la  qual  està  formada  per  UILabels, 
UITextFields, UIImageView i UIButtons. A més a més, si l'usuari escull identificar-se a través 
del Racó, haurem de saltar a una altra vista, que es comunicarar amb el servei web de Oauth 
del Racó. Aquesta vista estarà formada per un UIButton i un UIWebView i serà una subclasse 
de UIViewController, l'anomenarem AuthorizeWebViewController. 
Si  l'usuari  està  registrat,  la  jerarquia  de  classes  i  vistes  es  complica  en  aquest  apartat. 
Primerament  i  com  a  classes  superior  hi  ha  un  barra  de  navegació,  per  tant  l'element 
UINavigationController controla i gestiona la resta. La vista principal d'aquesta navegació és 
una vista, la qual hi ha un submenú amb diferents apartats i una subvista que va variant 
depenent de l'apartat que selecciona l'usuari (Figura 8.9). 
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La  vista  principal  de  la  navegació,  és  una  subclasse  de  UIViewController  i  l'anomenarem 
RacoViewController.  Aquesta  vista  sempre  mostrarà  el  submenú,  que  està  format  per  un 
element UIScrollView amb desplaçament horitzontal i UIButtons, i una vista que pot ser de dos 
tipus diferents: una amb la informació personal, per tant una subclasse (HomeViewController) 
de UIViewController i una altre vista amb la llista dels avisos de l'assignatura, per tant una 
subclasse de UITableViewController que anomenarem AvisosTableViewController. 
La vista de HomeViewController, està formada per UILabels, UIImageView i si existeixen les 
dades  de  resum d'avisos,  per  un  UIScrollView amb desplaçament  vertical  amb UILabels  i 
UIButtons, per poder tenir accés directa a les assignatures que tenen avisos pendents de llegir 
per l'usuari.
En el moment que l'usuari selecciona una assignatura del submenú, a la barra superior apareix 
un nou botó, per consultar informació de l'assignatura en una nova vista. Aquesta vista és una 
subclasse  de  UIViewController,  que  també  formarà  part  de  la  navegació,  i  l'anomenarem 
FitxaAssigViewController. Està formada per UILabels, UIImageView, UIScrollView, UIPaginator 
(per mostrar els diferents professors que imperteixen l'assignatura), UITextView i UIButtons. A 
través dels UIButtons, capturarem si l'usuari vol enviar un correu a algun professor.
En el moment que un usuari seleccioni un avís, es mostrarà una nova vista en la navegació, 
que serà una subclasse de UIViewController. Aquesta vista detallada d'un avís l'anomenarem 
AvisDetailViewController i està formada per UILabels, UITextView, UIImageView i UIButtons. A 
través dels UIButtons, si és el cas, l'usuari podrà guardar un event al dispositiu, o consultar el 
document adjunt de l'avís.
En aquest apartat, l'usuari pot enviar un correu a qualsevol professor d'una assignatura, per 
tant hem d'afegir la classe que ofereix Apple per enviar correus, com en el primer apartat. A 
més a més, també podem afegir un event al calendari del dispositiu, i per aquesta funcionalitat 
Apple també ofereix una vista independent, que es mostra per sobre de qualsevol element, i 
va relacionada amb l'aplicació de calendari del dispositiu (EKEventEditViewController).
Els objectes necessaris en aquest apartat, per evitar enviar moltes variables entre classes, i 
per  tant  són  subclasses  de  NSObject,  són  els  següents:  Usuari,  Avis,  Assignatura  i 
ResumAvisos.  Aquest  últim,  serveix  per  tenir  encapsulada la  informació  de  resum que  es 
mostra a l'usuari en l'apartat de la informació personal. En el cas que l'usuari s'identifiqui a 
través del Racó, aquest concepte no seria necessari.
El següent diagrama de classes (Figura 8.10) mostra les classes i les relacions que intervenen 
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Figura 8.9: Estructura classes apartat Racó
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en aquest apartat.
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Figura 8.10: Diagrama classes Raco
Entorn i aplicació iPhone            Guerau Viñas Pujols
8.5- Disseny de l'aplicació
Per començar a implementar l'aplicació, utiltizarem l'eina Xcode. En el moment d'inicar-se, 
Xcode ens obre un diàleg amb un conjunt de plantilles per defecte. La nostra aplicació la 
començarem des de zero. Al moment de començar un projecte, Xcode demana un nom per el 
projecte, anomenarem la nostra aplicació FIBApp.
Per defecte, Xcode ens genera una estructura de fitxers en el projecte (Figura 8.11). La classe 
AppDelegate és la classe principal, la que rep els senyals de quan l'aplicació s'està executant o 
canvia d'estat.
Per separar els fitxers gràfics dels de codi, crearem una nova carpeta al projecte, anomenada 
IB pels fitxers que s'editen en el Interface Builder. A més a més, crearem una altra carpeta, 
Resources, on hi haurà les imatges necessàries per posar disseny a l'aplicació. També, afegim 
les carpetes FIB, Mapa i Racó, per separar els fitxers de classes que formen cada apartat de 
l'aplicació i una carpeta Objectes, per posar els objectes de l'aplicació. A més a més,  afegirem 
una carpeta anomenada OAuthConsumer, on hi  haurà la llibreria necessaries per gestionar 
peticions amb Oauth. L'estructura de fitxers final es mostra a la següent figura (Figura 8.12).
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Figura 8.11: Estructura per defecte d'un projecte Xcode
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Abans de començar a programar l'aplicació, és important afegir els icones de l'aplicació. Totes 
les aplicacions tenen un icona per mostrar les finestres del dispositiu i una imatge que es veu 
des del moment que s'executa l'aplicació fins que es mostra la primera vista. A través de les 
propietats del projecte es poden definir aquestes imatges (Figura 8.13). 
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Figura 8.12: Estructura final dels fitxers de l'aplicació
Figura 8.13: Imatges de l'aplicació
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Les  icones  de  l'aplicació  han  de  tenir  unes  dimensions  determinades.  La  imatge  que  fa 
referència a l'icona ha de tenir les següents dimensions: 57x57. En el cas d'un dispositiu amb 
retina (a partir de l'iPhone 4), tenen el doble de resolució, per tant les imatges han de tenir el 
doble de resolució i han de complir les dimensions 114x114. Respecte la imatge de llençament, 
també es pot definir dues imatges. Les dimensions d'aquestes imatges són: 320x480 per tots 
els dispositiu, i per els dispositiu amb retina 640x960.
Per  veure  el  disseny de  l'aplicació  i  com està  feta  internament,  utilitzarem diagrames de 
seqüència per  veure el  fluxe i  les  comunicacions  entre  classes,  i  d'aquesta  manera evitar 
incloure tot el codi de l'aplicació. Igual que hem fet amb els diagrames de classes, partirem el 
contingut en diferents punts per explicar cada apartat de l'aplicació. 
Únicament veurem codi, en la implementació de la classe principal, i d'aquesta manera ens 
podem fer una idea de com es treballa i s'implementen les classes. La resta d'apartats veurem 
diagrames de seqüència ja que el codi és molt més gran.
8.5.1- Classe principal
Com hem vist en l'apartat anterior, el nostre element més superior, és a dir, el que inclou la 
resta, és un UITabBarController. Per tant, la classe principal serà l'encarregada de crear aquest 
controlador  i  afegir-lo  a  la  vista.  Cada  apartat  de  la  barra  és  un  UITabBarItem.  Al 
UITabBarController se li assigna un conjunt de controladors de vista i el propi controlador és 
l'encarregat de generar els UITabBarItems necessaris. En el nostre cas, aquests controladors 
són diferents si l'usuari està registrat o no. Per aquest motiu, crearem una funció que editarà 
el UITabBarController depenent de si l'usuari està registrat o no.
Per saber si  l'usuari  està registrat,  utiltizarem la  classe NSUserDefaults que ofereix  Apple. 
Aquesta classe, és l'encarregada de gestionar variables de sessió. El mateix concepte es podria 
implementar amb una variable global de l'aplicació, el motiu pel qual s'utilitza una variable de 
sesssió, és perquè si l'usuari tenca l'aplicació i la torna a obrir la variable global del sistema es 
torna inicialitzar, en canvi la variable de sessió, independentment si l'usuari tenca l'aplicació, es 
manté guardada. Amb això aconseguim, que l'usuari no sempre hagi d'estar-se identificant per 
entrar el Racó. La informació que guardarem serà únicament l'identificador de l'usuari en cas 
que s'identifiqui a través del servidor personal, o el token que ha generat el Oauth del Racó, en 
el cas que l'usuari hagi escollit identificar-se a través del Racó. 
Per tant, en els punts de l'aplicació que sigui necessari consultar si l'usuari està registrat o no, 
haurem d'obtenir  l'objecte  NSUserDefault  i  veure  si  existeix  l'identificador  o  el  token de 
l'usuari.
Seguidament, desenvolupem la funció que crearà l'element UITabBarController on assignarem 
les vistes per defecte a cada apartat. Creem un mètode, ja que l'haurem de cridar més d'una 
vegada,  depenent  si  l'usuari  es  registre  o  no.  Si  aquest  codi,  només s'executés una sola 
vegada en tota la vida de l'aplicació, no seria necessari crear el mètode. 
Abans  d'implementar  el  mètode  al  fitxer  d'implementació,  afegim  una  variable 
UITabBarController a la classe principal i d'aquesta manera podrem accedir a aquesta variable 
desde qualsevol punt de codi de l'aplicació principal. Per afegim com atribut de la classe la 
següent linia de codi: 
UITabBarController *tabBarController;
Una vegada la classe té un atribut per fer referència a la barra inferior, creem la capçalera del 
mètode que serà l'encarregat de gestionar el UITabBarController. Afegim la següent linia de 
codi al fitxer d'interficie (.h) de la classe principal: 
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-(void)setViewControllersTabBar;
Una vegada existeix la capçalera del mètode, qualsevol classe que inclogui la classe principal, 
podrà executar aquest mètode. Seguidament és moment d'escriure el blog de codi en el fitxer 
d'implementació (Figura 8.14).
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Figura 8.14: Codi per generar UITabBar
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Anteriorment hem vist l'estructura que tindria cada apartat, per això a la primera vista del 
UITabBarController afegim un controlador de navegació (UINavigationController), que té com a 
vista  arrel  un  controlador  d'una  llista  (NoticiesTableViewController).  La  segona  vista  que 
formarà el UITabBarController, hem vist que és el mapa, i per tant afegim el controlador creat 
MapaViewController. El tercer apartat, és el que varia, si l'usuari no està registrat hem d'afegir 
el controlador que genera la vista del registre (LoginViewController) i  en cas contrari  hem 
d'afegir una barra de navegacio (UINavigationController) i amb la vista arrel que genera el 
controlador de RacoViewController. 
Hem comentat que cada controlador de vista que s'afegeix al UITabBarController, va relacionat 
a un UITabBarItem a la barra inferior.  Per tant,  per cada controlador podem editar el  seu 
UITabBarItem i editar-ne el títol i la imatge a mostrar. En el blog de codi, cada controlador 
edita el UITabBarItem per posar el títol i la imatge adequada a cada apartat.
De la mateixa manera que el controlador, si va associat a un UITabBarController, podem editar 
propietats del UITabBarItem, si el controlador va associat a un UINavigationController, desde el 
controlador de vista es poden editar diferents atributs del UINavigationBar.
Finalment, una vegada afegits els controladors de vista al UITabBarController, podem alliberar 
memòria ja que passa a ser responsable el UITabBarController de gestionar els seus elements.
Una vegada, tenim aquests dos mètodes a la classe principal, s'ha d'especificar que en el 
moment d'engegar l'aplicació executi el mètode i afegir el UITabBarController com a vista arrel 
de l'aplicació. Per aquesta acció, editem al mètode  didFinishLaunchingWithOptions (mètode 
que s'executa en el moment d'engegar l'aplicació) les següents linies de codi (Figura 8.15):
Com que  hem creat  un  atribut  de  classe  que  representa  el  UITabBarController,  aquest  el 
gestionem a través del mètode i després l'assignem com a controlador principal de l'aplicació. 
Si no haguésim creat l'atribut, hauriem de retornar el UITabBarController creat a la funció i 
afegir-lo com a vista principal. L'avantatge de crear un atribut, i que el mètode únicament 
s'encarregui d'especificar les vistes, és que en qualsevol moment o punt de l'aplicació, podem 
cridar aquest mètode i com que el controlador ja està associat a una vista, automàticament 
podem canviar els controladors del UITabBarController.
8.5.2- Diagrames de seqüència apartat FIB
Per veure com interactuen les classes que intervenen en aquest apartat, seguirem el fluxe de 
l'aplicació des de que l'usuari clica en el botó de la FIB del menú inferior, fins que l'usuari veu 
totes les notícies de la FIB (Figura 8.16).
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Figura 8.15: Afegir UITabBarController a l'aplicació
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Figura 8.16: Diagrama seqüència FIB
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Primerament, en el moment que l'usuari selecciona el botó inferior, s'executa el mètode del 
controlador per carregar la vista associada a aquest botó. Com hem vist a la classe principal,  
en el primer apartat del menú inferior hi ha relacionat una barra de navegació. Per tant, el 
primer  mètode  que  s'executa  és de l'element  UINavigationController,  que  afegeix  la  barra 
superior i executa el mètode per carregar la vista arrel de la navegació, que també s'especifica 
a la classe principal i és NoticiesTableViewController.
La classe NoticiesTableViewController és una llista de notícies, que s'obtenen del RSS de la web 
de la FIB. Per aquest motiu, es crea una conexió a la FIB, que retorna un XML, i a través d'un 
lector de fitxers, guardem les notícies i les mostrem en format de llista personalitzada. 
En el diagrama anterior, es veu el flux que genera l'usuari el clicar el botó, fins que retorna la 
llista.  Però  no  podem apreciar  com  llegeix  el  fitxer  o  genera  la  llista.  Com que  aquests 
processos formen part de protocols diferents, hem separat el fluxe que generen en diagrames 
diferents.
En el següent diagrama podem veure el flux que hi ha internament en una lectura d'un fitxer 
XML (Figura 8.17). Aquest flux s'activa automàticament quan indiques el lector que interpreti 
el fitxer. En el següent diagrama només veiem un flux de quan el lector troba una etiqueta, 
però aquest procés es va repetint fins que lector arriba al final del document. Per cada etiqueta 
d'obertura que troba, llegeix els caràcters fins que torna a trobar l'etiqueta de tancament. La 
classe  que  utilitza  un  lector  de  XML,  ha  d'implementar  aquests  mètodes  per  guardar  la 
informació que llegeix el lector. 
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Una vegada el controlador ja té les dades, internament en el moment de pintar la TableView, el 
controlador executa els mètodes implementats a la classe per pintar la llista. És a dir, no hi ha 
cap mètode en concret que s'executi al moment de pintar la TableView, sino que a mesura que 
l'element TableView necessita informació executa diferents mètodes del seu controlador.
Ja que la llista no segueix un estil estàndard, és necessari crear una vista personal per la fila i  
per  això  per  cada  notícia  llegida  creem  un  objecte  NoticiesCellViewController  que  ens 
representa una fila de la llista. En el diagrama següent podem veure el flux habitual quan 
s'utilitza l'element UITableView i els mètodes que executa per poder generar les files (Figura 
8.18).
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Figura 8.17 Diagrama seqüència XML Parser
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L'element UITableView executa la funció cellForRowAtIndexPath sempre que mostra una nova 
fila. Si l'usuari fa desplaçament vertical i hi ha files que deixen de ser visibles, el UITable no les 
guarda, sino que quan les torni a necessitar, llavors tornarà a executar el mètode per poder-les 
pintar.
8.5.3- Diagrama de seqüència apartat Mapa
En aquest apartat, veurem el diagrama de seqüència per veure els mètodes que s'executen i  
les classes que intervenen desde que l'usuari clica el botó del Mapa del menú inferior fins que 
es mostra el mapa, centrat a la FIB i amb indicadors en els edificis importants.
Primerament, la classe principal ja ha definit quin controlador s'executa en aquest apartat. En 
aquest  apartat  tenim  una  subclasse  de  UIViewController,  el  mètode  que  s'executarà  per 
carregar  la  vista  serà  viewDidLoad de  la  classe  MapaViewController.  Aquest  mètode, 
primerament  situa  les  anotacions  indicades  en  el  mapa.  Per  cada  anotació,  es  crea  un 
MapPoint, i aquest s'afegeix a través del mètode addAnnotation en l'element MapView que té la 
classe. Per què l'element MapView mostri  les anotacions, aquest ha d'estar connectat  a la 
variable de codi on afegirem les anotacions i gràcies a la connexió aquestes es mostraran al 
mapa. Una vegada afegits tots els punts d'interès, a través de la classe Region, indiquem uns 
límits i  un zoom per tal  de centrar el mapa en el campus Nord de la UPC. En el següent 
diagrama, podem veure el flux en el cas que només s'afegeixi una anotació al mapa. Per afegir 
més d'una anotació, es repetiria tantes vegades com sigui necessari el procés que hi ha a dins 
del requadre de l'imatge (Figura 8.19).
82
Figura 8.18: Diagrama seqüència FIB TableView
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Figura 8.19: Diagrama seqüència Mapa
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8.5.4- Diagrama de seqüència apartat Racó
El  tercer  és l'apartat  més gran i  complex,  per  aquest  motiu és el  que hi  intervenen més 
classes. Per això, veurem dos diagrames de seqüència, per veure el màxim nombre de classes 
que interactuen abans de mostrar la informació a l'usuari.
Totes les dades de l'aplicació es consulten a un servidor extern. En aquest apartat, depenent 
de si l'usuari s'ha identificat a través del Racó, o a través del servidor personal, aquestes dades 
es consultaran al  servidor de la FIB o en un servidor personal.  El  motiu per crear aquest 
servidor, és simplement per poder testejar l'aplicació amb diferents perfils d'usuaris, ja que en 
el servidor de la FIB, només tinc un usuari per realitzar proves. En aquest servidor hi ha la  
mateixa informació  que retorna la FIB,  però amb alguna diferència per tal  d'afegir  alguna 
funcionalitat  més a l'aplicació final.  Per tant,  si  l'usuari  es conecta a través del Racó o al 
servidor personal, alguna informació o funcionalitat serà diferent.
El primer diagrama que veurem , serà desde que l'usuari selecciona, del menú horitzontal, la 
pestanya de la “home” fins que l'usuari veu la informació (Figura 8.20).
Com hem vist  en  els  apartats  anteriors,  la  vista  d'aquest  apartat  està  formada  per  una 
navegació (UINavigationController), que conté una vista arrel (RacoViewController) on hi ha el 
menú amb desplaçament horitzontal (UIScrollView) i una subvista,  que canvia la informació 
depenent en quin apartat del menú es troba l'usuari. Per tant, l'usuari interactua amb la classe 
RacoViewController,  que  és  l'encarregada  de  gestionar  el  menú  horitzontal  i  mostrar  la 
informació adequada. En aquest diagrama de classes, en el moment que l'usuari clica a la 
pestanya del Home del menú horitzontal, s'executa la funció showHomeRaco, i és l'encarregada 
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Figura 8.20: Diagrama seqüència apartat Racó (Home)
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d'activar la pestanya corresponent del menú horitzontal i afegir la vista que genera la classe 
HomeViewController.
El mètode resetSelectedButtons és l'encarregat de gestionar el menú horitzontal i centrar-lo 
segons la pestanya activada. També és l'encarregat de canviar l'estil de la pestanya activada i 
tornar a posar l'estil per defecte de les pestanyes no activades.
La classe HomeViewController, primer de tot obté les dades personals de l'usuari i les mostra a 
través de UILables i UIImageView. Si l'usuari es registra a través del servidor de la FIB, l'API 
del Racó no ofereix informació sobre la imatge de l'usuari, per tant es mostrarà la imatge per 
defecte. La segona part de la vista, consisteix en un resum dels avisos pendents de llegir de 
l'usuari. D'aquesta manera s'evita que l'usuari hagi d'anar buscant en quines assignatures hi 
ha nous avisos. Aquesta informació, és específica del servidor personal, per tant si l'usuari 
accedeix  a  través  del  Racó,  no  es  mostrarà  aquesta  informació.  Aquest  element  és  un 
UIScrollView  amb  desplaçament  vertical,  per  si  l'usuari  té  molts  avisos  pendents,  no  es 
deformi el disseny de la vista i  l'usuari  no perdi informació. En aquest UIScrollView hi ha 
UILabels i UIButtons per capturar i executar mètodes per canviar de vistes o amagar elements. 
El mètode encarregat de posicionar i mostrar tota la informació personal és printInfoUsuari. 
El següent diagrama mostra el flux per generar aquesta vista quan l'usuari s'ha registrat a 
través  del  Racó,  i  podem observar  les  conexions  i  flux  quan  s'utilitza  el  OAuthConsumer 
(Figura  8.21).  L'encarregat  de fer  una crida  a  un servei  web que treballa  amb OAtuh és 
OAMutableURLRequest. En aquesta classe se l'hi passa l'adreça web, el  token de l'usuari i el 
consumidor. En aquest cas per obtenir les claus del consumidor, vaig registrar l'aplicació al 
Racó i em van retornar dues claus per passar-les com a consumidor.  En totes les consultes 
que es realitzen a un servei OAuth, han d'anar firmades per un consumidor.
85
Entorn i aplicació iPhone            Guerau Viñas Pujols
86Figura 8.21: Diagrama seqüència OAuth
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El fitxer que retorna el servidor de la FIB amb la informació personal és un fitxer JSON. Els 
fitxers JSON són més fàcils de llegir que els XML, ja que no necessiten cap mètode ni protocol 
especial per processar la informació, ja que existeix una classe d'Apple (JSONObject)  que et 
transforma un text de JSON en un NSDictionary, per tant s'obté un vector de parelles (clau-
valor) per cada atribut del fitxer JSON.
El següent diagrama de seqüència fa referència al fluxe desde que l'usuari selecciona un avís, 
en el requadre resum d'avisos fins que es mostra la llista d'avisos completa (Figura 8.22).
Igual  que  en  el  diagrama  anterior,  l'usuari  executa  una  funció  que  es  troba  en  el 
RacoViewController. Aquesta classe, una vegada capturada l'acció de l'usuari, captura quina 
assignatura s'ha de mostrar, i modifica el menú per activar la pestanya de l'assignatura que 
està  seleccionada,  afegeix  la  vista  que  genera  el  controlador  AvisosTableviewController   i 
afegeix un botó a la part esquerra de la barra de navegació, a través del qual podem veure 
informació de l'assignatura. En la llista d'avisos, s'utiltiza el disseny de files per defecte que 
ofereix Apple, per tant no necessitem cap subclasse per generar la vista de cada fila. El procés 
de generar aquesta llista, és idèntic al procés per generar la llista de notícies. Primerament, 
obtenim les dades del servidor i les afegim en un vector d'objectes que servirà per generar la 
TableView. Els diagrames de seqüència que genera aquest fluxe, per obtenir el fitxer XML i per 
pintar la llista, són idèntics als diagrames per generar la llista de notícies, únicament que no 
cal crear una vista personal de cada fila.
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Figura 8.22: Diagrama seqüència Racó (Assignatura)
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8.6- Servidor personal
Com s'ha comentat abans, hi ha certa informació que es consulta en un servidor personal per 
tal de poder testejar l'aplicació amb perfils d'usuaris diferents. En aquest servidor hi ha un 
servei web, que té una API que retorna certa informació. La majoria de la informació és molt 
semblant a la que retorna l'API del Racó, per tal de poder utiltizar qualsevol servidor sense la 
necessitat de canviar el codi de l'aplicació. A més a més, en el servidor personal hi ha alguna 
modificació per afegir alguna funcionalitat més a l'aplicació. En un avís del Racó, no existeix el 
paràmetre per afegir una data important a l'avís (per indicar l'entrega  d'una pràctica o un 
exàmen), en canvi en el servidor personal si que existeix aquest paràmetre i podem incorporar 
la funcionalitat d'afegir un event al calendari del dispositiu. 
El servei web té dues parts, una per gestionar les dades (la part d'administració) i l'API amb 
accés públic per obtenir certa informació (Figura 8.23).
La informació que ofereix aquest servidor és:
• Informació de l'usuari: Retorna un JSON amb informació de l'usuari. Igual que l'API 
del Racó afegint la URL de la imatge de l'usuari.
• Informació resum dels avisos: Retorna informació resumida dels avisos pendents de 
llegir de l'usuari en el servidor personal. Aquesta informació és especifica del servidor 
personal, per mostrar el quadre resum de la pantalla principal del Racó de l'aplicació.
• Assignatures matriculades de l'usuari: Retorna un JSON amb les assignatures que 
cursa l'usuari. Informació idèntica a l'API del Racó.
• Avisos  d'una  assignatura: Retorna  en  format  XML,  la  llista  d'avisos  d'una 
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Figura 8.23: Entorn Web
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assignatura. En aquest concepte, hi ha alguna diferència respecte al Racó, ja que d'un 
avís també tenim informació sobre una data important, i també si l'usuari ha llegit o no 
l'avís.
Per  administrar  les  dades  del  servidor,  existeix  un  espai  web  per  gestionar-les.  A  través 
d'aquest espai es poden realitzar les següents accions:
• Gestionar usuaris
• Gestionar assignatures
• Gestionar avisos
El model de dades que hi ha en el servidor, és únicament la part que representa als usuaris, les 
assignatures  i  els  avisos  de  les  assignatures.  Per  tant,  existeix  una  taula  per  guardar  la 
informació dels usuaris, una taula per guardar la informació de les assignatures i una amb la 
informació dels avisos. 
Cada usuari pot estar relacionat amb més d'una assignatura i cada assignatura pot tenir més 
d'un  usuari.  Cada  assignatura  té  un  conjunt  d'avisos,  cada  un  dels  quals  és  d'una  única 
assignatura. 
En la següent figura mostra el model de dades que s'utiltiza en el servidor (Figura 8.24). 
Per fer el més real possible les dades, les assignatures que existeixen en aquesta base de 
dades són les mateixes que hi ha a la FIB. 
Les tecnologies utilitzades en aquest entorn web són el  llenguatge PHP per programar les 
aplicacions web, MySQL per la base de dades i Apache com a entorn d'execució de l'aplicació.
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Figura 8.24: Model de dades aplicació web
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9-  DEPURAR  I  MONITORITZAR  UNA 
APLICACIÓ
Una vegada implementada l'aplicació, és moment de compilar i comprovar que no hi ha errors, 
ni de compilació, ni d'execució.
Com s'ha comentat en apartats anteriors, el propi Xcode ofereix l'autocorrecció, és a dir, si hi 
ha una linia de codi amb error, o es crida a un mètode que no existeix o els paràmetres són 
incorrectes, sense la necessitat de compilar el propi Xcode avisa de l'error. Gràcies a aquesta 
utilitat, el desenvolupador evita haver de compilar si sap que hi ha un error en codi i per tant, 
la majoria de vegades que es compila es té èxit.
El SDK ofereix diferents maneres per depurar i monitoritzar les aplicacions.
En  el  cas  de  depurar,  Xcode  ja  ofereix  eines  per  comprovar  els  errors  de  compilació  i 
d'execució. En el cas de monitoritzar, SDK ofereix l'eina Instruments per controlar diferents 
paràmetres de l'aplicació. 
9.1- Depurar amb Xcode
Per depurar una aplicació, Xcode ofereix diferents eines per saber, en qualsevol punt de codi, 
l'estat i el context de l'aplicació.
Una de les tecnologies més utilitzades i ràpides per debugar és afegir una linia de codi  que 
t'imprimeix a la zona inferior de Xcode la informació demanada. La funció NSLog implementa 
aquesta funció, que imprimeix per pantalla la informació que li  especifiquem. Aquest mètode 
de depurar és molt utilitzat per coneixer el flux i fer un seguiment de l'execució de l'aplicació. 
La funció requereix un únic paràmetre, un NSString  on hi ha la informació que sortirà per 
consola. En aquest mètode també  es pot afegir informació de les variables. Per afegir una 
variable, a la cadena de caràcters s'utiltiza  % seguit d'un caràcter especial, el qual indica el 
tipus d'informació que es mostararà, i s'afegeix al mètode la variable que es vol investigar. Si  
la informació a mostrar és una cadena de caràcteres s'utilitza %@, en canvi si la informació és 
numèrica s'utiltitza %d (Figura 9.1). 
A part d'utilitzar aquesta tecnologia, que no atura l'execució del codi, és a dir, si en algun punt 
el desenvolupador oblida afegir alguna variable, ha de modificar el codi i tornar a compilar, ja 
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Figura 9.1: Instrucció NSLog
Entorn i aplicació iPhone            Guerau Viñas Pujols
que aquest  mètode no atura l'execució. Per aturar l'execució i  poder observar tot  l'estat  i 
variables de l'aplicació en un moment determinat s'utilitza la tecnologia de  breakpoints. Un 
breakpoint és una instrucció que permet pausar l'execució de l'aplciació en un punt determinat. 
En aquesta pausa, el desenvolupador pot veure el context i el valor de les variables. Per afegir 
un  breakpoint al codi, fent un clic al número de línia en l'editor de text, apareix una icona 
blava que indica que hi ha un breakpoint, i l'execució s'atura en aquest punt (Figura 9.2). Una 
vegada estudiat  el  context  del  breakpoint,  el  desenvolupador  pot  avançar  fins  al  final  de 
l'execució o fins el següent breakpoint en el codi.
Es pot donar el cas, que hi ha un bucle en el codi que s'executa 1000 vegades i dóna un error  
d'execucació. En el moment de debugar, si s'afegeix un breakpoint en el bucle, és probable que 
el desenvolupador hagi d'avançar d'un a un fins a arribar a l'error fent clics amb el ratolí. Per  
aquest  motiu,  Xcode  ofereix  la  possibilitat  d'afegir  watchpoints, que  són  breakpoints 
condicionals. És a dir, s'executa el breakpoint si es compleix la condició del watchpoint.
9.2- Instruments
Una vegada es té l'aplicació sense errors, és moment de controlar  diferents aspectes, per 
controlar  el  comportament  de  l'aplicació  i  monitoritzar  paràmetres  per  tal  d'optimitzar 
l'aplicació en possibles millores de futur. És habitual, que l'execució no doni errors però que 
l'aplicació no funcioni correctament o s'aturi després de cert temps en execució. Per aquest 
motiu, és interessant controlar diferents paràmetres per saber el comportoment i els recursos 
que utiltiza l'aplicació.
El SDK d'Apple ofereix l'eina Instruments que serveix per monitoritzar diferents aspectes d'una 
aplicació i per ajudar a entendre el comportament quan s'està executant l'aplicació (Figura 
9.3): 
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Figura 9.2: Exemple de Breakpoint
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La següent llista, mostra el conjunt de paràmetres que es poden controlar a través de l'eina 
Instruments. Depenent de l'aplicació és interessant controlar un paràmetre o un altre. Per 
exemple, en una aplicació gràfica, és interesant controlar la utilització de la memòria gràfica.
• Activity Monitor: Monitors generals de CPU, memòria, disc i xarxa.
• Automation: Simula la interacció de l'usuari amb l'aplicació.
• CPU Sampler: El temps d'utiltizació de la CPU.
• Leaks:  Detecció  de  memory-leaks.  Variables  que  es  guarden  a  memòria  i  no 
s'alliberen.
• Object Allocations: Utilització de la memòria.
• Core Data: Monitors per la base de dades Core Data.
• File  Activity:  Monitors  que indiquen la  interacció  de  l'aplicació  amb el  sistema de 
fitxers.
• Core Animation: Controladors dels gràfics de Core Animation.
• OpenGL: Monitors pels gràfics de OpenGL.
• Energy Diagnostics: Monitors d'ús d'energia i estat de l'energia.
• System Usage: Monitors de l'utilització de fitxers, memòria i xarxa.  
L'entorn  de  treball  d'Instruments  està  formada  per  línies  de  temps.  És  a  dir,  per  cada 
parametre  que  es volgui  controlar,  apareix  una nova linia  de temps  que va  informant  de 
l'evolució del paràmetre. 
Cada paràmetre utilitza diferents mètriques i per això, depenent del paràmetre surt un tipus de 
gràfica o una altre.
Al moment que hi ha algun problema o possible punt dèbil de l'aplicació, Instruments genera 
una alerta. A la part inferior d'Instruments, es pot trobar informació sobre el causant que ha 
generat  una  alerta.  A  més  a  més,  a  la  part  dreta,  hi  ha  els  fitxers  i  línies  de  codi  que 
intervenen en l'alerta (Figura 9.4). Si l'eina Instruments, dóna una alerta de memòria no vol 
dir que l'aplicació no funcioni, si no que hi ha un punt a l'aplicació que no allibera memòria i a 
la llarga l'aplicació pot deixar de funcionar per falta de memòria.    
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Figura 9.3: Recursos per monitoritzar a Instruments
Entorn i aplicació iPhone            Guerau Viñas Pujols
93
Figura 9.4: Entorn de treball de Instruments
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10- COMERCIALITZAR APLICACIONS
Una vegada desenvolupada i testejada l'aplicació, és moment de distribuir-la i comercialitzar-la 
a la resta dels usuaris d'iPhone a través d'App Store.
App Store, és el mercat d'aplicacions d'Apple  on els usuaris poden veure les aplicacions que hi 
ha  disponibles,  el  seu  preu,  una  breu  descripció  i  poden  compar-les  i  instalar-les  al  seu 
dispositiu. El mercat d'Apple, es pot trobar al software d'Apple, iTunes. Inicialment, iTunes era 
molt utilitzat per comprar música, cada vegada més, existeixen i es compren més aplicacions a 
través de l'App Store de iTunes (Figura 10.1). A la gràfica es pot veure com inicialment es 
comprava  música,  però  a  partir  de  l'aparició  dels  iPhone,  l'àmbit  de  les  aplicacions  per 
dispositius ha disparat la gràfica de vendes d'aplicacions (Ruud R., 2011).
Com que  existeixen  milions  d'aplicacions  a  l'App  Store,  aquest  les  classifica  a  través  de 
categories.  Hi  ha  diferents  manera  de  categoritzar  les  aplicacions,  per  exemple  es  poden 
classificar segons la seva funcionalitat final o per el seu preu. Cada aplicació té una imatge 
associada, un preu i una descripció associada per agilitzar més la cerca de l'usuari (Figura 
10.2).
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Figura 10.1: Compres a App Store (Ruud R., 2011)
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Per distribuir una aplicació a través de App Store, s'ha de seguir un procés molt semblant al 
procés realitzat per testejar aplicacions a través de dispositius reals.
Primerament, s'ha d'obtenir un certificat de distribució. Igual que es pot obtenir el certificat de 
desenvolupador, a través del portal que ofereix el programa d'Apple, hi ha l'opció d'obtenir el 
certificat de distribució, iPhone Distribution Certificate. 
El següent pas, és identificar l'aplicació. Si anteriorment s'ha provat l'aplicació en un dispositiu 
real,  ja  s'ha  assignat  un  identificador  a  l'aplicació.  Finalment,  s'ha  de  crear  un  perfil  de 
distribució, Distribution Provisioning Profile, que serveix per signar l'aplicació i validar que està 
creada a través d'un programa d'Apple (Figura 10.3).
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Figura 10.2: Imatge de App Store
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Una vegada s'obté el perfil de distribució, s'afegeix aquest perfil en el projecte de Xcode i es 
compila l'aplicació. El propi compilador afegirà el certificat i el perfil per tal de poder distribuir 
l'aplicació.
En acabar tot el procés, Xcode genera el fitxer de l'aplicaicó necessari per enviar-la a App 
Store. Per aquest procés final és necessari conectar-se a  http://itunesconnect.apple.com i a 
partir d'aquesta web, omplir el formulari per enviar una nova aplicació. 
En el moment d'enviar una aplicació, s'ha d'especificar el nom, desde quina data serà visible 
en App Store, a quina categoria pertany, el preu, la descripció, l'email de contacte, entre altres 
paràmetres.  També  es  pot  especificar  les  imatges  que  es  mostraran  a  App  Store.  Hi  ha 
diferents  imatges  a  especificar:  l'icona,  la  qual  pot  ser  diferents  de  l'icona  creada  en  el 
projecte, i captures d'imatges per mostrar una primera vista de l'aplciació i que l'usuari es 
pogui fer una idea de com és i les seves característiques (Figura 10.4).
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Figura 10.3: Certificat de distribució
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Figura 10.3: Formulari per publicar aplicació
Entorn i aplicació iPhone            Guerau Viñas Pujols
Una vegada publicada l'aplicació el desenvolupador obté el 70% dels beneficis de l'aplicació, el 
30% restant són de Apple en les aplicacions no gratuïtes.
No totes les aplicacions que s'envien a App Store són públicades, ja que prèviament pasen un 
filtre d'Apple on comproven un conjunt de normes que ha de complir l'aplicació. Per exemple, 
si l'aplicació té un cercador, la imatge del cercador ha de ser la que ofereix Apple, o si s'utilitza 
alguna cosa d'Apple ha de seguir el mateix disseny i aspecte. Si l'aplicació no passa algun dels 
filtres d'Apple, aquests envien un email informatiu al desenvolupador explicant els motius per 
els quals no ha passat el filtre. D'aquesta manera el desenvolupador pot modificar l'aplicació i 
reenviar una nova versió a App Store.
 
A part de publicar les aplicacions a través del App Store, Apple ofereix una altre manera de 
comercialitzar l'aplicació, en el cas que l'aplicació estigui dissenyada per un conjunt en concret 
d'usuaris. En aquest cas, Apple ofereix el mètode Adhoc, el qual s'especifica a quins dispositius 
en concret, a través del seu ID, es pot instal·lar l'aplicació. Normalment, les aplicacions que es 
desenvolupadors  per  gestionar  empreses  internes,  o  per  controlar  una  empresa,  es 
distribueixen a través d'Adhoc.
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11-  PLANIFICACIÓ  FINAL  I  VALORACIÓ 
ECONÒMICA
11.1- Planificació final
Una vegada finalitzat el projecte, és moment de veure i comparar la planificació final respecte 
a la planificació inicial.
Finalment, no he pogut invertir les hores que havia pensat invertir-hi inicialment. Em pensava 
que disposaria de  més temps i que les tasques no s' allargarien o  es retrasarien. Per aquest 
motiu, la planificació inicial s'ha vist modificada i allargada mig any més. 
Aquest retard en la planificació, hi  ha una part que no podia controlar,  i  és degut a nous 
projecte i compromisos laborals. A més a més, he tingut algun retard en l'entrega del material 
demanat, com l'ordinador MAC o llibres de desenvolupament d'iPhone.
Una vegada obtingut el material, el procés seguia el seu curs, ja havia estudiat i investigat els 
requisits necessaris per desenvolupar aplicacions, m'havia familiaritzat amb l'entorn de treball i 
coneixia la política i el procés per desenvolupar aplicacions d'Apple. En el moment d'estudiar el 
disseny i els elements d'una aplicació, aquest procés va ser més llarg de l'esperat, ja que 
existeixen  moltes  guies,  ja  siguin  llibres  o  directament  la  guia  que  ofereix  Apple,  molt 
detallades de cada element i tecnologies disponibles per desenvolupar aplicacions. El procés en 
aquest apartat, era estudiar un element i fer alguna petita aplicació, per testejar i conèixer una 
mica  més  l'element,  a  nivell  d'implementació.  Aquest  procés  d'estudi  i  investigació  dels 
elements  i  tecnologies,  estava  previst  acabar-lo  a  començament  d'estiu  (Juny-Juliol),  i 
realment aquest va acabar a finals d'estiu. Per tant, tot el projecte ja anava 3 mesos tard de la 
planificació  inicial.
Al començar l'aplicació personal, vaig veure que era molt precipitat matricular-me del projecte 
el primer quatrimestre del curs 2011-2012, ja que no tindria el temps suficient per fer una 
bona aplicació i escriure la memòria. Per no haver de fer una aplicació senzilla per culpa del 
temps, vaig decidir allargar la planificació fins el següent quatrimestre, ja que em sabia greu, 
després de tot el que havia estudiat i de les idees que m'havien passat pel cap,  per culpa del 
temps i les presses desenvolupés una aplicació amb poques funcionalitats o poc elaborada.
Per  tant,  entre  l'estudi  dels  elements  i  la  decisió  de  fer  una  aplicació  amb el  màxim de 
funcionalitats, la planificació del projecte s'ha allargat mig any del previst.
Per comparar amb la planificació incial, veurem les mateixes tasques però amb el temps real 
invertit.
• Estudi i Investigació (8 mesos / 768 h): Com he comentat abans, aquest procés 
s'ha allargat al moment d'estudiar els elements disponibles per crear aplicacions. Per 
cada element, volia crear aplicacions de test per poder veure totes les possibilitats de 
l'element i aquest fet va ser més lent de l'esperat.
• Disseny aplicació personal (1 mes / 96 h): Aquesta tasca, no s'ha ha patit cap 
retard respecte a la planificació inicial. L'única diferència és que ha començat més tard 
del previst, però el temps a invertir en aquesta tasca ha estat l'estimat.
• Implementació (5 mesos / 480 h): Respecte a aquesta tasca, s'ha allargat més 
perquè  a  mesura  que  anava  implementant  l'aplicació  tenia  noves  idees  o  noves 
funcionalitats a implementar.
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• Realització de la memòria (4 mesos / 384 h): Aquest apartat depen dels anteriors, 
si els anteriors s'allarguen el més probable és que escriure la memòria també s'allargui 
ja que hi ha més informació. La tasca anterior anava variant, no podia acabar d'escriure 
la memòria definitivament fins que no acabés l'aplicació.
Per tant, el total d'hores invertides al projecte augmenta fins a 1.728 hores en l'interval d' un 
any i mig, 596 hores més de la planificació inicial. En el següent diagrama de Grantt es pot 
veure la planificació final del projecte (Figura 11.1). 
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Figura 11.1: Diagrma de Grantt final
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11.2- Valoració econòmica
Finalment,  qualsevol  aplicació  busca  beneficis  econòmics  i  per  aquest  motiu,  per  saber  el 
moment en que el desenvolupador o empresa, comença a obtenir beneficis d'una aplicació, 
primer s'ha de saber els gastos realitzats en el procés d'una aplicació.
Primerament, per desenvolupar aplicacions és necessari un ordinador Mac. Aquesta inversió 
només és inicial, és a dir, només es a l'inici del procés, ja que després, si no es vol canviar  
d'ordinador, aquesta despesa ja no existeix. Hi ha diferents tipus d'ordinadors d'Apple. Els 
preus que hi ha el mercat d'un ordinador d'Apple (www.apple.com), ja sigui portàtil o no, van 
des de 500 € el Mac mini, fins a 3000 € la millor versió del Mac Pro (Figura 11.1).
A part de l'ordinador, la majoria de desenvolupadors, també necessiten un dispositiu iPhone o 
iPad, depenen de les aplicacions que es vulguin crear. Recordem que el SDK, ja porta un 
simulador d'iPhone, i es podria crear les aplicacions sense la necessitat de tenir un dispositiu 
real,  però  és  poc  habitual,  ja  que  el  simulador  té  algun  límits.  Els  preus  dels  iPhone 
s'aproximen als 150 i 300 € els últims models. Igual que l'ordinador, aquesta despesa només 
és inicial, fins que el desenvolupador, vol canviar de dispositiu per desenvolupar aplicacions.
Una vegada es tenen les eines per desenvolupar i testejar l'aplicació, l'única despesa que té el 
desenvolupador és el de formar part d'un programa d'Apple. Aquest programa té un cost de 
100 € euros a l'any.
A la següent taula, hi ha el llistat de gastos inicials d'un desenvolupador d'aplicacions d'Apple. 
Per aquest càlcul, s'ha utilitzat una mitjana, entre tots els preus, en cada àmbit.
Requisit Preu
Ordinador Mac 1.000,00 €
Dispositiu mòbil 200,00 €
Programa Apple 100,00 €
Total 1.300,00 €
En  conclusió,  per  desenvolupar  aplicacions,  la  inversió  inicial  és  gran,  però  una  vegada 
realitzada,  cada  any únicament  s'ha  de  renovar  el  programa d'Apple.  Per  tant,  a  l'any  el 
desenvolupador ha d'invertir 100 €, i d'aquesta manera, és més fàcil obtenir beneficis en la 
creació d'aplicacions.
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Figura 11.1: Preus ordinadors Apple
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A part del cost econòmic que hi ha darrera d'un desenvolupament de l'aplicació amb material, 
també hi ha un cost econòmic en les hores que inverteix el desenvolupador. Una aplicació a la 
qual no intervinguin molts components i no aporti moltes funcionalitats a l'usuari es pot fer en 
menys d'un mes. En canvi,  una aplicació amb moltes funcionalitats,  un disseny complex i 
moltes vistes, pot arribar a estar en fase de desenvolupament fins a 3 mesos. El procés es 
podria  allargar,  si  el  client  demana  una  funcionalitat  la  qual  el  desenvolupador  no  hi  ha 
treballat i, per tant, ha de realitzar una primera fase d'investigació per aconseguir l'objectiu del 
client. 
En  el  cas  del  projecte,  l'aplicació  ha  estat  en  desenvolupament  durant  6  mesos  que  es 
distribueixen en un mes per dissenyar l'aplicació i 5 mesos en implementar-la. En aquests 6 
mesos he invertit  576 hores en l'aplicació. Si estimem que el preu per hora és de 7€ (que és 
el  preu  que  estimula  un  conveni  entre  la  universitat  i  una  empresa),  l'aplicació  que  he 
desenvolupat en el projecte, costaria 4.032 €.
Actualment, les aplicacions per iPhone es paguen al voltant de 3.000 € per aplicació.  
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12- CONCLUSIONS
En acabar el projecte, puc afirmar que s'han complert els objectius que s'havien plantejat a 
l'inici del projecte.
Primerament, conec els requisits necessaris per construir una aplicació. A més a més, ser quins 
són els recursos i els límits del dispositiu iPhone.
També m'he familiaritzat amb l'entorn de les eines (Xcode, Interface Builder, iPhone Simultaor i 
Instruments) que ofereix Apple per desenvolupar aplicacions. 
He estudiat el disseny d'una aplicació i el seu cicle de vida, des de que s'executa fins que 
s'atura. A més a més, he conegut la política que segueix Apple per desenvolupar aplicacions, 
des de que s'inicia l'implementació, passant per la fase de proves a un dispositiu real, fins que 
es publica a App Store. Gràcies a aquest estudi de l'aplicació, sóc capaç d'entendre el codi de 
qualsevol tipus d'aplicació.
A més a més, he estudiat i investigat el diferents elements que ofereix Apple per desenvolupar 
aplicacions. A part dels elements, he vist els diferents  frameworks que existeixen i l'objectiu 
que té cada un. Conec les diferents tecnologies que es poden utilitzar en una aplicació.
Existeixen molts elements i frameworks per desenvolupar aplicacions. En aquest projecte, he 
aprofundit i tinc més coneixement en els objectes que intervenen a l'aplicació creada. Però 
gràcies a l'estudi realitzat de tots els frameworks, ser a on anar a buscar certa informació o 
funcionalitat.  Si  en  qualsevol  moment  em plantegen de  realitzar  una aplicació  que  utilitzi 
gràfics, ser quin framework he d'utilitzar i a partir d'aquí, realitzar una cerca d'informació dels 
elements i funcionalitat que ofereix. 
L'aplicació creada, és d'un tipus informatiu en el qual intervenen uns elements en concret. Puc 
afirmar que seria capaç de crear una aplicació que utilitzi els elements que he utiltizat en 
l'aplicació  (UITabeViewController,  UINavigationController,  UIScrollView,  entre  d'altres). 
Actualment, hi ha moltes aplicacions al mercat que podria reconèixer aquests elements i inclús 
desenvolupar l'aplicació.
Respecte a un altre tipus d'aplicació, ja sigui un joc o una aplicació de realitat augmentada, ser 
quin  framework i quins elements intervenen, però hauria de realitzar un estudi més profund 
d'aquests elements per ser capaç de desenvolupar un aplicació d'aquest tipus ja que no m'he 
familiaritzat amb cap element d'aquest tipus.
Respecte a l'aplicació personal, compleix totes les funcionalitats que m'havia plantejat des d'un 
començament. De cara al futur i amb temps, m'hauria agradat afegir noves funcionalitats a 
l'aplicació, sobretot l'ús de la càmera amb realitat augmentada. Cada vegada més, la realitat 
augmentada va agafant més terreny en les aplicacions. Una possible nova funcionalitat, seria 
veure els edificis de la FIB, però a través de la càmera. És a dir, enfocant la càmera a la FIB, 
l'usuari pogués veure amb uns indicadors la ubicació dels edificis de la FIB.
Gràcies a aquest projecte, tinc els coneixements per desenvolupar qualsevol aplicació que es 
plantegi i tinc les eines necessaries per solucionar qualsevol problema que pogui sortir abans, 
durant o després del desenvolupament d'una aplicació.
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