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RESUMEN 
La aplicación de modelos de procesos de desarrollo de software en nuestro 
medio, no es un tema importante para muchas organizaciones. El resultado, 
pérdida de tiempo, dinero y esfuerzos en proyectos fracasados. La Cooperativa 
de Ahorro y Crédito Jardín Azuayo, es una institución financiera que por su 
crecimiento acelerado necesita ordenar y redefinir muchos de sus procesos y 
entre ellos está el de desarrollo de software. 
Por esta razón se consideró importante, dar a conocer una breve historia de la 
creación de la Cooperativa, para identificar la magnitud de nuestro universo de 
estudio y abordar temas relacionados con los  Modelos de Procesos de Desarrollo 
de Software y Aseguramiento de la Calidad de Software, debido a que muchos 
profesionales desconocen totalmente los temas mencionados.  Posteriormente se 
realizó el levantamiento y diseño del modelo actual, realizando varias reuniones 
con el equipo de la Unidad de Desarrollo quienes aportaron eficazmente con su 
experiencia. 
Definido el mismo, se realizó el análisis FODA, a través del cual se pudo 
identificar sus fortalezas y debilidades. Toda esta información permitió diseñar un 
modelo basado en la aplicación de normas y estándares de calidad tanto para 
procesos como para productos, como el Modelo CMMI y SQUARE 
respectivamente. Finalmente se definieron métricas que ayuden al modelo 
propuesto a mejorar continuamente.   
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RESUMEN 
La aplicación de modelos de procesos de desarrollo de software en nuestro 
medio, no es un tema importante para muchas organizaciones. El resultado, 
pérdida de tiempo, dinero y esfuerzos en proyectos fracasados. La Cooperativa 
de Ahorro y Crédito Jardín Azuayo, es una institución financiera que por su 
crecimiento acelerado necesita ordenar y redefinir muchos de sus procesos y 
entre ellos está el de desarrollo de software. 
Por esta razón se consideró importante, dar a conocer una breve historia de la 
creación de la Cooperativa, para identificar la magnitud de nuestro universo de 
estudio y abordar temas relacionados con los  Modelos de Procesos de Desarrollo 
de Software y Aseguramiento de la Calidad de Software, debido a que muchos 
profesionales desconocen totalmente los temas mencionados.  Posteriormente se 
realizó el levantamiento y diseño del modelo actual, realizando varias reuniones 
con el equipo de la Unidad de Desarrollo quienes aportaron eficazmente con su 
experiencia. 
Definido el mismo, se realizó el análisis FODA, a través del cual se pudo 
identificar sus fortalezas y debilidades. Toda esta información permitió diseñar un 
modelo basado en la aplicación de normas y estándares de calidad tanto para 
procesos como para productos, como el Modelo CMMI y SQUARE 
respectivamente. Finalmente se definieron métricas que ayuden al modelo 
propuesto a mejorar continuamente.   
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ABSTRACT 
The aplication of software process models in our environment not is a topic 
importante for many organizations.  The  result, time lost, money and efforts in 
failed proyects. The   Savings and Credit Co operative Jardín Azuayo is a financial 
institution that has grown rapidly and  needs to order and redesign many its 
process, between them its development software process. 
For this reason is important to know a  brief history of how born the cooperative, 
for to identify the size of study universe. Others important topics are  the software 
process models and the software quality assurance, because some don't know 
about it. Subsequently conducted the survey and design of the current model, with 
several meetings with the team of Development Unit who provided their expertise 
effectively. 
Defined therein, SWOT analysis was performed, through which it could identify its 
strengths and weaknesses. All this information allowed the design a model based 
on the application of standards and quality standards for both processes and 
products, such as the CMMI Model and SQUARE, respectively. Finally, we defined 
metrics that help to continuously improve the proposed model. 
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CONTEXTO GENERAL DE LA 




El presente capítulo abarca una breve reseña histórica de la creación y evolución 
que ha tenido la Cooperativa de Ahorro y Crédito Jardín Azuayo hasta la fecha.  
Se da a conocer la problemática que  tiene el  proceso de Desarrollo de Software 
dentro de la Unidad responsable de ésta actividad, así como también los objetivos 




1 CONTEXTO GENERAL DE LA COOPERATIVA DE AHORRO Y CRÉDITO 
JARDÍN AZUAYO 
1.1  HISTORIA, PRESENTE Y FUTURO DE LA COOPERATIVA DE AHORRO 
Y CRÉDITO JARDÍN AZUAYO  
1.1.1 Breve Reseña Histórica.[9] 




“El silencio no busca amplificadores; se basta consigo mismo. Con él en la 
conciencia y con el monte que se pasó a la otra orilla y decidió cerrar el cauce de 
varios ríos, para que ahoguemos la historia en un lago invasor, sentimos 
necesidad de revelar, antes de cualquier balance, una aproximación a la auténtica 
realidad que un suceso físico, por cuyas consecuencias, cambia la expresión de 
un pueblo”.1 
Marzo 29 de 1993, siendo las 20h30,  el inmenso silencio del sector de La 
Josefina se vio irrumpido por un estruendoso ruido como si se tratara de una 
explosión, un repentino corte de energía eléctrica fue el inicio del mayor fenómeno 
natural nunca antes ocurrido en el Ecuador. 
Esa noche el cerro Tamuga se vino abajo produciendo dos grandes deslaves, el 
primero taponó el sitio donde se  unían los ríos Cuenca y Jadán y el segundo 
deslizamiento  arrasó  con un pequeño caserío poblado por 300 personas.  El río 
Cuenca se represó y provocó una rápida inundación que cubrió el sector de La 
Josefina y San Pablo, varias casas fueron cubiertas por una enorme avalancha de 
piedras y lodo, mientras otras eran devoradas paulatinamente por el agua. Eran 
las primeras horas de tristeza, amargura y dolor de un pueblo que perdió todo, 
familia, casas, animales y tierras.  
La montaña deslizada acumuló miles de toneladas métricas de enormes piedras y 
tierra, cubriendo un área de 820 metros de largo y 147 metros de altitud, nadie lo 
podía creer, casas, carreteras, puentes, poblados, valles y cultivos eran 
devorados por el agua.  La magnitud del desastre fue tan grande que obligó la 
presencia de técnicos, expertos y funcionarios de alto nivel, inclusive el 
Presidente de esa época el Arq. Sixto Durán Ballén, estuvo presente para 
constatar la gravedad del fenómeno, un hecho que  conmocionó al país y al 
continente. 
                                                 
1Tomado del artículo publicado por el Diario el Hoy [9] 




Transcurrida la pesadilla, aquellas personas que lograron sobrevivir a esta 
desgracia, formaron pequeños campamentos para refugiarse y poder apoyarse 
mutuamente, mientras atravesaban por momentos muy difíciles. 
Las aguas se calmaron y fue el momento de recobrar lo perdido,  transformar la 
vida y activar la economía. Nació entonces la idea de formar una cooperativa, la 
falta de experiencia provocó que se busque ayude en un banco establecido en 
Babahoyo, el mismo que fue el primero en cerrar tras la crisis bancaria de 1999.  
Luego un equipo de expertos en cooperativismo trato de apoyarlos, pero la 
naturaleza nuevamente hizo de las suyas y el equipo quedó atrapado en el río 
Paute, lo que les desmotivó totalmente y no regresaron nunca más. 
Realmente no era una de las mejores épocas para crear una cooperativa, poco 
antes del desastre de la Josefina, "Mi Cooperativa" había pasado por Paute 
llevándose todos los ahorros depositados en ella, pero esto no detuvo la 
esperanza de ese pueblo que buscaba reconstruir su cantón y reactivarlo 
económicamente. Así en febrero de 1996 ciento veinte pauteños constituyeron la 
cooperativa “Jardín Azuayo” con un aporte inicial de ciento setenta millones de 
sucres que fueron entregados  por el Centro de Capacitación Campesina del 
Azuay - CECCA, Programa para el Mundo y Bilance; y la población pauteña. 
La Cooperativa de Ahorro y Crédito "Jardín Azuayo" se formó con una visión 
social y el plan de recuperación post-desastre evolucionó a una visión de 
desarrollo estratégico de la región austral.  
1.1.2 Situación actual de la  COAC “Jardín Azuayo”[13] 
Desde su conformación la Cooperativa de Ahorro y Crédito “Jardín Azuayo” ha 
tenido que enfrentar las profundas crisis del sistema financiero ecuatoriano, tal 
como fue el famoso “Feriado Bancario” de 1999 que provocó desconfianza en la 
banca y que las Cooperativas de Ahorro y Crédito experimentarán un crecimiento 
sistemático en casi todos sus indicadores financieros.  




Actualmente la Cooperativa “Jardín Azuayo” es una de las cooperativas de ahorro 
y crédito más importantes de la Región del Austro y del país, opera en las 
provincias de Azuay, Cañar, El Oro, Loja y Morona Santiago con 31 sucursales 
para atención a sus socios que hasta abril del 2011 llegan a 195.082, según lo 
















Figura 1. Ubicación  de Agencias de la COAC “Jardín Azuayo”  en el Ecuador 
Fuente: http://www.jardinazuayo.fin.ec/index.php?option=com_content&view=article&id=53&Itemid=58 




A continuación la figura No. 2 presenta la tendencia de crecimiento anual de los 
socios en la cooperativa. 
 
Figura 2. Crecimiento Anual de Número de Socios desde 1999 hasta abril 2011 
Fuente: Base de Datos de Socios de la COAC “Jardín Azuayo”. 
 
Este crecimiento impresionante provocó que la Cooperativa se diera cuenta que 
su estructura no era capaz de soportarlo y sienta la imperiosa necesidad de iniciar 
un proceso de reestructuración, el cual viene dándose desde hace 
aproximadamente dos años, estableciéndose una nueva estructura social, la 
misma que se encuentra formada por los ámbitos de Participación, Directivo y 
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Figura 3. Estructura Social de la COAC “Jardín Azuayo” 
Fuente: http://www.jardinazuayo.fin.ec/index.php?option=com_content&view=article&id=85&Itemid=29 
1.1.3 Proyección Futura de la COAC “Jardín Azuayo”[10][9] 
Dentro de este marco de reestructuración la Cooperativa ha establecido un Plan 
Estratégico hasta el año 2013 en el cual se propone ser “Una sociedad de 
personas con cultura cooperativa que busca el buen vivir de las comunidades y  la 
sociedad en general, privilegiando a los sectores populares, contando  con una 
organización solidaria, confiable, solvente, referente del cooperativismo nacional e 
internacional para lo cual deberían desarrollarse actividades sociales y financieras 
eficientes, competitivas y de calidad, integrando pueblos y culturas”. 
Para lograr esto, se han plantado los siguientes objetivos: 
 Consolidar el plan de formación cooperativa para socios, directivos y 
empleados. 




 Desarrollar e institucionalizar sistemas de información y comunicación 
social y financiera, tanto personalizados como masivos y sistemas de 
investigación y planificación institucional. 
 Estructurar la Cooperativa para responder a los requerimientos de su 
misión y crecimiento. 
 Fortalecer la capacidad de gestión de riesgos. 
 Construir un sistema de gestión de la calidad. 
 Diseñar estrategias de posicionamiento de productos y servicios que 
permitan la recirculación de los recursos financieros. 
El gerente de la cooperativa señaló el rumbo, según su criterio “Es importante 
señalar que en este momento en la cooperativa Jardín Azuayo nos encontramos 
en un proceso particularmente importante, en razón de que hemos asistido a un 
crecimiento impresionante de la institución: tenemos casi 180 000 socios, algunos 
millones de dólares – propiedad de los socios - , que estamos administrando, 
unos 44 000 socios en este momento tienen créditos, estamos actuando en 5 
provincias del sur del Ecuador y todo esto nos da una idea del tamaño 
aproximado de nuestra cooperativa, pero al mismo tiempo estas dimensiones 
reclaman nuevos desafíos para nosotros, un desarrollo mucho más grande de 
nuestras capacidades para hacer frente a la perspectiva de crecimiento aún 
mayor que se avecina en el futuro”.2 
1.2 ANTECEDENTES 
 
El desarrollo de software de manera general se ha enmarcado únicamente en 
plasmar las necesidades que tiene el usuario final en un determinado lenguaje de 
programación, sin importar la calidad que puedan tener estos programas, ni los 
problemas posteriores que se presentan cuando se pasan por alto ciertos detalles 
no definidos en su momento. 
                                                 
2 Tomado del Plan Estratégico 2009 - 2013 de la Cooperativa de Ahorro y Crédito Jardín Azuayo [10] 




Proyectos fuera de tiempo, inconclusos y con pérdidas económicas, tanto para 
quien contrata el servicio de desarrollo de software como para quien lo ejecuta, es 
el resultado de realizar este proceso de una forma absolutamente empírica. De 
hecho, una vez implementada la “solución” inician los “problemas” de 
mantenimiento y soporte de un producto que se transforma en una carga para el 
desarrollador y un verdadero dolor de cabeza para el usuario, puesto que aquello 
que debía ser una herramienta de trabajo y apoyo se convierte en el principal 
obstáculo para el cumplimiento de sus tareas, objetivos y metas. 
Todos estos inconvenientes producidos por la falta de organización, disciplina, 
normas y buenas prácticas que guíen el proceso de desarrollo de aplicaciones 
informáticas, se han convertido en situaciones muy comunes y parte de nuestra 
“Cultura de desarrollo”. Por lo tanto, es de vital importancia empezar a cambiar 
dicha cultura, definiendo como meta principal el obtener “Software de Calidad” 
generados a través de un MODELO basado en una serie de normas, estándares 
y buenas prácticas de aseguramiento de la calidad, existentes en la actualidad y 
que estén acordes a las necesidades de la organización. 
 
Realmente el camino por recorrer no es sencillo y mucho menos se pueden 
esperar resultados inmediatos, ya que esto no sólo implica tener que vender la 
idea a los líderes del negocio, sino principalmente convencerse uno mismo que la 
única manera de mejorar y empezar a cambiar ésta metodología de desarrollo 
caduco e ineficiente es proponiéndose firmemente cumplir al menos con una 
pequeña parte de las buenas prácticas de desarrollo, las mismas que irán 
evolucionando a medida que se vayan incorporando y utilizando en el proceso. 
 
1.3 PLANTEAMIENTO DEL PROBLEMA 
La institución para cumplir con el propósito de brindar un servicio de calidad a sus 
socios se soporta en la nueva estructura organizacional en la que se establecen 
algunas áreas, como el “Área de Servicios Informáticos y Redes de 




Comunicación”, la misma que se encuentra conformada por cinco unidades que 
son: 
 Ingeniería de Software 
 Desarrollo de Software 
 Administración de Aplicativos y Base de Datos 
 Infraestructura, Redes, Telecomunicaciones y Seguridad y 
 Soporte a Usuarios. 
La Unidad de Desarrollo de la Cooperativa actualmente genera productos sin 
considerar ningún tipo de estándar y documentación que soporte el trabajo 
realizado, el proceso que se debe seguir no está definido formalmente y carece 
de indicadores que le permitan evaluar el rendimiento de la misma.  Estas 
deficiencias han generado dificultades en los tiempos de entrega sobre todo 
cuando el recurso humano es nuevo, así como también la dependencia de un 
miembro del equipo puesto que nadie más que éste tiene el conocimiento para  
solucionar cualquier inconveniente presentado, lo que no permite a la Unidad 
aportar efectivamente en el logro de los objetivos de la Institución. 
1.4 JUSTIFICACIÓN 
 
Cada unidad debe establecer los procedimientos bajo los cuales desempeñarán 
sus funciones para cumplir con los objetivos y metas propuestas, tanto a nivel 
organizacional como a nivel de unidad. Por tal razón y considerando la 
importancia que tiene el entregar un software que sirva de apoyo en cada una de 
las Áreas de la Institución, es necesario Diseñar una propuesta del Modelo de 
Procesos para la Unidad de Desarrollo, basándose en estándares y/o modelos de 
calidad que estén de acuerdo a las necesidades de la Institución y que le permitan 
a la Unidad de Desarrollo gestionar la calidad del producto entregado. 
 




1.5 OBJETIVO GENERAL Y OBJETIVOS ESPECÍFICOS 
 
1.5.1 Objetivo General. 
Diseñar el Modelo de Procesos para la Unidad de Desarrollo de Software de la 
Cooperativa de Ahorro y Crédito “Jardín Azuayo”, basándose en normas, 
estándares y buenas prácticas que estén de acuerdo a las necesidades de la 
unidad y la organización permitiéndoles gestionar el aseguramiento de la calidad 
del software producido. 
 
1.5.2 Objetivos Específicos 
1. Profundizar sobre los temas relacionados con modelos de procesos de 
desarrollo, métricas y  aseguramiento de calidad de software, de tal manera 
que los conceptos teóricos estén  claramente entendidos. 
2. Definir la situación actual del proceso de desarrollo en la Unidad de Desarrollo 
de Software de la Cooperativa de Ahorro y Crédito “Jardín Azuayo”. 
3. Mejorar el proceso existente o diseñar un nuevo modelo de proceso, tomando 
como guía las normas y estándares investigados y que sean aplicables a la 
Cooperativa. 
4. Definir una serie de métricas que permitan evaluar los resultados del Modelo 
de Proceso propuesto. 
5. Proponer las herramientas necesarias para la aplicación del Modelo. 
 
1.6 PRODUCTOS ESPERADOS 
 




Los productos que se esperan entregar para la consecución de los objetivos de la 
unidad son: 
1. Diseño del Modelo de Procesos de la Unidad 
2. Métricas a Utilizar. 
3. Propuesta de herramientas que se pueden utilizar para la implementación y 
gestión del modelo. 
 
1.7 ALCANCE Y DELIMITACIÓN 
 
El Diseño de la Propuesta establecerá los procedimientos a seguir desde el 
ingreso del requerimiento, pruebas y entrega del producto a la Unidad de 
Administración de Aplicativos y Base de Datos. 
  







MODELOS DE PROCESOS DE 
DESARROLLO DE SOFTWARE 
 
 
El presente capítulo tiene como objetivo dar a conocer de forma general sobre los 
distintos modelos que existen y que se puede aplicar dentro del proceso de 
desarrollo de software, dado que para algunos ingenieros de sistemas de nuestro 
medio, el tema puede resultar completamente desconocido.  Con esta pequeña 
recopilación el lector podrá comprender  mejor los temas tratados en los capítulos 









2 MODELOS DE PROCESOS DE DESARROLLO DE SOFTWARE 
 
2.1 INTRODUCCIÓN. 
En la década de los sesenta existía poco conocimiento sobre cómo desarrollar 
software, el modelo predominante era el de codificar y probar, los requerimientos 
eran ambiguos y no existían especificaciones puntuales. Los esfuerzos se 
centraban en la implementación de los programas y poca atención se presentaba 
en el diseño del software. Al final de la década, la tecnología soportaba 
desarrollos grandes, pero la dificultad radicaba en  organizar y coordinar las 
actividades de programación de los proyectos, lo que produjo la denominada 
“crisis del software” en donde el ingeniero de software se sentía incapaz de 
desarrollar proyectos de una dimensión acorde con los avances tecnológicos de la 
época. 
Es así que en 1968 el comité científico de la OTAN patrocinó una conferencia en 
Alemania, cuyo objetivo era el de identificar, clasificar y discutir los problemas que 
se producían en el desarrollo de grandes proyectos. Se formó un grupo de 
trabajo, presidido por F. L. Bauer, cuya misión era la evaluar técnicas para poder 
desarrollar un software flexible y de calidad y se constató que el desarrollo de 
software era una tarea de ingeniería tomando desde entonces el nombre de 
“Ingeniería de Software” y debería ser modelado de acuerdo con métodos 
establecidos de tal manera que se produzcan programas eficientes, fiables y 
robustos con el mínimo coste y tiempos posibles.  
Desde entonces los modelos de procesos de desarrollo de software han ido 
evolucionando dependiendo del conjunto de características de un proyecto dado. 
 




2.2 MODELOS DE PROCESOS DE DESARROLLO DE SOFTWARE 
Los modelos de procesos de software representan una secuencia de actividades 
en red, objetos, transformaciones y eventos que incorporan estrategias para el 
logro de la evolución del software. Dichos modelos pueden ser utilizados para 
desarrollar una descripción más precisa y formal de las actividades del ciclo de 
vida del software. Su poder surge en la utilización de una notación lo 
suficientemente rica en sintaxis o semántica adecuada para el procesamiento 
computacional. A continuación de manera general podemos mencionar los 
siguientes: 
 Modelo en Cascada 
 Modelo por Prototipos 
 Modelo iterativo e incremental 
 RUP 
 Modelo Espiral 
 Métodos Ágiles 
 
2.2.1 Modelo en Cascada. [2][3][4][5][6][7][11] 
El modelo en Cascada introdujo una disciplina en la Ingeniería del Software y 
corrigió deficiencias tales como la codificación sin un previo y correcto análisis y 
diseño. Este modelo se ajusta bien cuando las especificaciones están bien 
definidas y se trata de implementar un software que satisfaga esas 
especificaciones. En la realidad no siempre es así puesto que hay que reconocer 
que muchos de los requerimientos no son comprendidos inicialmente y que las 
necesidades varían dinámicamente.  
Este modelo fluye en una sola dirección es decir que una fase no puede iniciar sin 
haber terminado completamente la anterior como se muestra en la figura No. 4. 















Figura 4. Modelo en Cascada 
Fuente: Elaboración Propia 
 
Las principales etapas de este modelo son: 
1. Análisis y definición de requerimientos. A partir de consultas a los 
usuarios se establecen los servicios, restricciones y metas del sistema y se 
definen en detalle lo que se conoce como especificaciones del sistema. 
2. Diseño del sistema y del Software. En esta fase se divide los 
requerimientos en hardware y software. El diseño identifica las 
abstracciones fundamentales del sistema software y sus relaciones. 
Análisis y definición de 
requerimientos 
Diseño del Sistema y del 
Software
Implementación y prueba 
de unidades








3. Implementación y prueba de unidades. El diseño del software se lleva a 
cabo como un conjunto o unidades de programas. La prueba de unidades 
implica verificar que cada una cumpla su especificación. 
4. Integración y pruebas del sistema. Los programas se integran y se 
prueban como un sistema completo, para asegurar que se cumplan con los 
requerimientos del sistema. Después de las pruebas se entrega el producto 
al cliente. 
5. Funcionamiento y mantenimiento. Es la fase más larga del ciclo de vida 
del software. El sistema se instala y se pone en producción. El 
mantenimiento es una tarea que implica corregir errores que no se 
identificaron en las etapas anteriores y mejorar su funcionamiento una vez 
que se descubren nuevos requerimientos. 
Ventajas: 
 Cada fase se completa antes de que inicie la siguiente. 
 Modelo y planificación sencillas 
 Los desarrolladores conocen exactamente cada fase. lo que deben hacer y 
hasta dónde. 
 Es el modelo más conocido y por lo tanto el más utilizado por los 
profesionales. 
 Es aplicable a la mayoría de proyectos de gestión. 
Desventajas: 
 Riesgo alto en sistemas nuevos debido a problemas en el diseño y 
especificaciones. 
 Dificultad para localizar un problema puesto que todo el diseño debe 
investigarse. 
 No se pueden asumir con facilidad cambios en el desarrollo. 
 Los resultados no se ven hasta muy avanzado el desarrollo. 




2.2.2 Modelo por prototipos.[1][2][3][4][5][6][7] [11] 
Los prototipos se crearon para acelerar la definición de los requisitos de software 
por desarrollar y se puede aplicar de las siguientes maneras: 
 Se realiza un modelo en papel que indica la iteración entre el usuario  y el 
sistema, de tal manera que sea fácil de entender para el usuario, quien 
puede tener una idea de cómo funcionará el sistema sin tener que esperar 
hasta su entrega. 
 Puede simular los pasos a seguir internamente. 
 Adecuar un programa real en parte. 
Este modelo está formado por los siguientes pasos: 
1. Recolección de los Requisitos.  Se definen los objetivos globales del 
software y los más específicos que se desean plasmar en el prototipo. 
2. Diseño Rápido. Se centra en los aspectos visibles al usuario. 
3. Construcción del Prototipo. 
4. Evaluación del Prototipo.  Los usuarios involucrados concretan los 
requisitos del software a desarrollar. 
5. Refinamiento del prototipo.  El producto es refinado hasta que satisfaga las 
necesidades del usuario, al mismo tiempo que facilita un mejor 
conocimiento del sistema al ingeniero de software. 
6. Producto. En la mayoría de los casos se desecha el programa piloto y se 
crea uno nuevo, por eso es importante el acuerdo con el usuario. 
J.L. Connell realiza las siguientes consideraciones al modelo de prototipos: 
 Es básicamente una técnica de análisis que permite completar el conjunto 
de requisitos funcionales de un sistema. 
 Lo importante es evolucionar hasta obtener el producto final, en lugar de 
deshacerlo y construir un nuevo, lo que no suele ser fácil. 




 Si una aplicación puede presentar el riesgo de no ser aceptada por el 
usuario, es una aplicación candidata para que se desarrolle un prototipo 
rápido. 
 El prototipado rápido es una implementación incremental “top-down” en 
donde se desarrollan primero los niveles más externos  y los detalles se 
dejan para más adelante, utilizando rutinas ficticias o “stubs”. 
 Planificando correctamente el prototipado el 50% del esfuerzo de 
desarrollo, es contribución del usuario.  Los equipos están formados por la 
mitad de usuarios y la otra mitad por desarrolladores de software. 
 Es aconsejable que la primera demostración sea imperfecta, para que se 





 Se puede aplicar en aplicaciones no muy complejas. 
 Es útil cuando el usuario conoce los objetivos generales para el software, 
pero no identifica los requisitos detallados de entrada, procesamiento o 
salida. 
 Cuando el responsable del desarrollo no está seguro de la eficacia de un 
algoritmo, o de la forma en la que debería realizar la interacción hombre-
máquina. 
Desventajas 
 El prototipo es un borrador no un producto de ingeniería y puede causar 
falsas expectativas al usuario en el sentido de que es un producto 
integrado. Si los ingenieros tardan en entregar el producto, puede darse un 
efecto de ansiedad en los usuarios. 




 Si no se tiene definido claramente el alcance del producto, los requisitos 
pueden ser infinitos, convirtiéndose en un proyecto sin fin. 
 No es aconsejable utilizarlo para casos experimentales 
 Genera una lenta gestión de desarrollo porque tiene que esperar hasta que 
el usuario este de acuerdo y establezca los límites. 
 No se puede definir con exactitud el tiempo de desarrollo. 
2.2.3 Modelo iterativo e incremental [1][3][4][5][6][7][11] 
Se denomina iterativo porque se repite dentro del mismo proyecto e incremental 
porque se ejecuta por partes.  El modelo en cascada evalúa el proyecto sobre 
bases no muy sólidas y con un gran margen de error, puesto que el análisis de los 
requisitos casi siempre son incompletos o a menudo cambian antes de haber 
terminado el desarrollo del software. 
Si consideramos que la especificación de los requisitos es insegura e incompleta, 
naturalmente el costo del proyecto aumentará por retrasos del desarrollo que no 
estaban previstos realizar o rehacer. Es complicado que los usuarios reflexionen 
sobre lo que realmente quieren conseguir y sus peticiones nunca serán concretas, 
el modelo iterativo e incremental modifica el modelo en cascada proponiendo 
analizar una pequeña parte de los requisitos para realizar las etapas de diseño, 
programación y pruebas. Una vez que el usuario haya verificado su correcto 
funcionamiento se continuará con otra parte y si se parte de un software ya 
desarrollado los requisitos serán muchos más precisos y se podrán estimar con 
más fiabilidad tanto tiempo, costes y recursos.  
En este modelo también se debe considerar la posibilidad de que al construir una 
parte, sea necesario modificar otra desarrollada previamente. 
Ventajas: 
 Resolución de problemas de alto riesgo en tiempos tempranos del proyecto 




 Visión de avance en el desarrollo desde las etapas iniciales del desarrollo. 
 Se obtiene el feedback del usuario lo antes posible, para orientar el 
desarrollo al cumplimiento de las necesidades y realizar los ajustes 
identificados para cumplir con los objetivos planteados. 
 Proyectos con menor tasa de errores. 
 Mayor productividad del equipo 
 Menor cantidad de defectos. 
 Mejora el aprendizaje y la experiencia del equipo. 
 Permite optimizar el proceso en corto plazo. 
 
Desventajas 
 Este modelo exige un cliente involucrado en todo el curso del proyecto y en 
ciertas ocasiones no están dispuestos a invertir el tiempo necesario. 
 Las metas deben estar claras para conocer el estado del proyecto. 
 Requiere una muy buena planificación tanto administrativa como técnica. 
 
 
2.2.4 Rational Unified Process (Proceso Unificado de Rational)[11] 
Es un proceso que proporciona  un acercamiento disciplinado a la asignación de  
tareas y responsabilidades en un área u organización de desarrollo. Su propósito 
es asegurar la producción de software de alta calidad que se  ajuste a las 
necesidades de sus usuarios finales  con unos costos y calendario predecibles. 
RUP intenta integrar todos los aspectos a tener en cuenta durante todo el  ciclo de 
vida del software, con el objetivo de  hacer abarcables tanto pequeños como 
grandes  proyectos de software. 
Las características principales de RUP son: 




 Guiado por casos de uso:  Un caso de uso es una facilidad  que el software 
debe proveer a sus usuarios, estos reemplazan la antigua especificación 
funcional tradicional y constituyen la guía fundamental para las actividades 
a realizar durante todo  el proceso de desarrollo incluyendo el diseño, la 
implementación y las pruebas del sistema. 
 Centrado en arquitectura: Involucra los elementos más significativos  del 
sistema y está influenciada por plataformas de software, sistemas 
operativos, manejadores de bases de datos,  protocolos, consideraciones 
de desarrollo como sistemas heredados y requerimientos no funcionales. 
Es como una radiografía del sistema que estamos desarrollando, lo 
suficientemente completa como  para que todos los implicados en el 
desarrollo tengan una idea clara de qué es lo que están construyendo, pero 
lo suficientemente simple como para que si quitamos algo una parte 
importante del sistema quede sin especificar. Se representa mediante 
varias vistas que se centran en aspectos concretos del sistema 
 Iterativo e Incremental:  RUP  recomienda dividir un proyecto en ciclos. 
Para cada  ciclo se establecen fases de referencia, cada una de  las cuales 
debe ser considerada como un  mini proyecto cuyo núcleo fundamental 
está constituido por una o más iteraciones de las  actividades principales 
básicas de cualquier  proceso de desarrollo. En concreto RUP divide el 
proceso en cuatro fases, dentro de  las cuales se realizan varias iteraciones 
en número variable según el proyecto y en las  que se hace un mayor o 
menor hincapié en los distintas actividades.  
 Utilización de un único lenguaje de modelado:  UML es adoptado como 
único lenguaje de modelado para el desarrollo de todos los modelos. 
 Proceso Integrado: Se establece una estructura que abarque los ciclos, 
fases, flujos de trabajo, mitigación de riesgos, control de calidad, gestión 
del proyecto y  control de  configuración; el proceso unificado establece una 
estructura que integra todas estas facetas. Además esta estructura cubre a 
los vendedores y desarrolladores de herramientas para soportar la 




automatización del proceso, soportar flujos individuales de trabajo, para  
construir los diferentes modelos e integrar  el trabajo a través del ciclo de 
vida y a  través de todos los modelos. 
A continuación la  figura No. 5 muestra el ciclo de vida RUP . 
 







 Mitigación temprana de posibles riesgos altos. 
 Progreso visible en las etapas tempranas. 




 El conocimiento adquirido en una iteración puede aplicarse de iteración a 
iteración. 
 Los usuarios están involucrados continuamente. 
Desventajas 
 Por el grado de complejidad puede no resultar muy adecuado. 
 El RUP es generalmente mal aplicado en el estilo cascada. 
 Requiere conocimientos del proceso y de UML. 
 
2.2.5 Modelo en Espiral [11][24]  
Este modelo se basa en recorrer de manera controlada y cíclica por cuatro 
actividades que son: 
1. Planificación: Se determinan los objetivos, alternativas de solución y 
restricciones que se dan en el proyecto.   
2. Análisis de Riesgo: Se identifican los riesgos y se aplican soluciones a los 
mismos.  Los riesgos pueden ser técnicos, administrativos, humanos, de 
seguridad, etc. 
3. Ingeniería: Se construye el software (diseño, programación, pruebas, 
puesta en producción) 
4. Evaluación del cliente: Esta actividad es importante debido al control de 











Figura 6. Modelo Espiral 
Fuente: http://ingeniumetsomnia.blogspot.com/2011/04/ciclo-de-vida-de-desarrollo-de-software.html 
 
El desarrollo del producto es evolutivo e inicia con la planificación, luego se 
evalúan los riesgos y si éste es muy grande, el proyecto se detiene.  
Posteriormente se continua con la ingeniería y la evaluación del producto.  De las 
observaciones que resulten se iniciará un nuevo ciclo desde la planificación, una 
vez que el usuario dé por aprobado el producto se culmina con la puesta en 
producción.  Ha sido muy utilizado en proyectos en los cuales  la experiencia del 
equipo de desarrollo es nueva. 
Pressman, indica que este es el modelo más “realista” para el desarrollo de 
software, sobre todo en proyectos de mucha complejidad.   
 






 Se centra desde el principio en lo que se puede reutilizar del software 
existente. 
 Se adapta a la preparación para la evolución del ciclo de vida, crecimiento, 
y cambios del producto. 
 Proporciona un mecanismo para incorporar los objetivos de calidad en el 
desarrollo de software.  




 Requiere gran habilidad para identificar riesgos.   Si un riesgo no es 
detectado, el proyecto puede verse afectado. 
 Es difícil convencer a los usuarios sobre el enfoque evolutivo, ya que no se 
visualiza el final del proyecto. 
2.2.6 Métodos Ágiles[33] 
En febrero de 2001, nace el término “ágil” aplicado al desarrollo de software, en 
una reunión en la que participaban 17 expertos de la industria del software, junto 
con creadores e impulsadores de metodologías, cuyo objetivo fue establecer 
principios que permitan a los desarrolladores responder rápidamente a los 
cambios que puedan surgir a lo largo de un proyecto,  así como también ofrecer 
una mejora a los modelos de desarrollo tradicionales que se caracterizan por ser 
rígidos y guiados por la documentación generada en cada una de las etapas.  
Tras esta reunión se creó la organización “The Agile Alliance”, sin ánimo de lucro, 
dedicada a promover el desarrollo ágil de software y ayudar a las organizaciones 




para que implementen  este  concepto, partiendo del “Manifiesto Ágil”, documento 
en el que se resume esta filosofía. 
Lo  más importante es conocer que no existen métodos o proceso ágiles, sino 
equipos ágiles.  Un equipo que trabaja en conjunto es mucho más importante que 
un proceso, de hecho un nuevo proceso puede mejorar la productividad del 
equipo en una fracción, pero el trabajo efectivo como una unidad compacta, 
puede mejorar la productividad en varias ocasiones.  En segundo lugar se debe 
mejorar la relación con el usuario, haciéndole conocer que es un miembro valioso 
y esencial del equipo  y que puede tomar decisiones a lo largo de todo el 
proyecto, en lugar de que el desarrollador decida al final lo que funciona o no 
correctamente.  Esta interrelación permite al equipo de desarrollo adquirir 
experiencia para encontrar una solución sencilla y correcta. El mayor problema 
con el desarrollo de software es que las necesidades cambian, los procesos 
ágiles aceptan la realidad del cambio versus la búsqueda de especificaciones 
completas y rígidas, existirán ámbitos en los que los requisitos no pueden 
cambiar, pero son casos relativamente pequeños.  
Podemos aprender mucho más sobre los requisitos del proyecto si se muestra el 
producto en desarrollo al usuario, de tal manera que los cambios se vayan dando 
durante el proceso y no esperar al final del mismo.  La aplicación de una 
metodología ágil es un cambio difícil, pero abre nuevos caminos para el desarrollo 
de software. 
Como ejemplos de éste modelo tenemos los siguientes: 
 Manifiesto Ágil 
Según los autores a través de este método se aprende a valorar:  
 A los individuos e interacciones sobre procesos y herramientas.  El 
principal factor de éxito es el ser humano y se considera mucho más 




importante la construcción de un buen equipo de trabajo antes que el 
entorno. 
 Un software funcionando sobre documentación extensiva. Se debe 
seguir la siguiente regla: “No producir documentos a menos que sean 
estrictamente necesarios de forma inmediata y que ayuden a tomar 
decisiones”. 
 La colaboración con el cliente sobre negociación contractual.  El éxito 
del proyecto estará marcada por la interacción entre el desarrollador y el 
usuario. 
 Respuesta ante el cambio sobre seguir un plan.  Es importante adquirir 
la habilidad de responder ante los cambios que pueden ir surgiendo 
durante el proyecto. 
Doce principios del Manifiesto Ágil 
 
Los principios que hacen que este proceso sea diferente de los 
tradicionales, se describen a continuación: 
1. La  mayor prioridad es satisfacer al cliente mediante la entrega 
temprana y continua de software con valor. 
2. Aceptar que los requisitos cambian, incluso en etapas tardías del 
desarrollo. Los procesos Ágiles aprovechan el cambio para proporcionar 
ventaja competitiva al  
cliente. 
3. Se entrega software funcional frecuentemente, entre dos semanas y 
dos meses, con preferencia al periodo de tiempo más corto posible. 
4. Los responsables de negocio y los desarrolladores trabajan juntos de 
forma  cotidiana durante todo el proyecto. 
5. Los proyectos se desarrollan en torno a individuos  motivados. Hay que 
darles el entorno y el apoyo que  necesitan, y confiarles la ejecución del 
trabajo.  




6. El método más eficiente y efectivo de comunicar  información al equipo 
de desarrollo y entre sus miembros es la conversación cara a cara. 
7. El software funcionando es la medida principal de progreso. 
8. Los procesos Ágiles promueven el desarrollo  sostenible. Los 
promotores, desarrolladores y usuarios deben ser capaces de mantener 
un ritmo constante de forma indefinida.  
9. La atención continua a la excelencia técnica y al buen diseño mejora la 
Agilidad. 
10. La simplicidad, o el arte de maximizar la cantidad de trabajo no 
realizado, es esencial. 
11. Las mejores arquitecturas, requisitos y diseños emergen de equipos 
auto-organizados. 
12. En intervalos regulares el equipo reflexiona sobre cómo ser más 
efectivo para a continuación ajustar y perfeccionar su comportamiento. 
 
 
 Metodologías de Desarrollo Ágil  
 
Existen varias metodologías sin embargo se dará énfasis a la más 
conocida como es la Programación Extrema o Extreme Programming. 
Extreme Programming (XP)[26]  
Extreme Programming es una metodología ágil que hace hincapié en la 
satisfacción del usuario.  Los administradores, clientes y desarrolladores 
son parte del equipo de colaboración, implementa un entorno simple, pero 
eficaz permitiendo a los equipos ser altamente productivos. .El equipo se 
auto-organiza en torno al problema para resolverlo lo más eficientemente 
posible.  




Un proyecto de software mejora en cinco aspectos esenciales: la 
comunicación, la sencillez, la retroalimentación, el respeto y el coraje.  
 Gestión de las Metas 
Un proceso tradicional agenda todas las actividades una tras otra, hasta 
una fecha de finalización del proyecto y únicamente en ese momento se 
puede comprobar  si el producto entregado es de agrado del usuario final.  
Desafortunadamente  los requisitos en la mayoría de los casos cambian 
antes que el proyecto finalice y es éste un  factor importante que influye en 
los costos del proyecto. 
Las metodologías ágiles aceptan dichos cambios y crean oportunidades de 
mejora y ventaja competitiva, tomando a cada requisito como una historia 
del usuario.  Las tarjetas de historia son un mecanismo de bajo costo para 
determinar el alcance del proyecto. 
El proceso ágil toma a los procesos tradicionales y les da un giro de 90˚ 
estimando costos por función en lugar de actividad y uno de los costos de 
la gestión es estar siempre preparados para nuevos requerimientos, 
manteniendo la calidad del código y el diseño a lo largo del proyecto. 
 Historias de usuario 
Las historias de usuario sirven como los casos de uso pero no son iguales.  
Se utilizan para describir  brevemente las características que el sistema 
debe poseer, ya sean requisitos funcionales o no funcionales. Cada historia 
de usuario está escrita en un formato lo suficientemente comprensible sin 
terminología técnica y delimitada de tal manera que los programadores 
puedan implementarla en unas semanas. 




Dichas historias también se pueden manejar en las pruebas de aceptación, 
para poder determinar si están correctamente implementadas. 
La mayor diferencia entre los requerimientos de los modelos tradicionales y 
las historias de usuario es el nivel de detalle.  Las historias sólo deben 
proporcionar los detalles suficientes para hacer una estimación de riesgo 
razonable.  El tiempo de desarrollo ideal de una historia está entre dos y 
tres semanas siempre y cuando no existan otras asignaciones, ni 
distracciones y se conoce exactamente lo que se tiene que hacer. 
Otra diferencia entre las historias y los documentos de requerimientos es el 
enfoque sobre las necesidades de los usuarios, se debe evitar los detalles 




 Programador. Quien produce el código del sistema. 
 Cliente.  Escribe las historias de usuario y las pruebas 
funcionales para validar su implementación. Además, asigna la 
prioridad a las historias de usuario y decide cuáles se 
implementan en cada iteración centrándose en aportar mayor 
valor al negocio. 
 Encargado de pruebas (Tester). Ayuda al cliente a escribir las 
pruebas funcionales. 
 Encargado de seguimiento (Tracker). Verifica el grado de 
acierto entre las estimaciones realizadas y el tiempo real 
dedicado, para mejorar futuras estimaciones. Realiza el 
seguimiento del progreso de cada iteración. 




 Entrenador (Coach). Es responsable del proceso global. Debe 
proveer guías al equipo de forma que se apliquen las prácticas 
XP y se siga el proceso correctamente. 
 Consultor. Miembro externo del equipo con un conocimiento 
específico en algún tema necesario para el proyecto, en el que 
puedan surgir problemas. 
 Gestor (Big boss). Es el vínculo entre clientes y programadores, 
ayuda a que el equipo trabaje efectivamente creando las 
condiciones adecuadas. Su labor esencial es de coordinación. 
 
 Otras Metodologías Ágiles 
 
Existen otras metodologías ágiles y coinciden con los principios enunciados 
anteriormente, la mayoría están siendo utilizadas con éxito pero sin mayor 
difusión  y reconocimiento. Entre esas tenemos: 
SCRUM. Utilizada para proyectos con un rápido cambio de requisitos. Sus 
principales características son el desarrollo de software mediante 
iteraciones y las reuniones a lo largo proyecto, entre ellas destaca la 
reunión diaria de 15 minutos conocida como “Standup Meeting”, cuya 
finalidad es brindar una forma sencilla para que los miembros del  equipo 
estén enterados de lo que pasa y puedan obtener actualizaciones 
oportunas sobre el avance de otros, sin tener que pasar mucho tiempo en 
largas reuniones. 
 
Existen dos aspectos claves de esta técnica: 
 
1. Fomentar la discusión del progreso, planes y problemas estando de 
pie ya que al sentarse la gente se siente  más cómoda y no existe 
problema en expandir algunos puntos de sus actualizaciones. 




Cuando están de pie, por el contrario, existe una sensación de 
urgencia de realizar una conversación rápida  y los miembros del 
equipo tienden a concentrarse en información realmente crítica. Si 
estas reuniones diarias son cortas, concisas y llenas de información, 
los miembros del equipo las apreciarán más, y no tratarán de 
evitarlas como lo hacen cuando se trata de reuniones tradicionales 
de una vez a la semana y que además duran más de tres horas. 
2. Guiar al equipo hacia una mejor colaboración, fomentando que 
provean actualizaciones entre ellos, y no por parte del administrador 
del proyecto. Con esto, el equipo comienza a ver a la “Standup 
Meeting” como una herramienta para coordinar su trabajo y 
mantenerse al tanto de lo que hacen los otros, en lugar de verla 
como un mal necesario que sirve únicamente para contestar a la 
pregunta ¿ya terminaste?. 
 
En los enfoques ágiles, la “Standup meeting” es recomendada para 
equipos que se encuentran físicamente en el mismo lugar, pero cuando 
estos equipos se vuelven altamente efectivos, la necesidad de una 
“Standup meeting” puede desaparecer (porque el equipo está en un estado 
de continua colaboración y a la vez actualizándose entre ellos). Los 
equipos distribuidos pueden usar modificaciones, como la teleconferencia. 
A continuación se detallan una serie de pasos que se deben tomar en 
cuenta en ésta técnica: 
1. Decidir en qué proyecto es apropiado usar una “Standup 
meetings”.  Sabiendo que son útiles en su mayoría, para 
equipos pequeños que trabajan en el mismo proyecto o parte de 
él, puesto que tienden a sufrir cambios y necesitan de una 
frecuente coordinación. 




2. Introducir el concepto de “Standup meetings” al equipo, 
incluyendo las reglas y estructura, y por qué es importante seguir 
esas reglas. 
3. Realizar la primera “Standup meeting”. Animando  a los 
miembros del equipo a generar “feedback”.  
4. Recolectar información después de la reunión para utilizarla, 
recolectar información y usarla. Esto mostrará el equipo que 
realmente algo positivo saldrá de la reunión. 
5. Llevar a cabo una reunión cada día por el resto de la 
semana. Luego discutir con el equipo si realizar la reunión a 
diario es lo mejor, y tener una mini-retrospectiva sobre la técnica 
para identificar algunos ajustes necesarios para las reuniones 
futuras. 
 
 Crystal Methodologies  Se caracteriza por estar centradas en las personas 
que componen el equipo y la reducción al máximo del número de artefactos 
producidos. El equipo de desarrollo es un factor clave, se deben invertir 
esfuerzos en mejorar sus habilidades y destrezas, así como tener  políticas 
de trabajo en equipo definidas. Estas políticas dependerán del tamaño del 
equipo, estableciéndose una clasificación por colores, por ejemplo Crystal 
Clear (3 a 8 miembros) y Crystal Orange (25 a 50 miembros). 
 
 Dynamic Systems Development Method (DSDM). Define el marco para 
desarrollar un proceso de producción de software. Sus principales 
características son: es un proceso iterativo e incremental y el equipo de 
desarrollo y el usuario trabajan juntos. Propone cinco fases: estudio 
viabilidad, estudio del negocio, modelado funcional, diseño y construcción, 
y finalmente implementación. 
 
 Adaptive Software Development (ASD). Iterativo, orientado a los 
componentes software más que a las tareas y tolerante a los cambios. El 




ciclo de vida tiene tres fases esenciales: especulación, colaboración y 
aprendizaje.  
 
 Feature Driven Development (FDD). Las iteraciones son cortas (hasta 2 
semanas). Se centra en las fases de diseño e implementación del sistema 
partiendo de una lista de características que debe reunir el software. Los 
cambios se consideran riesgos, pero si se manejan adecuadamente se 
pueden convertir en oportunidades de mejora.  









ASEGURAMIENTO DE LA CALIDAD EN 




Este capítulo, como información general, menciona a los gurús de la calidad en 
desarrollo de software, esto como una introducción del proceso que la calidad en 
software ha tenido en distintas épocas y sobre  la importancia que actualmente 
tiene el asegurar la calidad de un producto a través de la aplicación de una serie 
de controles, normas y estándares durante la construcción del mismo.   
 









3 ASEGURAMIENTO DE LA CALIDAD EN DESARROLLO DE SOFTWARE 
 
3.1 INTRODUCCIÓN A LA CALIDAD. 
 
La “Calidad” tiene diferentes implicaciones, dependiendo del punto de vista desde 
donde es enfocado.  Así, para un cliente consumidor de un producto, la calidad, 
implica que éste es libre de defectos, tiene un correcto funcionamiento, es fiable y 
fácil de usar, en cambio, para una persona que recibe un servicio, la calidad, 
implica  la facilidad de obtener el servicio, la entrega de un servicio postventa o 
contar con la protección necesaria en  caso de existir daños consecuentes.  Para 
un proveedor de servicios, la calidad significa entre otros aspectos, el 
cumplimiento de plazos, la entrega del servicio ajustado a las especificaciones del 
cliente y el apoyo para que disfrute o utilice el producto o servicio a lo largo de su 
vida.   
 
Cualquier producto o servicio que cumpla con los requisitos del cliente es definido 
como un “producto o servicio  de calidad” y cualquier producto o servicio que no 
los cumple es calificado como de "mala calidad".   Esta definición es totalmente 
aplicable al Desarrollo de Software. 
3.2 EVOLUCIÓN DE LOS CONCEPTOS DE CALIDAD 
 
Pese a que la palabra Calidad es muy antigua, su nivel de comprensión en las 
organizaciones se ha desarrollado en los últimos tiempos, especialmente desde la 
Segunda Guerra Mundial.  Inicialmente, se creía que sólo el artesano podía lograr  
"calidad"  en un producto. Sin embargo, con la Revolución Industrial se reemplazó 
la manufactura artesanal por la implementación de  fábricas con artesanos que 
trabajaban en un sólo producto y el supervisor se convirtió en un factor importante 
para el logro de un producto de calidad.  Sin embargo, la presión que existía 
sobre este, por fallas encontradas en el producto o pérdida de piezas para la 




fabricación del mismo, hicieron que el aseguramiento de la calidad pasara a un 
segundo plano.  Posteriormente se nombra a un inspector independiente que 
asegure que cada parte se encuentre en buenas condiciones, creando de esta 
manera una nueva profesión, junto con una serie de herramientas de inspección, 
técnicas y métodos.  
 
La inspección  se convirtió en un eslabón muy importante en la cadena de 
fabricación y sirvió  muy bien por algún tiempo, pero se volvió inadecuada cuando 
la funcionalidad del producto llegó a ser más variada. Asegurar que cada 
componente estuviera bien montado no garantizaba el correcto funcionamiento de 
los productos.  Esto sucedió especialmente en productos eléctricos, como 
motores y máquinas, que requerían de pruebas de funcionalidad. 
 
Casi al mismo tiempo, la subcontratación de la fabricación de piezas comenzaron 
a llevarse a cabo sobre todo para la industria automotriz, situación que conllevó 
un nuevo problema, garantizar la calidad de los insumos. La fabricación por lotes 
comenzó a surgir en la misma época dando como resultado un nuevo concepto: 
“Control de Calidad”.  Una serie de nuevos estudios sobre los métodos de 
control de calidad entraron en vigor, incluyendo la inspección por muestreo, el 
control estadístico de calidad, gráficos de control, y así sucesivamente. Hasta ese 
momento, el énfasis en términos de calidad era el asegurar la calidad de la 
fabricación, pero se descubrió que los productos pueden fallar debido a defectos 
en su diseño, aunque la calidad en la fabricación esté excesivamente controlada.  
 
Con el fin de lograr un mejor diseño, se hizo necesario el establecimiento de 
pautas  por parte de los fabricantes, aprovechando la experiencia y el 
conocimiento de las organizaciones, lo que dio lugar a la elaboración de normas y 
directrices para garantizar la calidad del diseño y sus especificaciones. Estos 
desarrollos dieron lugar al concepto de “Aseguramiento de la Calidad”, una 




parte integral de fabricación que incluye la inspección, pruebas y normas para el 
diseño. 
 
Un impacto en la evolución de los conceptos de calidad fue la transformación que 
sufrieron las compañías japonesas, que pasaron de ser proveedores baratos con 
productos de mala calidad a  fabricantes con productos de alta calidad.  Esta fue 
una transformación revolucionaria y condujo a estudios de métodos de 
manufactura japonesa tales como “Control de círculos de calidad”, “Zero 
Defectos” y “Right First Time”. 
 
Si bien el concepto de círculos de calidad fue recibido por otras economías, su 
aplicación no produjo resultados tan espectaculares. En la India, particularmente, 
adoptaron este concepto e invirtieron una considerable cantidad de recursos para 
ponerlo en práctica, pero no alcanzaron ningún resultado positivo.  Sin embargo, 
la transformación de la calidad de los productos japoneses dio como resultado  la 
conciencia que la calidad no es sólo responsabilidad del departamento 
involucrado sino de toda la organización. Si la calidad se descuida, la 
supervivencia de las organizaciones puede estar en juego. 
 
Esta realidad hizo que se desarrollara el concepto de “Gestión Total de la 
Calidad”, donde toda la organización debe participar en el logro de la misma, 
considerándola como un ingrediente fundamental en todas sus actividades.  El 
desarrollo de la tecnología creó una nueva dimensión para ayudar a lograr la 
calidad: Los robots. Japón tomó nuevamente la iniciativa y los robots se 
desplegaron ampliamente en sus fábricas y las probabilidades de fallas humanas 
fueron descartadas en  un gran número de operaciones con lo que la inspección 
se convirtió en algo innecesario. 
 




Al no realizar inspecciones se generaba otro inconveniente, si un producto no 
funcionaba correctamente, había que desmontarlo, todo para determinar en 




La figura No. 7 muestra como la Calidad ha evolucionando y tomando en cada 
cambio nombres diferentes. 
 
Figura 7.  Evolución de la Calidad 
Fuente: Elaboración propia 
 
3.3 GURUS DE LA CALIDAD 
 
3.3.1 William Edwards Deming 
El Dr. William Edwards Deming es considerado como  el padre de la filosofía 
moderna en la calidad. Deming fue asesor de Japón a principios de los años 50, 
colaborando en alcanzar el éxito en todo el mundo.  En la década de 1970, la 
filosofía de Deming fue resumida por sus discípulos japoneses de la siguiente 
manera: 
 Cuando  las organizaciones se concentran en la calidad, ésta tiende a 
aumentar y los costos  tienden a bajar. 
 Si las organizaciones se centran en los costos, estos tienden a aumentar y  















En resumen, la calidad mejora la productividad. Esta filosofía fue probada por las 
compañías japoneses y está entre las mejores del mundo hoy en día.  En 1981, 
después que la Compañía Ford Motor perdiera cerca de $ 3 millones de dólares, 
contrataron a Deming como consultor, quien la convirtió en la compañía de 
fabricantes de automóviles más rentable de  América y lo logró proponiendo 14 
principios fundamentales para el éxito del negocio, publicados en su libro “Cómo 
Salir de la Crisis”, en el año 1986.  Estos 14 principios se describen a 
continuación: 
1. Constancia en el propósito.  Crear constancia en el propósito de mejorar 
los productos y servicios. El objetivo es importante, y tiene que ser 
constante a lo largo de un período de tiempo. 
2. Adoptar la nueva filosofía. Las condiciones cambian, y la filosofía debe 
estar alineada con las condiciones actuales. 
3. Inferencia estadística. Deming promovió el uso de técnicas estadísticas 
para el control de la calidad en lugar de la inspección del 100% de los 
componentes.  
4. Precio. Deming sugiere acabar con la práctica de la adjudicación de los 
contratos basándose en los precios más bajos. Este razonamiento dio 
origen al sistema de selección de proveedores. 
5. Mejora continua.  Encontrar los problemas y resolverlos. 
6. Capacitación en el trabajo. Deming avocó a que las organizaciones 
ofrezcan  oportunidades de aprendizaje en el trabajo. 
7. Instituir el liderazgo. Deming defendió el Liderazgo en lugar de la 
supervisión 
en las organizaciones. 
8. Desterrar el temor. Para Deming el miedo no debe utilizarse como un 
motivador 
en las organizaciones. Sugirió desterrarlo para que todos puedan trabajar 
eficazmente.  




9. Derribar las barreras entre los departamentos.  Deming recomienda que 
las personas trabajen juntas para que puedan  aprender unos de otros. 
10. Métodos. Deming recomendó el desarrollo y suministro de métodos 
adecuados en el trabajo para obtener los resultados esperados. Estaba en 
contra de las exhortaciones y las consignas y sostenía  que los objetivos 
sin métodos para alcanzarlos, no tienen sentido. 
11. Eliminación de las cuotas. Deming reconoció el potencial ilimitado  
de los seres humanos para mejorar la productividad. Por lo tanto, 
argumentó  
que las cuotas numéricas deben ser eliminados y sugirió la gestión  
por objetivos y el liderazgo con el fin de mejorar la producción.  
12. Orgullo.  Deming sostuvo que los trabajadores deben sentirse orgullosos 
de su trabajo cuando  obtienen logros, y no se puede privar de este orgullo 
por evaluaciones anuales de desempeño. Sugirió la eliminación de 
cualquier barrera  que se interponga entre los trabajadores y el orgullo de 
su mano de obra.  
13. Educación y reentrenamiento. Es importante incrementar los 
conocimientos y mejorar el sentido de responsabilidad y pertenencia de los 
empleados hacia la  organización. 
14. Gestión.  Sugiere una estructura de gestión para conducir los 13  puntos 
descritos anteriormente en la organización para lograr su transformación. 
 
Deming considera además 4 aspectos que tienen relación con la administración y 
que pueden ser un tropiezo en la transformación de la organización, estos 
aspectos son: 
1. Descuidar la planificación a largo plazo. 
2. Resolver problemas basándose en la tecnología. 
3. La búsqueda de métodos de probada eficacia en lugar de desarrollar 
nuevas soluciones  
4. Excusarse diciendo siempre "nuestros problemas son diferentes". 





Y por el contrario, abogó por un ciclo de cuatro pasos para la transformación de 
un negocio exitoso:  
 
1. Planificar. Establecer un plan de acción.  
2. Hacer.  Llevar a cabo y ejecutar el plan.  
3. Verificar. Verificar los resultados de la acción y hacer inferencias.  
4. Actuar. Modificar plan según sea necesario.  
 
Este ciclo es utilizado con mucho éxito en diferentes áreas de fabricación. 
 
3.3.2 Dr. Joseph Juran Moisés  
Joseph Juran  inició su carrera en la fábrica Hawthorne de la Western Electric 
como ingeniero industrial, más tarde se convirtió en Presidente del Departamento 
de Ingeniería Administrativa en la Universidad de Nueva York. Fue consultor y 
autor de varios libros entre los que podemos destacar “Quality Control Handbook” 
que fue publicado en 1951.  Desarrolló una trilogía de calidad, que puede 
resumirse de la siguiente manera:  
 
1. Planificación de la calidad. Se inicia identificando a los clientes, sus 
necesidades, y las de la organización, para luego desarrollar un producto 
que las satisfaga. Es decir, la calidad empieza con las especificaciones y el 
diseño.  
2. Mejora de la calidad. Definir un proceso de producción y optimizarlo.  Es 
decir, la calidad depende del  proceso.  
3. Control de calidad.  Probar que los procesos generen un producto 
satisfactorio y luego implementar el proceso probado en las operaciones.  




Juran fue el primero en incorporar los aspectos humanos en la Gestión de 
Calidad,  
lo que ayudó a dar forma al concepto de Gestión de Calidad Total y se le atribuye 
la definición popular de la calidad:  “La aptitud para su uso”. 
 
3.3.3 Philip Bayard Crosby  
 
Hombre de negocios y autor de libros como “Quality is Free” (1979), inició su 
carrera en ITT Corporation, promovió la frase popular “Hacerlo bien desde la 
primera vez”, o  DIRFT (Do it right the first time) y el concepto “Cero defectos”.   
Para Crosby  la administración tiene la responsabilidad primordial de garantizar la 
calidad en la organización. 
 
Los cuatro principios de la calidad de Crosby son:  
 
1. La definición de calidad está en conformidad con los requisitos, no con los 
conceptos de bondad o elegancia.  
2. El sistema de calidad es la prevención, lo cual es preferible a las 
inspecciones de calidad. 
3. La norma de desempeño de calidad es cero defectos. 
4. La medición de la calidad es el precio de las no conformidades (calidad 
pobre). Es el precursor del concepto del costo de mala calidad.  
 
Además define 14 pasos para lograr y mejorar la calidad:  
 
1. Estar comprometidos con la calidad y asegurar que este compromiso sea 
claro para todos los miembros de la organización. 




2. Crear equipos de mejora de la calidad, con representantes de todos los  
departamentos.  
2. Medir el proceso para determinar los actuales y potenciales problemas de 
calidad. 
3. Calcular el costo de la calidad o de la mala calidad. 
4. Incrementar la conciencia de calidad en todos los empleados.  
5. Tomar medidas visibles para corregir problemas de calidad.  
6. Monitorear el progreso de la mejora de la calidad, y establecer mecanismos  
para monitorear el concepto de cero defectos.  
7. Capacitar a los supervisores en la mejora de la calidad.  
8. Días "cero defectos". 
9. Alentar a los empleados para crear sus propias metas para mejorar la 
calidad. 
10. Fomentar la comunicación entre los empleados y la administración sobre 
los obstáculos con la calidad.  
11. Reconocer el esfuerzo de los participantes en el logro de mejora de la 
calidad.  
12. Crear consejos de calidad.  
13.  Repetir el proceso de calidad.  
14. La  mejora continua de la calidad es interminable.  
 
Crosby hace referencia a 5 características claves para el éxito de una 
organización:  
 
1. Que la gente haga las cosas  "bien desde el primer momento."  
2. Aprovechar el cambio de la organización 
3. Crecimiento consistente y rentable.  
4. Desarrollar nuevos productos y servicios cuando sea necesario.  
5.  Todos son felices de trabajar en la organización.  
 




A continuación se describen algunas de las citas más populares de Crosby:  
 
1. "La calidad tiene que ser provocada, no controlada".  
2. "La calidad es el resultado de un ambiente cuidadosamente construido 
culturalmente. Tiene que ser la estructura de la organización, no parte de la 
tela. "  
3. "Hay que liderar a la gente con suavidad hacia lo que ya sabemos que es  
correcto". 
4. "El cambio debe ser un amigo. Debería ser planificado, no por accidente". 
5. "En un verdadero enfoque de cero defectos, no hay elementos 
importantes". 
3.4 GESTIÓN TOTAL DE LA CALIDAD  (Total Quality Managment) 
 
La Calidad Total busca  la satisfacción del cliente y  obtener beneficios para todos 
los miembros de la organización. Por lo tanto, no pretende únicamente fabricar un 
producto con el objetivo de comercializarlo, sino que abarca otros aspectos tales 
como mejoras en las condiciones de trabajo y la formación del personal. Es una 
alusión a la mejora continua cuyo objetivo es lograr la calidad óptima en todas las 
áreas. 
Kaoru Ishikawa define la Calidad Total como  "Filosofía, cultura, estrategia o estilo 
de gerencia de una empresa según la cual todas las personas dentro de ella, 
estudian, practican, participan y fomentan la mejora continua de la calidad". 
Al mejorar la calidad de un producto, disminuye el costo de la garantía al cliente, 
al igual que los gastos de revisión y mantenimiento. Si se empieza por hacer bien 
las cosas, los costes de los estudios tecnológicos y de la disposición de máquinas 
y herramientas también disminuyen, a la vez que la empresa acrecienta la 
confianza y la lealtad de los clientes. 
 
En Japón la Gestión Total de Calidad incluye 4 pasos: 





1. Kaizen: Enfocarse en la mejora continua de procesos para hacer de 
cualquier proceso de la organización visible, repetible y medible. 
2. Atarimae Hinshitsu. Crear productos que funcionen tal como los clientes 
diseñaron la funcionalidad. 
3. Kansei: Estudiar la forma como el usuario utiliza el producto, para 
facilitar el mejoramiento del producto. 
4. Miryoketuki Hinshitsu. Crear productos con características estéticas y 
fáciles de utilizar.  
 
3.4.1 Objetivos de la calidad en la organización. 
 
Los objetivos de calidad dentro de la organización son: 
 
1. Alcanzar y superar los puntos de referencia de la industria para la calidad 
del producto. 
2. Alcanzar y superar los puntos de referencia de la industria para la fiabilidad 
del producto. 
3. Reducir tiempo en  inspección y pruebas y dedicarlo a actividades 
relacionadas con la mejora de procesos y calidad.  
4. Establecer objetivos de mejora de la calidad específica de una 
organización. 
 
Como se puede observar, los dos primeros objetivos se enfocan al producto y los 
otros dos a la organización.  
 
El CEO es responsable de alcanzar los objetivos de la organización con respecto 
a todas las funciones,  con las responsabilidades delegadas respectivamente a 




cada uno de los administradores de menor nivel.  De acuerdo a esto el 
departamento de calidad es el responsable de alcanzar los objetivos de calidad en 
la organización.  
 
3.4.2 Escenario de la calidad en las organizaciones de Desarrollo de 
Software  
En la industria de desarrollo de software la calidad no ha tenido la importancia 
debida, algunas organizaciones disponen de un departamento de pruebas 
independiente para llevar a cabo las pruebas del sistema y coordinar las pruebas 
de recepción y otras se enfocan en únicamente a conseguir certificaciones de 
calidad en sus procesos.   Esta serie de circunstancias hace que el escenario de 
muchas de las organizaciones o departamentos de Desarrollo de Software 
presenten el siguiente escenario: 
 
1. La mayoría de las empresas tienen un departamento de calidad 
únicamente de nombre y otras empresas ni siquiera disponen de uno.  
2. Muy pocas organizaciones tienen un departamento de calidad  con 
personal competente, dirigidos por un profesional experto en materia de la 
calidad. 
3. El aseguramiento de la calidad se reduce a la ejecución de pruebas 
únicamente.  
4. No existe auditoría de datos, métricas o estándares que garanticen la 
calidad del producto que ofrecen.  
5. No existen metas trazadas sobre calidad.  
6. No existen equipos independientes para inspección y pruebas, el mismo 
equipo de desarrollo realizan estas actividades.  
3.5 DIMENSIONES DE LA CALIDAD 
 
La calidad tiene cuatro dimensiones: 




1. Especificaciones  
2. Diseño 
3. Desarrollo  (Construcción de software) 
4. Conformidad 
3.5.1 Especificaciones 
Esta es la primera actividad en la construcción de un producto o un servicio. Es 
una actividad netamente creativa y en la industria del software se conocen como 
necesidades de los usuarios, las mismas que pueden obtenerse realizando las 
siguientes  actividades: 
  
1. El analista de negocio redacta un informe basado en un estudio de 
viabilidad, en el cual se establecen los requisitos del usuario, para lo cual: 
a. Se reúne con todos los usuarios finales, jefes y administradores para 
anotar sus necesidades y preocupaciones. 
b. Consolida los requisitos y los presenta a usuarios finales, jefes y 
administradores para feedback. 
c. Implementa el feedback y finaliza las especificaciones 
2. Se presenta una lista de requerimientos de usuarios como parte de la 
solicitud de la propuesta. 
3. Se genera una propuesta del producto con las solicitudes y la 
personalización de cada una. 
 
El éxito de las tareas posteriores dependen de las especificaciones, por lo tanto si 
éstas no tienen un buen diseño o están incompletas el resultado será un producto 
de baja calidad o incorrecto, y el esfuerzo en asegurar la calidad sería en vano. 
Es muy importante que las especificaciones estén completas y  bien definidas y 
que tengan en cuenta todos los aspectos posibles que inciden en la calidad del 
producto. 




Las especificaciones deben incluir las siguientes características: 
 
1. Funcionalidad. Especificar qué funciones se van alcanzar con el 
producto o servicio. 
2. Capacidad.   Especificar la carga que el producto puede soportar  
tanto en información como el número de personas que utilizará el mismo. 
3. Uso adecuado.  Especificar la necesidad o las necesidades que el 
producto o servicio satisface. 
4. Fiabilidad.  Especificar el tiempo de vida del producto para 
garantizar la prestación del servicio. 
5. Seguridad. Especificar las amenazas para las cuales el producto o 
servicio tiene que estar preparado. 
  
Para asegurar que las especificaciones están correctamente elaboradas deben 
participar personas calificadas, tales como analistas de negocios o analistas de 
sistemas, capacitados para llevar a cabo la ingeniería de requisitos. 
 
Una vez listas las especificaciones con las características descritas anteriormente, 
el siguiente paso es asegurar la calidad de las mismas, garantizando que sean 
exhaustivas y que cubren todas las áreas.  Para lo cual se utilizan las siguientes 
herramientas:  
 
1. Documentación de Procesos para detallar las metodologías de recolección, 
desarrollo, análisis y finalización de las especificaciones. 
2. Guías, normas, formatos y plantillas para definir el mínimo 
conjunto de especificaciones necesarias para el desarrollo. 
3. Listas de control para asegurar la compresión de las especificaciones. 
 






Es la transformación de las especificaciones recopiladas en documentos de 
diseño, los mismos que serán utilizados por los programadores para desarrollar el 
código fuente necesario para el producto que se está construyendo. 
 
El diseño determina la forma y los puntos fuertes del producto. Por lo tanto, si el 
diseño es débil, el producto fracasará, aunque las especificaciones estén muy 
bien definidas. 
El diseño se divide en dos fases: 
  
 Diseño Conceptual:  Es la parte creativa del proceso, por ejemplo si vamos 
a construir un puente, el diseño conceptual indica si es un puente colgante 
o un puente estático, cuántos pilares deben sostenerlo y el tráfico que fluirá 
sobre él. En términos de software, el diseño conceptual se refiere a la 
documentación de la arquitectura de software, navegación, número de 
niveles y  las características de flexibilidad, portabilidad, facilidad de 
mantenimiento, etc, la misma que posteriormente será utilizada para el 
diseño de ingeniería. 
 
  Diseño de Ingeniería: En esta fase se detallan las dimensiones de 
cada componente, en el caso del puente sería, la selección de materiales, 
métodos de unión, etc.  En desarrollo de software se refiere al diseño de 
bases de datos, las especificaciones del programa, diseño de pantallas, 
informes, etc. Esta documentación será utilizada por los desarrolladores y 
contiene los siguientes elementos: 
 
1. Funcionalidad. 
2. Arquitectura de software 





4. Base de datos 
5. Desarrollo 
6. Despliegue de la plataforma 
7. Diseño de la interfaz de usuario 
8. Informe sobre el diseño 
9. Seguridad 
10. Tolerancia a fallos 
11. Capacidad  
12. Confiabilidad 
13. Capacidad de mantenimiento 
14. Eficiencia y concurrencia 
15. Acoplamiento y cohesión 
16. Las especificaciones del programa 
17. Diseño de pruebas 
 
Para asegurar que el diseño esté correcto antes de iniciar el desarrollo es 
importante que el personal calificado verifique que cumple con las nomas 
establecidas, contar con el aporte de los involucrados en el proyecto y crear un 
prototipo para evaluarlo son prácticas que permitirán corregirlo y mejorarlo. 
 
Como herramientas para construir un diseño de calidad se dispone de: 
 
1. Documentación de procesos en donde se  detalle las alternativas de 
metodología de diseño a considerar, los criterios para la selección de la 
alternativa para el proyecto y la finalización del diseño conceptual. 
2. Guías, normas, formatos y plantillas para especificar la posible arquitectura 
del software, ventajas y desventajas, la metodología para la preselección 
de las alternativas de diseño, y así sucesivamente. 




3. Listas de control para que los diseñadores puedan asegurar que el diseño 
es integral y apropiado. 
 
De esta manera se pueden desarrollar diseños claros, completos y que estén 
disponibles para cualquier revisión. 
3.5.3 Desarrollo (Construcción de software).  
 
El desarrollo es el acto de construir el producto de software de conformidad con 
el diseño. En esta etapa, el código fuente es desarrollado y se convierte en código 
ejecutable. El desarrollo debe cumplir con el diseño de software establecido 
previamente.   
 
En esta etapa se realizan las siguientes actividades: 
1. Crear las estructuras de base de datos. 
2. Desarrollo de bibliotecas o rutinas comunes 
3. Desarrollo de pantallas 
4. Elaboración de informes 
5. Implementación de los  planes de pruebas (El desarrollo o creación de 
planes de pruebas se debe hacer en una etapa anterior, por ejemplo al 
diseñar) 
6. Desarrollar las rutinas asociadas para asegurar todas las características de 
seguridad, eficiencia, tolerancia a fallos, etc. 
 
Para lograr un desarrollo de calidad se deben predefinir las directrices de 
codificación, convenios de denominación, formato de código, normas de 
optimización, y las directrices de prevención de defectos que ayudarán al 
desarrollador  a escribir un código confiable y libre de defectos, gestión de 




cambios, gestión de configuración y por supuesto, seleccionar personal 




En esencia, la conformidad de la calidad examina en qué medida el control de 
calidad es aplicado en la organización. Una forma de determinar la eficacia de las 
actividades de aseguramiento de la calidad consiste en utilizar un conjunto de 
métricas de calidad. Estas métricas incluyen la eficiencia de eliminación de 
defectos de cada uno de los controles de calidad en las actividades, la calidad del 
producto, y la densidad de defectos. Otra manera de determinar la eficacia de las 
actividades de aseguramiento de la calidad consiste en comparar los datos de 

































Figura 8. Dimensión de la Calidad 
Fuente: Elaboración Propia 
La figura No. 8 muestra cada una de las dimensiones que la Calidad debe abarcar 
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DIMENSIONES DE LA CALIDAD
Opiniones de expertos, 
revisiones y lluvias de 
ideas 
Opiniones de expertos, 
revisiones, revisiones de 
la administración  y 
lluvias de ideas 
Revisiones y pruebas de 
software 
Auditorías, métricas 
para asegurar la calidad 
de las actividades y 
lluvias de ideas. 







3.6 CALIDAD EN EL PRODUCTO DE SOFTWARE 
 
La calidad en un producto de software puede ser visto desde los siguientes 
puntos de vista: 
3.6.1 Desde el Punto de Vista de Funcionalidad. 
Es decir el producto de cumplir con las principales funcionalidades para las cuales 
está diseñado y sin las cuales el producto no serviría para nada  Un producto 
tiene dos tipos de funcionalidades:  
 Básicas y  
 Auxiliares. 
 
Funcionalidades Básicas. Se refieren a las principales funciones que el 
producto debe cumplir y sin las cuales éste, sería inútil. 
 
Funcionalidades Auxiliares. Son las funciones que complementan a las 
funcionalidades básicas.  Si una funcionalidad auxiliar no está presente, el 
producto sigue siendo útil.  
 
Las funcionalidades auxiliares se clasifican en las siguientes subcategorías: 
 
1. Seguridad y Protección. Esta funcionalidad se logra a través de las 
especificaciones, el diseño y las pruebas. 




2. Usabilidad. Permite que el producto se pueda utilizar de forma 
conveniente. Esta funcionalidad se logra a través de directrices de 
usabilidad, pautas de diseño, y las directrices de arquitectura de 
software.  Su calidad está garantizada a través de revisiones y pruebas 
de usabilidad. 
3. Tolerancia a fallos. El mal uso o uso no adecuado no deben dañar el 
producto. El software debe tolerar a un nivel razonable. La  tolerancia a 
fallos se logra a través de los estándares de diseño, interfaz de usuario, 
directrices de diseño y validación de los datos. La calidad de estas 
funciones está garantizada a través de pruebas negativas. 
4. Feel-Good. Esta funcionalidad se logra a través de la apariencia del 
producto y se consigue basándose en las directrices estéticas.  Se 
garantiza con la revisión de expertos y de la administración. 
5.  Estimación. Se logra mejorando la apariencia del producto a través de 
pautas de diseño de interfaz de usuario y lluvia de ideas. Su calidad se 
garantiza a través de las pruebas positivas. 
6. Rivalidad (Ventaja competitiva). Superioridad ante otros productos, se 
logra a través de una guía de gestión. La calidad de estas funciones 
está garantizada a través de pruebas normales. 
 
3.6.2 Desde el  punto de vista de la Caja Blanca 
Es decir desde la forma en la que fue construido el producto, por lo debería 
tomarse en cuenta lo siguiente 
1. Capacidad de mantenimiento.  Lo que significa que es fácil de añadir, 
eliminar o modificar. Para lograr esto, el código debe ser legible y 
comprensible por los programadores que no desarrollaron el producto. 
Es importante entonces al momento de generar el código tener presente 
las siguientes consideraciones: 




 Utilizar estándares en las convenciones de nomenclatura para poder 
diferenciar entre las variables del programa, constantes,  campos, etc. 
 Formato del código estandarizado de tal manera que sea fácil de 
encontrar el principio y el fin. 
 Utilizar documentación para entender la lógica aplicada. 
 Utilizar construcciones simples. 
2. Portabilidad. Significa que un producto de software puede ser 
pasado de una plataforma a otra.  Esto se logra utilizando estándares de 
lenguaje de programación durante la construcción. 
3. Flexibilidad. La flexibilidad hace que sea factible de utilizar, sin importar si 
algunos de los valores o parámetros cambian. Por ejemplo, si cambia el 
porcentaje de la tasa  de interés financiera no debe cambiarse en el código. 
4. Eficiencia. Reducir al mínimo el consumo de los recursos del sistema y 
tiempos de ejecución.  La minimización se logra utilizando normas y guías 
de optimización de código como cierre de cursores, tablas, etc. 
5. Modularidad. Se refiere a la construcción del producto de software con  
módulos independientes de tal manera que si un módulo cambia, éste no 
tiene impacto sobre otros módulos. La modularidad se logra teniendo en 
cuenta las guías de arquitectura de software y diseño de software. 
6. Reusabilidad. Es poder utilizar varias veces un código fuente en otros 
desarrollos.  Se logra aplicando guías de codificación. 
7. Legibilidad. Facilitar el reconocimiento de la estructura codificada.  
8. Capacidad de pruebas. Cada unidad del software deben probarse por separado, 
para no esperar a realizar pruebas al final cuando este el producto completamente 
desarrollado. La capacidad de prueba hace que sea más fácil corregir los defectos 
durante el desarrollo. 
 
3.7 DEFECTOS EN EL PRODUCTO 
 
Los defectos en algunos casos son aceptados en un producto de software, 
siempre y cuando no afecten de manera sustancial al mismo. Las actividades de 




aseguramiento de la calidad están diseñadas para llevar a cabo una disminución 
gradual de éstos ya sea por especificaciones, diseño, programación o pruebas 
ineficientes o inadecuadas. 
 
Dentro de este contexto es importante aclarar los siguientes conceptos:  
 
 Error.  Un error es un paso incorrecto en un programa, una definición 
incorrecta de datos ya sea en su tipo o tamaño. Un error se genera durante 
la etapa de desarrollo del software. 
 Defecto. Consecuencia de un error y puede originarse en cualquiera de 
las etapas de especificación, diseño o desarrollo.  
Los defectos se pueden dividir en tres clases: 
 Defectos Críticos: Los defectos críticos causan el fracaso. 
Permanecen en el producto hasta que se tomen medidas correctivas 
para eliminarlas, estos defectos deben ser corregidos 
inmediatamente. 
Un "producto de calidad" no puede tener defectos críticos, puesto 
que los  usuarios finales pueden utilizar la funcionalidad hasta que el 
defecto no haya sido eliminado. Los defectos críticos pueden 
encontrarse a través de revisiones de software, con resultados 
negativos, y  pruebas de estrés, además de las pruebas habituales a 
las que se somete el producto. 
 Defectos Mayores. Son las condiciones de falla, mientras que no  
interfieran con el uso de otras funcionalidades, puede permanecer 
hasta que se resuelva con la mayor brevedad posible. 
Los usuarios comprenden que existieron un conjunto de 
especificaciones que produjeron la falla y puede continuar 
utilizándolo mientras se corrige, este no provoca una evaluación 
negativa por parte del usuario hacia el software.  




 Defectos Menores. Son lo que no causan  fracasos y no es 
necesario establecer medidas alternativas. El producto puede ser 
utilizado sin interrupciones, pero igual son defectos.  
Estos defectos aunque menores, generan también críticas sobre la 
calidad de un producto, puesto que hace evidente la carencia de 
actividades de aseguramiento de calidad.  Por lo que el 
desarrollador debe tomarse el tiempo necesario para eliminarlos. 
 Falla.  Es la manifestación del defecto. Es la diferencia entre el resultado 
esperado y el real. 
 Tolerancia a fallos.  Es la propiedad que permite a un sistema continuar 
operando adecuadamente en caso de falla en alguno de sus componentes. 
La tolerancia de fallas es muy importante en aquellos sistemas que deben 
funcionar todo el tiempo.  
 
Ante una falla, otro componente o un procedimiento especial de respaldo 
pueden tomar el control para subsanar o amortiguar los efectos del fallo. 
Una forma de lograr tolerancia de fallas, es duplicar cada componente del 
sistema. 
 Fracaso. Es el resultado de encontrar fallas en operación puesto que la 
tolerancia a fallas no está presente.  El fracaso impide el paso sin 
problemas a otra funcionalidad y se repite hasta que las fallas no sean 
eliminadas del producto. 
 
 
3.8 VERIFICACION DEL SOFTWARE 
 
La verificación es una actividad que se lleva a cabo para confirmar que algo se 
ajusta a las especificaciones documentadas, normas, reglamentos, etc, es decir 
que hace exactamente lo que dice hacer y que los componentes necesarios para 




su correcto funcionamiento estén presentes, lo que no implica necesariamente 
que este proceso confirme la funcionalidad de un objeto. 
Para CMMI (Capability Maturity Model Integration), la verificación es “La 
confirmación que los productos funcionen correctamente y reflejen los requisitos 
especificados para ellos.  En otras palabras, la verificación asegura que lo 
construido este bien”.3 
Este proceso dentro del desarrollo de software juega un papel muy importante y 
dejarlo de lado perjudica notablemente el resultado esperado del producto en 
construcción, ya que sería muy difícil detectar los siguientes inconvenientes: 
 La declaración innecesaria de variables y constantes no utilizadas en el 
código, aparentemente esto puede ser inofensivo, pero afecta el 
rendimiento de la memoria RAM provocando lentitud en el sistema, 
especialmente en aplicaciones WEB. 
 La inclusión de bibliotecas que no se utilizan, lo que aumenta el tamaño del 
archivo y por lo tanto ocupa espacio físico innecesario en el disco. 
 Detectar algoritmos cuyo rendimiento no sea adecuado. 
 Detectar estructuras de control ineficientes, que sería difícil encontrar 
únicamente con pruebas normales. 
 Detectar código malicioso. 
 Detectar código basura como mensajes temporales que el desarrollador 
utiliza y que le sirven únicamente a él como referencias  mientras realiza su 
trabajo. 
 
3.8.1 Objetivos de la Verificación. 
                                                 
3 CMMI for Development, versión 1.3. Pág. 466[12] 




A parte del objetivo fundamental de la verificación que es confirmar la correcta 
construcción de un artefacto, a continuación se describen otros objetivos que 
también se buscan a través de este  proceso: 
1. Asegurar que los artefactos creados se integren correctamente al core del 
negocio. 
2. Asegurar la exhaustividad e integridad de los artefactos, es decir que 
cualquier aspecto que se requiere en el artefacto no se quede fuera. 
3. Asegurar la Aplicación de los estándares y normas definidas en los objetos 
creados dentro del proyecto, para exista uniformidad en la interpretación y 
facilitar su posterior mantenimiento. 
4. Obtener eficiencia y eficacia en los artefactos.  
5. Construir artefactos con claridad y la exactitud de tal manera que sean 
fácilmente comprensible para otros.  
6. Controlar que los artefactos tengan las seguridades necesarias. 





3.8.2 Técnicas de Verificación en Desarrollo de Software.  
 
Para realizar la verificación de un producto se pueden tener algunas técnicas tales 
como: 
1. Recorridos o Revisión por Pares 
2. Inspecciones 
3. Auditorías 
Las mismas que se detallan a continuación: 




1. Recorridos o Revisión por pares. 
Casi nunca se puede estar seguro que los requisitos han sido plasmados 
exactamente en el desarrollo, de hecho en el desarrollo de software, por su 
naturaleza subjetiva, el proceso de calidad debe estar inherente. De ahí que se 
sugiere realizar la comprobación llamada “Revisión por pares”, que consiste en 
permitir que otros profesionales distintos  a los que han creado el producto 
juzguen y opinen sobre el mismo. De esta manera se puede alcanzar un nivel de 
verificación al menos independiente del autor original.  
Esto no implica que sea un consultor externo quien realice dicha verificación, se 
puede confiar en la profesionalidad de otros recursos ya que la finalidad es 
encontrar defectos, no para señalar errores de los autores, sino para identificar 
oportunidades de mejora. Algunos egos se pueden ver afectados durante una 
revisión rigurosa del diseño; y este no es el efecto que se busca.  La idea es 
incorporar beneficios de crítica constructiva y no la de señalar errores personales. 
Como todo proceso, la revisión consume tiempo ya que los diseños se envían a 
evaluación para que sean analizados correctamente. Posteriormente en reunión 
con el equipo de diseño, los auditores pueden emitir sus observaciones, abriendo 
un espacio de dialogo en el cual se exponen las ideas entre los involucrados. 
Cabe recalcar que la revisión por pares solo es posible aplicar en aquellos 
proyectos que estén correcta y suficientemente documentados. 
Una vez realizada la revisión por pares se puede obtener un reporte que contenga 
la siguiente información: 
1. Nombre del artefacto revisado, fecha de la revisión, los nombres del autor 
y de quien revisa, información relativa para el cierre de defectos, y un lugar 
para dar respuesta a las oportunidades o sugerencias de mejora. 




2. Los defectos encontrados durante el proceso, que incluyen errores en 
lógica, código malicioso o código basura, variables inutilizadas, código 
quemado, incumplimiento de normas y estándares, etc.  
3. Sugerencias y oportunidades de mejora. 
 
Recorridos Independientes.   
No es necesario que el autor del artefacto esté presente mientras se efectúa la 
revisión y quien realiza la misma se contactará con el autor en el caso de 
necesitar alguna aclaración.  Sin embargo pueden existir problemas de 
comprensión para el revisor si existen algoritmos complejos.  El autor es libre de 
dedicar tiempo a otra actividad, mientras se realiza este proceso. 
En este tipo de revisión se consideran los siguientes pasos: 
1. El autor del artefacto al terminar el desarrollo informa al líder del 
proyecto 
(PL-Project Leader) o al director del proyecto de software (SPM-
Software Project Manager), quien planifica la revisión.  
2. El PL o SPM entrega el artefacto a control de configuración. 
3. El PL o SPM asigna la revisión del artefacto a un compañero 
4. El artefacto es puesto a disposición del revisor. 
5. El revisor chequea el artefacto, prepara el informe y se lo entrega al PL 
SPM. 
6. El PL o SPM examina el informe y se concentra en la corrección de los 
defectos señalados. 
7. El PL o SPM solicita al revisor que verifique si los problemas detectados 
fueron corregidos.  
8. El revisor verifica las rectificaciones. 




9. Si todos los defectos se corrigieron, el revisor registra los detalles en el 
informe y lo da por cerrado. 
10. Si los defectos permanecen en el artefacto, los pasos 6, 7 y 8 se repite 
hasta que todos los defectos sean corregidos. 
11. Cuando todos los defectos están cerrados, la actividad de revisión se da 
por completada. 
 
Recorridos con Guía 
 
En este tipo de revisión el autor del artefacto está presente y sirve de guía para el 
revisor, disminuyendo el tiempo de duración de este proceso.  Sin embargo existe 
la posibilidad de que el autor y el revisor no lleguen a un acuerdo en las 
oportunidades de mejora o que el autor convenza al revisor que el defecto 
realmente no es un defecto, lo que desembocaría en una discusión. 
En esta revisión se siguen los siguientes pasos: 
 
1. El autor del artefacto al terminar el desarrollo informa al líder del 
proyecto 
líder (PL-Project Leader) o al director del proyecto de software (SPM-
Software Project Manager), quien planifica la revisión.  
2. El PL o SPM asigna la revisión del artefacto a un compañero 
3. El autor interactúa con el revisor y establecen un tiempo para la 
revisión. 
4. El autor explica al revisor el contenido del artefacto y su funcionamiento. 
5. El revisor solicita una explicación adicional si es necesaria.  
6. Cuando existe una oportunidad de mejora el revisor lo socializa con el 
autor para llegar a un consenso y  el autor anota la corrección que debe 
realizarse.  




7. Al final de la revisión se han observado todas las oportunidades de 
mejora y aceptado la manera en las que se llevarán a cabo. 
8. Opcionalmente, el autor puede corregir en el momento de la revisión y 
dar por cerrado cada defecto descubierto.  
9. El autor aplica las correcciones y cierra los defectos en concurrencia 
con la aceptación del revisor. 
10. El revisor informa al PL o SPM que el artefacto ha pasado la 
revisión. 
11. El PL o SPM entrega el artefacto a control de configuración. 
12. Opcionalmente, el revisor puede preparar un informe de la revisión 
formal. 
Recorridos en Grupo 
 
Se utiliza cuando se determina que el conocimiento lo tiene más de una persona y 
se pueden realizar 3 tipos de revisiones grupales. 
1. Revisión Postal.  El PL o SPM asume la responsabilidad para coordinar la 
revisión y tiene como ventaja que los revisores pueden realizar en el lugar 
y el momento que deseen.  Cada miembro del grupo de revisión se centra 
en el artefacto y pueden emitir una cantidad superior de mejoras que un 
solo revisor.  
 
La desventaja es que la revisión puede tomar más tiempo, porque el 
proceso de 
no se puede completar hasta que finalice el último miembro.  
Los pasos se llevan a cabo en este tipo de revisión son: 




Cuando un artefacto está construido y listo para su revisión el PL 
SPM selecciona un equipo de revisión compuesto por miembros con  un 
poco más de experiencia que el autor. 
1. Se nombra un coordinador de revisión  ya sea por el equipo de 
revisión 
o por el PL o SPM. A veces, el PL o SPM actúan como 
coordinadores de revisión. 
2. El artefacto es entregado a cada miembro del equipo de revisión. 
3. Cada miembro elabora su informe de revisión individual y se la 
entrega al coordinador de revisión. 
4. El coordinador de revisión consolida los informes eliminando 
información duplicada y prepara un informe final de evaluación. 
5. El coordinador de revisión organiza una reunión para cotejar los 
resultados de la revisión y preparar el informe final de 
evaluación.  
6. El informe final se entregará al autor del artefacto. 
7. El autor y coordinador de revisión se mantienen en contacto en 
caso de necesitar aclaraciones, se corrige y se implementa en 
base al informe de revisión.  
8. Se dan por cerradas las correcciones  
9. La revisión se completa si el artefacto se promueve a la siguiente 
etapa en la gestión de la configuración. 
 
2. Reuniones de Revisión. Se utiliza para reducir el tiempo de revisión 
sin embargo tiene una desventaja y es que algunos miembros del grupo 
no centran su atención en el artefacto, dejando de contribuir plenamente a 
su 
mejora. En este tipo de revisión se realizan los siguientes pasos: 
 




1. El PL o SPM selecciona un equipo de revisión compuesto por 
miembros con un poco más de experiencia que el autor (es) una 
vez que el artefacto esté listo. 
2. El PL o SPM nombra un coordinador de revisión  
3. El artefacto es entregado a cada miembro del equipo de revisión 
antes de la reunión. 
4. El coordinador de revisión convoca a una reunión  a todos los 
miembros del grupo.  
5. Los miembros del equipo asisten a la reunión para dar sus 
comentarios acerca del artefacto y los cambios que deben 
realizarse.  
6. El coordinador de la revisión recoge dichos comentarios y se 
discuten en la reunión. 
7. El informe de revisión se concluye en la reunión. 
8. Los miembros del equipo de evaluación son liberados y el 
coordinador de revisión sigue los siguientes pasos en el proceso. 
9. El coordinador de la revisión envía el informe a la PL, o SPM, 
indicando los defectos que tiene que corregir el autor. 
10. El autor y el coordinador de revisión deben interactuar hasta que 
todos los defectos sean corregidos  y cerrados por el coordinador 
de revisión. 
11. El artefacto se mueve a control de configuración. 
 
 
3. Reuniones de revisión guiadas. Este tipo de revisión se lleva a cabo que 
el tipo anterior con la diferencia que los miembros del equipo no 
tiene que preparar previamente sus comentarios. El artefacto 
es presentado por su autor, y los miembros del equipo dan a conocer sus 
puntos de vista.  El Coordinador de revisión consolida las observaciones y 
prepara el informe de revisión. La ventaja de este método es que el tiempo 
de respuesta se reduce notablemente ya que los miembros del equipo de 




revisión no tienen que leer el artefacto y elaborar sus comentarios antes 
de la reunión. Una desventaja, es que los miembros del equipo de revisión 






2. Inspecciones  
Las inspecciones juegan un papel importante en el control de calidad del software, 
puesto que aseguran que estén listos todos los  componentes necesarios para la 
siguiente etapa. La salida de una actividad de inspección se plasma en  un 
informe de inspección que especifica si el sistema ha pasado o no las revisiones.   
Las inspecciones básicas que deberían realizarse son: 
 
1. Inspección de la preparación del sistema de pruebas.  Esta 
inspección debe ser realizada por personal del departamento de control 
de calidad para asegurar que todos los componentes  necesarios estén 
listos y evitar que el proceso de pruebas se detenga, provocando 
retrasos en el proyecto. 
Dentro de los componentes a inspeccionar están los equipos a utilizar 
para pruebas, servidores, software de seguridad, datos y el producto 
desarrollado.  Una vez realizada la inspección se emite un informe en 
el que se define los defectos encontrados para que sean resueltos por 
el PL o el SPM  y continuar con las pruebas. 
Con esta inspección se cumple con las siguientes condiciones: 




1. Planificación  de pruebas y casos de prueba sometidos a control de 
calidad. 
2. Defectos corregidos 
3. Todos los involucrados en las pruebas debidamente informados. 
4. Criterios para el cierre de la actividad de las pruebas  aprobadas y 
conocidas 
por las personas afectadas. 
 
2. Aceptación de la inspección de la preparación del sistema de 
pruebas. La aceptación de las pruebas se lleva a cabo como requisito 
previo para la obtención del visto bueno del usuario  y la entrega del 
producto.. Esta etapa es crucial ya que cualquier defecto descubierto 
aquí, refleja la mala la calidad  del producto. Por lo tanto, la inspección 
llevada a cabo en esta etapa asegura que todo está bien y listo para la 
aceptación de las pruebas.   
Esta inspección contempla el aseguramiento de lo siguiente: 
1. El software se ha completado en todos sus aspectos.  
2. Todas las actividades planificadas de control de calidad, incluyendo 
otras inspecciones, revisiones, se han llevado a cabo en forma 
exhaustiva  y  todas las no conformidades se cerraron 
satisfactoriamente. Los datos de prueba se ha creado e 
inspeccionado por su idoneidad y se encuentra para ser exactos. 
3. El plan de aceptación aprobado. 
4. Casos de pruebas aprobados 
5. Todo el hardware requerido, con la configuración adecuada según lo 
especificado. 
6. Todo el software del sistema y middleware, así como la base de 
datos se han cargado correctamente en el hardware y que están 
funcionando como deberían. 




7. Los datos de prueba están cargados y listos. 
8. El usuario da la confirmación para llevar a cabo la aceptación de las 
pruebas. 
9. Todas las entidades de la organización que están involucradas 
interesados están informados del calendario de aceptación de las 
pruebas. 
La inspección puede ser realizada por el departamento de control de 
calidad  o por el PL o el SPM quienes se encargan de entregar el informe 
con los defectos encontrados y de cerrarlos con sus respectivas 
correcciones. 
 
3. Inspección de Entrega. Tiene como propósito garantizar que la 
entrega tenga todos los paquetes y las versiones correctas del 
desarrollo.  Se cubren los siguientes aspectos: 
 
1. El registro de configuración del proyecto se utiliza como referencia. 
2. Se inspecciona la fecha y la hora de desarrollo para asegurarse de 
que está de acuerdo con el registro de configuración.  
3. Se inspecciona de que todos los componentes mencionados en la 
nota de entrega de software, se encuentren en la entrega.  
4. Todas las actividades de control de calidad previstas se llevan a 
cabo en todos los componentes de la entrega establecida, y todos 
los defectos descubiertos están cerrados 
5. Los números de versión de cada uno de los componentes del 
sistema de la entrega se comparan con la nota de entrega de 
software y el registro de configuración. 
Las inspecciones se pueden llevar a cabo en  cualquier fase de desarrollo de 
software si fuese precios, en función de la naturaleza del proyecto y la necesidad.  





3. Auditorías.  
Las auditorías se utilizan principalmente en organizaciones que tienen un proceso 
de desarrollo de software definido e implementado en sus proyectos.  
Las auditorías se basan en documentos de verificación en donde se compara el 
proyecto contra los registros de  estándares o procesos definidos.  Por lo general 
son de corta duración, con una o dos horas dedicadas a la auditoría de un 
proyecto o una función. 
Las auditorías se utilizan como una herramienta de control de calidad asegurando 
que un proyecto esté siendo ejecutado de conformidad con los procesos 
definidos, de encontrarse desviaciones estas toman el nombre de No 
Conformidades.  
Dentro de un proyecto se pueden realizar auditorías en las siguientes fases: 
 Al inicio del proyecto, para asegurar que inicia cumpliendo con los 
procesos establecidos y debe realizarse en todos los proyectos. 
 Análisis de los requisitos de software, pero se evitará para proyectos 
pequeños o de corta duración. Se asegura que las actividades de 
control de calidad se llevaron a cabo y que las próximas fases de 
desarrollo de software estarán libres de problemas. 
 Diseño de software,  sobre todo en proyectos donde el diseño sea 
amplio. 
 Construcción del software, para asegurar que el producto fue 
desarrollado con pruebas de integración revisión y se aplicaron 
todos los procesos establecidos. 
 Pruebas, puede ser omitido proyectos pequeños, la auditoría 
asegura de que las pruebas del sistema se completaron con éxito y 




que todos los defectos descubiertos se resolvieron 
satisfactoriamente en cumplimiento con el proceso de pruebas. 
 Cierre del proyecto, esta auditoría se realiza para todos los 
proyectos, justo antes de que un proyecto sea formalmente cerrado. 
Se asegura de que todas las actividades de cierre del proyecto, 
como la documentación de las mejores y peores prácticas del 
proyecto, archivo de artefactos, identificación de los componentes 
reutilizables, etc. sean entregados satisfactoriamente. Una auditoría 
de cierre del proyecto asegura que la experiencia del proyecto sea 




En el contexto de desarrollo de software, la validación hace referencia a las 
actividades realizadas en un producto de  software para confirmar que todos los 
diseños se han construido correctamente y están trabajando de acuerdo con las 
especificaciones originales dando seguridad y facilidad de uso. 
Para CMMI la validación es "la confirmación que el producto o servicio cumplirá 
con su uso previsto. En otras palabras, la validación asegura que lo que se 
construyó hace las cosas bien”.4 
 
Los factores que se deben aplicar para este proceso son: 
 
a. La validación se realiza por personas independientes. 
                                                 
4 CMMI for Development, versión 1.3. Pág. 466[12] 




b. La validación no se realiza sólo con las especificaciones de la 
demandante, 
sino también con las especificaciones externas. 
c. La validación es un esfuerzo planificado y coordinado realizado con 
el propósito de fundamentar un reclamo e infundir confianza en los 
actores. 
 
3.9.1 Validación de diseños de software. 
Se validan a través de revisiones por pares o grupo de expertos. Sólo 
si los miembros del equipo de revisión han sido cuidadosamente seleccionados 
hace que este método sea  eficaz para la validación de los mismos.  También es 
importante que los usuarios sean tomados en cuenta como miembros del equipo 
de validación.  
3.9.2 Validación de las especificaciones de productos 
Cuando las especificaciones no son correctas, obviamente, el producto no puede 
ser construido satisfactoriamente.  La definición de las especificaciones del 
producto es el primer paso en el desarrollo de software y  deben ser validados. Al 
igual que con el diseño, la validación de las especificaciones del producto a 
menudo se logran con grupos de revisión que incluyen expertos en la materia.  
La ventaja de utilizar una revisión postal es que los expertos geográficamente 
dispersos pueden ser incluidos, aunque puede ser que tome más tiempo para 
obtener retroalimentación de ellos y para finalizar las especificaciones del 
producto.   
Las reuniones de revisión para la validación de las especificaciones pueden 
acelerar el tiempo de respuesta de este proceso, sin embargo como se explicó 
anteriormente, en este tipo de reuniones el inconveniente es que los expertos 
están geográficamente dispersos y tienen que ser transportados a la 




organización, incurriendo en un gasto para la misma. La alternativa es utilizar sólo 
expertos locales. 
La lluvia de ideas es otra técnica que se utiliza para validar las especificaciones 
del producto, los expertos interesados se reúnen formalmente y validan el 
artefacto. 
3.9.3 Validación del Producto de Software.  
Las pruebas de software son la herramienta principal para la validación del 
producto de software final. 
La Norma de British Standards Institution BS7925-1, lo define como "El  proceso 
de realización de software para comprobar si se cumplen los requisitos 
especificados 
y para detectar fallas”. 
Las pruebas son capaces de detectar errores, pero no puede confirmar que no 
hay otros defectos que acechan el producto de software. 
 
Las pruebas exhaustivas implican probar todas las combinaciones posibles de 
entradas y salidas, y asegurar que los resultados son los correctos.  
 
El Desarrollo de Software es un dominio donde la flexibilidad para las pruebas no 
tiene precedentes. El número de funciones que deben ser evaluados es tal vez el 
más alto en comparación con otros ámbitos, como la fabricación, incluso el costo 
de las pruebas iguala o supera el costo de desarrollo mismo.  
 
La creciente complejidad y el tamaño del software han dado lugar a pruebas 
complejas, así como varios tipos de pruebas. 





3.9.4 Fundamentos de las Pruebas 
Las pruebas se fundamentan bajo seis principios: 
1. Los Requerimientos de los Usuarios deben ser la base de todas las pruebas. 
2. Las Pruebas de software deben ser planificadas con anterioridad antes de 
ser iniciadas. 
3. Las Pruebas de software está sujeta al Principio de Pareto:  "el 80% de los 
fallos de un software es generado por un 20% del código de dicho software, 
mientras que el otro 80% genera tan solo un 20% de los fallos". 
4. Las Pruebas de software deberían comenzar con la unidad más pequeña de 
software y  avanzar gradualmente hacia todo el sistema. 
5. Pruebas exhaustivas del  100%, es decir, todos los casos posibles no es 
práctico. 
6. Para que las pruebas sean más efectivas, las pruebas del software deben ser 
realizadas por personas independientes que no estuvieron involucrados en el 
desarrollo.  
Existen dos tipos de técnicas para las pruebas:  
1. Pruebas de caja negra 
En este tipo de pruebas el software es considerado como una “Caja Negra” donde 
la lógica interna y el procesamiento de los datos no es considerado. Los datos se 
ingresan y las salidas entregadas por el software son comparadas con las salidas 
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Figura 9. Pruebas de Caja Negra 
Fuente: “Mastering Software Quality Assurance.  Best Practices,Tools and Tecniques for Software Developers”. Pág. 139[8] 
 
La figura No. 9 muestra que la información de datos de prueba pasa por la 
llamada caja negra, dentro de la cual se analizarán los inconvenientes, los 
mismos que generan el resultado de dicha prueba. 
La eficacia de las pruebas de caja negra dependen de como los casos de prueba 
y datos de prueba estén diseñados. Si los casos de prueba son completos y 
las pruebas son exhaustivas, se tiene una mejor oportunidad de detectar 
anomalías en el software. 
A continuación se detallan los pasos a seguir para la realización de las pruebas 
de caja negra: 
 
1. Preparar la unidad de pruebas de software instalando los productos 
entregados por el equipo de desarrollo. 
2. Preparar los datos maestros que se requieren para ejecutar las pruebas. 
3. Estudiar el plan de prueba y anotar los objetivos de prueba. 
4. Estudiar los casos de prueba diseñados. 
5. Ejecutar el programa desde la línea de comandos o la interfaz de usuario. 
6. Ejecutar los casos de prueba en la secuencia especificada. Al final de cada 
caso de prueba registrar los resultados reales y determinar si la ejecución de 
pruebas fue satisfactoria o no.  Anotar los resultados. 
7. En caso de duda sobre los resultados se puede restablecer los  datos de 
prueba preliminares y volver a ejecutar la prueba. 
8. Después de ejecutar todos los casos de prueba, registrar los resultados 
reales junto conla decisión de aprobarlos o no, se debe presentar un informe 
al solicitante de las pruebas. 




9. Se debe clarificar tanto al autor la solicitud de la prueba y a las personas 
involucradas sobre los defectos descubiertos durante las pruebas. 
10. Cuando sea necesario, llevar a cabo las pruebas de regresión para asegurar 
que los defectos se resuelven de manera satisfactoria. Cuando se han 
resuelto, desactivar el software de la unidad de pruebas para la siguiente 
etapa. 
11. Si las pruebas de regresión revela defectos nuevos o antiguos que no se han 
resuelto de manera satisfactoria, se debe repetir los pasos del 7 al 9 hasta 
que todos los defectos se resuelvan. 
 
Una precaución que debe tomarse en las pruebas de recuadro negro es  
conservar los datos y el software inicial de las pruebas, ya que durante el 
transcurso de las pruebas estos pueden sufrir alteraciones. 
 
2. Pruebas de Caja Blanca. 
Las pruebas de caja blanca consideran la lógica interna del programa de software. 
Se trata de pasar a través por cada línea de código. 
Para utilizar esta técnica, el auditor debe tener conocimiento del lenguaje de 
programación utilizado y debe comprender la estructura del mismo con el objetivo 
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Figura 10. Pruebas de Caja Blanca 
Fuente: “Mastering Software Quality Assurance.  Best Practices,Tools and Tecniques for Software Developers”. Pág. 141[8] 
Las pruebas de caja blanca, tal como lo ilustra la figura No. 10, pueden llevarse a 
cabo desde los siguientes frentes: 
 Línea de comandos  
 Interfaz de usuario 
 Programa 
Si la prueba se lleva a cabo desde la línea de comandos o desde la interfaz de 
usuario  la exhaustividad de la prueba depende de los casos de prueba para 
recorrer cada ruta en el software.  
Si se realiza desde el programa, las herramientas con las que se desarrolla el 
mismo permiten llevar a cabo lo siguiente: 






1. Paso a través de cada línea de código. 
2. Establecer puntos de interrupción en el código durante la ejecución. 
3. Establecer el valor inicial o cambiar el valor de las variables o constantes, 
sin la necesidad de cambiar el programa. 
4. Recorrer a través de todas las estructuras de control de forma dinámica 
establecimiento de variables de control. 
5. Detener la ejecución en cualquier punto del programa y continuar con las 
pruebas desde el principio o desde cualquier parte del programa. 
6. Mover la ejecución de un punto a cualquier otro. 
Esto permite probar a fondo el software individualmente y para poder llevarlo a 
cabo es necesario tener en cuenta lo que se describe a continuación: 
1. Preparar los datos maestros. 
2. Estudiar el plan de pruebas y los objetivos. 
3. Estudiar las pautas aplicables a las pruebas. 
4. Obtener listas de control aplicables y tenerlos a mano. 
5. Estudiar los casos de prueba y estar listo para su ejecución. 
6. Cargar la unidad de software en el sistema de pruebas.  
7. Cargar la unidad de software y abrirlo con el depurador 
8. Establecer los puntos de ruptura que se desee durante la ejecución del 
programa. 
9. Ejecutar los casos de prueba y registrar los resultados actuales. 
10. Determinar la aprobación o no de los resultados para cada caso de prueba 
mediante la comparación de los resultados reales con los resultados 
deseados 
11. Registrar la aprobación o no de resultado. 
12. Ejecutar todas las pruebas como se sugiere en las directrices de pruebas 
aplicables y listas de verificación y registrar los resultados. 




13. Realizar el informe de pruebas y presentarlo al autor de la solicitud de 
pruebas. 
14. Asistir al equipo en la comprensión y resolución de los defectos.  
15. Realizar pruebas de regresión para asegurar la resolución satisfactoria de 
todos los defectos. 
16. Si las pruebas de regresión revelan nuevos defectos o defectos originales 
que no han sido resueltos manera satisfactoria, repetir los pasos del 12 al 
15. 
3.10 PROCESO DE CALIDAD 
 
Todas las actividades de la vida siguen un proceso, incluso si este proceso no es 
explícitamente definido o documentado. Para algunas actividades, el proceso 
debe cumplirse estrictamente o para otras actividades, si se omiten algunos pasos 
el resultado puede ser aceptable.  Sin embargo el Desarrollo de Software era  
considerado como un trabajo creativo que no necesita manejarse a través de 
normas o estándares hasta que en el año de 1980 el Instituto de Eléctricos y 
Electrónicos lanza la serie ISO 9000 de estándares de procesos que podían ser 
aplicados al desarrollo de software considerándolo como una industria 
manufacturera. 
Hoy en día, en lugar de permitir que los defectos se produzcan y utilizar 
inspecciones y pruebas para descubrirlos después de realizado el producto,  la 
aplicación de procesos permite desarrollar productos libres de defectos. 
 
 
Existen tres pasos para lograr un proceso de calidad y estos se detallan a 
continuación: 
1. Definición del Proceso 
2. Mejora del Proceso 




3. Estabilización del Proceso. 
 
3.10.1 Definición del proceso 
 
El primer paso en la definición del proceso es asignar a una entidad de la 
organización la responsabilidad de la definición y mejora de los procesos, en 
algunos casos se asigna al departamento de aseguramiento de calidad quien se 
encarga de levantar los procesos bajo los cuales la organización trabaja. 
 
Posteriormente se realizan reuniones en las que el departamento responsable 
solicita sugerencias o mejoras y evalúa el costo-beneficio de cada uno.  
Finalmente  se implementa la real definición del proceso.  
Hay dos enfoques para la definición de un proceso: 
 
1. Top-Down. Este se recomienda cuando la organización es nueva y los 
procesos se están creando y se compone de los siguientes pasos: 
 
1. Dividir las operaciones de la organización por funciones.  En el primer 
nivel están las actividades principales de las operaciones de la 
organización. En el desarrollo de software tenemos en: Análisis de los 
requisitos, diseño de software, desarrollo, pruebas, etc. Luego cada una 
de las actividades de primer nivel se subdividen por ejemplo el diseño 
de software se divide en diseño de arquitectura, modelado de datos, 
diseño de base de datos, diseño de interfaz de usuario, informe del 
diseño, etc.   y continuar dividiendo hasta que la división no entregue un 
valor agregado. 
2. Definir un proceso para cada actividad en el primer nivel de desglose. 
3. Definir un subproceso para el siguiente nivel si se trata de subniveles. 




4. Definir un procedimiento para una actividad que no se divide en más 
niveles. 
5. Siempre que sea posible, definir las normas y directrices para ayudar a 
los profesionales en la adhesión a los procedimientos. 
6. Definir los modelos y plantillas para registrar y presentar la información. 
7. Definir listas de comprobación para ayudar a los profesionales en la 
adhesión a los procedimientos y la realización de las actividades de 
manera integral y exhaustiva. 
8. Definir medidas y analizar los resultados del proceso definido con el fin 
de evaluar la eficacia del  mismo 
9. Arreglos para la revisión del proceso definido por los profesionales en la 
organización para asegurarse que refleje la realidad y se defina con 
precisión. 
. 
2. Bottom-Up.  Este se recomienda cuando la organización ya existe y 
realiza operaciones desde hace algún tiempo, se compone de los 
siguientes pasos: 
 
1. Estudiar cómo los profesionales están desempeñando sus funciones y 
documentar esta información incluyendo las prácticas más comunes y 
las prácticas de las personas que se conoce que generan resultados de 
mejor calidad. 
2. Elaborar formatos para utilizar en la organización. 
3. Capturar y documentar los procesos de los directores de proyectos y 
altos directivos. Seleccionar las mejores prácticas. 
4. Organizar el material en los procesos, procedimientos, formatos, listas 
de control, normas y directrices. 
5. Generar una versión preliminar del proceso de la organización y 
socializar con todos los interesados para recibir comentarios y 
sugerencias.  




6.  Después de implementar y aplicar los procesos establecidos en la 
versión, analizar los resultados obtenidos para mejorarlos. 
 
3.10.2 Mejora del Proceso. 
 
Una vez que la organización ha definido un conjunto de procesos y ha logrado 
alinearse con un modelo, su rendimiento debe ser monitoreado continuamente 
comparando el rendimiento real con el rendimiento deseado. 
 
Es muy importante dicho monitoreo ya que la organización cambia 
frecuentemente  por cambios en la tecnología, uso de mejores herramientas y 
técnicas, disponibilidad de nuevas herramientas de desarrollo, disponibilidad de 
nuevos productos para los niveles medios, etc. lo que hace que la actualización 
de los procesos deben realizarse según los cambios del entorno para poder ser 
más competitivos.  
 
Un proceso para mejorar debe cubrir las siguientes áreas: 
 
1. Eventos para la mejora de procesos. Un evento puede ser una auditoría 
tanto interna como externa en donde el evaluador emite un informe de la 
organización  y sobre el cual se pueden establecer las mejoras en los 
procesos de la organización.  
2. Fuentes de información para la mejora del proceso.  Pueden ser fuentes 
internas, como las sugerencias de los  miembros del equipo de desarrollo, 
gerentes y altos directivos o fuentes externas, como las sugerencias de un 
auditor externo o 
un organismo de normalización o el propietario del modelo de proceso. 
3. Procedimientos para solicitud de mejora en los procesos 




4. Las personas autorizadas que pueden solicitar la mejora de los procesos 
5. Procedimiento para el análisis y la aceptación de las solicitudes de mejora.   
6. Procedimientos para la implementación de la mejora de los procesos. 
7. Implementación de los procedimientos pilotos para obtener feedback. 
8. Implementación del feedback en las versiones de los procesos. 
3.10.3 Estabilización del Proceso  
La estabilización del proceso se hace posible solo después de definirlo. Una 
organización por lo general pasa a través de las siguientes etapas antes de 
alcanzar la estabilización de los procesos: 
1. Etapa inicial.  Cuando la organización es nueva y está tratando de 
establecerse comercialmente. Las operaciones se realizan sobre la base 
de la dirección personal de los propietarios, director ejecutivo  y la alta 
dirección. 
2. Definición del proceso. Una vez que la organización ha logrado 
establecerse y define sus procesos para la realización de operaciones. 
3. Implementación del proceso. El proceso definido se lleva a cabo en 
la organización. Todas las operaciones se ejecutan sobre la base de los 
procesos definidos y el proceso se ha institucionalizado en la organización. 
4. Mantener el proceso. Una vez que el proceso se lleva a cabo, se 
monitorea y se mejora según se requiera basándose en los siguientes 
pasos: 
a. Analizar los resultados de las operaciones como aumento o disminución 
de la productividad, etc. 
b. Realizar análisis de la causa raíz de las variaciones sobre todo cuando 
los resultados no son los deseados 
c. Mejorar los procesos pilotos para observar la eficacia de las mejoras. Si 
los resultados no producen las mejoras deseadas, se repiten los pasos 
b y ce hasta lograr las mejoras deseadas.  
d. Implementar la mejora de procesos.  Una vez que el proceso piloto 
haya mejorado su nivel, se implemente en el proceso real. 




5. Proceso estable. Cuando la mayoría de las variaciones se deben a 
causas aleatorias 













3.11 PROCESOS DE DESARROLLO DE SOFTWARE 
 
“Un enfoque centrado en el proceso proporciona la infraestructura necesaria para 
hacer frente a este mundo en constante evolución, maximizar la productividad de 
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Figura 11. Las Tres Dimensiones Crítica 
Fuente: CHRISSIS, Mary B., KONRAD Mike, SHRUM Sandy. CMMI® Guía para la integración de procesos y la mejora de 
productos 2da.Ed. 2009.  4p.[12] 
 
Un proceso bien definido e institucionalizado es un requisito previo para fomentar 
la cultura de calidad en una organización. Para el Desarrollo de Software tenemos 
cuatro procesos básicos que son: 
1. Ingeniería de software. En dónde se define  cómo se entregará el 
desarrollo, por lo general se componen de la gestión de los requisitos, 
diseño del software, desarrollo e implementación.  
2. Aseguramiento de calidad en los procesos. Define cómo la calidad se 
integra en el desarrollo y se compone generalmente de verificación, 
validación, inspección, medición,  análisis y auditorías. 
3. Administración de los Procesos.  Se define como los demás procesos 
son administrados, tales como el proceso de dirección del proyecto, el 
proceso de inicio del proyecto, estimación del software, proceso de 
planificación, gestión de configuración, gestión de calidad, gestión del 
trabajo, gestión de recursos, gestión de expectativas de  los interesados  y 
el proceso de cierre del proyecto. 
4. Procesos de Soporte.  Apoyan la ejecución del proyecto y se compone de 
la red, sistemas de administración de procesos, proceso de recursos 
humanos, proceso de gestión de instalaciones, etc. 
 
3.11.1 Componentes de un proceso de desarrollo de Software 





1. Procedimientos.  Son las instrucciones para la realización de una sub 
actividad de un proceso, como por ejemplo  procedimiento de planificación,  
procedimiento de estimación de software, procedimiento de auditoría, 
procedimiento de entrega de informes, etc. 
2. Normas y directrices.  Es definir una manera común de construcción de 
los artefactos en la organización para que la salida sea uniforme por 
ejemplo normas y directrices de pantalla, directrices de diseño, directrices 
de diseño base de datos, estándares de nomenclatura, directrices de 
codificación, normas de análisis de defectos, etc. 
3. Formatos y plantillas. Utilizar formatos y plantillas para presentar la 
información de manera uniforme, por ejemplo plantillas de presentación, 
formularios de  no conformidades, formularios de revisión de defectos, etc.  
4. Listas de verificación. Esto ayuda a que la persona realice una actividad 
completa y ayuda a los revisores a asegurar la integridad de la revisión. 
Una lista de control contiene una serie de ítems y junto a cada ítem un  "sí", 
"no" o "no aplica".  Cuando una actividad se ha completado, esta lista 
deben tener una referencia de orden para asegurar que todos los puntos 
han sido revisados.  
 
3.12 CMMI PARA DESARROLLO[12] 
 
“La calidad de un sistema o de un producto está muy influenciada por la calidad 
del proceso  empleado para desarrollarlo y para mantenerlo”6. 
 
“El CMMI se concentra en la mejora de los procesos de una organización. 
Contienen los elementos esenciales de eficacia de los procesos en una o más 
disciplinas y describen un camino de mejora evolutivo que permite pasar desde 
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procesos inmaduros ad hoc a procesos disciplinados y maduros de mejor calidad 
y más eficaces.”7 
 
La SEI (Software Engineering Institute) ha definido al CMMI ( Capability Maturity 
Model Integration)  para Desarrollo como un modelo de referencia que se basa en 
buenas prácticas relacionadas con actividades de desarrollo de productos y 
servicios, cubriendo el ciclo de vida del producto desde su concepción hasta la 
entrega del mismo.  
3.12.1 Componentes de CMMI 
 Área de Proceso: Son un grupo de prácticas relacionadas en un área que 
al ser implementadas satisfacen sus objetivos. Hay 22 áreas de proceso: 
 
1. Análisis causal y resolución (CAR). 
2. Gestión de configuración (CM). 
3. Análisis de decisiones y resolución (DAR). 
4. Gestión integrada del proyecto + IPPD (IPM + IPPD)1. 
5. Medición y análisis (MA). 
6. Innovación y despliegue en la organización (OID). 
7. Definición de procesos de la organización + IPPD (OPD + IPPD)1. 
8. Enfoque en procesos de la organización (OPF). 
9. Rendimiento del proceso de la organización (OPP). 
10. Formación organizativa (OT). 
11. Integración de producto (PI). 
12. Monitorización y control del proyecto (PMC). 
13. Planificación de proyecto (PP). 
14. Aseguramiento de la calidad de proceso y de producto (PPQA). 
15. Gestión cuantitativa de proyecto (QPM). 
16. Desarrollo de requerimientos (RD). 
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17. Gestión de requerimientos (REQM). 
18. Gestión de riesgos (RSKM). 
19. Gestión de acuerdos con proveedores (SAM). 
20. Solución técnica (TS). 
21. Validación (VAL). 
22.  Verificación (VER). 
 
 Declaración de Propósitos: Describe la finalidad del área de proceso y es 
un componente informativo. 
 Notas Introductorias: Describe los conceptos principales cubiertos por el 
área de proceso.  Es un componente informativo. 
 Áreas de Proceso relacionadas: Lista las referencias a áreas de proceso 
que están en relación y refleja las relaciones de alto nivel entre las áreas de 
proceso. Es un componente informativo. 
 Metas Específicas: Describe las características únicas que deben estar 
presentes para satisfacer el área de proceso. Es un componente requerido 
utilizado en las evaluaciones para determinar si se satisface un área de 
proceso. 
 Metas Genéricas: Describe las características que deben estar presentes 
para institucionalizar los procesos que implementan un área de proceso. Es 
un componente requerido y se utiliza en evaluaciones para determinar si se 
satisface un área de proceso. 
 Resúmenes de Metas específicas y prácticas específicas: Resumen de 
alto nivel de las metas específicas, que son componentes requeridos, y de 
las prácticas específicas, que son componentes esperados. Es un 
componente informativo. 
 Prácticas específicas: Describe una actividad que se considera 
importante para alcanzar la meta específica asociada. Las prácticas 
específicas describen las actividades que se espera que produzcan la 
consecución de las metas específicas de un área de proceso. Es un 
componente esperado del modelo. 




 Productos de Trabajo Típicos: Lista muestras de resultados de una 
práctica específica. Es un componente informativo del modelo. 
 Subprácticas: Es una descripción detallada que proporciona una guía 
para interpretar e implantar una práctica específica o genérica. Es un 
componente informativo indicado sólo para proporcionar ideas que puedan 
ser útiles para la mejora de proceso. 
 Prácticas Genéricas: Es la descripción de una actividad que se considera 
importante para el logro de la meta genérica asociada. Es un componente 
esperado. Elaboraciones de las Prácticas Genéricas: Aparece después 
de una práctica genérica en un área de proceso, y proporciona una guía 
sobre cómo la práctica genérica debería aplicarse de forma exclusiva al 

























Figura 12. Componentes del Modelo CMMI 
Fuente: CHRISSIS, Mary B., KONRAD Mike, SHRUM Sandy. CMMI® Guía para la integración de procesos y la mejora de 
productos 2da.Ed. 2009.  31-36p.[12] 
3.12.2 Representaciones del Modelo CMMI 
1. Representación Continua: Selecciona una área de proceso (o un grupo 
de áreas de proceso) y mejora los procesos relacionados con ésta. Esta 
representación utiliza niveles de capacidad para caracterizar la mejora 
concerniente a un área de proceso individual. Si se conoce previamente los 
procesos que se necesitan ser mejorados  y las dependencias existentes 
entre las áreas de proceso descritas en el CMMI, la representación 
continua es correcta. 
2. Representación por Etapas: Esta  utiliza conjuntos predefinidos de áreas 
de proceso para definir un camino de mejora para una organización. Este 
camino de mejora se caracteriza por diversos niveles de madurez con un 
conjunto de áreas de proceso que caracterizan diferentes comportamientos 
organizativos. Si no se conoce por dónde comenzar ni qué procesos elegir 
para mejorar, la representación por etapas es la apropiada. 


























Figura 13. Estructuras de las representaciones continua y por etapas 
Fuente: CHRISSIS, Mary B., KONRAD Mike, SHRUM Sandy. CMMI® Guía para la integración de 
procesos y la mejora de productos 2da.Ed. 2009.  45p.[12] 
 
 









Figura 14. Comparación de los niveles de capacidad y madurez 
Fuente: CHRISSIS, Mary B., KONRAD Mike, SHRUM Sandy. CMMI® Guía para la integración de procesos y la mejora de 




Las áreas de proceso se puede agrupar e 4 categorías: 
- Gestión de procesos. 
- Gestión de proyectos. 
- Ingeniería. 
- Soporte. 





Figura 15. Areas de Proceso, sus categorías y niveles de madurez  
Fuente: CHRISSIS, Mary B., KONRAD Mike, SHRUM Sandy. CMMI® Guía para la integración de procesos y la mejora de 
productos 2da.Ed. 2009.  63p.[12] 
3.13 NORMA DE CALIDAD SQUARE (ISO 25000) (PRODUCTO).[23][34] 
 
Tanto la calidad del producto  como la calidad del proceso en el desarrollo de 
software son aspectos muy importantes.  La Norma ISO 25000 proporciona una 
guía para el uso de las nuevas series de estándares internacionales llamados 




Requisitos y Evaluación de Calidad de Productos de Software (SQuaRE) cuyo 
objetivo principal es guiar el desarrollo de los productos de software estableciendo 
especificaciones, métricas y evaluación.  Está formada por  las  divisiones : 
 
 
Figura 16. Divisiones de la Norma de Calidad SQUARE 
Fuente: “Normas Square Software Product Quality Requirements and Evaluation”.[34] 
Como se puede observar en la figura 16 la Norma  
 ISO/IEC 2500n División de Gestión de Calidad.  Los Estándares que 
forman ésta división definen todos los modelos comunes, términos y 
referencias a los que hacen referencia las demás divisiones de SQuaRE. 
 ISO/IEC 2501n. División del Modelo de Calidad.  Presenta un modelo de 
calidad a detalle donde se incluyen características para calidad interna, 
externa y en uso. 
 ISO/IEC 2502n. División de Mediciones de Calidad.  Incluye un modelo de 
referencia de calidad del producto de software, definiciones de métricas de 
calidad y una guía para su aplicación.  Presenta métricas para calidad de 
software interna, externa   y en uso. 




 ISO/IEC 2503n. División de Requisitos de Calidad.  Los estándares que 
forman ésta división ayudan a especificar los requisitos de calidad, los 
mismos que se utilizan en el proceso de especificación de requisitos de 
calidad para un producto que va a desarrollarse o cómo entrada para un 
proceso de evaluación.  El proceso de definición de requisitos se guía por 
el establecido en la norma ISO/IEC 15288.  
 ISO/IEC 2504n División de evaluación de la calidad.  Proporcionan 
requisitos, recomendaciones y guías para la evaluación de un producto. 
 ISO/IEC 25050-25099.  Estándares de extesión SQuaRE. Proporciona 
requisitos para la calidad de productos de software “Off-The_Self”. 
Los beneficios que proporciona utilizar SQuaRE son:  
 
1. El modelo representa la calidad esperada del producto de software. 
2. Planteo del desdoblamiento de las necesidades o expectativas en calidad 
en uso, calidad externa y calidad interna. 
3. Permite una mayor eficacia en la definición del software. 
4. Plantea la evaluación de productos intermedios. 
5. Propone una calidad final a través de las evaluaciones intermedias. 
6. Permite efectuar un rastreo entre las expectativas, requisitos y medidas de 
evaluación  y  
7. Mejora la calidad del producto. 
 
El modelo de calidad se divide en dos partes:  
 Calidad interna y Calidad externa:  Especifica 8 características que se 
subdividen en subcaracterísticas.   Estas se manifiestan externamente 
cuando el software es utilizado y son el resultado de las cualidades 
internas del software. 
 
Las características son: 














La calidad interna del software se relaciona con las propiedades 
estáticas del software y la calidad externa proporciona una “caja negra” 
tratando las características del producto que están disponibles en el 
desarrollo. 






























Las métricas sirven para cuantificar algo.  La cuantificación facilita la comparación 
de algo contra cosas de similares características y especificar si es igual, menor o 
mayor entre los objetos comparados. Ahora bien cómo se mide la calidad de un 
software?. 
El Software es un tipo de producto especial, ya que no se puede dividir en partes , 
ni  sufre deterioro a través del tiempo, sin embargo debe ser medido.    Su calidad 
es tan buena como los requisitos que detallan el problema, el diseño de la 
solución, el código y las pruebas que se ejecutan  para detectar errores.  De ahí la 
importancia de medir objetivamente  la calidad y los modelos de diseño, así como 
el código fuente y los casos de pruebas que se establecen. 




La aplicación continua de mediciones en el proceso de desarrollo de software y 
sus productos  permite suministrar información relevante a tiempo, y por lo tanto 
una gestión eficaz del mismo. 
 
 
Figura 18.  Proceso de Recopilación de Métricas 
Fuente: http://www.monografias.com/trabajos55/proceso-de-desarrollo-software/proceso-de-desarrollo-software2.shtml 
 
Las métricas del Software comprenden un amplio rango de actividades y se han 
definido dos aspectos importantes bajo los cuales se pueden enfocar las mismas: 
 
 Métricas del  Proceso: Estas permiten obtener un conjunto de indicadores 
del proceso de software, que conduzcan a la mejora del mismo a largo 
plazo.  Estas métricas se utilizan con fines estratégicos. 
 
 Métricas del Producto: Permiten valorar el estado de un proyecto en 
curso, así como también rastrear los riesgos potenciales y descubrir las 
aéreas problema antes que se vuelvan “criticas”, también permiten ajustar 
el flujo de trabajo o las tareas y evaluar la habilidad del equipo del 
proyecto. Las métricas del proyecto se usan con fines tácticos. 
 
 














SITUACIÓN ACTUAL (AS-IS) DE LOS 
PROCESOS DE LA UNIDAD DE 
DESARROLLO DE SOFTWARE DE LA 
COOPERATIVA DE AHORRO Y CRÉDITO 
“JARDÍN AZUAYO”. 
 
El presente capítulo contiene los procesos y procedimientos que actualmente se 
utilizan en la Cooperativa “Jardín Azuayo” para desarrollar el software requerido, 
se realiza un breve análisis del cumplimiento de las órdenes ingresadas a la 
Unidad y se define el FODA del proceso como tal, con el objetivo de establecer 
claramente la situación (AS-IS) del mismo.  




Con esta información y la recopilación de los conceptos teóricos de los capítulos 
anteriores, se define la propuesta de un nuevo modelo en el proceso de desarrollo 
de software de la cooperativa, el cual espera mejorar tanto la manera de 
construcción del software, como del producto final. 
 
 
4 SITUACIÓN ACTUAL (AS-IS) DE LOS PROCESOS DE LA UNIDAD DE 
DESARROLLO DE SOFTWARE DE LA COOPERATIVA DE AHORRO Y 




Como se mencionó en el capítulo No. 1, la Cooperativa de Ahorro y Crédito Jardín 
Azuayo,   en su compromiso de brindar un buen servicio a sus socios y a la 
comunidad,  ha buscado siempre el apoyo de herramientas tecnológicas que le 
permitan  cumplir con este objetivo.  Es así como inició el proceso de selección 
para la compra de un software que en permitiera llevar el control de las 
transacciones realizadas de cada uno de sus socios.  CR Soluciones, hoy en día 
CompuFácil, fue la empresa escogida para el desarrollo e implementación de 
dicho software.  
La plataforma escogida fue Fox Pro Lan para DOS y el desarrollo estuvo a cargo 
de una sola persona, el Ing. David Ávila.  Para esto la Cooperativa contaba 
únicamente con dos equipos, uno para desarrollo y otro para atención al socio, sin 
embargo el primer producto entregado al cabo de dos meses desde la 
contratación fue el Módulo de Libretas de Ahorro, el mismo que se mantuvo 
durante 4 meses en producción  sin ningún cambio.   




El incremento de socios a la cooperativa, hizo que ésta se viera en la necesidad 
de adquirir dos nuevos equipos con los cuales se formó una pequeña red, 
contratando al Ing. Ávila como parte de la institución, para que se encargue del 
soporte tanto de software como de hardware de la Cooperativa. 
Al cumplir un año de fundación, nace la primera oficina y las necesidades 
operativas cambian, ya que se debía consolidar la información  de la oficina con la 
información de la matriz, utilizando en varias ocasiones conexión Dial UP y 
módems, sin tener resultados favorables debido a la pésima calidad de la 
comunicación, por esto,  se decide adquirir e instalar en cada equipo, unidades de 
CD Writer con el fin de respaldar la información para que sea enviada cada 3 
meses a la matriz y realizar la respectiva consolidación, esto implicaba un retraso 
en la Contabilidad de mínimo uno o dos meses. 
La Cooperativa seguía creciendo y con 5 oficinas ya establecidas se hizo 
necesario mejorar el software a través de la integración de la información, 
optando por Visual Basic para desarrollar un aplicativo que brindara estas 
facilidades.  Se contrata entonces una empresa dedicada al desarrollo de 
software en la ciudad de Cuenca, quien establece un año como tiempo de entrega 
del producto, situación que en la realidad no se dio debido a la  contratación de 
los desarrolladores de dicha empresa para agilizar el proceso, formándose de 
esta manera el primer equipo de desarrollo como tal, dentro de la Institución y el 
Ing. Ávila pasa a cubrir el área de redes y comunicaciones, la misma que se 
encontraba sin la atención requerida. 
Alrededor del año 2004 ya se contaba con una red integrada de datos y telefonía, 
sin embargo el  alto consumo de ancho de banda por la base de datos utilizada, 
complicaba el normal desenvolvimiento de las tareas, y se cambia la plataforma a 
una base de datos más robusta como Oracle incluyendo sus herramientas de 
desarrollo como Forms y Report.   




En el año 2010 la Cooperativa inicia un cambio interno enfocándose en definir y 
mejorar sus procesos, motivo por el cual se replantea su estructura 
organizacional.   Inmerso en este proceso se genera la división del área 
tecnológica en 5 unidades y se establece mejorar el software utilizado, para lo 
cual se contrata una consultoría la misma que sugiere la contratación de un core 
desarrollado por una empresa de la ciudad de Quito cuya propuesta fue 
desarrollar el software en Punto Net, utilizando Oracle como Base  de Datos.  El 
acuerdo y la contratación se realizan en el año 2011. 
Con estos antecedentes y considerando que las unidades del Área Tecnológica  
son relativamente nuevas, es importante definir los lineamientos que regirán cada 
una, de aquí que el presente capítulo se enfoca en la Unidad de Desarrollo de 
Software con el propósito de analizar y proponer un modelo que se ajuste a las 
necesidades propias como institucionales y que le permita ser mucho más 
efectiva, eficiente y eficaz para enfrentar los retos propuestos.  
 
 
4.2 PROCESOS ACTUALES (AS-IS) DE LA UNIDAD DE DESARROLLO DE 
LA COOPERATIVA JARDINA AZUAYO. 
 
“No podemos cambiar aquello que no conocemos” 
Según la Norma ISO 9001: 2008 uno de los requisitos generales  del Sistema de  
Gestión de Calidad es: 
“Determinar los procesos necesarios para el sistema de gestión de la calidad y su 
aplicación a través de la organización” 
Es importante entonces establecer “qué” actividades  y “cómo” se realizan las 
tareas dentro de cada una de ellas para visualizar de mejor manera la realidad 




actual del entorno sobre el cual se está trabajando.  Únicamente así  se pueden 
aplicar los correctivos necesarios que permitan una mejora continua para la 
entrega de un mejor producto o servicio. 
Actualmente la Cooperativa tiene disponible en la Intranet un Manual de Procesos 
que define las actividades de cada Unidad del Área de Sistemas, como se puede 
observar en el Anexo I, sin embargo no son los procesos y procedimientos que 
rigen actualmente el desarrollo de aplicativos.   
Por tal motivo se ha considerado conveniente en primera instancia actualizar el 
esquema, para tener un punto de partida mucho más claro y  posteriormente 
aplicar el análisis FODA a la Unidad de Desarrollo con el propósito de determinar 
los problemas fundamentales que tiene el mismo y a los que se deben enfocar las 
mejoras. 
La documentación generada se presenta en el Anexo II. 
4.2.1 Proceso de Automatización de Requerimientos  
Como se puede identificar el proceso compone de 5 subprocesos que son: 
1. Análisis y diseño de la Orden de Pedido 
2. Desarrollo de la Orden de Pedido 
3. Implementación en ambiente de pruebas 
4. Pruebas 





















Figura 19. Proceso de Automatización de Requerimientos 
Fuente: Elaboración Propia 
 
 
Análisis y Diseño de la Orden de Pedido 
 





Figura 20. Subproceso de Análisis y Diseño de la Orden de Pedido 
Fuente: Elaboración Propia 
 








1. Ingresa la orden de pedido y es recibida por el Ingeniero de 
Software asignado como recurso en la Red de Proyectos. 
2. El Ingeniero en Software analiza la orden de pedido  
3. El Ingeniero de Software realiza el  diseño, generando el  
Documento Técnico de Ingeniería que contiene la siguiente 
información: 
 Definición de estructuras de datos nuevos o a 
modificar  
 Definición de Paquetes y Procedimientos nuevos o a 
modificar 




 Definición de Aplicativos que se deben crear o 
modificar 
 Definición de Casos de Uso 
 Definición de Permisos. 
4. El Ingeniero de Software realiza una reunión con el 
Desarrollador asignado en la Red del Proyecto para socializar 
el Documento Técnico de Ingeniería. 
5. Si el Documento Técnico está de conformidad para el 
Desarrollador y el Ingeniero de Software,  se da por recibido el 
documento. 
6. El Ingeniero de Software le entrega al Desarrollador la Orden 
de Pedido y el Documento Técnico. 
7. Si el Documento Técnico no está de conformidad con el 
Desarrollador y el Ingeniero de Software, el Desarrollador 
solicita los ajustes y cambios necesarios al Ingeniero de 
Software. 
8. El Ingeniero de Software realiza los ajustes y cambios 
solicitados. 
9. Se repite desde el punto 4 al 7. 
Tabla No. 1. Procedimiento de Análisis y Diseño de la Orden de Pedido 
  




Desarrollo de la Orden de Pedido 
 
 
Figura 21. Subproceso de Desarrollo de la Orden de Pedido 
Fuente: Elaboración Propia 
 






1. El Desarrollador recibe el Documento Técnico de Ingeniería y 
la Orden de Pedido. 
2. El Desarrollador analiza los documentos recibidos. 
3. El Desarrollador solicita al Administrador de Aplicaciones y 
Base de datos los aplicativos que se deben modificar y que se 
encuentran en el ambiente de producción. 
4. El Administrador de Aplicativos y Base de Datos entrega los 
aplicativos solicitados al Desarrollador. 




5. El Desarrollador genera el Checklist de pruebas. 
6. El Desarrollador copia los aplicativos entregados por el 
Administrador de Aplicativos en su equipo.  
7. El Desarrollador crea o modifica tablas, paquetes, 
procedimientos y funciones  aplicando los Estándares de 
Desarrollo y Buenas Prácticas 
8. El  Desarrollador almacena los scripts correspondientes. 
9. El Desarrollador crea o actualiza el Documento Técnico de 
Desarrollo con la siguiente información : 
 Tipo de Objeto 
 Nombre del Objeto y Parámetros 
 Estructuras de datos 
 Funcionalidades 
 Permisos 
10. El Desarrollador crea o modifica aplicativos  
11. El Desarrollador actualiza el Documento Técnico de 
Desarrollo. 
12. El Desarrollador actualiza el Checklist de Pruebas 
13. El Desarrollador realiza pruebas individuales de los aplicativos 
14. Si el aplica no cumple con la funcionalidad especificada se 
realizan ajustes. 
15. Si el aplicativo cumple con las funcionalidades especificadas 
se integran los aplicativos desarrollados 
16. El Desarrollador realiza pruebas de integración de los 
aplicativos. 
17. El Desarrollador consulta si otro compañero está trabajando 
con el mismo aplicativo en el ambiente de desarrollo. 
18. Si ningún compañero se encuentra trabajando con los mismos 
aplicativos en el ambiente de desarrollo, el desarrollador copia 
los aplicativos de su equipo al ambiente de aplicativos de 
desarrollo. 
19. Si otro compañero se encuentra trabajando sobre los mismos 
aplicativos, se sincronizan los desarrollos, es decir quien 




tenga menor número de cambios, actualiza sus desarrollos en 
los aplicativos que se encuentran en el ambiente de 
desarrollo.  
20. El Desarrollador realiza pruebas en el ambiente de desarrollo 
validando y verificando las funcionalidades con el Checklist. 
21. Si las pruebas no son satisfactorias el Desarrollador copia los 
aplicativos de desarrollo a su equipo. 
22. El Desarrollador realiza los ajustes necesarios. 
23. Se repite desde el punto 7  al 22 
24. Si las pruebas realizadas son satisfactorias, el desarrollador 
notifica al Coordinador de Desarrollo. 
25. El Coordinador de Desarrollo realiza pruebas en el ambiente 
de Desarrollo validando y verificando el Checklist de Pruebas 
26. Si existen inconvenientes en las pruebas el Coordinador de 
Desarrollo solicita realizar ajustes y cambios al Desarrollador. 
27. Se repite desde el punto 7 al 26. 
28. Si las pruebas son satisfactorias el Coordinador de Desarrollo 
aprueba pasar el desarrollo al ambiente de pruebas 
29. El Desarrollador genera el Acta de pruebas. 
30. El Desarrollador envía el Acta de Puesta a Pruebas y los 
aplicativos y objetos desarrollados al Administrador de 
Aplicaciones y Base de Datos  
31. El Desarrollador envía el Checklist de Pruebas al Ingeniero de 
Software 
32. El Ingeniero de Software envía el Checklist de Pruebas a los 
Usuarios y al Responsable de la orden para las pruebas. 










Implementación en Ambiente de Pruebas 
 
 
Figura 22. Subproceso de Implementación en Ambiente de Pruebas 
Fuente: Elaboración Propia 
 







1. El Administrador de Aplicaciones y Base de Datos recibe el 
Acta de Puesta a Pruebas y los aplicativos y objetos 
desarrollados. 
2. El Administrador de Aplicaciones y Base de Datos analiza el 
Acta de Puesta a Pruebas.  
3. Si los mismos aplicativos se encuentran en pruebas el 
Administrador de Aplicaciones  y Base de Datos solicita al 




Desarrollador sincronizar los aplicativos. 
4. El Administrador le envía al Desarrollador los aplicativos que 
están en pruebas para que sean sincronizados.  
5. El Desarrollador implementa los cambios realizados en los 
aplicativos que están en pruebas. 
6. El Desarrollador envía al Administrador de Aplicaciones y 
Base de Datos los aplicativos sincronizados. 
7. El Administrador de Aplicaciones y Base de Datos respalda 
aplicativos y objetos que se encuentran en pruebas. 
8. El Administrador de Aplicativos y Base de Datos actualiza 
paquetes, procedimientos y aplicativos en el ambiente de 
pruebas. 
9. El Administrador de Aplicativos y Base de Datos genera el 
documento de informe de puesta a pruebas. 
10. El Administrador de Aplicativos y Base de Datos envía un 
correo notificando al Ingeniero de Software y al Desarrollador, 
que el desarrollo está en el ambiente de pruebas junto con el 
informe de puesta de pruebas.  
11. El Ingeniero de Software envía un correo a los usuarios 
asignados para  las pruebas en la red de proyectos y al 
responsable de la orden, para  que inicien las pruebas del 
producto. 
12. El Ingeniero de software envía el Checklist de Pruebas a los 
usuarios y al responsable de la orden 
 
Tabla No. 3. Procedimiento de Implementación en Ambiente de Pruebas 
  






Figura 23. Subproceso de Pruebas 
Fuente: Elaboración Propia 
 







1. Los usuarios y el responsable de la orden reciben el Checklist 
de Pruebas y el Informe de Puesta a Pruebas y los aplicativos 
puestos en pruebas. 
2. Los usuarios y el responsable de la orden validan y verifican 
la funcionalidad del desarrollo. 
3. Si existen inconvenientes tanto el propietario de la orden y los 
usuarios  envían el documento de ajustes o cambios al 
Ingeniero de Software 
4. El Ingeniero de Software envía un documento con los ajustes 




o cambios que se deben realizar al Desarrollador. 
5. El Desarrollador solicita al Administrador de Aplicaciones y 
Base de Datos los aplicativos correspondientes. 
6. El Administrador de Aplicaciones envía al Desarrollador los 
aplicativos solicitados. 
7. El Desarrollador realiza los cambios y ajustes solicitados en 
su equipo. 
8. El Desarrollador copia los aplicativos en el ambiente de 
desarrollo para verificar su correcto funcionamiento. 
9. El Desarrollador envía al Administrador de Aplicaciones y 
Base de Datos los aplicativos con los ajustes realizados.  
10. El Administrador de Aplicaciones y Base de Datos respalda 
los aplicativos y objetos de la orden. 
11. El Administrador de Aplicaciones y Base de Datos actualiza 
los aplicativos y objetos con los ajustes o cambios. 
12. El Administrador de Aplicaciones y Base de Datos envía un 
correo al Desarrollador notificando que se actualizaron los 
aplicativos y objetos enviados.  
13. El Desarrollador envía un correo al Ingeniero de Software 
notificando que los ajustes y cambios están realizados. 
14. El Ingeniero de Software envía un correo a los usuarios y al 
propietario de la orden notificando que se realizaron los 
ajustes y que pueden continuar con las pruebas. 
15. Se repite desde el punto 2 al 14. 
16. Si las pruebas no presentan inconvenientes, los usuarios y 
propietario de la orden envían una notificación de aprobación 
al Ingeniero de Software para la puesta en producción y los 
aplicativos probados. 
 
Tabla No. 4. Procedimiento de Pruebas 
  




Implementación en Ambiente en Producción 
 
Figura 24. Subproceso Implementación en Ambiente de Producción 
Fuente: Elaboración Propia 
 







1. El Ingeniero de Software envía una notificación al 
Administrador de Aplicaciones  y Base de Datos de 
aprobación para la puesta en producción. 
2. El Administrador de Aplicaciones y Base de Datos recibe el 
correo de aprobación para la puesta en producción. 
3. El Administrador de Aplicaciones sincroniza la fecha de 
puesta en producción con el responsable de la Unidad de 
Operaciones. 
4. El Administrador de Aplicaciones y Base de Datos respalda 
los aplicativos y objetos que intervienen y que se encuentran 
en producción. 
5. El Administrador  de Aplicaciones y Base de Datos 




implementa el los aplicativos y objetos probados en 
producción. 
6. El Administrador de Aplicaciones y Base de Datos envía una 
notificación de que el desarrollo de la orden se encuentra en 
producción al Ingeniero de Software  
7. El Ingeniero de Software envía una notificación al responsable 
de proyectos  indicando que el desarrollo se puso en 
producción. 
8. El Responsable de Proyectos cierra la orden. 
 




















4.3 ANALISIS DEL MODELO ACTUAL 
 
Para poder determinar las fases críticas del modelo de proceso de desarrollo 
actual, se tomará como referencia el año 2011, período en el cual según la 
bitácora registrada en la  Unidad de Proyectos (Figura  25), se han emitido 44 












Figura 25. Bitácora de Órdenes de Pedido 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 




La diferencia entre las órdenes de pedido y los proyectos radican en su extensión, 
puesto que ambos siguen el mismo esquema de desarrollo, razón por la cual se 
analizará únicamente el comportamiento de las órdenes de pedido. 
En el Estado de Portafolio de Trabajo con corte al 3 de enero del 2012 (Figura 
26), se establece  que en el año 2011 se han finalizado  únicamente 15 órdenes 
de pedido y se analizarán 13 debido a que la información de la Orden No. 25 y 44 









Figura 26. Estado del Portafolio de Trabajo con fecha de corte 03/01/2012 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
 
En base a la información existente en las redes de proyectos (Anexo III), se ha 
consolidado en las tablas que se presentan a continuación, la siguiente 
información: 
 Número y nombre de la orden. 




 Fecha de inicio estimado y real de cada fase de automatización 
 Diferencia en días entre fechas estimadas y reales 
 Diferencia en días totales de la orden entre el estimado y el real. 
 Valoración de la programación de la orden. 
 
Figura 27. Consolidado de información de las Órdenes de Pedido 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
 
Figura 28. Programación proyectada y real de cada fase de automatización de las órdenes 
 Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
 
La valoración de la planificación que se visualiza en la Figura 28, se ha definido 
bajo el siguiente criterio: 
 Subestimadas:  Órdenes con tiempos reales de ejecución 
mayores al estimado. 




 Justo a Tiempo: Órdenes con tiempos reales de ejecución iguales o 
menores al de estimación 
Con estos datos se puede evidenciar que en la mayoría de las órdenes el tiempo 
real de automatización de las órdenes es superior al tiempo estimado  y en 
relación a porcentajes el 92%  pertenecen a órdenes con tiempos subestimados y 
el 8% son órdenes que se ejecutaron justo a tiempo, como se pueden observar en 
las siguientes figuras: 





Figura 29. Comparativo días proyectados y reales automatización Órdenes de Pedido 
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Figura 30. Porcentaje de Órdenes efectivamente planificadas – Año 2011 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
Con los datos obtenidos de los días proyectados y reales en cada fase se pudo 
establecer dos características importantes: 
 El tiempo real de ejecución en cada fase de la orden en la mayoría de los 
casos es superior al tiempo proyectado para la misma. 
 El tiempo proyectado presenta un desfase mayor en la etapa de pruebas.  




Porcentajes de Ordenes efectivamente planificadas - Año 2011
Órdenes Subestimadas Órdenes Justo a Tiempo






Figura 31. Comparativo días proyectados y reales en la Fase de Ingeniería 













































































































































































































































Figura 32. Comparativo días proyectados y reales en  la Fase de Desarrollo 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
 
Figura 33. Comparativo días proyectados y reales en la Fase de Puesta a Pruebas 
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Figura 34. Comparativo días proyectados y reales en la Fase de Pruebas 











































































































































































































































Figura 35. Comparativo días proyectados y reales en la Fase de Puesta a Producción. 
Fuente: Unidad de Planificación y Proyectos COAC “Jardín Azuayo” 
 
Estos resultados  permiten entonces establecer un Análisis FODA del Modelo de 
Proceso de Desarrollo utilizado actualmente y que nos dará la oportunidad de 
definir las estrategias que se pueden aplicar en un nuevo modelo para mejorar la 
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4.3.1 Análisis FODA 
A continuación se detalla el análisis FODA del Modelo de Proceso de Desarrollo 
de Software con el que actualmente se realizan las automatizaciones en la 
Cooperativa de Ahorro y Crédito “Jardín Azuayo”. 
FACTORES INTERNOS FACTORES EXTERNOS 
Fortalezas Oportunidades 
El proceso tiene un responsable definido. Se cuenta con infraestructura necesaria
Personal con habilidades, formación  y 
motivación 
Apoyo de la Alta Gerencia para invertir en 
el Área de Sistemas tanto en capacitación, 
herramientas e infraestructura. 
Personal con alto sentido de trabajo en 
equipo 
Buen ambiente laboral
Existe documentación de las actividades.  
Están identificadas las partes interesadas 
dentro del proceso. 
 
Existe monitorización del proceso  
Se planifican las actividad involucradas en 
la creación del proyecto 
 
Debilidades Amenazas 
No existe un modelo de desarrollo de 
software basado en buenas prácticas y 
acorde a las necesidades de la 
organización. 
Pérdida de Confianza del Usuario final
Entre el subproceso de desarrollo y el 
subproceso de pruebas no existe un control 
de calidad del producto por lo que puede 
producir un cuello de botella ya que siempre 
estará el producto retornando al subproceso 
de desarrollo las veces que sean 
necesarias hasta que las pruebas den un 
resultado satisfactorio. 
Se elevan los costos de los proyectos por 
el incumplimiento de los tiempos 
establecidos. 
En el Subproceso de Análisis y Diseño de la 
orden la tarea de "Entregar Documentación" 
puede provocar retrasos ya que el 
Regulaciones de organismos de control




subproceso de desarrollo no iniciará 
mientras no se ejecute dicha tarea. 
En el Subproceso de Análisis y Diseño de la 
orden, al existir dos tareas por separado 
como son la ingeniería y el desarrollo 
propiamente dicho,  "Socializar el 
Documento Técnico de Ingeniería" produce 
un cuello de botella  ya que no puede 
continuar con la siguiente tarea  mientras 
no exista la aprobación del mismo. 
Usuario sin el conocimiento necesario del 
proceso de negocio.  
En el Subproceso de Desarrollo de la Orden 
de Pedido la tarea de "Generar Checklist de 
Pruebas" no se debería realizar en ese 
subproceso. 
Ambientes de desarrollo y test no formales 
ó similares a producción 
El Subproceso de Pruebas no dispone de 
un control para asegurar la calidad de las 
mismas. 
Peticiones de desarrollos en los que 
intervienen funcionalidades comunes. 
En el Subproceso de Pruebas la tarea de 
“Enviar ajustes y cambios” genera retrasos 
en el proceso ya que en la mayoría de 
casos no son ajustes mínimos sino la 
solicitud de implementar un requerimiento o 
requisito que no fue contemplado 
inicialmente.  
 
Conocimiento disperso del core del negocio  
No se tiene definido claramente un 
responsable del proceso 
 
En el Subproceso de Análisis y Diseño de la 
orden y Desarrollo de la Orden se repite la 
tarea de análisis de la orden de pedido 
 
Falta de conocimiento de las normativas de 
organismos de control por parte de los 
recursos de ingeniería 
 
Nivel de responsabilidades no  definidas 
claramente dentro de un proyecto 
 
Personal de base de datos y aplicaciones 
sin las habilidades necesarias para 
asesoría en desarrollo e implementación de 
aplicaciones en producción. 
 
Bases de datos y aplicaciones que 
desfasadas a producción 
 
No existe una herramienta de Control del 
Proceso de Desarrollo de Software 
 
Tabla No. 6. Análisis FODA del Modelo de Proceso de Desarrollo (AS-IS) 





4.3.2 Diagnóstico del Análisis FODA 
Como se puede observar en el Análisis FODA es evidente que el número de 
debilidades del proceso como tal supera las fortalezas, dificultando la elaboración 
de un producto de software con calidad.    El proceso debe estar enfocado hacia 
el cumplimiento de los objetivos del Área Tecnológica y Organizacionales, sin 
embargo su débil estructura no lo permite. 
“El proceso ayuda a los miembros de una organización a alcanzar los objetivos 
estratégicos ayudándoles a trabajar más inteligentemente, no más duro, y de un  
modo más consistente. Los procesos eficaces también proporcionan  un medio 
para introducir y utilizar nuevas tecnologías de forma que  permitan responder 
mejor a los objetivos estratégicos de la organización.”8 
La COAC “Jardín Azuayo” sigue creciendo en su esquema organizativo y junto 
con ella las necesidades de los usuarios,  por lo tanto es imposible continuar 
desarrollando software como hace 16 años.    
El Modelo Propuesto tiene como propósito fundamental dar inicio a una nueva 
etapa de la Unidad de Desarrollo,  mucho más proactiva, apegada a normas y 
estándares que colaboren en la madurez del mismo. 
 
4.4 MODELO PROPUESTO DEL PROCESO DE DESARROLLO DE 
SOFTWARE (TO BE). 
 
4.4.1 Objetivo 
                                                 
8 Tomado de CMMI para el Desarrollo. Pág. 5. Capítulo 1.[12] 




Establecer las políticas, procesos y procedimientos para el desarrollo de software 
de la Cooperativa de Ahorro y Crédito “Jardín Azuayo”, que aseguren la 
estandarización del mismo y eleven la calidad de los productos entregados por la 
Unidad de Desarrollo de Software 
4.4.2 Alcance 
 Conceptual: 
o Delinear los procesos y procedimientos necesarios para el ciclo de 
vida de desarrollo de software en proyectos de cualquier tamaño. 
 Organizacional: 
o Unidad de Desarrollo de Sistemas 
 
 Geográfico: 
o Cooperativa de Ahorro y Crédito “Jardín Azuayo”. 
 
4.4.3 Políticas para el Proceso de Desarrollo de Software. 
1. Del Propietario del Proceso.  
o El proceso debe contar con un único dueño, el mismo que asumirá 
la responsabilidad de la gestión del mismo. 
2. De la Metodología del Proceso.  
o El proceso de desarrollo de Software debe apegarse a una 
metodología estándar en donde se definan los aspectos más 
importantes del ciclo de vida del desarrollo de sistemas. 
3. De la Gestión del Proceso.  
o El proceso debe ser controlado  y evaluado constantemente de tal 
manera que se puedan aplicar acciones correctivas o preventivas. 
4. De la Documentación.  
o Todas las actividades del proceso deben estar debidamente 
documentadas. 




5. De los Tiempos de Entrega.  
o El proceso debe disminuir la cantidad de los proyectos retrasados.  
6. Del Producto.  
o El proceso debe elevar la calidad del producto. 
o El proceso debe garantizar el correcto funcionamiento del producto 
antes de ser liberado a producción.  
o El proceso debe garantizar el control de versiones del producto. 
7. De los Recursos.  
o El proceso debe contar con todos los recursos necesarios para el 
correcto desempeño del mismo.  
o El proceso debe garantizar la correcta utilización de los recursos 
involucrados.  
o El proceso debe contemplar los roles y responsabilidades de los 
involucrados en el mismo. 
4.4.4 Arquitectura del Modelo Propuesto 
 
Definición de Modelos Estándares a aplicar. 
 
Los procesos  y procedimientos para el Desarrollo de Software se basan en el 
Modelo de Procesos de Desarrollo RUP, aplicando para la calidad del proceso, 
las mejores prácticas de CMMI para Desarrollo establecidas en el nivel de 
madurez 2 y la  Norma de Calidad SQUARE para control de calidad del Producto.    
Definición del Dueño del Proceso. 
 
El dueño del proceso debe asumir la responsabilidad de gestionarlo y de su 
mejora continua, para lo cual debe tener la suficiente autoridad que le permita 




implantar los cambios que conduzcan a la mejora de sus resultados. Por lo tanto 
queda planteada su necesidad en el modelo propuesto, para que la misma sea 









Definición de Elementos.[32]  
 
Elementos del Modelo Propuesto para el Desarrollo de Software 
basado en RUP 
Fases
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Implementación Modelo de 
Implementación  
 I – R 
 
 
Pruebas Plan de Pruebas  I – R  
Despliegue Plan de 
Despliegue 
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Plan del  Proyecto Muestra una breve descripción de lo que está asociado en 
el proyecto y lo que afecta el desarrollo. (Ver Anexo IV). 
Caso de Negocio Es un modelo de las funciones de negocio vistas desde la 
perspectiva de los actores externos (Agentes de registro, 
solicitantes finales, otros sistemas etc.). permite situar al 
sistema en el contexto organizacional haciendo énfasis en 
sus objetivos. (Ver Anexo IV). 




Lista de Riesgos Identifica los eventos, en orden decreciente de prioridad, 
que podrían afectar el éxito del proyecto. (Ver Anexo IV). 
Visión Define la visión del producto desde la perspectiva del 
cliente, especificando las necesidades y características del 
producto. Constituye una base de acuerdo en cuanto a los 
requisitos del sistema. (Ver Anexo IV). 
Modelo de Casos de 
Uso 
Presenta las funciones del sistema y los actores que hacen 
uso de ellas. Se representa mediante Diagramas de Casos 
de Uso. (Ver Anexo IV). 
Especificación 
Adicional 
Este documento capturará todos los requisitos que no han 
sido incluidos como parte de los casos de uso y se refieren 
requisitos no-funcionales globales. Dichos requisitos 
incluyen: requisitos legales o normas, aplicación de 
estándares, requisitos de calidad del producto, tales como: 
confiabilidad, desempeño, etc., u otros requisitos de 
ambiente, tales como: sistema operativo, requisitos de 
compatibilidad, etc. (Ver Anexo IV). 
Glosario Es un documento que define los principales términos 
usados en el proyecto.  (Ver Anexo IV). 
Modelo de Diseño Establece la realización de los casos de uso en clases y 
pasando desde una representación en términos de análisis 
(sin incluir aspectos de implementación) hacia una de 
diseño (incluyendo una orientación hacia el entorno de 




Permite representar la estructura del sistema, sirviendo de 
comunicación entre las personas involucradas en el 
desarrollo, ayudando a realizar diversos análisis que 
orienten el proceso de toma de decisiones.  (Ver Anexo IV). 
Modelo de 
Implementación 
Este modelo es una colección de componentes y los 
subsistemas que los contienen.  Estos componentes 
incluyen: ficheros ejecutables, ficheros de código fuente, y 
todo otro tipo de ficheros necesarios para la implantación y 
despliegue del sistema (Ver Anexo IV). 
Plan de Pruebas Establece las condiciones de  ejecución de cada prueba, 
las entradas de la prueba, y los resultados esperados. 
Estos casos de prueba son aplicados como pruebas de 
regresión en cada iteración. Cada caso de prueba llevará 
asociado un procedimiento de prueba con las instrucciones 




para realizar la prueba, y dependiendo del tipo de prueba 
dicho procedimiento podrá ser automatizable mediante un 
script de prueba. (Ver Anexo IV). 
Plan de Despliegue Muestra el despliegue, la configuración de tipos de nodos 
del sistema, en los cuales se hará el despliegue de los 
componentes. (Ver Anexo IV). 
 
Detalle de los Roles y Responsabilidades 
Roles Responsabilidades 
Analista de Procesos El analista se encarga de entender las necesidades y 
oportunidades dentro de un negocio, son traductores 
de lo técnico a lo “humano”, fungiendo como puente 
entre el equipo de desarrollo y los representantes de la 
organización. 
Jefe del Proyecto Es el responsable ante la gerencia del desarrollo y 
mantención del proyecto. 
Ingeniero de Sistemas Es el responsable de definir la arquitectura lógica y 
tecnológica utilizada para el desarrollo, soporte, mantención 
y operación del Sistema. 
Desarrolladores Es el responsable de convertir la especificación del sistema 
en código fuente ejecutable, utilizando uno o más lenguajes 
de programación, así como herramientas de software de 
apoyo a la programación 
Testers Es el responsable de las actividades principales del 
esfuerzo de las pruebas. Actividades que incluyen 
identificar, definir, implementar y dirigir las pruebas 
necesarias, como también verificar los resultados de 
las pruebas y analizar los resultados. 
Administrador de 
Aplicativos y BD 
Es el responsable de la gestión de los aplicativos y la base 
de datos  
Cliente Es el responsable de aceptar el producto. 
Stakeholders Involucra a todas las personas afectados por el Sistema. 
Puede incluir a miembros del proyecto, proveedores, 
clientes, usuarios finales y otros.   





Detalle de Herramienta IBM Rational. [29][30] 
 
 IBM Rational Requirements Composer. 
 
A través del suministro de varias herramientas visuales y de colaboración, 
Requirements Composer permite la captura y la mejor identificación de las 
necesidades empresariales sobre los requisitos que conducen a una calidad 
mejorada, reduce la carga de trabajo y del tiempo de salida del producto 
alineando todo el ciclo de vida. Esta capacidad para visualizar los objetivos 
empresariales y los requisitos de TI reduce los problemas causados por la falta de 
información o una mala comunicación entre los diferentes miembros del equipo. 
 
Proporciona también la capacidad de capturar visualmente información de 
requisitos como diagramas de procesos del negocio, diagramas de casos de uso, 
guiones gráficos, esbozos de interfaz de usuario y texto enriquecido para 
comunicar y articular mejor el contexto de los requisitos.  
 
Entre los beneficios que este producto presenta se encuentran: 
o Focaliza los equipos en los problemas empresariales que permiten 
soluciones más eficaces con la ayuda una arquitectura, calidad y procesos 
de gestión de requisitos mucho mejores. 
o Entrega más rápida del producto gracias a proporcionar un contexto y 
claridad a la validación de los responsables finales, reduciendo la 
reelaboración de requisitos ya establecidos y controlando la colaboración 
para la eficacia de las soluciones. 
o Maximiza la reutilización de los artefactos de requisitos. 
o Proporciona claridad a los responsables finales sobre la solución a 
desarrollar mediante esbozos de procesos de negocio, esbozos de IU y 




guiones gráficos, casos prácticos y glosarios dinámicos que ayudan a 
eliminar la confusión y a crear consenso alrededor de los requisitos. 
o Se integra con Rational RequisitePro 7.1 para mejorar las capacidades de 
gestión de requisitos para una mayor facilidad de seguimiento y alineación 
con los objetivos empresariales de todo el ciclo de vida. 
 
 IBM Rational  Team Concert 
 
“IBM Rational Team Concert ofrece un entorno de colaboración que auxilia a las 
personas y a los Grupos de trabajo para lograr el máximo rendimiento. Posibilita 
un control integrado de la versión del software, una gestión del espacio de trabajo 
y el soporte de desarrollo en paralelo. Además, está diseñado para interconectar 
equipos de desarrollo dispersos y aumentar de esta manera la productividad 
individual y del mismo equipo; para compactar los ciclos de desarrollo y para 
permitir que los equipos puedan suministrar software de alta calidad en forma 
rápida. Disponible en las ediciones Standard, Express y Express-C, Rational 
Team Concert está diseñado específicamente para equipos de desarrollo 
pequeños y medianos.” 
 
Esta herramienta permite: 
o Mejora la Colaboración en Equipo. 
o Soporta una gestión transparente del elemento de trabajo 
o Brinda valiosas capacidades de gestión de control de fuente 
o Provee una guía automatizada del proceso 
o Permite construcciones de software más eficientes. 
o Mejora la visibilidad mediante una visualización en tiempo real del estado 
del proyecto. 
o Ayuda ampliar sus inversiones empresariales 
o Potencializa ecosistema del Asociado de Negocios IBM 
o Potencializa la plataforma de tecnología JAZZ. 






 IBM Rational  Quality Manager 
Es una herramienta que  ayuda a sincronizar los trabajos en equipo a través del 
ciclo de vida de desarrollo del software. Automatiza las actividades que requieren 
un trabajo intensivo, contribuyendo en un mejor control de sus proyectos mediante 
la provisión de métricas confiables y oportunas. Está construido sobre la 
plataforma IBM® Jazz™, un entorno colaborativo basado en roles e impulsado 
por los negocios, que ofrece herramientas para el control de flujos de trabajo, el 
rastreo y el informe de métricas. 
Es un software de gestión de calidad basado en Web utilizado para la 
planificación de pruebas, testeo manual y la integración con herramientas 
automatizadas de testeo utilizado por todos los equipos de prueba y soporta una 
gran cantidad de funciones de usuario – como por ejemplo, gerente de pruebas, 
arquitecto de pruebas, líder de pruebas y gerente de laboratorio – y de roles fuera 
de las organizaciones de prueba.  
IBM Rational Quality Manager incluye una larga lista de características, sin 
embargo se resume algunas de las funciones clave que se pueden realizar con 
ésta herramienta: 
o Se comparte información sin contratiempos 
o Gestiona todo el ciclo del vida del proyecto 
o Gestiona el testeo manual 
o Utiliza la automatización para acelerar los cronogramas del proyecto. 
o Informe sobre las métricas del proyecto para la toma de decisiones. 
  














Fase de Inicio 
 
 
Modelación del Negocio 






Nombre: Modelación del Negocio  
Entrada: Requerimiento Inicial 
Salida: Plan del Proyecto, Casos de Uso del Negocio, Lista de Riesgos 
Actores: Analista de Procesos del Negocio
Jefe Proyecto 
Stakeholders 
Procedimiento: 1. El Analista de Proceso recibe el Documento de  Requerimientos 
Iniciales. 
2. El Analista de Procesos y Jefe del Proyecto realizan el estudio de 
factibilidad identificando  las necesidades, los procesos claves del 
negocio a los cuales se afecta la automatización, recursos y 
dificultades que representa la consecución del mismo. 
3. Si no es factible, el proyecto no se aprueba y se da por finalizado 
el proceso.  




4. Si es factible, el proyecto se aprueba 
5. El Analista de Procesos con el Jefe de Proyecto identifican los 
principales stakeholders del proyecto. 
6. El Analista de Procesos realiza entrevistas con los stakeholders 
para determinar su “Visión del Sistema” , es decir lo qué esperan 
de él. 
7. El Analista de Procesos identifica entradas, salidas, 
procedimientos internos, actores,  y su entorno. 
8. El Analista de Procesos realiza los casos de Uso del Negocio. 
9. El Jefe de Proyecto elabora el  Plan del Proyecto y la Lista de 
Riesgos con la participación de  los actores 
 
  






Nombre: Especificar Requerimientos 
Entrada: Plan del Proyecto, Lista de Riesgos,  Casos 
de Uso del Negocio, 
Salida: Documento de Visión del Sistema, Modelo 
de Casos de Uso, Especificaciones 
Adicionales, Glosario de Términos. 
Actores: Analista de Procesos del Negocio 
Ingeniero Sistemas/Analista de Sistemas 
Procedimiento: 1. El Analista de Procesos y el Ingeniero de Sistemas 
sincronizar los requerimientos de los stakeholders  
2. Establecer  alcances de lo que se puede 
automatizar. 
3. El Analista de Procesos elabora el Documento de 




Visión del Sistema. 
4. El Ingeniero de Software/Analista de Sistemas 
elabora el modelo de  casos de uso, el documento 
de especificaciones adicionales y el glosario de 
términos. 
5. Se pasa a la fase de “Elaboración y Construcción”. 
 
















Análisis y Diseño  
 
Nombre: Análisis y Diseño 
Entrada: Documento de Visión del Sistema, 
Modelo de Casos de Uso, 
Especificaciones Adicionales, 
Glosario de Términos. 




Salida: Modelo del Diseño y Arquitectura 
del Software  
Actores: Ingeniero/Analista Software 
Procedimiento: 1. El Ingeniero/Analista de Sistemas  analiza la 
documentación entregada 
2. Identifica los módulos, componentes de 
software y hardware que intervienen en el 
sistema. 
3. Construye o reafina el Modelo de Diseño y 











Entrada: Modelo del Diseño y Arquitectura del Software 
Salida: Producto Automatizado 
Actores: Ingeniero/Analista de Sistemas 
Desarrollador 
Administrador de Aplicaciones y Base de Datos 
Procedimiento: 1. El Ingeniero/Analista de Software socializa los documentos 
generados con el Desarrollador. 
2. El Desarrollador analiza la documentación. 
3. El Desarrollador genera el código fuente necesario para 
automatizar el requerimiento. 
4. El Desarrollador genera el Modelo de Implementación. 
5. El Desarrollador solicita implementar la solución al Administrador 
de Aplicativos y Base de Datos. 




6. El Administrador de Aplicativos y Base de Datos implementa la 
solución en el ambiente formal de pruebas. 
7. El Desarrollador notifica al Tester que la versión N del producto 





Entrada: Requerimiento Automatizado.  
Salida: Plan de Pruebas, Plan de Pruebas Conforme, Producto Conforme o 
Plan de Pruebas inconforme,  Producto Inconforme 
Actores: Tester 
Procedimiento: 1. El Tester genera el Plan de Pruebas a realizar. 
2. El Tester realiza las pruebas para verificar que el requerimiento 




automatizado se ajusta a lo ofrecido y concuerde con la Visión 
del Sistema que tiene el cliente. Esta verificación generalmente 
involucra una revisión de pares con otro ingeniero con el fin de 
examinar la solución planteada por el arquitecto del proyecto y 
proponer cambios o mejoras  
3. El Tester  realiza la validación del producto. 
4. Si existen no conformidades en las pruebas se pasa a la 
actividad “Modelación del Negocio-Fase de Elaboración y 
Construcción”, repitiendo las iteraciones que se establecieron en 
el proyecto.   
5. Si las pruebas son satisfactorias se pasa a la fase de Transición. 
Modelación del Negocio  
 
Nombre: Modelación del Negocio 
Entrada: Documento de Requerimientos Iniciales, Plan del Proyecto, Casos de 




Uso del Negocio, Lista de Riesgos 
Salida: Plan del Proyecto, Casos de Uso del Negocio, Lista de Riesgos 
(Refinados) 
Actores: Analista de Procesos del Negocio
Stakeholders 
Procedimiento: 1. El Analista de Proceso y Jefe de Proyecto analizan los resultados 
de las pruebas. 
2. El Analista de Proceso y el Jefe de Proyecto revisan y reafinan 




Nombre: Requerimientos  
Entrada: Plan del Proyecto, Lista de Riesgos,  Casos de Uso del Negocio 





Salida: Documento de Visión del Sistema, Modelo de Casos de Uso, 
Especificaciones Adicionales, Glosario de Términos Refinados 
Actores: Analista de Procesos del Negocio 
Ingeniero Sistemas/Analista de Sistemas 
Procedimiento: 1. El Analista de Procesos reafina el Documento de Visión del 
Sistema. 
2. El Ingeniero de Software/Analista de Sistemas reafina el modelo 
de  casos de  uso, el documento de especificaciones adicionales 
y el glosario de términos.  
3. Continuar con la actividad de “Análisis y Diseño – Fase de 
Elaboración y Construcción”  
 
Fase de Transición 
 
 













Entrada: Plan de Pruebas aprobado, Producto aprobado 
Salida: Plan de Despliegue, Producto automatizado. 




Actores: Administrador de Aplicativos y Base de Datos
Procedimiento: 1. El Administrador de Aplicativos y Base de Datos genera el Plan 
de despliegue del producto tomando en cuenta la criticidad del 
mismo.  






4.4.6 Mejores Prácticas Modelo CMMI.[12]   
A continuación se describen las mejores prácticas en las Áreas de Proceso de 
Ingeniería y Soporte, las mismas que se propone aplicar en el modelo de proceso 
de desarrollo, por estar de acorde al nivel de madurez y al tipo de producto 
resultante del mismo.   
 Áreas de Proceso de Ingeniería 
 
o Gestión de Requerimientos. Metas específicas y prácticas 
específicas. 
SG 1 Gestionar los requerimientos. 
SP 1.1 Obtener una comprensión de los requerimientos. 
SP 1.2 Obtener el compromiso sobre los requerimientos. 
SP 1.3 Gestionar los cambios de los requerimientos. 
SP 1.4 Mantener la trazabilidad bidireccional de los requerimientos. 
SP 1.5 Identificar las inconsistencias entre el trabajo del proyecto y 
los requerimientos. 




o Desarrollo de Requerimientos. Metas específicas y prácticas 
específicas. 
SG 1 Desarrollar los requerimientos de cliente. 
SP 1.1 Obtener las necesidades. 
SP 1.2 Desarrollar los requerimientos de cliente. 
SG 2 Desarrollar los requerimientos de producto. 
SP 2.1 Establecer los requerimientos de producto y de componentes 
del producto. 
SP 2.2 Asignar los requerimientos de componentes del producto. 
SP 2.3 Identificar los requerimientos de interfaz. 
SG 3 Analizar y validar los requerimientos. 
SP 3.1 Establecer los conceptos operativos y los escenarios. 
SP 3.2 Establecer una definición de la funcionalidad requerida. 
SP 3.3 Analizar los requerimientos. 
SP 3.4 Analizar los requerimientos para alcanzar el equilibrio. 
SP 3.5 Validar los requerimientos. 
o Gestión de Riesgos. Metas específicas y prácticas específicas. 
SG 1 Preparar la gestión de riesgos. 
SP 1.1 Determinar las fuentes y las categorías de los riesgos. 
SP 1.2 Definir los parámetros de los riesgos. 
SP 1.3 Establecer una estrategia de gestión de riesgos. 
SG 2 Identificar y analizar los riesgos. 
SP 2.1 Identificar riesgos. 
SP 2.2 Evaluar, categorizar y priorizar los riesgos. 
SG 3 Mitigar los riesgos. 
SP 3.1 Desarrollar los planes de mitigación de riesgo. 
SP 3.2 Implementar los planes de mitigación de riesgo. 
o Solución Técnica. Metas específicas y prácticas específicas. 




SG 1 Seleccionar las soluciones de componentes de producto. 
SP 1.1 Desarrollar las soluciones alternativas y los criterios de 
selección. 
SP 1.2 Seleccionar las soluciones de componentes de producto. 
SG 2 Desarrollar el diseño. 
SP 2.1 Diseñar el producto o el componente de producto. 
SP 2.2 Establecer un paquete de datos técnicos. 
SP 2.3 Diseñar las interfaces usando criterios. 
SP 2.4 Realizar los análisis sobre si hacer, comprar o reutilizar. 
SG 3 Implementar el diseño de producto. 
SP 3.1 Implementar el diseño. 
SP 3.2 Desarrollar la documentación de soporte de producto. 
o Validación. Metas específicas y prácticas específicas 
SG1 Preparar la validación. 
SP 1.1 Seleccionar los productos a validar. 
SP 1.2 Establecer el entorno de validación. 
SP 1.3 Establecer los procedimientos y los criterios de validación. 
SG 2 Validar el producto o los componentes de producto. 
SP 2.1 Realizar la validación. 
SP 2.2 Analizar los resultados de la validación. 
o Verificación.  Metas específicas y prácticas específicas 
SG 1 Preparar la verificación. 
SP 1.1 Seleccionar los productos de trabajo a verificar. 
SP 1.2 Establecer el entorno de verificación. 
SP 1.3 Establecer los procedimientos y los criterios de verificación. 
SG 2 Realizar revisiones entre pares. 
SP 2.1 Preparar las revisiones entre pares. 




SP 2.2 Llevar a cabo las revisiones entre pares. 
SP 2.3 Analizar los datos de la revisión entre pares. 
SG 3 Verificar los productos de trabajo seleccionados. 
SP 3.1 Realizar la verificación. 
SP 3.2 Analizar los resultados de la verificación. 
 Áreas de Proceso de Soporte 
 
o Planificación del Proyecto. Metas específicas y prácticas 
específicas 
SG 1 Establecer estimaciones. 
SP 1.1 Estimar el alcance del proyecto. 
SP 1.2 Establecer las estimaciones de los atributos del producto de 
trabajo y de las tareas. 
SP 1.3 Definir el ciclo de vida del proyecto. 
SP 1.4 Determinar las estimaciones de esfuerzo y de coste. 
SG 2 Desarrollar un plan de proyecto. 
SP 2.1 Establecer el presupuesto y el calendario. 
SP 2.2 Identificar los riesgos del proyecto. 
SP 2.3 Planificar la gestión de los datos. 
SP 2.4 Planificar los recursos del proyecto. 
SP 2.5 Planificar el conocimiento y las habilidades necesarias. 
SP 2.6 Planificar la involucración de las partes interesadas. 
SP 2.7 Establecer el plan de proyecto. 
SG 3 Obtener el compromiso con el plan. 
SP 3.1 Revisar los planes que afectan al proyecto. 
SP 3.2 Reconciliar los niveles de trabajo y de recursos. 
SP 3.3 Obtener el compromiso con el plan. 
o Gestión de Configuración. Metas específicas y prácticas 
específicas 





SG 1 Establecer líneas base. 
SP 1.1 Identificar elementos de configuración. 
SP 1.2 Establecer un sistema de gestión de configuración. 
SP 1.3 Crear o liberar líneas base. 
SG 2 Seguir y controlar los cambios. 
SP 2.1 Seguir las peticiones de cambio. 
SP 2.2 Controlar los elementos de configuración. 
SG 3 Establecer la integridad. 
SP 3.1 Establecer registros de gestión de configuración. 
SP 3.2 Realizar auditorías de configuración. 
 
o Medición y Análisis. Metas específicas y prácticas específicas 
SG 1 Alinear las actividades de medición y análisis. 
SP 1.1 Establecer los objetivos de medición. 
SP 1.2 Especificar las medidas. 
SP 1.3 Especificar los procedimientos de recogida y de 
almacenamiento de datos. 
SP 1.4 Especificar los procedimientos de análisis. 
SG 2 Proporcionar los resultados de la medición. 
SP 2.1 Recoger los datos de la medición. 
SP 2.2 Analizar los datos de la medición. 
SP 2.3 Almacenar los datos y los resultados. 
SP 2.4 Comunicar los resultados. 
o Monitorización y Control del Proyecto. Metas específicas y 
prácticas específicas. 
 
SG 1 Monitorizar el proyecto frente al plan. 
SP 1.1 Monitorizar los parámetros de planificación del proyecto. 
SP 1.2 Monitorizar los compromisos. 




SP 1.3 Monitorizar los riesgos del proyecto. 
SP 1.4 Monitorizar la gestión de datos. 
SP 1.5 Monitorizar la involucración de las partes interesadas. 
SP 1.6 Llevar a cabo revisiones de progreso. 
SP 1.7 Llevar a cabo revisiones de hitos. 
SG 2 Gestionar las acciones correctivas hasta su cierre. 
SP 2.1 Analizar problemas. 
SP 2.2 Llevar a cabo las acciones correctivas. 
SP 2.3 Gestionar las acciones correctivas. 
o Aseguramiento de la Calidad del Proceso y Producto. Metas 
específicas y prácticas específicas. 
 
SG 1 Evaluar objetivamente los procesos y los productos de trabajo. 
SP 1.1 Evaluar objetivamente los procesos. 
SP 1.2 Evaluar objetivamente los productos de trabajo y los 
servicios. 
SG 2 Proporcionar una visión objetiva. 
SP 2.1 Comunicar y asegurar la resolución de las no 
conformidades.. 
SP 2.2 Establecer registros. 




Figura 36. Arquitectura del Modelo Propuesto 




Fuente: Elaboración Propia 




 Métricas Propuestas [34] 
 
o Métricas Internas. Funcionalidad. 
Adecuación.  Suficiencia Funcional 
Nombre  Suficiencia Funcional 
Propósito: Cómo se calificaría las funciones controladas 
Método de 
Aplicación: 
Contar el número de funciones que están implementadas para 
el desempeño de las tareas, entonces medir el radio de esto 
hacia las funciones  implementadas. 
Se puede medir: 
-Todas las partes del diseño de especificaciones. 
- Módulos completos /partes de producto de software las 
métricas  comparado con el número de funciones evaluadas. 
Medición, Fórmula: X= 1-A/B 
A=Número de funcionalidades en donde se detectaron 
problemas en la evaluación 
B=Número de funcionalidades controladas 
Interpretación: 0<=X<=1, Es correcto mientras más se acerca a 1. 
Tipo de Escala: Absoluto 
Tipo de Medida: X=Contable 
A=Contable 
B=Contable 
Fuente de Medición: Especificación de Requerimientos 
Diseño 
Código fuente 













Adecuación.  Integridad de la implementación funcional 
Nombre Integridad de la implementación funcional 




Contar el número de funcionalidades faltantes detectadas en 
la evaluación y  comparar con el número de funcionalidades 
descritas en la especificación de los requerimientos. 
Medición, Fórmula: X= 1-A/B 
A=Número de funcionalidades faltantes detectadas en la 
evaluación.  
B=Número de funcionalidades descritas en la especificación 
de requerimientos.
Interpretación: 0<=X<=1, Es correcto mientras más se acerca a 1. 
Tipo de Escala: Absoluto 
Tipo de Medida: X=Contable 
A=Contable 
B=Contable 
















 Métricas Externas. Funcionalidad. 
Adecuación.  Suficiencia Funcional 
Nombre: Suficiencia Funcional 
Propósito: Cómo se calificaría las funciones evaluadas  
Método de 
Aplicación: 
Número de funciones que están implementadas para el 





A=Número de funcionalidades en donde se detectaron 
problemas en la evaluación 
B=Número de funcionalidades evaluadas. 
Interpretación: 0<=X<=1, Es correcto mientras más se acerca a 1. 
Tipo de Escala: Absoluto 






Aseguramiento de Calidad 
Calificación de Pruebas 
Fuente de 
Medición: 
Especificación de Requerimientos 













Adecuación. Integridad de la implementación funcional 
Nombre: Integridad de la implementación funcional 
Propósito: Saber cuán completa es la implementación de acuerdo a la 
especificación  de requerimientos.
Método de 
Aplicación: 
Hacer pruebas funcionales (pruebas de caja negra) del 




A=Número de funcionalidades faltantes detectadas en la 
evaluación. 
B=Número de funcionalidades descritas en la especificación 
de requerimientos. 
Interpretación: 0<=X<=1, Es correcto mientras más se acerca a 1. 
Tipo de Escala: Absoluto 





Especificación de Requerimientos 




Aseguramiento de Calidad 










Con la elaboración del presente trabajo se afianzaron los conocimientos 
impartidos durante la Maestría de Gerencias de Sistemas de Información, en 
relación a los temas de Modelos de Procesos de Desarrollo y Calidad de 
Software, los mismos que en el entorno informático de Cuenca no tienen aún el 
apoyo necesario, sin embargo, queda cimentada la necesidad de motivar a las 
altas gerencias tanto administrativas como tecnológicas, para que analicen el 
costo-beneficio de iniciar mejoras en la manera en la que se desempeñan ciertas 
áreas del  negocio como es la de Desarrollo de Software. 
Utilizando dichos conocimientos se definió el Modelo Actual del Proceso de 
Desarrollo de Software utilizado en la Cooperativa “Jardín Azuayo”, en el cual se 
verificó la existencia  de una serie de inconsistencias en su estructura, mismas 
que han generado problemas tanto en la gestión de los proyectos, como en los 
productos entregados por la Unidad de Desarrollo de Software evitando de esta 
manera que se cumpla con uno de los objetivos de la Unidad, que es la de 
entregar un producto eficaz, efectivo, eficiente y de calidad. 
De hecho se pudo evidenciar que no existe un previo análisis de factibilidad para 
iniciar el desarrollo de las órdenes requeridas, dando lugar a que se inviertan 
ineficientemente tanto recursos tecnológicos, económicos y humanos, en 
proyectos que nunca salieron a producción. La falta del modelo del negocio para 
iniciar el desarrollo conjugado con la poca experiencia del personal del Área de 
Desarrollo en el Core, es otro factor que pasa desapercibido, pero que repercute 
notablemente tanto en la estimación de los tiempos del proyecto, como en el 
proceso de desarrollo propiamente dicho.  
En relación al producto entregado, la ausencia de controles de calidad, hacen que 
éste no garantice el cumplimiento de los requerimientos solicitados por el usuario 
final, ni especificaciones técnicas necesarias, dando lugar a que en muchas 
ocasiones los errores o defectos sean detectados una vez que sale a producción, 




o lo que es peor, antes de liberarlo, recién en ese momento el usuario final indica 
que el producto entregado no cumple sus expectativas. 
Un modelo con demasiados reprocesos, poco sistémico y desalineado totalmente 
con los objetivos de la Unidad y de la Institución, con la entrega de productos con 
errores o defectos,  es el resultado de un modelo que no se basa en ningún 
estándar, ni en ninguna norma de calidad.  
RECOMENDACIONES 
 
 Establecer un proceso de socialización y capacitación para concienciar a 
los involucrados en el proceso de desarrollo, sobre la necesidad de 
cambiar su metodología, de tal manera que exista el compromiso de 
apoyar y participar en la implementación de la propuesta realizada.  
 Realizar un análisis previo de los recursos y cambios organizacionales que 
implican la implementación del mismo. 
 Se debe realizar un piloto de 3 meses que permita completar n iteraciones 
del proceso propuesto con el fin de implementar paulatinamente el Modelo 
Propuesto de Proceso de Desarrollo de Software, en algunos proyectos, de 
tal manera que se pueda verificar con datos reales cuáles son las ventajas 
de utilizar un proceso más ordenado y controlado que el actual.  
 No es necesario aplicar toda la documentación establecida en este 
material, lo recomendable es iniciar con la que se creyere la más relevante, 
para evitar que el proceso se enfoque la generación de documentación . 
 Monitorear constantemente cada fase del proceso para establecer puntos 
críticos y aplicar acciones correctivas, preventivas o de mejora al mismo.  
 Incrementar el número de métricas de calidad conforme vaya madurando el 
modelo. Entre las cuales se podría recomendar 9 : 
o Métrica Interna de Exactitud:  
                                                 
9 ISO/IEC TR 9126-3:2003: International standard “Software Engineering – product quality – part 3”.[34] 




 Exactitud computacional: Mide el grado de precisión en la 
implementación de los requisitos.  
o Métrica Interna de Funcionalidad  
 Conformidad con la Funcionalidad: Mide el grado de 
cumplimiento de la funcionalidad del producto a las normas 
aplicables, estándares y convenciones. 
o Métrica Externa de Adecuación: 
 Alcance de la Implementación Funcional: Mide cuán correcta 
es la implementación funcional. 
 Estabilidad de la Especificación Funcional: Mide la estabilidad 
de la especificación funcional después del despliegue. 
 Implementar un modelo de calidad en procesos como CMMI una vez que el 
mismo ya esté institucionalizado. 
 Adquirir las herramientas que permitan gestionar el modelo efectivamente. 
 Capacitar a los recursos en temas sobre CMMI, Control de Calidad de 
Software,  BPM, de tal manera que se fortalezcan las bases para la 

















GLOSARIO DE TÉRMINOS 10 
 Arquitectura de Software.  Es la manera abstracta, los componentes que 
llevan a cabo alguna tarea de computación, sus interfaces y la 
comunicación entre ellos.  
 Artefacto. Un artefacto es un producto tangible resultante del proceso de 
desarrollo de software. 
 Aseguramiento de la Calidad (QA). Conjunto de actividades diseñadas para 
asegurar que el proceso de desarrollo y/o mantenimiento es adecuado para que el 
sistema cumpla sus objetivos.  
 Calidad de Procesos. Consiste en aplicar la calidad al proceso de 
fabricación de un producto. Para ello se utilizan técnicas aplicadas sobre 
muestras tomadas del producto. 
 Caso de Prueba. Conjunto de valores de entrada, precondiciones de ejecución, 
resultados esperados y post condiciones de ejecución desarrolladas para un 
objetivo o condición de prueba particular, tal como probar un determinado camino 
de un programa.  
 Casos de Uso. Es una secuencia de interacciones que se desarrollarán 
entre un sistema y sus actores en respuesta a un evento que inicia un actor 
principal sobre el propio sistema. 
 Control de Calidad (QC).  Conjunto de actividades diseñadas para evaluar el 
producto de trabajo ya desarrollado.  
                                                 
10Tomado de Wikipedia. 




 Core del Negocio.  Es aquella actividad capaz de generar valor y que 
resulta necesaria para establecer una ventaja competitiva beneficiosa para 
la organización. 
 Especificaciones. Representa un documento técnico oficial que 
establezca de forma clara todas las características, los materiales y los 
servicios necesarios para producir componentes destinados a la obtención 
de productos. 
 Estándares. Es la redacción y aprobación de normas que se establecen 
para garantizar el acoplamiento de elementos construidos 
independientemente, así como garantizar el repuesto en caso de ser 
necesario, garantizar la calidad de los elementos fabricados, la seguridad 
de funcionamiento y trabajar con responsabilidad social. 
 Feedback.  Retroalimentación. 
 Gestión Total de la Calidad. Es una estrategia de gestión creada por W. 
E. Deming orientada a crear conciencia de calidad en todos los procesos 
organizacionales. 
 Guía.  Tratado en que se dan directrices o consejos sobre determinadas 
materias. 
 Ingeniería de Software.   Es la aplicación de un enfoque sistemático, 
disciplinado y cuantificable al desarrollo, operación y mantenimiento de 
software, y el estudio de estos enfoques, es decir, la aplicación de la 
ingeniería al software. 
 Interacción. Es una acción recíproca entre dos o más objetos, sustancias, 
personas o agentes. 
 Iteración. Es la repetición de una serie de instrucciones. 
 Interfaz.  Representa la capacidad de comunicación entre componentes 
de software 
 Mejora Continua.  Es una actitud general que debe ser la base  
 para asegurar la estabilización del proceso y la posibilidad de mejora. 




 Metodología.  Es un marco de trabajo usado para estructurar, planificar y 
controlar el proceso de desarrollo en sistemas de información. 
 Métricas. El  IEEE  “Standard Glosary of Software Engering Terms” define 
como métrica como “una medida cuantitativa del grado  en que un sistema, 
componente o proceso posee un atributo dado” . 
 Modelo. Un modelo es una representación de una realidad compleja. 
Modelar es desarrollar una descripción lo más exacta posible de un 
sistema y de las actividades llevadas a cabo en él. 
 Norma de Calidad. Es un documento, establecido por consenso y 
aprobado por un organismo reconocido (nacional o internacional), que 
proporciona para un uso común y repetido, una serie de reglas, directrices 
o características para las actividades de calidad o sus resultados, con el fin 
de conseguir un grado óptimo de orden en el contexto de la calidad. Las 
principales organizaciones internacionales, emisoras de normas de calidad 
son: ISO (Organización Internacional de Estándares) 
 Planificación. La planificación es un proceso de toma de decisiones para 
alcanzar un futuro deseado, teniendo en cuenta la situación actual y los 
factores internos y externos que pueden influir en el logro de los objetivos. 
 Proceso. Un proceso es un conjunto de actividades o eventos 
(coordinados u organizados) que se realizan o suceden (alternativa o 
simultáneamente) bajo ciertas circunstancias con un fin determinado 
 Prototipo. Borrador de un producto potencial o de una parte del mismo, 
una simulación de los requisitos.  
 Proyecto. Es el conjunto de las actividades que desarrolla una persona o 
una entidad para alcanzar un determinado objetivo. 
 Requerimiento.   Características que se desea que posea un sistema o un 
software. 
 Requisito. Es una necesidad documentada sobre el contenido, forma o 
funcionalidad de un producto o servicio.  




 Riesgos.  Factor que puede resultar en consecuencias negativas en el 
futuro.  Normalmente se expresa en términos de impacto y probabilidad.  
 Setear. Configurar 
 Stub. Implementación esquemática o con un propósito especial de un 
componente software, usado para desarrollar o probar un componente que 
llama o depende de él. Reemplaza al componente llamado.  
ABREVIATURAS 
 CEO .   Chief Executive Officer 
 CMMI.  Capability Maturity Model Integration. 
 GUI.   Graphical User Interface 
 IEEE.   Institute of Electrical and Electronics Engineers. 
 ISO.    International Organization for Standardization. 
 PL.  Project Leader.  
 SPM.    Software Project Manager. 
 UML.   Unified Modeling Language 
 WEB.  Word Wide Web. 
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DEFINIR NORMAS Y PROCESOS PARA PROVEER SISTEMAS DE 
INFORMACIÓN 
Nombre JA4.2.2.1.1 DEFINIR NORMAS Y PROCESOS PARA PROVEER 














El Coordinador del Departamento de Ingeniería y Desarrollo de Sistemas: 
1. Redacta la propuesta de la norma sea ésta políticas, reglamentos, 
metodologías u otra normativa inherente para Proveer Sistemas de 
Información, y presenta al Coordinador y personal del área para 
una primera revisión y ajustes. 
 
2. Realizados los ajustes en el Área, envía a un grupo focal para su 
revisión. 
 
3. Se reúne con los miembros del grupo focal para recibir las 
observaciones al documento o recibe mediante correo electrónico. 
 
4. El Coordinador de Ingeniería y Desarrollo de Sistemas actualiza el 
documento con las observaciones del grupo focal y envía al 
Coordinador de Área para su socialización ante el Comité de 
Coordinación General. 
 
5.  El Coordinador de Área envía el documento a los miembros del 
Comité de Coordinación General con 3 días de anticipación a la 
reunión para su revisión y análisis. 
 
6. El Comité de Coordinación General en la reunión correspondiente 
realiza las observaciones a la norma planteada y aprueba su envío 
al Consejo de Administración. 
 
7. El Coordinador de Área envía a prosecretaria para que se incluya 
en el orden del día del Consejo de Administración para su 
aprobación. En caso de no aprobarlo el Consejo devuelve al 
Coordinador de Ingeniería y Desarrollo de Sistemas para su 
readecuación. 
 
8. En caso de ser aprobada la norma, la prosecretaria del Consejo 
Remite al Coordinador de Normas y Calidad para su publicación y 
difusión en la Intranet. 





9. El Coordinador de Ingeniería y Desarrollo de Sistemas realiza las 
acciones necesarias para implementar la norma aprobada. 
Definir Procesos: 
1. El Coordinador de Ingeniería y Desarrollo de Sistemas con el 
apoyo del departamento de normas y calidad elabora o adecúa los 
procesos necesarios para el cumplimiento de sus roles y funciones 
de acuerdo a los formatos establecidos en el departamento de 
normas y calidad. 
 
2. Socializa los procesos levantados ante su Coordinador de Área y 
sus compañeros de departamento, recoge las sugerencias, realiza 
los ajustes necesarios y envía al Coordinador de Normas y 
Calidad. 
 
3. El Coordinador de Normas y Calidad revisa la coherencia del 
documento, la eficiencia de los procesos, asigna el número de 
solicitud y envía al Coordinador de Ingeniería y Desarrollo de 
Sistemas para que éste a través de su Coordinador de Área envíe 
al Comité de Coordinación General para su aprobación. 
 
4. El Coordinador de Área solicita incluir la aprobación de los 
procesos en la agenda de reunión del CCG y les envía el 
documento a sus integrantes con 3 días de anticipación a la 
reunión para su revisión y posterior aprobación en la reunión. En 
caso de no aprobarlo el Comité devuelve al Coordinador de 
Ingeniería y Desarrollo de Sistemas para su readecuación. 
 
5. En caso de ser aprobados los procesos, el Coordinador de 
Ingeniería y Desarrollo de Sistemas informa de su aprobación y 
envía el documento al Coordinador del departamento de Normas y 
Calidad. 
 
6. El Coordinador de Normas y Calidad incorpora los cambios 
aprobados al manual correspondiente, publica en la intranet, 
informa a los usuarios para su aplicación y controla las versiones 
del manual. 
 
ANALIZAR Y DISEÑAR SISTEMAS DE INFORMACIÓN 











1. Definir herramientas de desarrollo a utilizarse. 
El Coordinador de TI, con la aprobación del Comité de Informática, define 
las herramientas de desarrollo a utilizarse, las cuales se hallan basadas 
en 2 grupos de desarrollo actuales: 
 Desarrollo FORMS: 
 
Oracle Developer Suite 10g R2. 
Oracle PL/SQL Developer 6. 
 
 Desarrollo JAVA: 
 
 Oracle JDeveloper 10g. 
Oracle SQL Developer. 
 
 
2. Analizar y diseñar sistemas de información. 
El Analista Programador, con la finalidad de detectar ambigüedades y 
contradicciones entre las diferentes ordenes de pedido, gestionar la 
integridad de los procesos y detectar conjuntos de acciones que son 
repetitivas, para poder considerarlas como una unidad de programación, 
plasma la parte de captura, análisis y diseño de los sistemas de 
información en los siguientes documentos: 
 Diagramas de Casos de Uso: La finalidad de este documento es 
tener una visión global del aplicativo, en el cual se detalle los 
actores y las funcionalidades prestadas. 
 
 Documento de requerimiento: La finalidad de este documento es 
tener un documento en el cual se establezcan claramente los 
requerimientos de las áreas, como segmentos de este documento 
se encuentran: 
 
1. Descripción: Presentará una breve descripción global del 
proceso. 
2. Pre-condiciones: Establece las condiciones previas que 
deberán existir. 
3. Flujos Básicos: Detalla los flujos de los procesos, como 
también indica los actores que intervendrán. Esta sección 
describirá completamente el comportamiento esperado del 




sistema, que se utilizara posteriormente para las fases de 
desarrollo y pruebas. 
4. Flujos Alternos: Detalla los procesos que se deberán dar en 
caso de presentarse algún inconveniente en el flujo básico. 
5. Pos-condiciones: Establece las condiciones posteriores que 
deberán ser consideradas. 
 
3. Asignar para el desarrollo. 
El Coordinador de TI asigna recursos en base al tiempo proyectado de 
desarrollo, prioridad e impacto que causa en la institución; para las 
asignaciones. 
DESARROLLAR SISTEMAS DE INFORMACIÓN 





1. Define estándares de programación y Best Practice. 
Para poder pasar el aplicativo hacia la etapa de pruebas, conjuntamente 
con la orden de pruebas, verifica que los scripts realicen los cambios de 
estructura en la base de datos, como también los ingresos, 
actualizaciones y eliminaciones de registros en el caso de ser necesarios. 
2. Realiza pruebas. 
Verifica que los aplicativos desarrollados cumplan con lo expuesto en los 
documentos de requerimientos. Este proceso dará inicio una vez que el 
Programador haya pasado una orden de Pruebas. 
3. Entrega a producción. 
Una vez que el aplicativo haya superado las pruebas correspondientes, 
implementa el sistema desarrollado en el ambiente de producción. 
 
MANTENER SISTEMAS DE INFORMACIÓN PARA GARANTIZAR SU 
FUNCIONALIDAD 
Nombre JA4.2.2.1.4 MANTENER SISTEMAS DE INFORMACIÓN PARA 
GARANTIZAR SU FUNCIONALIDAD. 
  




1. En el caso de necesitar un cambio en los procesos para mejorar su 
funcionalidad, el Analista Programador da inicio nuevamente con la 
actualización del documento de requerimientos. 
 
2. En el caso de encontrarse un problema en la parte operativa 
debido a un problema de programación el Analista Programador 






Anexo II. Documentación generada en el Proceso de Desarrollo (AS-IS) de la 
COAC “JARDÍN AZUAYO” 
 




Orden de Pedido 
 
 




Red de Proyecto 
 





Documento de Ingeniería 






















Documento de Desarrollo  
 





































Acta Puesta en Pruebas  
 





Informe Puesta en Pruebas  












Anexo III. Redes de Proyectos de las Órdenes (Proyectadas y Reales)  










ORDEN No. 14 














ORDEN No. 15 











ORDEN No. 16  
Validaciones de Créditos 
Red Proyectada 












ORDEN No. 18 











ORDEN No. 21  
Fondo Directivos 
Red Proyectada 
























ORDEN No. 25  



















ORDEN No. 27 
Transferencias  Internacionales 
Red Proyectada 













ORDEN No. 28 











ORDEN No. 32 
Cambio de Oficinas, Servicios Virtuales 
Red Proyectada 








ORDEN No. 33  














ORDEN No. 37 











ORDEN No. 40  
Modificación al Módulo de Vinculados 
 Red Proyectada 
 












Anexo IV. Plantillas de Flujo de Actividades según el Modelo de Proceso de 
Desarrollo RUP.  
MODELADO DEL NEGOCIO 
Plan de Desarrollo  
 
 

























Caso De Negocio 
 
 




















Lista De Riesgos 
 
 









Modelo De Casos De Uso 










































































































ANALISIS Y DISEÑO 
 











Documentación De La Arquitectura De Software 
 
 

















Modelo De La Implementación 
 
 


























Plan De Pruebas 
 
 




























Plan De Despliegue 
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