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Povzetek
Naslov: Uporaba podatkovnih baz NoSQL v programskem jeziku Java na
osnovi JNoSQL
Avtor: Klemen Kobau
Podatkovne baze NoSQL postajajo vse popularnejˇse in veliko programerjev
se srecˇuje s tezˇavami z izbiro pravilne podatkovne baze NoSQL. Poleg tega
pa se podjetja, ki jih zˇe uporabljajo, srecˇujejo s preveliko odvisnostjo med
programsko kodo in izbrano podatkovno bazo. Oba problema poskusˇajo
programerji resˇiti z razvojem preslikovalnih knjizˇnic, s katerimi povecˇamo
prenosljivost programske kode in enostavnost uporabe razlicˇnih podatkovnih
baz NoSQL. V diplomski nalogi raziˇscˇemo, kdaj je uporaba podatkovnih
baz NoSQL primerna, in jih primerjamo s podatkovnimi bazami SQL. Nato
primerjamo razlicˇne preslikovalne knjizˇnice in podrobneje raziˇscˇemo knjizˇnico
Eclipse JNoSQL. Kot del diplomske naloge smo razvili knjizˇnico, ki omogocˇa
lazˇjo uporabo JNoSQL, in jo integrirali v ogrodje KumuluzEE. Na koncu
predstavimo sˇe primer uporabe knjizˇnice in ovrednotimo njeno delovanje.
Kljucˇne besede: NoSQL, Java, podatkovne baze.

Abstract
Title: Using NoSQL databases in the Java programming language on the
basis of JNoSQL
Author: Klemen Kobau
NoSQL databases are becoming increasingly popular, however a lot of de-
velopers are having troubles deciding which NoSQL database is the right for
their specific use case. Furthermore, companies that already use them are
uncovering that their code is becoming increasingly dependent on the com-
pany’s database. Software developers are tackling these issues with the help
of mapping libraries, which increase code portability and make using NoSQL
databases easier. In the thesis we explore different NoSQL database types,
their use cases and compare them to SQL databases. Later, we compare dif-
ferent mapping libraries and thoroughly explore the Eclipse JNoSQL library.
As the practical part of the thesis, we have developed an extension for the
KumuluzEE framework, that makes use of Eclipse JNoSQL easier. Lastly,
we present a use case of the developed library and grade its performance.
Keywords: NoSQL, Java, databases.

Poglavje 1
Uvod
1.1 Motivacija
Podatkovne baze tipa NoSQL postajajo vse popularnejˇse kot resˇitev za pro-
cesiranje in shranjevanje velikih kolicˇin podatkov. Pojem NoSQL se prvicˇ
pojavi proti koncu prejˇsnjega tisocˇletja kot ime odprtokodne relacijske baze,
ki ni uporabljala SQL, pozneje pa se pojavi kot ime konference, na kateri so
predstavljali odprtokodne nerelacijske baze. V zadnjem cˇasu kratico razu-
memo kot Ne samo SQL (angl. Not Only SQL) [3], ki oznacˇuje podatkovne
baze, ki ne uporabljajo poizvedovalnega jezika SQL.
Slabi lastnosti podatkovnih baz NoSQL sta pomanjkanje skupnega poi-
zvedovalnega jezika, kot je na primer SQL pri podatkovnih bazah SQL, in
mozˇnost dostopa na vecˇ razlicˇnih nacˇinov. Najbolj osnoven je uporaba bazne
ovojnice1, ki jo najvecˇkrat prispeva razvijalec podatkovne baze. Bazna ovoj-
nica skrbi za povezavo podatkovne baze z nekim programom in izpostavlja
bazin API. Ker je bazna ovojnica narejena samo za neko dolocˇeno podatkovno
bazo, napisana programska koda ni prenosljiva med podatkovnimi bazami in
moramo ob zamenjavi podatkovne baze vso napisati ponovno.
Cˇe zˇelimo programsko kodo, ki bo delovala na vecˇ podatkovnih bazah,
lahko uporabimo preslikovalne knjizˇnice, ki delujejo na vecˇ podatkovnih ba-
1Primer bazne ovojnice je [1].
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zah, vendar se z njihovo uporabo pogosto odpovemo nekaterim funkcio-
nalnostim podatkovne baze in programska koda, ki uporablja preslikovalne
knjizˇnice, je pogosto tudi pocˇasnejˇsa od programske kode, ki uporablja bazne
ovojnice.
1.2 Opis problema
Zanimajo nas skupne lastnosti podatkovnih baz NoSQL in njihovo locˇevanje
v razlicˇne tipe. Raziskali bomo prednosti in slabosti razlicˇnih tipov podat-
kovnih baz NoSQL ter razmislili, kdaj je njihova uporaba primerna. Pogledali
si bomo nacˇine dostopanja do podatkovnih baz NoSQL, kaj so prednosti in
slabosti razlicˇnih pristopov ter predstavili razlicˇne knjizˇnice, ki to omogocˇajo.
1.3 Cilji in prispevki
Cilj diplomskega dela je pregledati osnove podatkovnih baz NoSQL, primer-
jati razlicˇne tipe podatkovnih baz NoSQL, opisati uporabnost tipov, pred-
staviti njihove prednosti in slabosti ter jih primerjati s podatkovnimi bazami
SQL. V nadaljevanju predstavimo preslikovalne knjizˇnice NoSQL ter predno-
sti in slabosti njihove uporabe. Knjizˇnice bomo primerjali med seboj, pozneje
pa podrobneje raziskali Eclipse JNoSQL [16] in ga vkljucˇili v ogrodje Kumu-
luzEE [24]. Razsˇiritev, ki nastane kot rezultat vkljucˇitve, bomo poimenovali
KumuluzEE JNoSQL in jo podrobno predstavili.
1.4 Struktura diplomske naloge
Na zacˇetku bodo v poglavju 2 predstavljene podatkovne baze NoSQL. Zacˇeli
bomo z izrekom CAP [8], ki predstavlja osnovno teorijo o podatkovnih bazah.
Spoznali bomo, da nobena podatkovna baza ne more ustrezati vsem nasˇim
zahtevam in da se moramo odlocˇiti za lastnosti, ki so za nasˇo uporabo najbolj
potrebne. Pogledali si bomo, katere spremembe v programskem okolju so
Diplomska naloga 3
prispevale k razvoju podatkovnih baz NoSQL, in na koncu poglavja primerjali
podatkovne baze NoSQL s podatkovnimi bazami SQL ter raziskali razlicˇne
tipe podatkovnih baz NoSQL.
V naslednjem poglavju (3) bomo raziskali arhitekturo mikrostoritev in
domorodno oblacˇno arhitekturo ter si pogledali, kako v njih uporabljamo po-
datkovne baze. Pozneje si bomo v poglavju 4 pogledali preslikovalne knjizˇnice
NoSQL, raziskali prednosti in slabosti njihove uporabe in jih primerjali med
sabo. V poglavju 5 bomo podrobneje raziskali Eclipse JNoSQL [16] in po-
gledali, katere funkcije omogocˇa.
Nato si bomo v poglavju 6 pogledali implementacijo knjizˇnice Kumulu-
zEE JNoSQL; ta predstavlja vkljucˇitev Eclipse JNoSQL knjizˇnice v ogrodje
KumuluzEE [24]. Primerjali bomo kolicˇino in prenosnost programske kode
najprej pri uporabi bazne ovojnice, nato samo z uporabo Eclipse JNoSQL in
na koncu sˇe z uporabo knjizˇnice KumuluzEE JNoSQL. Na koncu v poglavju
7 sledi sˇe zakljucˇek s povzetkom in predstavitvijo nadaljnjega dela.
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Poglavje 2
Podatkovne baze NoSQL
V tem poglavju predstavimo izrek CAP [8], ki je osnova teorije podatkovnih
baz, in razlozˇimo, zakaj so podatkovne baze NoSQL sploh nastale, pozneje pa
jih primerjamo s podatkovnimi bazami SQL, predstavimo tipe podatkovnih
baz NoSQL in povemo, kdaj uporabljati kateri tip. To poglavje je povzeto
po [3, 13].
2.1 Izrek CAP
Definicija izreka CAP. V tem odstavku mocˇna konsistentnost (angl.
Consistency) pomeni konsistentnost ACID1 na transakcijah na enem pri-
merku podatkovne baze, kjer privzemamo, da sistem omogocˇa uporabo po-
sodobitvenih operacij. Za visoko dostopnost (angl. Availability) sklepamo,
da je dosezˇena z redundanco, na primer s podvajanjem podatkov. Za po-
datke recˇemo, da so visoko dostopni, cˇe nek odjemalec vedno lahko dosezˇe
vsaj en primerek podatkov. Odpornost na razcˇlenjevanje (angl. Partition-
tolerance) pomeni, da sistem prezˇivi locˇitev razlicˇnih kopij podatkov. Izrek
CAP pravi, da lahko izberemo samo dve lastnosti izmed mocˇne konsistence,
1Atomarnost (angl. Atomicity) – operacija se zgodi v celoti ali pa se ne zgodi. Kon-
sistentnost (angl. Consistency) – operacija mora uposˇtevati pravila podatkovne baze.
Izoliranost (angl. Isolation) – operacije ne vplivajo ena na drugo. Trdozˇivost (angl.
Durability) – ko se operacija zgodi, jo lahko razveljavimo samo z novo operacijo [33].
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visoke dostopnosti in odpornosti na razcˇlenjevanje [8, 9].
Izrek CAP ali Brewerjev izrek je eden izmed osnovnih izrekov v teoriji po-
datkovnih baz in nam pove, da, cˇe se odlocˇimo podatkovno bazo razcˇleniti
na vecˇ strezˇnikov, bomo morali izbrati med dostopnejˇso bazo, ki ne bo tako
konsistentna, in bazo z visoko stopnjo konsistence, ki vcˇasih ne bo dostopna.
V praksi se za stopnjo konsistentnosti odlocˇimo glede na lastnosti pro-
blema, ki ga resˇujemo. Primer predstavljajo podatkovne baze, ki shranjujejo
podatke o sˇtevilu vsˇecˇkov nekega videoposnetka, vendar ni potrebno, da v
vsakem trenutku vidimo tocˇno vrednost vsˇecˇkov, zato si lahko privosˇcˇimo
viˇsjo stopnjo dostopnosti.
2.2 Spremembe v programskem okolju
Izrek CAP nam je povedal, da se moramo odlocˇiti, katere lastnosti podat-
kovne baze zˇelimo. S povecˇanjem sˇtevila uporabnikov, vecˇjim sˇtevilom ne-
strukturiranih podatkov in z vecˇjo mocˇjo racˇunalnikov so se spremenile po-
membnosti nekaterih lastnosti podatkovnih baz in podatkovne baze NoSQL
so za take razmere bolj primerne, kar opiˇsemo v nadaljevanju [3, 13].
Vecˇ uporabnikov. Podatkovne baze SQL so nastale v okolju, kjer smo
pricˇakovali manj hkratnih uporabnikov. Najnovejˇsi podatki kazˇejo, da ima
sedaj zˇe vecˇ kot polovica vseh ljudi na svetu dostop do interneta [14], kar
predstavlja tudi precej vecˇje sˇtevilo ljudi, ki bodo obiskali dolocˇeno spletno
stran. Podatkovne baze SQL problem skaliranja resˇujejo z denormalizacijo
podatkov in z razprsˇenim shranjevanjem podatkov v pomnilniku, ampak s
tem se odpovemo strogi strukturi podatkov, kar je ena izmed znacˇilnosti po-
datkovnih baz SQL. Podatkovne baze NoSQL nam ne ponujajo enake varno-
sti poizvedb kot podatkovne baze SQL, ampak zaradi tega lahko delujejo bolj
ucˇinkovito in se bolje skalirajo. V nekaterih primerih si lahko to privosˇcˇimo,
podobno kot pri primeru z vsˇecˇki v prejˇsnjem poglavju.
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Vecˇ nestrukturiranih podatkov. Porasti uporabnikov sledi tudi po-
rast kolicˇine nestrukturiranih podatkov2. Cˇe zˇelimo take podatke vkljucˇiti
v podatkovne baze SQL, jih moramo predstaviti v relacijski obliki, tudi cˇe
obstaja primernejˇsa oblika. Z razvojem interneta stvari smo dobili zelo hi-
tro ustvarjanje podatkov. Te podatke ponavadi analiziramo kasneje, tako
da nam je predvsem pomembna hitrost shranjevanja. Nekatere podatkovne
baze NoSQL nudijo hitrejˇse pisanje, na racˇun pocˇasnejˇsega branja, kar jih
naredi popolne za take primere.
Vecˇja mocˇ racˇunalnikov. Pred leti si je isto podatkovno bazo delilo vecˇ
aplikacij. Vecˇanje mocˇi racˇunalnikov je vodilo v uporabo baznih aplikacij (vecˇ
v poglavju 3.1). Tako ne potrebujemo vecˇ tako strogih pravil in vsaka ekipa
lahko uporablja svojo podatkovno bazo, ki najbolje sluzˇi njihovim potrebam.
Storitve v oblaku. Sedaj imamo dostop do racˇunalnikov v oblaku,
na katerih placˇujemo porabljeno procesorsko mocˇ. Tako nam postane po-
membno, da je podatkovna baza prilagodljiva na sˇtevilo zahtev in da porabi
manj procesorske mocˇi ob manjˇsem sˇtevilu zahtev. Podatkovne baze SQL
niso tako prilagodljive, saj pri njih vecˇinoma uporabljamo en mocˇen strezˇnik
in placˇujemo enako, ne glede na to, koliko procesorske mocˇi smo dejansko po-
rabili. Nekatere podatkovne baze NoSQL to resˇujejo z uporabo racˇunalniˇskih
grucˇ in spreminjanjem sˇtevila racˇunalnikov v njih ob razlicˇnih obremenitvah.
2.3 Primerjava podatkovnih baz NoSQL s po-
datkovnimi bazami SQL
V tem razdelku bomo primerjali podatkovne baze NoSQL in podatkovne baze
SQL ter raziskali, v katerih primerih so podatkovne baze NoSQL primernejˇse
za uporabo. Najprej jih bomo primerjali po podprtosti socˇasne uporabe, to je
obravnavanje dogodkov, kjer dva uporabnika hkrati uporabljata iste podatke.
2 Med leti 2017 in 2018 se je ustvarilo 90 odstotkov vseh podatkov na svetu [15]. Med
nestrukturirane podatke spadajo na primer blogi, sporocˇila, videoposnetki in podobno.
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Nato jih primerjamo glede na podprte oblike podatkov, pri cˇemer mislimo
oblike, ki jih lahko zapiˇsemo v podatkovno bazo, in nato primerjamo, kako
lahko je te strukture spreminjati. Na koncu primerjamo sˇe poizvedovalne je-
zike, skalabilnost podatkovnih baz in usposobljenost programerjev za njihovo
uporabo. Primerjava je prikazana v tabeli 2.1.
podatkovne baze
SQL
podatkovne baze NoSQL
podprto
socˇasno do-
stopanje
DA vecˇinoma ne
oblika podat-
kov
relacijska odvisno od podatkovne baze,
lahko tudi brez omejitev
tezˇavnost
spreminjanja
sheme
tezˇka lahka
poizvedovalni
jeziki
SQL, z majhnimi spre-
membami
razlicˇni
skalabilnost slaba (vertikalna) dobra (vertikalna in horizon-
talna)
usposobljenost
programerjev
dobra slaba
Tabela 2.1: Predstavitev podatkov v kljucˇ-vrednostni podatkovni bazi.
Podatkovne baze SQL podpirajo socˇasno dostopanje, medtem ko mnoge
podatkovne baze NoSQL to obravnavajo razlicˇno, ampak pri vecˇini pride do
napak pri pisanju, cˇe vecˇ uporabnikov hkrati spreminja podatke. Obstajajo
okolja, kjer si to lahko privosˇcˇimo in v takih okoljih je smiselno razmisliti o
uporabi podatkovnih baz NoSQL, saj bomo z njimi dosegli viˇsjo zmogljivost.
Podatkovne baze SQL zahtevajo relacijsko obliko podatkov, kar pomeni,
da moramo vcˇasih podatke predstaviti na relacijski nacˇin, tudi cˇe obstaja
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boljˇsi, nerelacijski nacˇin. Podatkovne baze NoSQL imajo vecˇinoma zelo malo
omejitev pri predstavitvi ali pa jih sploh nimajo. Podatkovno shemo je pri
njih tako lazˇje spremeniti, saj je shema predpisana samo implicitno s progra-
mom, ki jo uporablja. Pri podatkovnih bazah SQL je shema tocˇno dolocˇena
in jo je tezˇje spremeniti.
Podatkovne baze SQL imajo predpisan poizvedovali jezik (SQL) in po-
sledicˇno so poizvedbe napisane za eno podatkovno bazo SQL, vecˇinoma pre-
nosljive tudi na druge podatkovne baze SQL. Podatkovne baze NoSQL ni-
majo enotnega poizvedovalnega jezika in tako moramo ob menjavi podat-
kovne baze vse poizvedbe napisati sˇe enkrat.
Z razvojem domorodnih oblacˇnih aplikacij, ki jih podrobneje obravna-
vamo v poglavju 3.2, in z narasˇcˇanjem sˇtevila uporabnikov, postaja skalabil-
nost vse pomembnejˇsa. Podatkovne baze NoSQL so narejene za izvajanje na
mnozˇici racˇunalnikov, kar jim daje zelo dobro skalabilnost. Pri podatkovnih
bazah SQL jo lahko dosezˇemo z denormalizacijo podatkov in shranjevanjem
v pomnilnik, kar pa gre proti glavnim prednostim podatkovnih baz SQL in
se odsvetuje [3].
2.4 Tipi podatkovnih baz NoSQL
V tem odseku si bomo pogledali tipe podatkovnih baz NoSQL, opisali, v cˇem
so podobni podatkovnim bazam SQL, predstavili njihovo uporabo ter njihove
prednosti in slabosti. Vredno je omeniti, da so tipi samo okvirni, saj imajo
mnoge podatkovne baze sˇe svoje posebne strukture ali lastnosti, prav tako
pa nekatere podatkovne baze uporabljajo vecˇ tipov shranjevanja. Lastnosti
kljucˇ-vrednostnih, dokumentnih, stolpicˇnih in grafovskih podatkovnih baz so
povzete po [3, 5].
2.4.1 Kljucˇ-vrednostne podatkovne baze
Kljucˇ-vrednostne podatkovne baze so sestavljene iz parov kljucˇ-vrednost.
Kljucˇ je ponavadi edinstven niz znakov, vrednost pa poljuben niz znakov.
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Primer zapisa v kljucˇ vrednost podatkovni bazi je predstavljen v tabeli 2.2.
kljucˇ vrednost
12345678 Janez
12345679 Matija
Tabela 2.2: Predstavitev podatkov v kljucˇ-vrednostni podatkovni bazi.
Lastnosti kljucˇ-vrednostnih podatkovnih baz so naslednje:
• transakcije – vecˇinoma niso podprte;
• lastnosti poizvedb – vecˇinoma omogocˇajo samo poizvedovanje po kljucˇu;
• struktura podatkov – bazam je vseeno, kaj shranjujemo kot vrednost.
Kljucˇ-vrednostne podatkovne baze so primerne za shranjevanje informacij
o sejah, uporabniˇskih profilih, elektronski posˇti in podobno. Niso primerne
za uporabo s podatki z razmerji, kadar zˇelimo transakcije pri operacijah nad
vecˇ kljucˇi, cˇe zˇelimo poizvedovati po necˇem v vrednostnem delu ali cˇe zˇelimo
shranjevati vecˇ entitet hkrati. Primeri kljucˇ-vrednostnih podatkovnih baz
so: Redis, Riak, Voldemorte.
2.4.2 Dokumentne podatkovne baze
Dokumentne podatkovne baze so podobne kljucˇ-vrednostnim podatkovnim
bazam z razliko, da imajo dokumentne lahko za vrednost tudi strukturirane
podatke, kar pomeni, da lahko poizvedujemo po poljih v vrednostnem delu.
Te strukturirane vrednosti se imenujejo dokumenti in so lahko zapisani na
razlicˇne nacˇine, na primer JSON, XML, YAML in podobno. Primer zapisa
vrednosti v dokumentni podatkovni bazi je predstavljen v primeru program-
ske kode 2.1.
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{
’_id’: 1,
’imeUporabnika’:’TIM’,
’produkti’:[
{
’imeProdukta’: ’jabolko’,
’cenaVEUR’: ’1’
},
{
’imeProdukta’: ’metla’,
’cenaVEUR’: ’5’
}
]
}
Primer programske kode 2.1: Primer zapisa vrednosti v formatu JSON.
Polje id je edinstveni identifikator dokumenta, pri cˇemer nekatere po-
datkovne baze zahtevajo, da ga podamo, ali pa ga ustvarijo same.
Lastnosti dokumentnih podatkovnih baz so naslednje:
• transakcije – vecˇinoma ponujajo transakcije na istem dokumentu, med
dokumenti pa ne;
• lastnosti poizvedb – omogocˇajo poizvedovanje po samo delu podatkov
v dokumentu;
• struktura podatkov – shranjujemo dokumente v razlicˇnih oblikah, na
primer JSON, XML ali YAML.
Dokumentne podatkovne baze so primerne za uporabo pri shranjevanju
belezˇenj programov, vsebine na spletnih straneh, analizi podatkov in po-
dobno. Niso primerne, ko zˇelimo imeti transakcije z entitetami iz vecˇ do-
kumentov in kadar se struktura dokumentov pogosto spreminja. Primeri
dokumentnih podatkovnih baz so: MongoDB, DocumentDB, OrientDB.
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2.4.3 Stolpicˇne podatkovne baze
Stolpicˇne podatkovne baze shranjujejo podatke na nacˇin, prikazan v sliki
2.1. Kljucˇni prostor so vse vrste entitet v podatkovni bazi (vrsti entitete se
recˇe stolpicˇna druzˇina), v nasˇem primeru uporabniki, izdelki in podruzˇnice.
Kljucˇni prostor ima podoben pomen v stolpicˇnih podatkovnih bazah, kot ga
imajo sheme v podatkovnih bazah SQL.
TIM
JAN
DOMEN
EMAIL
a@ex.com
1234
POKLIC
kuhar
1234
EMAIL
b@ex.com
1250
EMAIL
c@ex.com
1300
DRŽAVA
slovenija
1310
UPORABNIKI
KLJUČNI PROSTOR
IZDELKI
PODRUŽNICE
Slika 2.1: Primer shranjevanja podatkov v stolpicˇno podatkovno bazo.
Blizˇji pogled na stolpicˇno druzˇino uporabniki, nam pokazˇe vecˇ vrstic, kjer
ima lahko vsaka vrstica razlicˇno sˇtevilo stolpcev. Vsaka vrstica vsebuje kljucˇ
vrstice, na sliki 2.1 so to TIM, JAN, in DOMEN, ki predstavlja edinstveni
identifikator za tisto vrsto. Vsak naslednji stolpec pa je sestavljen iz imena
stolpca, na primer e-mail, vrednosti, na primer a@ex.com, in cˇasovne oznake,
ki povedo, kdaj je bil stolpec vstavljen.
Lastnosti stolpicˇnih podatkovnih baz so naslednje:
• transakcije – transakcije so na stopnji vrstic;
• lastnosti poizvedb – hitre operacije vsot, sˇtetja entitet in povprecˇja;
Diplomska naloga 13
• struktura podatkov – stolpicˇne vrstice.
Stolpicˇne podatkovne baze shranjujejo zapise v stolpcih skupaj na disku,
medtem ko podatkovne baze SQL skupaj shranjujejo podatke o neki vrstici.
Zato so stolpicˇne podatkovne baze dobre za primere, kjer nas pogosto zanima,
koliko entitet nekega tipa imamo, vsote in povprecˇja podatkov v entitetah,
saj so podatki v istem stolpcu na disku shranjeni skupaj in so tako operacije
teh tipov zelo hitre. Niso pa primerne, ko potrebujemo transakcije za pisa-
nja in branja. Primeri stolpicˇnih podatkovnih baz so: Cassandra, Bigtable,
Hypertable.
2.4.4 Grafovske podatkovne baze
Grafovske podatkovne baze shranjujejo podatke v obliki grafov, to pomeni
kot vozliˇscˇa in povezave, ki imajo lahko na sebi sˇe dodatne vrednosti. Primer
entitet v grafovski podatkovni bazi je predstavljen na sliki 2.2.
TIM
COKOLADA
IMA RAD
IMA RAD
JAN
Slika 2.2: Primer shranjevanja podatkov v grafovsko podatkovno bazo.
Podobno kot podatkovne baze SQL, so tudi grafovske namenjene delova-
nju na enem strezˇniku. Njihova prednost pred podatkovnimi bazami SQL je,
da so poizvedovanja po relacijah med posameznimi entitetami hitrejˇsa, kar
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dosezˇejo s tem, da se ob shranjevanju entitete shranijo tudi drugi podatki,
zato imajo pocˇasnejˇse shranjevanje kot podatkovne baze SQL.
Lastnosti grafovskih podatkovnih baz so naslednje:
• transakcije – vecˇinoma podpirajo vsaj neko vrsto transakcij;
• lastnosti poizvedb – lahko poizvedujemo po vozliˇscˇih in po povezavah;
• struktura podatkov – vozliˇscˇa in povezave.
Grafovske podatkovne baze se uporabljajo pri mocˇno povezanih podatkih,
na primer socialnih grafih in za priporocˇilne sisteme, saj imamo v podatkih
definirano razdaljo entitet. Uporaba grafovske podatkovnih baz ni primerna,
ko zˇelimo pogosto posodabljati veliko sˇtevilo entitet ali pa zˇelimo hitro shra-
njevanje entitet. Primeri grafovskih podatkovnih baz so: Neo4J, OrientDB,
Blazegraph.
2.5 Primerjava tipov podatkovnih baz NoSQL
V tem odseku bomo primerjali razlicˇne tipe podatkovnih baz NoSQL po
podprtosti transakcij, nacˇinu poizvedovanja po njih, obliki podatkov in ska-
labilnosti. Ne bomo jih primerjali po dostopnosti in konsistentnosti, saj
imajo lahko vse podatkovne baze visoko konsistentnost na racˇun dostopnosti
in obratno3. Podatkovne baze NoSQL primerjamo v tabeli 2.3.
3To je posledica izreka CAP, opisanega v poglavju 2.1.
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kljucˇ-
vrednostne
p. b.
dokumentne
p. b.
stolpicˇne p.
b.
grafovske p.
b.
transakcije jih ni na istem do-
kumentu
na vrstici podprte
poizvedbe po kljucˇu po delih enti-
tete
po delih enti-
tete
po vozliˇscˇih in
razmerjih
oblika po-
datkov
poljubna dokumenti stolpicˇne vr-
stice
vozliˇscˇa in po-
vezave
primeri
baz
Redis, Riak,
Voldemorte
MongoDB,
DocumentDB,
OrientDB
Cassandra,
Bigtable,
Hypertable
Neo4J, Ori-
entDB, Blaze-
graph
Tabela 2.3: Primerjava tipov podatkovnih baz NoSQL. Kratica p. b.
oznacˇuje podatkovno bazo.
Izmed vseh tipov podatkovnih baz samo grafovske podatkovne baze pod-
pirajo transakcije4. Vsi tipi, razen kljucˇ-vrednost, podpirajo poizvedova-
nje po delih struktur. To je posledica proste strukture podatkov v kljucˇ-
vrednostnih podatkovnih bazah, medtem ko imajo drugi tipi podatkovnih
baz strukturo, dolocˇeno z nacˇinom zapisa podatkov.
4Neo4J celo ACID transakcije.
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Poglavje 3
Podatkovne baze NoSQL v
arhitekturi mikrostoritev in v
domorodni oblacˇni arhitekturi
V tem poglavju si pogledamo arhitekturo mikrostoritev in domorodno oblacˇno
arhitekturo (angl. cloud-native architecture) ter raziˇscˇemo uporabo podat-
kovnih baz NoSQL v teh okoljih. Poglavje je povzeto po [3, 30, 31, 34].
3.1 Arhitektura mikrostoritev
Arhitektura mikrostoritev je pristop k razvoju aplikacij, ki razbijejo poslovni
model aplikacije v manjˇse, samostojne in omejene kontekste, implementirane
s storitvami. Slednje so izolirane in samostojne, a s sporazumevanjem med
sabo, prispevajo nek del poslovnega modela. Mikrostoritve pogosto razvijajo
manjˇse ekipe; te lahko spremenijo notranjo logiko, brez vpliva na celoten
sistem [34]. Arhitektura mikrostoritev omogocˇa hiter razvoj in vecˇkratno
uporabo razvitih storitev. Ker je vsaka storitev majhna, ima lahko ekipa, ki
jo razvija, podrobnejˇsi pregled nad programsko kodo.
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Bazne aplikacije. V arhitekturi mikrostoritev ima ponavadi vsaka sto-
ritev svojo podatkovno bazo. Storitvam, katerih najpomembnejˇsa naloga je
delo na podatkovni bazi, pravimo bazne aplikacije (angl. Database Applica-
tion) [3]. Uporaba baznih aplikacij omogocˇa uporabo nestrukturiranih po-
datkov in premik shematskih pravil podatkov logiko aplikacije, ki upravlja s
podatkovno bazo. Slaba stran uporabe baznih aplikacij je, da morajo druge
storitve do podatkovne baze dostopati preko bazne aplikacije, kar pomeni
pocˇasnejˇso obdelavo podatkov.
Uporaba podatkovnih baz NoSQL v arhitekturi mikrostoritev.
Z uporabo baznih aplikacij ima lahko vsaka ekipa podatkovno bazo, ki naj-
bolj ustreza njihovim zahtevam. Oren Eini v cˇlanku [30] opiˇse delovanje
mikrostoritev kot delo v restavraciji, kjer na zacˇetku uporabimo grafovsko
podatkovno bazo za priporocˇanje obrokov, saj sklepamo, da ljudje, ki se
druzˇijo, jedo bolj podobne jedi kot neznanci. Potem uporabimo dokumentno
podatkovno bazo za pobiranje narocˇil, saj ima prosto strukturo in zˇelimo po-
izvedovati samo po delu narocˇila, na primer zanima nas samo glavna jed, ne
pa celotno kosilo. Na koncu uporabimo sˇe kljucˇ-vrednostno podatkovno bazo
za pripravo obrokov, saj nam ponuja visoko hitrost in na tem koraku imamo
vsak del jedi zˇe oznacˇen z edinstvenim identifikatorjem. Uporaba pravilne
podatkovne baze NoSQL lahko pospesˇi delovanje celotne aplikacije in olajˇsa
programerjevo uporabo podatkovne baze.
3.2 Domorodna oblacˇna arhitektura
Pri domorodni oblacˇni arhitekturi vstavimo aplikacije, ki so po navadi mikro-
storitve, v samostojne enote, ki jih imenujemo vsebniki1. Te vsebnike nato
upravlja neko domorodno oblacˇno racˇunalniˇsko okolje, na primer Kubernetes
[29]; ta skrbi za komunikacijo med vsebniki in pregleduje njihovo vitalnost.
Domorodna oblacˇna arhitektura omogocˇa hitro posodabljanje storitev in po-
nuja visoko zanesljivost s postavljanjem vecˇjega sˇtevila vsebnikov z enako
1Popularen tip vsebnikov so vsebniki Docker [7].
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storitvijo. Omogocˇa uporabo A-B testiranja in postopno preusmerjanje pro-
meta na novejˇse verzije neke storitve [31, 32].
Uporaba podatkovnih baz NoSQL v domorodni oblacˇni arhitek-
turi. Podatkovne baze NoSQL ponujajo visoko dostopnost skupaj z visoko
toleranco za razcˇlenjevanje. Nadalje nudijo viˇsjo toleranco v primeru odpo-
vedi in viˇsje zmogljivosti celotne aplikacije. Primerke baze lahko ureja neko
domorodno oblacˇno racˇunalniˇsko okolje, ki prilagaja sˇtevilo primerkov baz
glede na velikost prometa, s cˇem se zmanjˇsa povprecˇna poraba procesorske
mocˇi.
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Poglavje 4
Preslikovalne knjizˇnice NoSQL
V tem poglavju bomo predstavili knjizˇnice za preslikovanje med entitetami v
spominu racˇunalnika in entitetami, shranjenimi v podatkovnih bazah. Opi-
sali bomo prednosti in slabosti uporabe takih knjizˇnic ter primerjali razlicˇne
preslikovalne knjizˇnice NoSQL med sabo.
4.1 Preslikovalne knjizˇnice
Preslikovalne knjizˇnice so knjizˇnice, ki skrbijo za preslikovanje shranjenih en-
titet iz podatkovne baze v objekte v programski kodi in za pretvarjanje po-
izvedb v nekem programskem jeziku v poizvedovalni jezik podatkovne baze.
Programski jezik Java ima vecˇ API-jev za shranjevanje entitet. Najbolj osno-
ven je JDBC, ki definira povezovanje in posˇiljanje poizvedb na podatkovne
baze SQL. Nadgradnja tega API-ja je JPA, ki omogocˇa definiranje objektov,
ki so preslikava vrstic iz podatkovne baze. Poskrbi, da sprememba objekta
v programski kodi povzrocˇi spremembo vrstice v podatkovni bazi. V pro-
gramskem jeziku Java sta najbolj popularna primera preslikovalnih knjizˇnic
Eclipselink [25] in Hibernate ORM [23], ki implementirata specifikacijo JPA.
Programski jezik Java za podatkovne baze NoSQL sˇe nima definiranih
API-jev, tako da moramo ob menjavi knjizˇnice pogosto vso programsko kodo
napisati sˇe enkrat. Nekatere knjizˇnice razsˇirjajo JPA, kar naredi njihovo
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programsko kodo delno prenosljivo na podatkovne baze SQL.
4.2 Prednosti in slabosti
Uporaba preslikovalne knjizˇnice ima mnogo prednosti, na primer vecˇja pre-
nosljivost programske kode, ampak na zˇalost ima tudi svoje slabosti. V tem
razdelku nasˇtejemo prednosti in slabosti uporabe preslikovalnih knjizˇnic, s
cˇim zˇelimo uporabnikom olajˇsati izbiro o uporabi preslikovalne knjizˇnice [11].
Prednosti preslikovalnih knjizˇnic so naslednje:
• Skupen API, poizvedovalen jezik in podatkovni model za razlicˇne po-
datkovne baze;
• Lazˇje dolgorocˇno upravljanje z aplikacijo;
• Mozˇna menjava podatkovne baze, brez spreminjanja programske kode;
• Knjizˇnice, ki razsˇirjajo osnovno funkcionalnost preslikovalne knjizˇnice.
Slabosti preslikovalnih knjizˇnic so naslednje:
• Dodatno pretvarjanje modelov in enotnega API v bazin lastni API;
• Mozˇna izguba sposobnosti, specificˇnih za dolocˇeno podatkovno bazo.
Uporabo preslikovalne knjizˇnice priporocˇamo v vecˇini primerov, razen
v primeru izdelave aplikacije, kjer je nujna hitrost, ali pa v primeru, ko
potrebujemo dolocˇeno funkcionalnost podatkovne baze, ki je preslikovalna
knjizˇnica ne ponuja.
4.3 Preslikovalne knjizˇnice NoSQL
Kljub temu, da se podatkovne baze NoSQL ne uporabljajo pogosto v indu-
striji, za njih obstaja zˇe vecˇ razlicˇnih preslikovalnih knjizˇnic. V tem poglavju
si bomo pogledali nekatere alternative in jih primerjali med sabo glede na
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cˇlanek [12]. Tu se bomo osredotocˇili predvsem na tiste, ki so napisane v
programskem jeziku Java in sicer na Apache Gora [18], Eclipse JNoSQL [16],
Kundera [19], DataNucleus [20], Spring data [21] in Hibernate OGM [22].
4.3.1 Apache Gora
Apache Gora [18] je odprtokodna knjizˇnica, ki za ustvarjanje razredov za
dostop do podatkovne baze uporablja sheme JSON1, ki so specificˇne za vsak
tip podatkovne baze. To povzrocˇi nizko prenosljivost, omogocˇa pa uporabo
metod, ki so specificˇne samo za nek dolocˇen tip podatkovne baze. Preslikavo
iz podatkovne baze v entiteto definiramo v datoteki XML, ta je ponovno
odvisna od podatkovne baze.
4.3.2 Eclipse JNoSQL
Eclipse JNoSQL [16, 17] je odprtokodna knjizˇnica, ki je sˇe v zgodnjih sto-
pnjah razvoja. Sestavljena je iz dveh delov, Artemis in Diana. Diana je
knjizˇnica, ki skrbi za povezovanje s podatkovno bazo in za poizvedovanje po
podatkovni bazi, Artemis pa je zadolzˇen za preslikavo entitet iz podatkovne
baze v objekte nekega programskega jezika. Podpira veliko sˇtevilo podat-
kovnih baz. Lahko uporabljamo poizvedovanja v bazinem poizvedovalnem
jeziku, poizvedovalni jezik vsakega tipa podatkovne baze ali poizvedujemo
z uporabo poizvedovalnega objekta. V diplomski nalogi smo se posvetili
knjizˇnici Eclipse JNoSQL, ta je podrobneje opisana v poglavju 5.
4.3.3 Kundera
Kundera [19] je odprtokodna knjizˇnica, ki omogocˇa komuniciranje z razlicˇnimi
podatkovnimi bazami hkrati, saj za vsako entiteto lahko posebej dolocˇimo,
v katero podatkovno bazo naj se shrani. Nacˇinu uporabe vecˇ baz v eni apli-
kaciji za razlicˇne entitete pravimo poliglotno shranjevanje (angl. Polyglot
1Sistem se imenuje Avro, vecˇ na http://avro.apache.org/.
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Persistence) [3]. Vkljucˇuje specifikacijo za JPA verzije 2.1, ki omogocˇa upo-
rabo enakega poizvedovalnega jezika kot pri podatkovnih bazah SQL.
4.3.4 DataNucleus
DataNucleus [20] je odprtokodna knjizˇnica, ki vkljucˇuje JPA verzije 2.2+ in
JDO verzije 3.2. Omogocˇa dolocˇanje preslikovalne funkcije v zunanji dato-
teki XML. Ponuja tudi svoje implementacije poizvedovalnih metod, ki niso
podprte s strani podatkovne baze. Primer tega je urejanje podatkov po vr-
sti, katerega nekatere podatkovne baze podpirajo, pri tistih, ki ga pa ne, pa
DataNucleus ponuja svojo, pocˇasnejˇso implementacijo.
4.3.5 Spring data
Spring data [21] je del odprtokodnega ogrodja Spring, ki je namenjeno iz-
delavi javanskih aplikacij. Spring data je skupek vecˇ knjizˇnic, kjer vsaka
omogocˇa povezovanje z neko dolocˇeno podatkovno bazo. Ker je zˇe del ve-
likega ogrodja, je njegove knjizˇnice enostavno vkljucˇiti v aplikacijo. Izmed
vseh nasˇtetih najbolj aktiven, saj je veliko knjizˇnic razvitih s strani uporab-
nikov.
4.3.6 Hibernate OGM
Hibernate OGM [22] je odprtokodna knjizˇnica, ki nadgrajuje obstojecˇi Hiber-
nate ORM, za delovanje na podatkovnih bazah NoSQL. Razvijalci Hibernate
OGM imajo namen implementirati sˇe orodje za migracijo entitet, na primer
cˇe entiteto v programski kodi preimenujemo, orodje to zazna in spremembo
naredi tudi v podatkovni bazi. Ta sposobnost se nam zdi zelo uporabna, saj
pomeni avtomatizirano generiranje migracijskih poizvedb.
Diplomska naloga 25
4.4 Primerjava vmesnikov in nacˇinov poizve-
dovanja
V tabeli 4.1 primerjamo znacˇilnosti predstavljenih knjizˇnic, kjer predsta-
vimo knjizˇnico Spring Mongo iz ogrodja Spring [12]. Najprej primerjamo
sˇtevilo podprtih podatkovnih baz NoSQL, saj so knjizˇnice, ki podpirajo vecˇje
sˇtevilo podatkovnih baz bolj uporabne. Vrstice v razdelku vmesniki govo-
rijo o razlicˇnih vmesnikih za operacije CRUD2, ki jih knjizˇnice uporabljajo.
Vmesnik REST pomeni, da knjizˇnica lahko izpostavi CRUD operacije na zu-
nanjem REST API-ju. Poizvedovalni objekt je objekt, s pomocˇjo katerega
gradimo poizvedbo. Vrstica poizvedovalni jezik pove, katere knjizˇnice imajo
lasten poizvedovalni jezik. V naslednji vrstici navedemo, katere knjizˇnice
omogocˇajo uporabo bazinega poizvedovalnega jezika.
Apache Gora je pravilna izbira, kadar iˇscˇemo knjizˇnico, ki ponuja funkcio-
nalnosti specificˇne za neko podatkovno bazo. Eclipse JNoSQL je dobra izbira,
ko potrebujemo knjizˇnico, ki ponuja visoko prenosljivost med razlicˇnimi tipi
podatkovnih baz za preproste operacije ali kadar potrebujemo prenosljivost
programske kode med podatkovnimi bazami istega tipa. Kundera je naj-
boljˇsa izbira, kadar zˇelimo uporabljati entitete, ki so shranjene v razlicˇnih
podatkovnih bazah. DataNucleus edina vkljucˇuje JDO in ponuja lastno im-
plementacijo poizvedovalnih funkcij, v primeru da jih podatkovne baze ne po-
nujajo. Spring Data je del ogrodja Spring, ki ponuja veliko drugih razsˇiritev
in s tem hiter razvoj aplikacij. Prav tako med nasˇtetimi Spring Data podpira
najvecˇ podatkovnih baz. HibernateOGM trenutno ne ponuja nicˇ, kar bi ga
postavilo nad druge knjizˇnice, a njegovi razvijalci imajo v nacˇrtu nekaj za-
nimivih funkcionalnosti na primer, gonilnik za migracijo in denormalizacijo
[22].
2Pomeni ustvari (Create), beri Read, posodobi Update in izbriˇsi (Delete). Operacije
CRUD so osnovne operacije nad entitetami.
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Tabela 4.1: Primerjava znacˇilnosti knjizˇnic [12].
4.4.1 Izbira preslikovalne knjizˇnice
V nadaljevanju diplomske naloge se bomo posvetili knjizˇnici Eclipse JNo-
SQL. Za to knjizˇnico smo se odlocˇili, ker za vse podatkovne baze enakega
tipa nudi enak API in s tem najboljˇso prenosljivost med vsemi knjizˇnicami.
Razvijalci podatkovnih baz lahko sami hitro definirajo nastavitvene razrede,
ki jih uporablja Eclipse JNoSQL, medtem ko pri drugih knjizˇnicah to ni eno-
stavno. Eclipse JNoSQL je del Eclipse inkubatorja [17], kar imamo za veliko
prednost, saj je Eclipse ena izmed najvecˇjih organizacij v javanskem svetu.
Poglavje 5
Knjizˇnica Eclipse JNoSQL
Javanska preslikovalna knjizˇnica Eclipse JnoSQL definira skupek API-jev za
delo s podatkovnimi bazami NoSQL. Eclipse JNoSQL je sestavljen iz dveh ni-
vojev, in sicer iz povezovalne in preslikovalne plasti. Povezovalna plast skrbi
za komunikacijo s podatkovno bazo, preslikovalna plast pa skrbi za presliko-
vanje javanskih objektov v entitete v podatkovnih bazah NoSQL. JNoSQL
Diana predstavlja povezovalno plast, JNoSQL Artemis pa preslikovalno plast.
Nacˇin uporabe Eclipse JNoSQL prikazuje slika 5.1.
Eclipse JNoSQL v cˇasu pisanja diplomske naloge podpira ArangoDB,
Blazegraph, Cassandro, CosmosDB, Couchbase, Elastic Search, Grakn, Ha-
zelcast, Hbase, Infinispan, JanusGraph IBM, Janusgraph, Linkurio, Keylines,
MongoDB, Neo4J, OriendDB, RavenDB, Redis, Riak, Scylladb, Stardog in
TitanDB. To poglavje je povzeto po [27].
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podatkovna baza
Slika 5.1: Primer strukture projekta, ki uporablja Eclipse JNoSQL [17].
5.1 Diana
Diana deluje kot standardni API za komunikacijo s podatkovnimi bazami
NoSQL. Ima tri API-je, enega za vsak tip podatkovne baze NoSQL, razen
za grafovske1 in ponuja poizvedovanje po podatkovni bazi. Diana in Artemis
uporabljata Java EE Context Dependency and Injection specifikacijo (CDI),
s katero pridobita odvisnosti; te nato poskrbijo za povezavo s podatkovno
bazo in nastavitve. CDI je del Jave EE in omogocˇa delo s sˇibko povezanimi
razredi, to pomeni, da omogocˇa hitro menjavo implementacij odvisnosti.
1Za njih obstaja Apache TinkerPop [28], ki je API za poizvedovanje po grafovskih
podatkovnih bazah.
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5.1.1 Upravljalni razredi
Upravljalni razredi so odgovorni za vse operacije nad entitetami v podat-
kovni bazi. Omogocˇajo poizvedovanje, kjer imajo vsi Dianini tipi podat-
kovnih baz predpisan nacˇin poizvedovanja2. Za poizvedovanje v grafovskih
bazah skrbi Gremlin, ki je poizvedovalni jezik ogrodja Apache TinkerPop
[28], kar pomeni, da omogocˇa povezovanje na grafovske podatkovne baze.
Primer upravljalnega razreda je ColumnFamilyManager, ki ga ustvarimo s
konfiguracijsko kodo in ga nato vstavimo s CDI. Primer uporabe upravljalca
je prikazan v primeru 5.1.
5.1.2 Razred Value
Vmesnik Value ponuja most med aplikacijo in podatkovno bazo, ki ne zna
shraniti nekega objekta neposredno3, predstavlja ovojnico za osnovne javan-
ske razrede. Uporabniki lahko definirajo svoje preslikovalnike objektov v
bazne entitete z uporabo razredov ValueWriter in ValueReader.
5.1.3 Razredi entitet
Vsak izmed treh tipov podatkovnih baz ima svoje entitete, ki predstavljajo
objekte, ki se nato shranijo v podatkovno bazo. Primer programske kode
entitete je prikazan v primeru 5.1 z razredom ColumnEntity. Tako entiteto
lahko shranimo z upravljalnim razredom.
2Vecˇ o poizvedovanju v [27], stran 32.
3Vecˇ v [27], stran 21.
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ColumnEntity entiteta = ColumnEntity.of("stolpci");
entiteta.add(Column.of("id", Value.of(10L)));
entiteta.add(Column.of("ime", "Diana"));
entiteta.add(Column.of("dodatki", Arrays.asList(1, 2, 3)));
List<Column> stolpci = entiteta.getColumns();
Optional<Column> id = entiteta.find("id");
upravljalec.insert(entiteta);
Primer programske kode 5.1: Primer uporabe entitetnega razreda [27].
5.1.4 Druge funkcije
Diana ponuja sˇe razrede, ki proizvajajo upravljevalne razrede in razrede, ki
so odgovorni za nastavitve povezav do podatkovnih baz.
5.2 Artemis
Artemis deluje en nivo viˇsje kot Diana in uporablja anotacije za preslikavo
programskih objektov v Dianine objekte.
5.2.1 Anotacije
Pomemben del Artemisa so anotacije za entitete, ki so podobne kot pri JPA,
z razliko da polja, ki niso anotirana, ne bodo shranjena v podatkovno bazo.
Podprte anotacije so @Entity, @Column, @Id, @MappedSuperClass, @Em-
beddable in @Convert. Eclipse JNoSQL dovoli uporabo seznamov enostavnih
tipov4 in razredov, anotiranih z @Entity ali @Embeddable. Cˇe seznam ne vse-
buje prej omenjenih razredov, bo Eclipse JNoSQL pretvoril razred v String.
4Na primer Integer ali String.
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Imamo na primer dve razlicˇni stolpicˇni podatkovni bazi. CDI potem ne
ve, katero povezavo na podatkovno bazo zˇelimo vstaviti. To lahko resˇimo
z uporabo anotacije @Database, v katero zapiˇsemo vrsto podatkovne baze
in ime proizvajalca podatkovne baze, na primer
”
Cassandra“,
”
Hbase“ in
podobno. @ConfigurationUnit je anotacija, s katero lahko povemo Eclipse
JNoSQL-u, kje lahko najde nastavitve za neko podatkovno bazo5.
5.2.2 Predlozˇni razredi
Predlozˇni razredi ponujajo CRUD operacije nad entitetami in poizvedova-
nje po podatkovni bazi. Ko shranjujemo ali posodabljamo, entitete prozˇijo
dogodke v naslednjem vrstnem redu:
1. firePreEntity – dogodek, ki ga dobimo iz preslikovanja;
2. firePreEntityDataBaseType – podobno kot prejˇsnji dogodek, samo za
dolocˇeno vrsto podatkovne baze;
3. firePreAPI – dogodek, preveden na komunikacijsko plast;
4. firePostAPI – povezavna entiteta, kot odgovor iz podatkovne baze;
5. firePostEntity – entiteta nizke stopnje iz prejˇsnjega dogodka;
6. firePostEntityDataBaseType – podobno kot prejˇsnji dogodek, vendar
se nanasˇa na dolocˇen tip podatkovne baze.
Dogodke lahko uporabljamo za definiranje operacij, ki se zgodijo ob shra-
njevanju entitete, na primer belezˇenje informacij o shranjeni entiteti. Primeri
dogodkov so prikazani v primeru 5.2. Eclipse JNoSQL ponuja predlozˇne ra-
zrede s sinhronimi in asinhronimi funkcijami za delo z entitetami.
5Vecˇ o tem v [27], stran 49.
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public void preEntity(@Observes EntityPrePersist event) {
LOGGER.info("Event to pre persistence" + event.getValue());
}
public void postEntity(@Observes EntityPostPersit event) {
LOGGER.info("Event to post persistence" + event.getValue());
}
public void preColumn(@Observes ColumnEntityPrePersist event) {
LOGGER.info("Event before saving entity to a column database" +
event.getEntity());
}
public void postColumn(@Observes ColumnEntityPostPersist event) {
LOGGER.info("Event after saving the entity to a column
database" + event.getEntity());
}
Primer programske kode 5.2: Primer uporabe dogodkov [2].
5.2.3 Repozitorij
Podobno kot Diana ima tudi Artemis sˇtiri API-je, enega za vsak tip podat-
kovne baze NoSQL, in ponuja samodejno ustvarjanje vmesnikov za osnovne
operacije CRUD nad entiteto, kar je predstavljeno s primerom programske
kode 5.3. Te vmesniki se imenujejo repozitoriji [27]. V primeru program-
ske kode 5.3 so prikazane funkcije, ki jih napiˇsemo samo z imenom, nato pa
nam Eclipse JNoSQL sam ustvari implementacijo glede na ime metode, pri
cˇemer lahko uporabimo kljucˇne besede, na podlagi katerih Eclipse JNoSQL
oblikuje poizvedbo. Eclipse JNoSQL zazna naslednje kljucˇne besede: And
(in), Or (ali), Between (med), LessThan (manj kot), GreaterThan (vecˇ kot),
LessThanEqual (manj kot ali enako), GreaterThanEqual (vecˇ kot ali enako),
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Like (kot), In (v), OrderBy (uredi po), OrderBy Desc (uredi padajocˇe),
OrderBy ASC (uredi narasˇcˇajocˇe). Parametri za funkcije so odvisni od
kljucˇne besede, ki jo uporabljamo. Funkcije v repozitoriju lahko anotiramo
z @Query in tam napiˇsemo poizvedbo, ki se bo izvedla ob klicu funkcije.
Poizvedbo moramo napisati v Dianinem poizvedovalnem jeziku6. Anotirana
funkcija lahko vsebuje tudi poizvedovalne parametre, ki jih moramo oznacˇiti
z anotacijo @Param. Pozneje repozitorij vstavimo s CDI in ga uporabimo po-
dobno kot v primeru programske kode 5.4. Eclipse JNoSQL ponuja sinhrone
in asinhrone repozitorije.
public interface PersonRepository extends Repository<Person, Long>
{ // Long is the class of the Id property
Stream<Person> findByNameOrderByNameAsc(String name);
List<Person> findAll(Pagination pagination);
List<Person> findByName(String name, Sort sort);
List<Person> findByAgeGreaterThan(Integer age, Sorts sorts);
@Query("select * from Person where id = @id")
Optional<Person> findByQuery(@Param("id") String id);
}
Primer programske kode 5.3: Primer ustvarjanja vmesnika za osnovne
operacije [16].
Optional<Person> person = repository.findById(1L);
System.out.println("Entity found: " + person);
Primer programske kode 5.4: Primer osnovno poizvedovanje z ustvarjenim
razredom. Funkcijo findById dobimo zˇe iz Eclipse JNoSQL [16].
6Ali z Gremlinom, v primeru uporabe grafovske podatkovne baze.
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5.2.4 Druge funkcije
Artemis podpira sˇe paginacijo in filtriranje entitet ter preverjanje polj zrn
entitet.
Cˇe povzamemo, Diana skrbi za povezovanje s podatkovno bazo, Artemis
pa skrbi za preslikovanje anotiranih objektov v Dianine objekte. Eclipse
JNoSQL bomo uporabili v naslednjem poglavju, v katerem bomo opisali
prakticˇni del diplomske naloge.
Poglavje 6
Uporaba Eclipse JNoSQL v
arhitekturi mikrostoritev
V tem poglavju predstavimo prakticˇni del diplomske naloge. Najprej pred-
stavimo cilje in nato nadaljujemo s kratkim opisom ogrodja KumuluzEE, v
katerega bomo integrirali knjizˇnico Eclipse JNoSQL. V nadaljevanju opiˇsemo
razvito resˇitev KumuluzEE JNoSQL, pokazˇemo njeno uporabo in jo na koncu
poglavja ovrednotimo.
6.1 Cilji
Z vkljucˇitvijo Eclipse JNoSQL v KumuluzEE zˇelimo dosecˇi boljˇso prenoslji-
vost programske kode in lazˇjo uporabo Eclipse JNoSQL, skupaj z ogrodjem
KumuluzEE. Razloge za izbiro Eclipse JNoSQL smo opisali v poglavju 4.4.1,
KumuluzEE pa smo izbrali, ker imamo najvecˇ izkusˇenj z njegovo uporabo.
KumuluzEE je podrobnejˇse opisan v naslednjem razdelku. Zˇelimo imeti cˇim
manj programske kode in se izogniti dodatnim nastavitvenim datotekam, saj
ima KumuluzEE zˇe svoje ogrodje za upravljanje z nastavitvami1. Uporab-
nikom knjizˇnice KumuluzEE JNoSQL zˇelimo olajˇsati uporabo KumuluzEE
JNoSQL skupaj z KumuluzEE REST.
1Vecˇ na https://github.com/kumuluz/kumuluzee/wiki/Configuration.
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6.2 KumuluzEE
KumuluzEE [24] je odprtokodno ogrodje za izdelavo mikrostoritev in zˇe po-
nuja mnogo knjizˇnic za razlicˇne dele mikrostoritev. KumuluzEE zapakira
mikrostoritve v datoteke JAR brez odvisnosti; te lahko nato zapakiramo v
vsebnike Docker [7]. KumuluzEE ima veliko razsˇiritev, v diplomski nalogi
smo nasˇo razsˇiritev integrirali sˇe z razsˇiritvijo KumuluzEE REST. Odlocˇili
smo se za izdelavo knjizˇnice za to ogrodje, saj lahko tako programerji eno-
stavno uporabljajo tudi druge dele KumuluzEE. Nadalje ponuja enostavno
konfiguracijo za mikrostoritve, kar bomo uporabili za pridobivanje nastavitev
za podatkovno bazo, na kateri bo mikrostoritev delovala.
6.3 Razsˇiritev KumuluzEE JNoSQL
V diplomski nalogi je bila implementirana razsˇiritev KumuluzEE JNoSQL,
sestavljena iz sˇtirih modulov, po en za vsak tip podatkovne baze JNoSQL.
Podrobneje bomo opisali samo en modul, saj so mu drugi zelo podobni.
Najprej si poglejmo, katere vse knjizˇnica potrebuje. Vse knjizˇnice potrebujejo
implementacijo CDI. KumuluzEE nam ponuja implementacijo weld, ki jo
vkljucˇimo kot odvisnost Maven, kot prikazuje primer 6.1.
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-cdi-weld</artifactId>
</dependency>
Primer programske kode 6.1: Knjizˇnica za CDI v KumuluzEE.
Potrebujemo sˇe razcˇlenjevalnik JSON in vpenjalnik JSON, ki poskrbita,
da nasˇa aplikacija zna prebrati podatke v JSON formatu in iz njih narediti
javanski objekt. Oba ponuja KumuluzEE, vkljucˇimo ju kot odvisnost Maven,
kot prikazuje primer 6.2.
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<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-json-p-jsonp</artifactId>
</dependency>
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-json-b-yasson</artifactId>
</dependency>
Primer programske kode 6.2: Knjizˇnici za razcˇlenjevalnik JSON in vpenjalnik
JSON.
Ker bomo implementirali razsˇiritev za KumuluzEE, potrebujemo sˇe knjizˇnico,
ki je skupna vsem KumuluzEE razsˇiritvam in jo vkljucˇimo kot odvisnost Ma-
ven, kot prikazuje primer 6.3.
<dependency>
<groupId>com.kumuluz.ee</groupId>
<artifactId>kumuluzee-common</artifactId>
</dependency>
Primer programske kode 6.3: Knjizˇnica KumuluzEE za razsˇiritve.
Vsaka knjizˇnica pa potrebuje sˇe knjizˇnico Eclipse JNoSQL Artemis, ki bo
poskrbela za proizvajanje povezovalnih razredov. Primer odvisnosti Maven
v grafovski razsˇiritvi, prikazuje primer 6.4.
<dependency>
<groupId>org.jnosql.artemis</groupId>
<artifactId>artemis-graph</artifactId>
</dependency>
Primer programske kode 6.4: Knjizˇnica Artemis v grafovski razsˇiritvi.
Grafovska knjizˇnica pa vkljucˇuje sˇe knjizˇnico gremlin-core, saj Eclipse
JNoSQL uporablja knjizˇnico Apache TinkerPop za povezovanje z grafi in Gre-
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mlin, ki je del Apache TinkerPop, je programski jezik, ki ga Eclipse JNoSQL
uporablja za poizvedovanja po grafovskih podatkovnih bazah. Vkljucˇeno
odvisnost Maven prikazuje primer 6.5.
<dependency>
<groupId>org.apache.tinkerpop</groupId>
<artifactId>gremlin-core</artifactId>
</dependency>
Primer programske kode 6.5: Vkljucˇevanje knjizˇnice z jezikom Gremlin.
Glavni razred vsake razsˇiritve je JNoSQLExtension, ki preveri vse nasta-
vitve s pomocˇjo zˇe obstojecˇih KumuluzEE knjizˇnic in jih posreduje razredu,
ki nato proizvede razred, ki ga Eclipse JNoSQL uporablja za generiranje ra-
zredov, s pomocˇjo katerih potem iˇscˇemo, briˇsemo in urejamo entitete v neki
podatkovni bazi. Predstavili bomo samo razsˇiritveni razred za grafovske po-
datkovne baze, saj so drugi zelo podobni. Primer je prikazan v primeru 6.6.
@EeExtensionDef(name = "JNoSQL", group = "NoSQL")
@EeComponentDependencies(value = {
@EeComponentDependency(EeComponentType.JSON_P),
@EeComponentDependency(EeComponentType.JSON_B),
@EeComponentDependency(EeComponentType.CDI)})
public class JNoSQLGraphExtension implements Extension {
private static final String SETTINGS_PATH =
"kumuluzee.jnosql.graph";
@Override
public void init(KumuluzServerWrapper kumuluzServerWrapper,
EeConfig eeConfig) {
log.info("Initializing JNoSql graph extension");
ConfigurationUtil cfg = ConfigurationUtil.getInstance();
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Optional<List<String>> graphSettings =
cfg.getMapKeys(SETTINGS_PATH);
Map<String, String> settings = new HashMap<>();
graphSettings.ifPresent(strings ->
getGraphSettingsMap(strings, settings));
GraphProducer.setSettings(settings);
}
}
Primer programske kode 6.6: Razred z razsˇiritvijo za grafovske baze.
Razsˇiritev uporablja vmesnik Extension, ki ga nato ogrodje Kumulu-
zEE zazna in zazˇene metodo init, ki pridobi nastavitve iz konfiguracijskega
ogrodja. Te nastavitve se posredujejo razredu, ki je zadolzˇen za proizvajanje
razreda za povezovanje na grafovsko podatkovno bazo. Razred je predsta-
vljen s primerom programske kode 6.7.
@ApplicationScoped
public class GraphProducer {
private static Map<String, String> settings;
private Graph graph;
@Produces
@ApplicationScoped
public Graph getGraph() {
return graph;
}
@PostConstruct
private void init() {
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Configuration configuration = new BaseConfiguration();
for (Map.Entry<String, String> stringStringEntry :
settings.entrySet()) {
configuration.addProperty(stringStringEntry.getKey(),
stringStringEntry.getValue());
}
this.graph = GraphFactory.open(configuration);
}
}
Primer programske kode 6.7: Razred, ki izdela razred z nastavitvami.
To je razred, ki je odgovoren za proizvajanje grafa. Polje z imenom set-
tings vsebuje preslikave konfiguracijskih imen v vrednosti. Ob izgradnji tega
razreda, se na podalagi teh nastavitev v polje graph vstavi predstavitev grafa,
ki se potem povezuje s podatkovno bazo.
6.4 Podatkovne baze NoSQL na razlicˇne nacˇine
V tem delu so prikazani primeri programske kode, ki vsi vodijo do enakih re-
zultatov, ampak z razlicˇnimi stopnjami genericˇnosti, in sicer primer uporabe
podatkovne baze NoSQL z uporabo bazne ovojnice, primer uporabe Eclipse
JNoSQL in primer uporabe KumuluzEE JNoSQL. Za podatkovno bazo No-
SQL bomo uporabili Neo4J, ki je odprtokodna grafovska podatkovna baza,
saj ima graficˇen urejevalnik nad podatkovno bazo in tako lahko hitro vidimo
rezultate poizvedb. V vseh primerih programske kode bomo predstavili kodo,
ki generira rezultat, predstavljen v sliki 6.1.
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poznaTIM JAN
Slika 6.1: Podatki, shranjeni v Neo4J.
6.4.1 Programska koda brez Eclipse JNoSQL
V primeru 6.8 je predstavljena programska koda, napisana z Neo4J Java API
po vzoru uporabe Java Neo4J API.
public void vstaviLjudi()
{
try ( Session seja = gonilnik.session() )
{
seja.writeTransaction(transakcija -> transakcija.run("CREATE
(a:Oseba {ime:’TIM’}), (b:Oseba {ime:’JAN’}),
(a)-[:pozna]->(b)"));
}
}
public static void main( String... args ) throws Exception
{
try ( Neo4JNativeExample primer = new Neo4JNativeExample(
"bolt://localhost:7687", "neo4j", "1234" ) )
{
example.vstaviLjudi();
}
}
Primer programske kode 6.8: Programska koda napisana z Neo4J Java API
[1].
Ta programska koda uporablja Cypher, ki je Neo4J-jev jezik za poizve-
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dovanje, kar naredi programsko kodo neprenosljivo, saj nobena druga podat-
kovna baza ne uporablja Cypher. Ob zamenjavi podatkovne baze je zato
treba vse poizvedbe napisati ponovno.
6.4.2 Uporaba Eclipse JNoSQL
Z uporabo Eclipse JNoSQL je dosezˇena bolj genericˇna programska koda.
Programska koda je napisana v primeru 6.9, primer poizvedovanja z uporabo
anotacije @Inject pa prikazuje primer 6.10.
public static void main(String[] args) {
try (SeContainer vsebnikCDI =
SeContainerInitializer.newInstance().initialize()) {
GraphTemplate graf =
vsebnikCDI.select(GraphTemplate.class).get();
Graph thinkerpop = vsebnikCDI.select(Graph.class).get();
Oseba tim = Oseba.builder().zImenom("TIM").build();
Oseba jan = Oseba.builder().zImenom("JAN").build();
graf.insert(tim);
graf.insert(jan);
thinkerpop.tx().commit(); /* potrdimo transakcijo, da
podatkovna baza doloci id */
tim = najdiOsebo("TIM",graf); /* pridobimo nazaj osebe,
katerim je podtkovna baza dolocila id */
jan = najdiOsebo("JAN",graf);
graf.edge(tim,"pozna",jan);
thinkerpop.tx().commit();
}
}
private static Oseba najdiOsebo(String ime, GraphTemplate graf) {
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return graf.getTraversalVertex().hasLabel("Oseba")
.has("ime", ime)
.<Oseba>next()
.orElseThrow(() -> new IllegalStateException("Oseba ni
bila najdena"));
}
Primer programske kode 6.9: Programska koda napisana z JNoSQL [2].
@Inject
private GraphTemplate template;
@Inject
private Graph graf;
public void tuZacnemo() {
Oseba tim = Oseba.builder().zImenom("TIM").build();
Oseba jan = Oseba.builder().zImenom("JAN").build();
graf.insert(tim);
graf.insert(jan);
thinkerpop.tx().commit(); /* potrdimo transakcijo, da podatkovna
baza doloci id */
tim = najdiOsebo("TIM",graf); /* pridobimo nazaj osebe, katerim
je podatkovna baza dolocila id */
jan = najdiOsebo("JAN",graf);
graf.edge(tim,"pozna",jan);
thinkerpop.tx().commit();
}
Primer programske kode 6.10: Programska koda napisana z Eclipse JNoSQL,
kjer uporabljamo anotcijo @Inject.
Z uporabo Eclipse JNoSQL dobimo programsko kodo, ki je prenosljiva
44 Klemen Kobau
med vsemi podprtimi tipi grafovskih podatkovnih baz in uporablja stroge
tipe, same programske kode pa je malo vecˇ kot pri primeru brez Eclipse
JNoSQL iz prejˇsnjega poglavja. Slaba stran Eclipse JNoSQL je potreba po
nastavljanju konfiguracije za vsako podatkovno bazo posebej. Programska
koda za nastavljanje konfiguracije je predstavljena v primeru 6.11.
/**
* S tem razredom nastavimo katero vrsto grafa bomo uporabljali
*/
@ApplicationScoped
public class ProizvajalecGrafov {
private Neo4JGraph graf;
@Inject
@ConfigurationUnit
private Driver gonilnik;
@PostConstruct
public void tuZacnemo() {
Neo4JElementIdProvider<?> proizvajalecIdVozlisc = new
Neo4JNativeElementIdProvider();
Neo4JElementIdProvider<?> proizvajalecIdPovezav = new
Neo4JNativeElementIdProvider();
this.graf = new Neo4JGraph(gonilnik, proizvajalecIdVozlisc,
proizvajalecIdPovezav);
graf.setProfilerEnabled(true);
}
@Produces
@ApplicationScoped
public Graph pridobiGraf() {
return graf;
}
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public void zapri(@Disposes Graph graf) throws Exception {
graf.close();
gonilnik.close();
}
}
/**
* S tem razredom nastavimo dodatne nastavitve in povezovanje do
podatkovne baze.
*/
@ApplicationScoped
class ProizvajalecGonilnikov {
private static final Logger BELEZNIK =
Logger.getLogger(ProizvajalecGonilnikov.class.getName());
@Inject
private ConfigurationReader bralecNastavitev;
@ConfigurationUnit
@Produces
Driver getDriver(InjectionPoint tockaVstavljanja) {
Annotated anotacije = tockaVstavljanja.getAnnotated();
ConfigurationUnit nastavitvenaEnotaAnot =
anotacije.getAnnotation(ConfigurationUnit.class);
BELEZNIK.info(String.format("Berem nastavitve: %s iz
datoteke %s",
annotation.name(), annotation.fileName()));
Settings nastavitve =
pridobiNastavitve(nastavitvenaEnotaAnot);
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String url = settings.getOrDefault("url",
"bolt://localhost:7687").toString();
String uporabnik = settings.getOrDefault("admin",
"neo4j").toString();
String geslo = settings.getOrDefault("geslo",
"1234").toString();
AuthToken osnovnaAvtentikacija =
AuthTokens.basic(uporabnik, geslo);
Driver gonilnik = driver(url, osnovnaAvtentikacija);
return gonilnik;
}
private Settings pridobiNastavitve(ConfigurationUnit
nastavitvenaEnotaAnot) {
try {
ConfigurationSettingsUnit enota =
configurationReader.read(nastavitvenaEnotaAnot);
return enota.getSettings();
} catch (ConfigurationException e) {
BELLEZNIK.log(Level.WARNING, "Napaka pri branju
nastavitev", e);
return Settings.of();
}
}
}
Primer programske kode 6.11: Primer razreda, ki skrbi za nastavitve.
Kot lahko vidimo, je konfiguracijske kode sˇe vedno veliko in ni prenosljiva
med razlicˇnimi podatkovnimi bazami.
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6.4.3 Uporaba KumuluzEE JNoSQL
Knjizˇnica KumuluzEE JNoSQL poskrbi za konfiguracijo, tako da je potrebno
napisati samo sˇe poizvedovanja. Knjizˇnica pridobi vrednosti za konfiguracijo
iz KumuluzEE konfiguracijskega ogrodja. Primer nastavitev v datoteki con-
fig.yaml, prikazuje primer 6.12. Primer poizvedovanja je enak kot v primeru
z uporabo Eclipse JNoSQL z anotacijo @Inject, ki je prikazan v primeru 6.10.
Primera uporabe z knjizˇnico Eclipse JNoSQL in razsˇiritvijo KumuluzEE
JNoSQL imata vecˇ programske kode, ampak ta je bolj prenosljiva na druge
podatkovne baze, saj moramo samo spremeniti nastavitve. V primeru upo-
rabe KumuluzEE JNoSQL moramo za nastavitve samo napisati nastavitve,
ki jih nato konfiguracijsko ogrodje KumuluzEE posreduje KumuluzEE JNo-
SQL. Pri taki uporabi lahko zapiˇsemo spremenljivke v druge konfiguracijske
vire, na primer okoljske spremenljivke, kar omogocˇa uporabo vsebnikov Doc-
ker in Kubernetes.
kumuluzee:
...
jnosql:
graph:
gremlin-graph: com...neo4j.structure.Neo4JGraph
neo4j-graph.name: "test name"
neo4j-identifier: "identifier"
neo4j-username: "neo4j"
neo4j-password: "1234"
neo4j-url: bolt://localhost:7687
neo4j-readonly: false
neo4j-vertexIdProvider: # some vertex id provider
neo4j-edgeIdProvider: # some edge id provider
neo4j-propertyIdProvider: # some property id provider
Primer programske kode 6.12: Primer nastavitev.
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6.5 Integracija Eclipse JNoSQL z Kumulu-
zEE REST
V diplomski nalogi smo implementirali sˇe razred JNoSQLQueryParameters,
ki razsˇirja funkcionalnost KumuluzEE REST razreda QueryParameters, ki
sluzˇi pridobivanju poizvedovalnih parametrov iz naslova URL. Razred JNo-
SQLQueryParameters ponuja funkciji za razvrsˇcˇanje in paginacijo, ki ju lahko
uporabimo za uporabo Eclipse JNoSQL-ovih repozitorijev. Primer uporabe
prikazuje primer 6.13.
@Context
private static UriInfo uriInfo;
@Inject
private RepozitorijLjudi repozitorij;
@GET
public Response najdiVseLjudi() {
JNoSQLQueryParameters parametri =
JNoSQLQueryParameters.query(uriInfo.getRequestUri()
.getQuery()).build();
List<Oseba> ljudjePoVrsti =
repositorij.findAll(parametri.getSorts());
return Response.ok(ljubjePoVrsti).build();
}
Primer programske kode 6.13: Primer uporabe JNoSQLQueryParameters.
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6.6 Ovrednotenje razsˇiritve KumuluzEE JNo-
SQL
Poglejmo si enostaven primer aplikacije, implementirane z uporabo Kumu-
luzEE JNoSQL, ki shrani nekaj oseb v podatkovno bazo, nad njimi naredi
poizvedovanje in jih nato pobriˇse. Pokazali bomo, kaj se zgodi pri menjavi
podatkovne baze pri taki aplikaciji. Entiteta, nad katero bomo izvajali ope-
racije, je prikazana v primeru 6.14. Entiteta je enaka pri vseh podatkovnih
bazah, namesto nje bi lahko uporabljali Dianine entitetne razrede, ki bi se
spreminjali ob menjanju tipa podatkovne baze, a ker gre za manjˇse sˇtevilo
sprememb in ker nam Eclipse JNoSQL Artemis zˇe sam to resˇuje, smo se
odlocˇili za ta pristop.
@Entity
public class Oseba implements Serializable {
@Id("id")
private Long id;
@Column
private String ime;
/* funkcije za pridobivanje parametrov */
}
Primer programske kode 6.14: Razred entitet, nad katerimi bomo izvajali
operacije.
Aplikacija na zacˇetku uporablja podatkovno bazo Redis2. Za prikaz delo-
vanja bomo uporabljali funkcijo, ki se s pomocˇjo dogodkov zazˇene ob zagonu
aplikacije, saj so tako najbolj vidne spremembe. Primer delovanja je prikazan
v primeru 6.15. Nastavitve za Redis so prikazane v primeru 6.16.
2Vecˇ na https://redis.io/.
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@Inject
private KeyValueTemplate predloga;
@Inject
@Database(DatabaseType.KEY_VALUE)
private RepozitorijLjudi repozitorijLjudi;
private void obZagonu(@Observes
@Initialized(ApplicationScoped.class) Object niPomembno) {
Oseba jan = new Oseba();
jan.setId(1L);
jan.setIme("jan");
Oseba domen = new Oseba();
domen.setId(2L);
domen.setIme("domen");
List<Oseba> seznamLjudi = new LinkedList<>();
seznamLjudi.add(jan);
seznamLjudi.add(domen);
predloga.put(seznamLjudi);
PreparedStatement ukaz = predloga.prepare("remove @id",
Oseba.class);
ukaz.bind("id", 1L);
ukaz.getSingleResult();
repozitorijLjudi.findById(1L).ifPresentOrElse(oseba ->
System.err.println(oseba.getIme()),() ->
System.err.println("Osebe ni")); //izpise "Osebe ni"
repozitorijLjudi.findById(2L).ifPresentOrElse(oseba ->
System.err.println(oseba.getIme()),() ->
System.err.println("Osebe ni")); //izpise "domen"
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repozitorijLjudi.deleteById(2L);
}
Primer programske kode 6.15: Primer uporabe funkcij pri podatkovni bazi
Redis.
kumuluzee:
...
jnosql:
key-value:
config-class-name: org.....RedisConfiguration
Primer programske kode 6.16: Primer nastavitev pri podatkovni bazi Redis.
Pri menjavi podatkovne baze na bazo Hazelcast3 moramo v nasˇem pri-
meru samo spremeniti nastavitve, saj uporabljamo metode, ki so skupne vsem
kljucˇ-vrednostnim podatkovnim bazam. Primer novih nastavitev je prikazan
v primeru 6.17.
kumuluzee:
...
jnosql:
key-value:
config-class-name: org.....HazelcastKeyValueConfiguration
# Hazelcast nima dodatnih nastavitev,
# tako da spremenimo samo to vrstico
Primer programske kode 6.17: Primer nastavitev pri podatkovni bazi
Hazelcast.
Cˇe zˇelimo podatkovno bazo zamenjati z neko drugo, ki je drugega tipa,
pa moramo spremeniti vecˇ programske kode. Najprej moramo zamenjati pre-
dlozˇni razred, ki ga uporabljamo, in spremeniti funkcije, ki jih uporabljamo,
3Vecˇ na https://hazelcast.com/.
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saj ta predlozˇni razred mogocˇe ne ponuja istih funkcij. Prav tako moramo
spremeniti poizvedovalni niz na takega, ki ga nov tip podatkovne baze pre-
pozna. Primer nove uporabe je prikazan v primeru 6.18, kjer smo zamenjali
kljucˇ-vrednostno podatkovno bazo s stolpicˇno podatkovno bazo. Enako kot
pri prejˇsnji menjavi moramo tudi tu spremeniti nastavitve, cˇesar pa ne bomo
pokazali, saj je zelo podobno, kot pri prejˇsnjem primeru menjave podatkovne
baze.
@Inject
private ColumnTemplate predloga; // spremeniti moramo tip predloge
@Inject
@Database(DatabaseType.COLUMN) // tu moramo spremeniti tip
podatkovne baze
private RepozitorijLjudi repozitorijLjudi;
private void obZagonu(@Observes
@Initialized(ApplicationScoped.class) Object niPomembno) {
... // enako kot prej
List<Oseba> seznamLjudi = new LinkedList<>();
seznamLjudi.add(jan);
seznamLjudi.add(domen);
predloga.insert(seznamLjudi); // stolpicne podatkovne baze
nimajo metode put
PreparedStatement ukaz = predloga.prepare("delete from Oseba
where id=@id"); // spremenimo poizvedbo
ukaz.bind("id", 1L);
ukaz.getSingleResult();
repozitorijLjudi.findById(1L).ifPresentOrElse(oseba ->
System.err.println(oseba.getIme()),() ->
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System.err.println("Osebe ni")); //izpise "Osebe ni"
repozitorijLjudi.findById(2L).ifPresentOrElse(oseba ->
System.err.println(oseba.getIme()),() ->
System.err.println("Osebe ni")); //izpise "domen"
repozitorijLjudi.deleteById(2L);
}
Primer programske kode 6.18: Primer uporabe funkcij pri podatkovni bazi
Cassandra.
Kot lahko vidimo, so spremembe ob menjavi podatkovne baze na drugo
bazo istega tipa majhne. Pri menjavi na drug tip podatkovne baze je treba
zamenjati programsko kodo, kjer uporabljamo predloge in poizvedovanja.
Programske kode, ki uporablja repozitorije, ni potrebno menjati, tako da
priporocˇamo njihovo uporabo. Cˇe potrebujemo bolj kompleksno poizvedbo,
lahko anotiramo funkcijo v repozitoriju, a jo bomo morali ob menjavi tipa
podatkovne baze spremeniti.
Razsˇiritev KumuluzEE JNoSQL omogocˇa uporabo podatkovnih baz No-
SQL skupaj z ogrodjem KumuluzEE in s tem razsˇirja zˇe ponujene funk-
cionalnosti ogrodja. Omogocˇa uporabo vecˇ baz v eni aplikaciji in njihovo
enostavno menjavo. KumuluzEE JNoSQL omogocˇa uporabo podatkovnih
baz NoSQL z vsebniki Docker in Kubernetes, s cˇimer dosezˇemo sˇe vecˇjo od-
pornost na izpade aplikacije. Razred JNoSQLQueryParameters olajˇsa delo z
mikrostoritvami REST, saj omogocˇa lazˇjo uporabo poizvedovalnih parame-
trov. KumuluzEE JNoSQL trenutno omogocˇa uporabo samo ene podatkovne
baze NoSQL, kar je slabsˇe kot uporaba Eclipse JNoSQL, kjer imamo lahko
poljubno sˇtevilo baz, ampak v nadaljnjem delu bo to enostavno popraviti.
54 Klemen Kobau
Poglavje 7
Zakljucˇek
V diplomski nalogi smo predstavili podatkovne baze NoSQL, ki smo jih pri-
merjali s podatkovnimi bazami SQL. V nadaljevanju smo primerjali razlicˇne
tipe podatkovnih baz NoSQL in pogledali, kdaj je kateri tip smiselno upora-
biti. Primerjali smo razlicˇne preslikovalne knjizˇnice NoSQL in si podrobneje
pogledali knjizˇnico Eclipse JNoSQL. V prakticˇnem delu diplomske naloge je
bila razvita knjizˇnica za lazˇjo uporabo Eclipse JNoSQL, ki omogocˇa vecˇjo
prenosljivost programske kode, saj je ob menjavi podatkovne baze potrebno
spremeniti samo nastavitve.
Knjizˇnica je namenjena kot dodatek za uporabo k ogrodju KumuluzEE
in razsˇirja sposobnosti ogrodja. Uporabljamo jo lahko skupaj z ogrodjem
KumuluzEE za izdelavo baznih aplikacij, ki uporabljajo podatkovne baze
NoSQL. S tem smo izpolnili vse zastavljene cilje.
Podatkovne baze NoSQL ponujajo visoko stopnjo skalabilnosti, ki bo po-
stala vse pomembnejˇsa, saj racˇunalniˇska mocˇ ne narasˇcˇa vecˇ tako hitro in vse
vecˇji del svetovnega prebivalstva ima dostop do interneta. S podatkovnimi
bazami NoSQL je lazˇje delati kot s podatkovnimi bazami SQL, saj nimajo
predpisane strukture podatkov. Podatkovne baze NoSQL resˇujejo nekatere
probleme, ki jih podatkovne baze SQL ne morejo, tako da strokovnjaki me-
nijo [3], da bodo podatkovne baze NoSQL tudi v prihodnosti sˇe vedno v
uporabi in z njihovim nadaljnjim razvojem bo nasˇa razsˇiritev vse bolj upo-
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rabna. V nadaljevanju bomo nadgradili razsˇiritev KumuluzEE JNoSQL, tako
da bo podpirala vecˇ podatkovnih baz, saj trenutno podpira uporabo samo
ene podatkovne baze naenkrat.
Literatura
[1] Neo4J primer uporabe javanskega API, dostopen na: https://neo4j.
com/developer/java/#java-driver. [18. avgust 2019].
[2] Primeri uporabe Eclipse JNoSQL z artemisom, dostopni na https://
github.com/JNOSQL/artemis-demo. [12. september 2019].
[3] Fowler, Martin, in Pramod J. Sadalage. NoSQL distilled. Boston, MA:
Addison-Wesley, 2012.
[4] Racˇunalniˇski slovarcˇek za preverjanje besed, dostopen na: http://dis-
slovarcek.ijs.si. [18. avgust 2019].
[5] Vodnik o podatkovnih bazah, dostopen na: https://database.guide/.
[18. avgust 2019].
[6] Nayak, A., Poriya, A. and Poojary, D., 2013. Type of NOSQL databases
and its comparison with relational databases. International Journal of
Applied Information Systems, 5(4), pp.16-19.
[7] Docker, dostopen na: https://www.docker.com/. [18. avgust 2019].
[8] Razlaga izreka CAP, dostopen na http://www.julianbrowne.com/
article/brewers-cap-theorem. [18. avgust 2019].
[9] Fox, A. and Brewer, E.A., 1999, March. Harvest, yield, and scalable
tolerant systems. In Proceedings of the Seventh Workshop on Hot Topics
in Operating Systems (pp. 174-178). IEEE.
57
58 Klemen Kobau
[10] Oraclov seminar o CDI, dostopen na: https://docs.oracle.com/
javaee/6/tutorial/doc/giwhl.html. [18. avgust 2019].
[11] Reniers, V., Rafique, A., Van Landuyt, D. and Joosen, W., 2017. Object-
NoSQL Database Mappers: a benchmark study on the performance
overhead. Journal of Internet Services and Applications, 8(1), p.1.
[12] Reniers, V., Van Landuyt, D., Rafique, A. and Joosen, W., 2019. Object
to NoSQL Database Mappers (ONDM): A systematic survey and com-
parison of frameworks. Information Systems.
[13] Ba˘za˘r, C. and Iosif, C.S., 2014. The transition from rdbms to nosql. a
comparative analysis of three popular non-relational solutions: Cassan-
dra, mongodb and couchbase. Database Systems Journal, 5(2), pp.49-59.
[14] Individuals Using the Internet (% of Population). The World Bank,
2017, dostopen na: https://data.worldbank.org/indicator/IT.
NET.USER.ZS. [18. avgust 2019].
[15] Marr, Bernard. How Much Data Do We Create Every Day? The Mind-
Blowing Stats Everyone Should Read. Forbes, Forbes Magazine, 11
Mar. 2019, https://www.forbes.com/sites/bernardmarr/2018/05/
21/how-much-data-do-we-create-every-day-the-mind-blowing-
stats-everyone-should-read/#6dbbfa5160ba. [18. avgust 2019].
[16] Projekt Eclipse JNoSQL, dostopen na https://www.jnosql.org/. [18.
avgust 2019].
[17] Eclipse JNoSQL v Eclipse inkubatorju, dostopno na https://
projects.eclipse.org/projects/technology.jnosql. [11. avgust
2019].
[18] Apache GoraTM, dostopna na http://gora.apache.org/. [15. avgust
2019].
Diplomska naloga 59
[19] Kundera, dostopna na https://github.com/Impetus/Kundera. [15.
avgust 2019].
[20] DataNucleus, dostopen na http://www.datanucleus.org/index.
html. [15. avgust 2019].
[21] Spring Data, dostopen na https://spring.io/projects/spring-
data. [15. avgust 2019].
[22] Hibernate OGM, dosegljiv na https://hibernate.org/ogm/. [16. av-
gust 2019].
[23] Hibernate ORM, dosegljiv na https://hibernate.org/orm/. [18. av-
gust 2019].
[24] Ogrodje za razvoj mikrostoritev KumuluzEE, dostopno na https://
github.com/kumuluz/kumuluzee. [16. avgust 2019].
[25] Eclipselink, dostopno na https://www.eclipse.org/eclipselink/.
[18. avgust 2019].
[26] Abramova, V., Bernardino, J. and Furtado, P., 2014. Experimental eva-
luation of NoSQL databases. International Journal of Database Mana-
gement Systems, 6(3), p.1.
[27] Eclipse JNoSQL dokumentacija za verzijo 0.0.9. Dostopna je na strani
https://github.com/eclipse/jnosql/releases. [19. avgust 2019].
[28] Apache TinkerPop, dostopen na https://tinkerpop.apache.org/
gremlin.html. [19. avgust 2019].
[29] Kubernetes, dostopen na https://kubernetes.io/. [25. avgust 2019].
[30] Eini, Oren. Microservices and NoSQL: A Great Match. The New Stack,
7. Jan. 2019, dostopen na https://thenewstack.io/microservices-
and-nosql-a-great-match/. [30. avgust 2019]
60 Klemen Kobau
[31] Williams, Alex, et al. Guide to Cloud Native Microservi-
ces. The New Stack, 28. avgust 2018. Knjiga je dostopna na
https://thenewstack.io/ebooks/microservices/cloud-native-
microservices-2018/. [30. avgust 2019]
[32] Hoffman, Kevin. Beyond the Twelve-Factor App. O’Reilly Media, Inc.,
2016.
[33] Gray, Jim. The Transaction Concept: Virtues and Limitations. Tandem
Computers Incorporated. 1981.
[34] Posta, Christian. Microservices for Java Developers. O’Reilly Media, Inc.
2016. Strani 6 - 15.
