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 El presente proyecto trata acerca de la creación y desarrollo de un videojuego 
completo, del género “Aventura gráfica”, que sirva para aprender y repasar conceptos 
de programación en Java de forma divertida y entretenida. Este videojuego está 
enfocado a los estudiantes de primer curso de Programación de cualquier Ingeniería, de 
modo que sea una gran herramienta educativa que complemente el aprendizaje de la 
asignatura en las clases y las prácticas. 
 Para llevar a cabo este videojuego, ha sido fundamental apoyarse sobre el 
temario de la asignatura, por lo que el temario proporcionado por el tutor del proyecto 
ha sido de gran ayuda para estructurar adecuadamente la historia del juego y lo que se 
va aprendiendo a lo largo de él. De esta forma, la historia avanza de forma paralela al 
temario que se esté impartiendo en las clases. De esta forma, el jugador puede repasar 
conceptos sin necesidad de enfrentarse cara a cara con el compilador, y puede observar 
la estructura de los programas sin necesidad de escribir una sola línea de código; 
simplemente necesita elegir las opciones correctas, y el código se le irá mostrando poco 
a poco.  
 Gracias a esto, se espera que este videojuego ayude a futuras generaciones de 
nuevos programadores. 
Abstract 
 The purpose of the current project is the creation and development of a full 
Graphic Adventure type videogame that allows learning and reviewing Java 
programming concepts in a fun way. This videogame is focused on First Grade 
Programming students of any Engineering school, in a way to be a great educational 
tool that complements the learning of the subject at classes and practices. 
 For developing this videogame, it has been vital basing on the Programming 
course topics. For that issue, the topics given by the project tutor were a great help for 
structuring properly the story of the game and what is been learnt along it. By this 
approach, the story of the game goes on parallel with the topic that is given at class. 
Players can review programming concepts without needing of facing to the compiler, 
and they can watch the structure of the programs without writing any code line. They 
only need to choose the right options and code will be showing to them step by step.  
 Thank this, it is hoped that this videogame helps future generations of new 
programmers. 
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Objetivos y motivaciones 
  Las tendencias actuales en el aprendizaje están orientándose cada vez más al “e-
learning” o teleeducación. Las nuevas tecnologías están posibilitando una concepción 
distinta del aprendizaje clásico.   
 La formación en red se puede definir como el desarrollo del proceso de formación 
a distancia (reglada o no reglada), basado en el uso de las tecnologías de la información 
y las telecomunicaciones, que posibilitan un aprendizaje interactivo, flexible y 
accesible, a cualquier receptor potencial. Es, por lo tanto, una enseñanza a distancia, 
abierta, flexible e interactiva basada en el uso de las nuevas tecnologías de la 
información y de la comunicación, y sobre todo aprovechando los medios que ofrece 
Internet para fortalecer el vínculo de enseñanza entre profesor y alumno. 
1.1- Educación y videojuegos 
 
 Los videojuegos ya están acechando este terreno educacional, ya tienen un 
término denominado “edutainment” que se aplica en este campo. Pero ¿tienen los 
videojuegos un papel importante a desarrollar en la educación del futuro? La respuesta 
es que sí, pero la inclusión se debe ir realizando poco a poco, mediante la realización de 
experimentos, pruebas piloto y conociendo la respuesta de los alumnos y efectividad del 
videojuego. A modo muy futurista, es incluso posible, que dentro de unas décadas, la 
evaluación de una asignatura se pueda realizar a través de videojuegos educativos que 
muestren la adquisición de los conocimientos necesarios para superarla.  
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Esto está muy bien, pero ¿es viable? La respuesta depende de varios factores, ya 
que en primer lugar se debe  superar la barrera tecnológica, en la que todo el mundo 
tuviera un ordenador personal u otro tipo de dispositivo de acceso, como consolas y 
móviles. El gobierno podría fomentar la utilización de ordenadores y las becas 
estudiantiles podrían ir orientadas a esta adquisición. Por otro lado, hay que tener en 
cuenta el coste de desarrollo de un videojuego, que depende de si se quiere o no hacer 
con plataformas existentes (en las que prácticamente no tienes que saber nada de 
programación), o sí se quieren desarrollar partiendo desde cero.   
 
1.2- Motivación  
Las motivaciones principales para este proyecto son: un nuevo resurgir del género 
de aventura conversacional/gráfica, que aunque en la actualidad ya se está dando este 
fenómeno de resurgimiento del género, con nuevos títulos y reediciones de los clásicos, 
sigue estando en clara desventaja tanto en ventas como en preferencias de los propios 
jugadores; potenciar este tipo de juegos y redirigir el género a proyectos educativos que 
resulten divertidos para el usuario y además, proporcionar una herramienta de repaso 
que apetezca jugar una y otra vez. 
 Para llevar a cabo este proyecto educativo, se ha decidido partir desde cero, 
porque lo existente no se adecuaba a lo que se quería. En las plataformas vistas, la 
mayor parte del trabajo se centra en el desarrollo audiovisual de cara a una atractiva 
interfaz de usuario, personajes detallados y, en general, mucho trabajo artístico que nos 
impide centrarnos en lo importante, que es el desarrollo de un buen juego. Teniendo una 
buena historia, unos personajes con personalidad y unos desafíos que entrañen cierta 
dificultad, es relativamente sencillo adaptarlo para que luzca tan bien como los 
videojuegos de hoy día. 
 
1.3- Objetivos 
El objetivo principal de este proyecto  es el diseño y la implementación de una 
aventura gráfica educativa. Se pretende que mediante la historia de dicha aventura los 
jugadores (orientado principalmente a alumnos de programación) puedan aprender y/o 
repasar los conceptos de programación orientada a Objetos y Java que se estudiaron en 
el primer año de carrera de Ingeniería de Telecomunicación.  
Para llegar a cumplir esta meta, se requería llegar a otros objetivos, que, aun 
siendo secundarios, eran indispensables para que el proyecto llegara a buen puerto: 
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1.3-1. Motor del juego 
 El primer paso para desarrollar un videojuego, antes incluso de pensar en guión, 
enigmas y localizaciones, es crear su motor de juego (lo que en inglés se conoce como 
engine) o reutilizar uno existente que se ajuste a las necesidades del proyecto. Como 
bien se ha comentado en el apartado 1.2, partiremos de cero, creando nuestro propio 
motor del juego.  
 Esta decisión va a optimizar el rendimiento de nuestra aventura, pero requiere que 
el desarrollador conozca muy bien el sistema de juego de las aventuras gráficas. Por 
fortuna, la propia experiencia como jugador de aventuras gráficas clásicas ha permitido 
desarrollar un engine rápido, eficiente y multiplataforma. Dicho motor está 
implementado en Java, y debidamente comentado, por lo que también resultará de gran 
ayuda a los nuevos estudiantes para conocer cómo es un programa creado con la 
metodología de orientación a objetos. 
 
1.3-2. Estructuras internas 
El motor del juego trabaja en función de los datos que precise en cada operación. 
Por lo tanto, es tanto o más importante saber definir correctamente la estructura de los 
distintos elementos de juego, ya que dependiendo de lo acertado del diseño de las 
estructuras de habitación, ítem y personajes, nuestro engine será más o menos eficiente, 
y obtendremos una mayor generalidad en la estructura deseada. Nuestra estructura 
“ítem” debe ser una plantilla válida tanto para modelar una puerta como su llave, y la 
generalidad no debe ser obstáculo para una buena eficiencia del motor de juego. 
Ante todo, lo que se ha perseguido en la creación de las tres estructuras básicas 
de las que se compone el motor del juego ha sido la modularidad; es decir, el diseño 
llevado a cabo permite añadir nuevos atributos y nuevos métodos sin que por ello pierda 
la estructura en ningún momento su completa funcionalidad.  
A lo largo del desarrollo, ha habido que readaptar continuamente todas las 
estructuras para dar cabida a más posibilidades de acción, y, por tanto, dar más riqueza 
al juego final. Para la realización de esos cambios, y gracias a la modularidad antes 
explicada, únicamente se necesitaba cambiar dos o tres parámetros y escribir los nuevos 
métodos, y futuros programadores se podrán aprovechar para futuras mejoras en el 
engine. 
 
Aventura gráfica para el aprendizaje de Programación: DANTE 
Alberto José Corrales García 
 
16 
1.3-3. Historia y guión 
Una vez tengamos unas estructuras satisfactorias, pero susceptibles de ser 
actualizadas según futuras necesidades, de la misma forma que el engine, es el momento 
de pensar cómo se desarrollará la historia y los guiones de las conversaciones. Esto es 
importante, ya que una conversación va a tener una estructura de grafo que se puede 
hacer tan compleja como queramos, y, por lo tanto, es imprescindible ayudarse con un 
gestor de diagramas de flujo que ayude a interrelacionar todos los nodos de forma 
adecuada, así como utilizar un formato adecuado para guardar toda la información del 
juego en el disco.  
Para ello nos ayudaremos de la tecnología XML y XOM, mediante la cual 
escribiremos la historia en ficheros fácilmente editables y muy eficientes a la hora de 
leer y escribir datos en el programa, ya que convierten el texto plano en una estructura 
en árbol, sobre la que tanto las operaciones de lectura o escritura sobre sus nodos son 
altamente eficientes. 
1.3-4. Interfaz gráfica 
 
En paralelo con la creación del motor del juego, sus estructuras internas y el 
guión, es necesario prestar atención a algo tan importante, o más, que el motor del 
juego, y es la interfaz gráfica del usuario. De nada nos sirve tener un gran engine, unas 
estructuras internas optimizadas al máximo y un guión de cine si al usuario se le 
presenta una interfaz que le resulte incómoda, aburrida y sin ningún atractivo, pues 
enseguida querrá dejar de jugar y el juego será un fracaso total.  
 
Por lo tanto, se ha pretendido en este proyecto dotar a la interfaz gráfica de una 
vistosidad que esté acorde con los tiempos actuales, pero tras evaluar la posibilidad de 
utilizar el 3D en el juego, se llegó a la conclusión de que se invertiría mucho esfuerzo en 
detalles que, si bien  darían esplendor a la historia, no es realmente fundamental en el 
proyecto que nos ocupa. Dado que nuestra intención es crear una herramienta de repaso 
de programación, nos servirá un formato más sencillo, pero a la vez eficaz, de presentar 
la historia a los jugadores.  
 
Sin embargo, el desarrollo de una interfaz 3D podría ser un buen proyecto futuro 
a tener en cuenta, de la misma forma que en la actualidad la empresa LucasArt está 
realizando remakes de sus aventuras clásicas “The Secret of Monkey Island” y 





                                                           
1
 Hablaremos más adelante de estos dos juegos, en el apartado 2.2.1 
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Estado del arte de los videojuegos 
orientados a la educación 
2.1- Historia de los videojuegos educativos 
Hasta hace poco el variado catálogo de juegos de las videoconsolas de todas las 
marcas se repartía principalmente entre juegos de plataforma, de aventura, deportivos o 
de lucha. Sin embargo, la última generación de consolas ha potenciado un tipo de juego 
que estaba cada vez más olvidado: los videojuegos educativos. Los fabricantes han 
entendido que los padres, que suelen ser los que compran los juegos de sus hijos, buscan 
un tipo de entretenimiento que aporte algo más a sus hijos que un simple pasatiempo, 
que la informática y las nuevas tecnologías bien orientadas son una gran herramienta 
educativa. Al objetivo de entretener y divertir se une también el de aprender. Además 
este tipo de juegos ha servido para extender el posible público potencial de las consolas, 
enganchando al juego a segmentos de población que normalmente no se divertían con 
los videojuegos convencionales. Haremos un repaso de los acercamientos de cada 
empresa: 
Nintendo es actualmente el fabricante que se ha situado líder en esta nueva 
tendencia, aprovechando la potencialidad de sus consolas para apoyar o desarrollar 
juegos que activen la mente, amplíen el vocabulario e incluso sirvan para aprender un 
idioma o incluso recetas de cocina mientras los usuarios se divierten. 
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Los juegos encuadrados bajo la denominación de Touch! Generations, se han 
convertido en estos tiempos en el principal referente de los juegos basados en ejercitar 
la memoria, el cálculo mental, o cualquier otra habilidad intelectual o psicomotriz. 
Además, están enfocados a todos los públicos, es decir, que cada usuario puede 
configurar el modo de juego o utilizar aquel que considere más adecuado para su edad. 
Destacamos sus títulos más relevantes: 
• Brain Training y Más Brain Training del Dr. Kawashima  
• Maths Training 
• English Training y Practice English 
• Big Brain Academy 
• Triivial 
Nintendo, en un afán por introducirse en un mercado liderado por las empresas 
Sony  y Microsoft,  decidió centrar su mercado en un público que no está acostumbrado 
a jugar a los videojuegos clásicos. Gracias a ello ha conseguido dominar un sector del 
mercado totalmente ajeno anteriormente a los videojuegos: personas de la tercera edad y 
mujeres de mediana edad (que representan una minoría con respecto a los grandes 
consumidores de videojuegos, jóvenes y varones). Por otro lado, las consolas de Sony 
están bastante menos nutridas de juegos educativos que las de Nintendo, aunque cuente 
con los juegos de preguntas y respuestas  Buzz!2 
Las grandes multinacionales se están empezando a concienciar acerca del 
potencial que los videojuegos pueden tener para la educación de las futuras 
generaciones, ya que mediante su implantación en las aulas de una manera apropiada, su 
potencial educativo podría hacer que los alumnos se motivaran mucho más en los 
estudios que en el panorama educativo actual. 
Comentaremos este artículo y su principal idea, ya que tiene mucho que ver con 
el proyecto presente: "El videojuego es el objeto cultural del siglo XXI”: 3 
El artículo trata acerca del esfuerzo conjunto de la Universidad de Alcalá y 
Electronic Arts, en el que se investiga la manera de aplicar videojuegos comerciales 
para fines educativos. Esto quiere decir que no estamos hablando de juegos específicos 
de educación, que son los comúnmente olvidados en las estanterías de los grandes 
centros comerciales y prácticamente inexistentes en las pequeñas tiendas de videojuegos 
debido a que se asocian con aburrimiento, sobre todo por comparación con los más 
vendidos, que ofrecen adrenalina a raudales y una experiencia visual cada vez más 
impactante y cercana a la realidad. 
Esta investigación utilizó grandes éxitos recientes de Electronic Arts, que a 
priori están considerados carentes de interés educativo. Sin embargo, la experiencia 
resultó dar unos resultados totalmente contrarios a lo que comúnmente se espera de 
ellos: 
                                                           
2
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Los estudiantes tenían un mayor grado de motivación al encontrarse en un 
entorno que a ellos les resulta mucho más amistoso y agradable que el que comúnmente 
se asocia a las aulas. Y nos referimos a TODOS los estudiantes, no sólo a los que sacan 
buenas notas por sí mismos. Los alumnos que suelen estar más desmotivados en clase, 
que sacan peores notas y se sienten torpes en el colegio, demostraron un gran interés en 
este proyecto, y vieron mejorados sus resultados académicos significativamente. 
El profesor adquiere un papel aún más crítico que nunca. Un cambio tecnológico 
requiere un cambio aún más grande en la mentalidad de todos. Es tarea del profesor el 
dirigir a la clase para que al final de la experiencia de juego el alumno haya aprendido 
los conceptos, y no se haya limitado a “echarse un vicio” en clase. El contenido debe ser 
dinámico, y el propio alumno debe ser el que mediante la interacción, pueda ser capaz 
de realizar sus propias conclusiones, y experimentar para poder ser autosuficiente a la 
hora de buscar información y procesarla adecuadamente. Se trata de acabar con las 
clases magistrales y el pensar “Si lo ha dicho el profesor, debo creérmelo a pies 
juntillas”. Tampoco se trata de que el alumno piense que todo lo que dice el profesor 
esté mal, sino que, además de la explicación del profesor, pueda comprobar que esto es 
cierto mediante la experimentación, y, en caso de encontrar contradicciones, poder 
debatirlas con él. 
Como bien se dice en el comentario, un juego por lo general tiene un 
comportamiento muy sistemático;  esto hace que los jugadores tengan que acatar ese 
sistema si quieren progresar en él. Acostumbrarte a seguir un plan de acción es muy útil 
para la educación, investigación, etc. Entre los juegos que han empleado los docentes 
para impartir sus materias destacan:  
 Trivial Pursuit para los idiomas y la historia. El clásico Trivial es mucho más 
atractivo para las nuevas generaciones mediante esta nueva plataforma interactiva. 
 Los Sims 3 en la clase de Ciudadanía. Un simulador social en el que se premia las 
buenas acciones, se aprende a ser responsable con tu entorno y a mejorar las 
relaciones entre personas, independientemente de su procedencia, sexo o condición. 
 FIFA10 en Educación Física. ¿Qué mejor manera de aprender las reglas de un 
deporte que divirtiéndose practicando en un juego donde las reglas no se pueden 
alterar? Una sesión de una hora bien planteada puede hacer que los estudiantes sean 
capaces de comprender las reglas de cualquier deporte. A nota personal, yo aprendí 
las reglas del béisbol gracias a un videojuego, e incluso las distintas formas de 
lanzar la pelota y el efecto y dificultad de cada una de ellas. Como vemos, lejos de 
matar la curiosidad, los videojuegos pueden avivarla si se enfocan desde una 
perspectiva activa. 
 Harry Potter y el Misterio del Príncipe para las clases de Lengua. 
 The Beatles RockBand en el aula de música. Aprenden de una forma muy divertida 
historia reciente de la música popular al mismo tiempo que aprenden a dominar los 
ritmos, tiempos y coordinación. 
 Spore en Biología. Este simulador evolutivo es muy interesante para usarlo como 
base para explicar las teorías de Lamarck, Darwin, etc, ya que haces a tu criatura 
evolucionar desarrollándose de forma que se adapte mejor a su entorno. 
 
Aventura gráfica para el aprendizaje de Programación: DANTE 
Alberto José Corrales García 
 
22 
2.2- Aventuras gráfico-conversacionales 
 
2.2-1.  Definición e Historia 
Estás en tu habitación, delante del ordenador. La ventana no cierra del todo y el ambiente se ha 
vuelto gélido. 
El ordenador parece listo para ser usado. 
>examina ordenador. 
El ordenador está encendido, tiene conexión a Internet. El icono del navegador llama la 
atención. 
>abrir navegador. 
El navegador se abre, conectándose directamente con www.uc3m.es. Debía de ser su página de 
inicio. 
>escribir NIA en LOGIN. 
Escribes tu número de identificación en el campo LOGIN 
>escribir contraseña en CONTRASEÑA. 
Escribes tu número de identificación en el campo LOGIN 
>pulsar ACEPTAR. 
Aparece tu página personal de la universidad. En el campo Correo hay un mensaje nuevo… 
Prescindamos de gráficos. Los gráficos nos delimitan las escenas y las 
situaciones, prefijan la concepción de cada personaje, de cada objeto, incluso de nuestro 
mundo. Prescindamos de música. La música hace que prestemos más atención en 
detalles, y pasar de manera indiferente de otros. Centrémonos en nuestros verdaderos 
acompañantes, las palabras y los párrafos, y la libertad de dar la orden que se nos antoje.  
Bienvenidos al mundo de las Aventuras Conversacionales. 
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Ilustración 1: Ejemplo de aventura conversacional pura 
Las aventuras conversacionales fueron fruto de una necesidad de ocio 
electrónico en una época en la que los procesadores contaban con recursos muy 
limitados, por lo que el tener imágenes, voces, etc, era sencillamente impensable desde 
el punto de vista tecnológico. Sin embargo, según evolucionaban los sistemas 
informáticos, se dio paralelamente una evolución en el tiempo de las aventuras 
conversacionales.4 
Las aventuras conversacionales no tienen por qué tener gráficos. Se manejan con 
texto escrito, y es en realidad una forma de literatura interactiva. Pero al igual que la 
imaginación juega un papel muy importante cuando se está leyendo un libro, con este 
tipo de juegos el resultado es similar. Es una experiencia distinta no ver “al muñequito 
en la pantalla”, porque es el jugador mismo. Este tipo de aventuras necesitaban un “text-
parser” o analizador sintáctico, que quiere decir, que  se necesita teclear las órdenes que 
se quieren ejecutar en un cuadro de texto. 
Jugar a las aventuras conversacionales no deja indiferente a nadie: o bien se las 
odia debido a su carencia de gráficos y la necesidad de escribir todas las órdenes, o bien, 
se las adora. Las aventuras conversacionales han sido protagonistas en los años en los 
que reinaban los ordenadores con una arquitectura de ocho bits. Estos ordenadores al 
tener muy pocos recursos, sólo podían desarrollar este tipo de aventuras. Pero hoy en 
día no es un tipo de negocio, porque nadie paga por una aventura conversacional y nadie 
intenta cobrar. Es por ello, que las aventuras conversacionales actuales, son generadas 
por los jugadores de la época en la que se hicieron famosas.   
                                                           
4
 Véase http://www.vidaextra.com/2008/04/24-arqueologia-del-videojuego-aventuras-conversacionales 
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Las aventuras conversacionales tienen las siguientes ventajas y desventajas: 
 Ventajas: 
• Son mucho más fáciles de programar. 
• Si cuentan con un buen guión, logran crear más ambiente. 
• Pueden transmitir mucho mejor las emociones y dar rienda suelta a la 
imaginación del jugador. 
 
 Desventajas: 
• Hay mucha gente a la que no le gusta o le cuesta mucho esfuerzo leer. 
• Un mal guión puede ser catastrófico para la aventura. 
• Es necesaria una revisión profunda de temas como ortografía, etc. 




 Este tipo de aventuras (las conversacionales), han ido evolucionando pasando a 
aventuras gráficas, en donde los gráficos juegan un papel muy importante y en donde el 
jugador se ve en el mundo en el que se encuentra. Estas aventuras (gráficas) también 
son llamadas “point and click”, ya que suelen utilizar el ratón para desplazarse por el 
mundo virtual, sin necesidad de teclear ningún tipo de comando. 
 
 
Ilustración 2: Captura de pantalla del juego "The Secret of Monkey Island" 
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Las aventuras gráficas tienen las siguientes ventajas y desventajas: 
 Ventajas: 
• Atraen mucho más a cualquier jugador, experto o principiante, 
especialmente a estos últimos. 
• La interacción es más directa, porque se ve lo que pasa. 
• Si se sabe programar, pero no se es muy buen escritor, es más fácil dar a 
conocer el mensaje que se quiera transmitir. 
 Desventajas: 
• Son más difíciles de programar. 
• Eliminan la imaginación del jugador. 
 
 La principal diferencia entre este tipo de juegos y el resto, es que el jugador de las 
aventuras las juega para ser una parte muy importante de la historia, mientras que en el resto de 
juegos la historia es mínima. 
 En toda aventura conversacional o gráfica, una de las cosas más importantes es 





 Una aventura sobre todo es una historia. Es lo primero que debe atraer al 
jugador, y con lo que se debe sentir identificado para realizar esa aventura, ya que en el 
caso de no gustar ésta, la aventura suele obtener malos resultados.  
 
2) Exploración del entorno 
 
 La exploración del entorno está íntimamente relacionada para conocer el nuevo 
mundo en el que se desarrolla la aventura, las reglas que lo rigen, etc. Además permite 
visualizar objetos que pueden ser importantes, encontrar nuevos lugares, nuevos 
personajes, etc.  
3) Diálogos con los personajes 
 
 En toda aventura, existe un mecanismo para dialogar con otros personajes. 
Gracias a estos diálogos se puede recibir una mayor información, conseguir objetos, 
conocer nuevos lugares, etc. Los diálogos son imposibles de sustituir, ya que incluso las 
aventuras gráficas deben recurrir a ellos, y en algunas suponen una parte esencial de las 
mismas, no sólo para ambientar, sino para exponer todo el juego. 
4) El inventario 
 
 Los objetos que se van recogiendo durante la aventura se tienen que ir 
acumulando en algún sitio, para poder tenerlos accesibles para un posterior uso. Este 
sitio es el que se conoce como inventario. 
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5) Puzzles o misiones 
 
 Durante el desarrollo del juego, es necesaria la resolución de enigmas para 
obtener información y poder avanzar. Normalmente los enigmas suelen tener un sentido 
lógico, pero esto depende del diseñador. 
 
Ilustración 3: Ejemplo de enigma de "Indiana Jones and the Fate of Atlantis": Alinear los discos de 





 Un mapa en el videojuego puede ser importantísimo, ya que, permite al jugador 
situarse dentro del nuevo y desconocido mundo virtual en el que se está desarrollando la 
aventura. 
 
Ilustración 4: Mapa de Isla Melee en "The Secret of Monkey Island" 
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 Pueden existir puntuaciones durante el juego, acciones cronometradas, muertes 
inesperadas (tanto del jugador como de otros personajes),  enigmas en los que haya que 
consultar la enciclopedia, luchas en un momento determinado, etc., que aunque no son 
indispensables, sí que pueden aportar un mayor atractivo al jugador. Un ejemplo de 
puntuación en una aventura gráfica es el sistema de puntos IQ usado en las aventuras de 
Indiana Jones:  
 
Ilustración 5: Escena de presentación de "Indiana Jones and the Fate of Atlantis" 
 
Una gran idea en una aventura conversacional orientada a la educación es tener 
algo de ayuda en determinados momentos; si ya en una aventura conversacional o 
gráfica los atascos en determinados momentos del juego te impedían continuar hasta 
llegar a frustrar a quien la jugara, en una historia donde los diferentes mini juegos ponen 
a prueba los conocimientos del jugador, resulta más frustrante todavía. Por tanto, un 
personaje que vaya guiando al jugador y que proporcione pistas “on-line”, es decir, sin 
necesidad de parar el juego, buscar la solución y después volverlo a iniciarlo para 
intentar probar si funciona, o consultar pesados manuales el trocito a veces mínimo de 
información necesaria para continuar avanzando en el juego.  
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Este sistema se implementó con un resultado excelente en la aventura gráfica 
“Runaway 2: The dream of the turtle”, de FX Interactive.  
 
Ilustración 6: Portada de Runaway 2: El sueño de la tortuga 
 En este juego, un personaje llamado Joshua se comunicaba telepáticamente con 
el protagonista del juego desde el futuro, por lo que se justificaba que supiera qué se 
hizo en cada momento del juego. Cuando el jugador se quedaba atascado sin saber qué 
hacer, mediante un botón en el interfaz de juego podías contactar con él, y daba pistas 
progresivas, es decir, al principio da indicios de por dónde puedes centrarte; después va 
siendo cada vez más concreto hasta que si ya no sabes qué hacer, te da la pista 
específica.  
 Este sistema, a mi parecer muy instructivo, te da la oportunidad de intentar 
resolver los acertijos por tu cuenta y evitar dar largos paseos por los escenarios en busca 
de inspiración divina que al final encontraremos en una guía por Internet. 
 
Ilustración 7: Joshua "del futuro"  ayudando al protagonista de Runaway 2 
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2.2-2. Ejemplos de utilización práctica de aventuras gráficas y 
conversacionales educativas en la actualidad. 
En este apartado estudiaremos el papel que tienen en la actualidad las aventuras 
gráficas y conversacionales educativas, así como el público a quienes van dirigidas y lo 
que se pretende enseñar con ellas. Para ello, veremos varios ejemplos concretos: 
1) “El Secreto de la Buena Vida"5:  
Se trata de una aventura gráfica promovida por el gobierno y con la colaboración 
de la Obra Social Caja Madrid6, pensada para ayudar a reducir el número de escolares 
que experimentan con las drogas, y la mejor forma de hacer llegar el mensaje es a través 
de un medio en el que los jóvenes de hoy en día confían ciegamente, es decir, mediante 
los videojuegos. 
 
Ilustración 8: Cartel publicitario del Plan Nacional sobre Drogas 
                                                           
5
 Véase http://www.pnsd.msc.es/Categoria3/prevenci/areaPrevencion/sinesio.htm 
6
 Véase http://www.obrasocialcajamadrid.es/ObraSocia
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2) Aymun: Las aventuras gráficas educativas más comerciales suelen ir enfocadas a un 
público preferentemente infantil. Un ejemplo de ello son las aventuras gráficas de 
Aymun, dirigidas a niños de entre 6 y 12 años: 
 
Ilustración 9: Captura de pantalla de una de las aventuras gráficas educativas de Aymun 
Los juegos de Aymun tienen en común las siguientes características:
Contenido de las aventuras: 
- Resolución de problemas 
matemáticos. 
- Cálculo mental. 
- Composición y descomposición 
de números. 
- Operaciones con decimales y 
fracciones. 
- Reconocimiento de sílabas y 
letras.  
- Tipos de nombres y de 
oraciones. 
- Tiempos y modos verbales, etc 
- Ortografía en palabras y textos. 
Los niños ejercitan: 
- La orientación espacial. 
- La comprensión oral y escrita. 
- La memoria visual. 
- La atención y concentración. 
- El respeto a los demás y al 
medio ambiente. 
- El interés por conocer otras 
culturas diferentes. 
- La buena relación entre ambos 
sexos y para ello la no 
discriminación social, racial y 
sexual. 
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3) Los Sostenibles: La empresa Jugalia7 es una empresa cuyo objetivo fundacional es 
desarrollar videojuegos que se conviertan en un vehículo de divulgación y 
educación para que los niños puedan aprender, de manera divertida, 
comportamientos sostenibles que miren hacia el futuro y ayuden a crear un entorno 
más respetuoso con el planeta. En total hay cuatro juegos llamados “Los 
sostenibles”, también dirigidos a un público infantil de 6 a 12 años. 
3.1- Los Sostenibles I: trata de concienciar a los niños de la importancia de 
ahorrar energía en casa, y mostrar la repercusión que tiene dicha acción 
en el planeta. 
 
Ilustración 10:"Ahora sabemos que las lámparas de bajo consumo gastan menos energía y, además, 
duran más que las bombillas de incandescencia" 
3.2- Los Sostenibles II: se centra en inculcar unas pautas de comportamiento 
de cara a enseñar la manera de reducir la cantidad de residuos que 
generan los hogares, y también enseña cómo tratar dichos residuos para 
que puedan ser reciclados correctamente. 
 
Ilustración 11:"Una vez que hemos separado la basura en casa, dejaremos cada residuo en su 
contenedor para que pueda ser reciclado" 
                                                           
7
 Véase http://www.jugalia.es/index.htm 
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3.3- Los Sostenibles III: El tercer juego tiene como misión enseñar a los 
niños la importancia que tiene el agua para nuestra salud y la del planeta, 
y aprender a hacer un uso eficiente del agua que llega a nuestros hogares, 
reduciendo su consumo innecesario y manteniéndola limpia y saludable. 
 
 
Ilustración 12:"Es importante mantener las tuberías en buen estado. Así evitaremos que haya fugas 
y se pierda gran parte del agua que llega a nuestras casas" 
 
3.4- Los Sostenibles IV: Por último, el cuarto juego se encarga de enseñar 
pautas de movilidad sostenible entre los niños y niñas, incidiendo en 
varios aspectos fundamentales: el entorno urbano, peatones, ciclistas, 
transporte público, vehículo privado, contaminación, socialización, etc; 
todo ello visto desde un enfoque medioambiental y social. 
 
 
Ilustración 13:"Al cruzar la carretera debemos respetar los pasos de cebra, los semáforos y las 
indicaciones de los agentes de tráfico" 
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El uso de las aventuras gráficas en educación que se desarrolla en un ámbito 
comercial está dirigido íntegramente a un público infantil. Los videojuegos educativos 
para adultos se alejan de este género y se centran en juegos de preguntas y respuestas, y 
minijuegos para probar la capacidad de reflejos, de rapidez mental, etc. Es por ello que 
nuestro proyecto tendrá como reto hacer llegar al público joven adulto y adulto una 
aventura gráfica educativa, pero concebida específicamente para repaso de un temario 
de programación en Java. 
 
 
2.2-3. Herramientas de creación de aventuras gráficas 
 
Una de las grandes ventajas que tiene un ordenador frente a una consola es la 
capacidad de modificación al gusto del usuario. Un usuario de videoconsola 
simplemente la enciende y juega; un usuario de ordenador, además de ejecutarlo, puede 
observar su estructura de ficheros, puede editar archivos de configuración y, en 
resumen, es capaz de ser tanto programador como jugador de sus propios juegos.  
 
Para ayudar a que los usuarios de videojuegos puedan dar vida a sus propias 
creaciones, se han desarrollado una multitud de herramientas con las que se puede crear 
cualquier tipo de juego. En este apartado vamos a analizar algunos de estos programas, 
en especial los que nos ayuden a desarrollar aventuras gráficas, para después determinar 
si nos conviene usar alguna de estas herramientas, o por el contrario, nos sería más 
ventajoso desarrollar nuestro propio motor de juego, ajustado a nuestras necesidades. 
Antes de decantarnos por cualquiera de las dos opciones, estudiemos estas herramientas: 
 
 
Wintermute Engine Development Kit 
 
Wintermute Engine Development Kit8 es un conjunto de herramientas para crear 
y ejecutar aventuras gráficas tipo “point & click”, es decir, se interacciona con el mundo 
pulsando con el ratón puntos del escenario.  
 
Se pueden crear juegos tradicionales en 2D como en los más modernos 2,5D, 
que consiste en utilizar personajes creados en 3D en escenarios 2D. Este kit incluye el 
motor de juego y editores para gestionar y crear el contenido del juego, así como la 
documentación, datos demostrativos y plantillas prefabricadas. 
 
 
Ilustración 14: Logo de Wintermute Engine Development Kit 
                                                           
8
 Véase http://dead-code.org/home/ 
Aventura gráfica para el aprendizaje de Programación: DANTE 




Aquí podemos observar la interfaz de la herramienta, dando una idea de su 
potencial  para desarrollar aventuras gráficas con una muy buena calidad  gráfica: 
 
 
Ilustración 15: Ejemplo de creación de aventura gráfica con WME 
 
Wintermute Engine (en adelante, WME) tiene varias características para dar a 
los programadores del juego tanta flexibilidad como sea posible.  
En su página web se puede descargar de forma gratuita para probar con los 
ejemplos de prueba, así como visitar su foro. 
El motor del juego soporta cualquier resolución. Los juegos pueden variar desde 
320×200 hasta 1024×768 o más, en colores tanto de 16bits como de 32 (color 
verdadero) El jugador puede seleccionar una profundidad de color apropiado para su 
ordenador y el motor maneja la conversión automáticamente. 
WME también permite utilizar aceleración 3D para proveer rápidos gráficos 3D 
en altas resoluciones, con efectos gráficos avanzados como transparencia, antialiasing, 
etc. En ordenadores antiguos, WME puede correr en modo compatibilidad, que no 
requiere aceleración gráfica, pero desactiva todos los efectos gráficos. 
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Para acelerar el desarrollo de los juegos, WME tiene un conjunto de 
herramientas para diseñar las escenas del juego, animaciones y para controlar los 
contenidos del proyecto.  
El motor te permite usar varios formatos de fichero para almacenar gráficos y 
sonidos. También introduce formatos del usuario para definir los objetos del juego. En 
concreto, soporta los formatos de imagen: BMP, TGA, PNG and JPG, y los formatos de 
sonido: Ogg Vorbis (OGG) and WAV. WME no soporta MP3 debido a problemas con 
las licencias. 
Estos formatos pueden usarse para música y para efectos. Los sonidos más 
grandes se ejecutan en modo Streaming (al vuelo) desde el disco para no desperdiciar 
memoria. Además puede reproducir videos en Ogg Theora y en AVI, incluyendo 
subtítulos automáticos en formato SUB. 
 WME ofrece un lenguaje de scripting9 orientado a objetos muy flexible, que te 
permite añadir casi cualquier característica o acertijo que quieras. Todos los objetos del 
juego soportan un conjunto de métodos y atributos para permitir un acceso sencillo a los 
trabajos internos del motor del juego. Incluso podemos crear nuestros propios objetos y 
personalizar métodos internos. El lenguaje de script utiliza una sintaxis tipo C similar a 
JavaScript, C++, C#, Java o PHP, por lo que si se conoce alguno de estos lenguajes, 
puedes comenzar a escribir scripts sin necesidad de aprender nada más. 
WME soporta el scrolling10 en los escenarios de forma nativa, por lo que no se 
necesita implementarlo en un script. Para distribuir el juego, se puede compilar en uno o 
varios paquetes. Los archivos del paquete contienen todos los recursos del juego de 
forma comprimida. Puedes separar los recursos en múltiples paquetes, por ejemplo, para 
distribuir un paquete con sonido, o episodios individuales del juego. Estos también 
pueden tener varias prioridades, que es útil, por ejemplo, para distribuir parches para el 
juego, que contenga los archivos modificados y que tendrá una prioridad mayor que el 
original. El motor utilizará los nuevos archivos. Mientras estás en fase de desarrollo, no 
necesitas compilar el juego, ya que el motor es capaz de operar directamente en los 
archivos para testearlo y depurarlo. 
                                                           
9
 Un script (cuya traducción literal es guión) o archivo de órdenes o archivo de procesamiento por 
lotes es un programa usualmente simple, que generalmente se almacena en un archivo de texto plano. El 
scripting es, obviamente, el proceso de escritura de un script. 
10
 Desplazamiento en 2D de los gráficos que conforman el escenario. Se utiliza para moverte en 
escenarios más grandes de lo que abarca la pantalla. El escenario se va desplazando para seguir al 
personaje del jugador  y que nunca se salga de la pantalla. 
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WME incluye soporte para personajes renderizados en 3D a tiempo real. Esto 
permite a los desarrolladores crear juegos que combinen entornos 2D con personajes 3D 
(juegos 2,5D), similar a juegos como Syberia o The Longest Journey.  
 
Ilustración 16: Ejemplo de aventura 2.5D: Syberia (2002) 
Utilizando ventanas, botones, etc, se puede construir una interfaz de usuario 
bastante compleja para los juegos, como ventanas cargar/guardar de configuración, de 
inventario, etc. Todos pueden cambiar de aspecto para que queden mejor en nuestro 
juego. 
WME ofrece varias opciones para mejorar la accesibilidad. Se puede leer el 
texto escrito mediante sintetizadores de voz, para que los jugadores no tengan que leer 
subtítulos, que a menudo son demasiado pequeños, o desaparecen demasiado rápido, lo 
que hace incómodo de leer. También se pueden resaltar áreas activas en la pantalla 
usando atajos de teclado, ya que puede ser duro para la gente con discapacidad visual 
enfocarlos correctamente. Por último, el jugador puede pausar el juego cuando quiera 
para ser capaz de leer cualquier texto o examinar la escena tranquilamente, sin prisas. 
Por último, presenta algunas características muy interesantes: 
• Las animaciones individuales pueden activar eventos de script 
• Miniaturas de pantalla para partidas guardadas 
• No hay límites de código en los objetos del juego 
• Se puede ejecutar el juego sin CD, ya que los archivos de guardado se 
almacenan en la carpeta “Mis documentos” 
• Soporte a DLL externos 
Después de probar esta herramienta, se hace patente la facilidad de manejo a la 
hora de crear una aventura gráfica. En muy poco tiempo y sin apenas esfuerzo puedes 
crearte una pequeña demostración con una gran funcionalidad, lo que hace que de cara a 
una aventura gráfica compleja, es la mejor opción para afrontarlo.  
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El mayor problema con respecto de cara al presente proyecto es que este 
programa necesita un trabajo artístico paralelo de diseño de escenarios, personajes y 
objetos, lo cual se aleja de los propósitos del proyecto, en el que los gráficos son un 
apartado opcional, siendo el guión del juego el objetivo principal. Por lo tanto, para 
conseguir un motor del juego más eficiente, y más orientado a lo que en realidad 
necesitamos, la mejor opción es desarrollarlo desde cero, utilizando los conocimientos 
de Java adquiridos a lo largo de la carrera.  
Sin embargo, una vez tengamos el guión de la aventura totalmente definido, 
sería una magnífica labor aprovechar la funcionalidad de WME para llevar a cabo un 
proyecto artístico en el que se modelen todos los escenarios, personajes, objetos y 
enigmas, y podamos ofrecer a los usuarios de esta aventura una experiencia de juego 
que esté a la altura de los grandes éxitos de las aventuras gráficas.  
Adventure Game Studio 
 
Ilustración 17: Ejemplo de aventura gráfica con Adventure Game Studio: A tale of two kingdoms 
Esta herramienta gratuita permite crear juegos “point&click” con una interfaz 
parecida a la de las aventuras gráficas de Sierra y LucasArts. 
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La interfaz del juego es muy flexible, utilizando las plantillas de Sierra y Verb Coin 
por defecto. AGS controla todos los procesos de bajo nivel para que el programador se 
pueda centrar en escribir el juego. Las características principales de AGS son: 
• IDE 11 de Windows completamente rediseñado para crear juegos de manera 
rápida y sencilla.  
• El motor de juego tiene controladores de aceleración gráfica Direct3D para 
juegos con alta calidad gráfica. Permite el reescalado de juegos de baja 
resolución para que funcionen en sistemas más modernos. 
• Versiones del motor de juego para Windows, Linux y Mac 
• Lenguaje de script potente y sencillo para crear los juegos. 
• Depurador integrado en el IDE que permite obtener una traza de los errores 
• Los juegos pueden funcionar para cualquier paleta de colores, desde 256 hasta 
color verdadero (32 bits). 
• Se soportan resoluciones de hasta 1024x768 en modo pantalla o pantalla 
completa. 
• Pueden utilizarse múltiples formatos de sonido y música: OGG, MP3, WAV, 
MOD, XM y MIDI. También soporta sonidos dependientes de lugar, sonido de 
pisadas automático, múltiples canales de sonido y crossfading12 entre pistas de 
música son también soportados. 
• Reproduce videos mediante OGG Theora o los estándares de Windows AVI y 
WMV. 
• También se pueden crear juegos en los que los personajes hablen. Las 
conversaciones se compilan en un único archivo de datos, que se pueden 
distribuir de forma opcional. 
• Gestión sencilla del inventario. Simplemente se definen todos los objetos en el 
editor, y usar los comandos “Dar” y “Perder” durante el juego 
• Casi todo es modificable, desde la GUI13 usada hasta los gráficos del cursor del 
ratón. Se proporcionan las plantillas estándar de Sierra y Verb Coin, pero se 
pueden descargar otras plantillas. 
• Se pueden crear NPCs14 para dar vida a los juegos, con inventario propio y con 
sus propias animaciones de caminar. Están disponibles personajes de 
videojuegos clásicos, como Maniac Mansion (1987) y Day of the Tentacle 
(1993) 
• El motor del juego soporta el scrolling en los escenarios más grandes que la 
resolución de la pantalla. 
• Sistema de conversación en árbol, al estilo de las aventuras gráficas de 
LucasArts. 
• Fácil implementación de traducciones a otros lenguajes, pudiendo ser 
distribuidas separadamente en paquetes adicionales. 
                                                           
11
 Siglas de Integrated Development Environment, Entorno de Desarrollo Integrado en inglés 
12
 Efecto que se produce al enlazar dos pistas de audio, reduciendo el volumen de un canal y subiendo el 
del otro simultáneamente. 
13
 Siglas de Graphic User Interface, Interfaz Gráfica de Usuario en inglés. 
14
 Siglas de Non-Player Characters¸ nombre con el que se denomina a todo personaje no controlado por 
un jugador. 
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• Compila el juego en un archivo ejecutable para su distribución. La música y las 
voces pueden ser también compiladas en archivos separados para permitir 
descargas opcionales.  
• Muchas más características adicionales. 
Para comprobar la utilidad de esta herramienta, se procedió a crear una habitación 
siguiendo las instrucciones del tutorial. Para ello, se utilizó un escenario de la aventura 
gráfica “Grim Fandango” y se trabajó para crear un escenario donde el personaje 
principal se pueda mover siguiendo ciertas reglas: 
 
Ilustración 18: Ventana principal de creación de habitaciones de AGS 
Primero, se delimitan los ejes que indican que el sujeto ha salido del escenario. 
Simplemente, movemos los ejes pulsando en ellos con el ratón y manteniendo pulsado 
el botón, se mueven las líneas amarillas hasta donde deseemos:  
 
Ilustración 19: Delimitación de los ejes del escenario en AGS 
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Para seleccionar el área en la que el personaje se moverá por la pantalla, 
utilizamos la herramienta “Walkable Area”, y el área de habitación sobre la que el 
personaje podrá caminar se resaltará de azul: 
 
Ilustración 20: Delimitación de la "Walkable area" en AGS 
 
Después de este paso, habría que gestionar varias opciones más, como los 
objetos por los que el personaje debe caminar por detrás, o hacer que el personaje se 
haga más grande o más pequeño en función de la perspectiva de la imagen, etc. Con esta 
herramienta, al igual que con WME, resulta muy sencillo realizar un juego, pero se debe 
contar con una amplia galería de imágenes de escenarios y diseño de objetos y 
personajes, por lo que, aun contando con que pudiéramos disponer de todo eso, el juego 
quedaría completamente desarrollado en esta herramienta y para cambiar su historia, 
debemos modificar toda la estructura interna del juego. 
El segundo aspecto por el que se decidió prescindir de estas herramientas, es por 
dotar a nuestra aplicación de un soporte XML para la información del juego, ya que esto 
supone una mayor flexibilidad para la creación de los elementos de juego y da pie a 
futuras modificaciones del engine y de las propias estructuras a un menor coste, ya que 
cualquier añadido no perjudicaría nada existente. Por esto, y por el valor didáctico que 
supone el poder acceder a los DTD’s y los XML del juego en código abierto, nos 
decantamos por la creación de un engine a medida para el desarrollo de nuestra propia 
aventura gráfica. 
Aventura gráfica para el aprendizaje de Programación: DANTE 
Alberto José Corrales García 
 
41 




A lo largo de su vida escolar, un estudiante debe superar una serie de asignaturas 
que se suponen “de interés general”. Una persona que no posea conocimientos de 
Lengua y Literatura, de Matemáticas, Ciencias Naturales y Sociales, etc, a su nivel más 
básico se puede considerar analfabeto. Es por ello que en los colegios y en los institutos 
españoles, se centren en estas asignaturas, y cuando los alumnos terminan Bachillerato, 
y aprueban el examen de Selectividad, se les considera aptos para enfrentarse a una 
ingeniería, sobre todo si han sacado buenas notas en Física, Química, Matemáticas, 
Dibujo Técnico, Electrotecnia y, desgraciadamente, en menor medida, si saben Inglés. 
 
El futuro ingeniero se matricula en la ingeniería que más le gusta, ya sea por 
consejo de padres, familiares o amigos, o bien porque las asignaturas que ha visto en la 
lista por curso le interesan, aunque no tenga ni idea de lo que se dará de segundo curso 
en adelante, ya que cada vez los nombres de las asignaturas cada vez son más largos y 
contienen más palabras impronunciables (Microondas y Circuitos de Alta Frecuencia, 
Laboratorio de Microelectrónica, etc). Es por ello que elige la carrera en función de las 
asignaturas del primer curso, que tienen nombres más comunes: Álgebra, Cálculo, 
Física, Programación… ¿Programación? Bueno, no será tan complicado. Veo que en 
las demás ingenierías me piden Dibujo Técnico. No soy muy bueno con ello, así que me 
decido por Ingeniería de Telecomunicación. 
 
Y así, sin saber muy bien en qué jardín se está metiendo, llega el primer día a 
clase. Del resto de las asignaturas, su nivel previo le permite, al menos, saber de qué le 
están hablando. Ahora, en clase de Programación pueden darse 2 casos: 
 
a. A lo largo de su etapa estudiantil anterior le ha interesado el mundo de la 
programación, y ha aprendido por su cuenta en programar en algunos 
lenguajes como Visual Basic, C, Pascal, Fortran, etc. 
 
b. A lo largo de su etapa estudiantil anterior se ha ceñido al temario que le han 
impartido, o bien nunca le ha llamado la atención la programación, y 
únicamente ha utilizado el ordenador como usuario. 
 
 
Si el alumno forma parte del grupo A, no le costará mucho aprender a manejarse 
en el lenguaje que enseñen en clase. Incluso si anteriormente el alumno aprendió 
programación estructurada y le enseñan programación orientada a objetos, como la 
algoritmia sigue siendo la misma independientemente del lenguaje de programación, 
podrá adaptarse sin problemas. 
 
Si, por el contrario, el alumno forma parte del grupo B… la situación es 
completamente diferente. 
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2.3-1. Uso de las Tecnologías de la Información y la 
Comunicación (TIC) en la enseñanza de la programación. 
 
Las funcionalidades que pueden proporcionar las TIC como medio para el 
acceso inmediato a todo tipo de información y su proceso, así como para la 
comunicación interpersonal, constituyen hoy en día elementos imprescindibles para que 
puedan llevarse a cabo estos cambios. 
Entre las muchas aportaciones de las TIC a la enseñanza en general, destacamos 
las siguientes: 
 
1) Fácil acceso a muchas fuentes de información 
 
Antes de que las TIC fueran una parte más de la vida cotidiana, la información 
estaba relegada a unas pocas fuentes, como las bibliotecas, registros, etc. Resultaba una 
tarea tediosa buscar varias fuentes para contrastar las informaciones, y debido a esto, el 
tiempo empleado para esta tarea podía ser mucho. Con las TIC, podemos acceder a casi 
cualquier fuente de forma rápida y sencilla, aunque en ocasiones la abundancia excesiva 
de información puede resultar tan perjudicial como la falta de ésta. Por tanto, no 
resuelve completamente el problema, sino que el usuario ya no debe ocuparse tanto de 
recopilar información, sino que su mayor tarea es clasificar toda la información recibida 
y queda0rse con las fuentes de confianza. 
 
2) Canales de comunicación inmediata. 
 
Ante la más mínima duda que un alumno pudiera tener en algún punto del 
temario, las TIC posibilitan establecer una comunicación con el profesor casi a tiempo 
real, mediante correo, mensajería instantánea, foros, etc. Esto permite que los 
estudiantes puedan desarrollar sus habilidades mucho más rápido, y con la confianza 
que les da el tener un apoyo que les ayude en el momento en el que lo necesiten. 
 
3) Proceso rápido y fiable de todo tipo de datos. 
 
Anteriormente, para estudiar una asignatura se debían consultar los apuntes 
tomados en clase, y los libros recomendados. Los apuntes son subjetivos, es decir, 
ningún apunte es igual a otro. Siempre hay pequeñas o grandes diferencias, fruto de la 
visión subjetiva de cada uno de lo que es más importante y de lo que es más banal. Las 
TIC favorecen en este sentido al poder entregar a los alumnos un temario completo de 
manera que todos tengan lo mismo, por lo que los alumnos, al disponer del temario 
antes incluso de que se dé en clase, pueden prestar mucha más atención en clase de lo 
que explica el profesor, y poder entenderlo mejor que si sólo estás concentrado en 
escribir rápido lo que éste enseña. De la misma forma, el profesor puede apoyar sus 
explicaciones en videos, gráficas, diagramas, textos, etc, por lo que convierte la 
enseñanza de la asignatura en algo muy dinámico, interactivo y agradable para el 
alumno. 
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4) Ventajas de los soportes electrónicos 
 
Para almacenar los libros y apuntes de las asignaturas de la carrera se necesitaba 
mucho espacio; con las TIC, una persona es capaz de llevar miles de libros en la tarjeta 
de memoria de su móvil. Esta capacidad de almacenamiento es muy valorada, ya que 
los documentos en soporte electrónico no ocupan tamaño físico (como mucho, lo que 
ocupa un disco duro o una tarjeta de memoria. Los trabajos se realizan de forma mucho 
más limpia y ordenada utilizando procesadores de textos y demás programas ofimáticos. 
Estos archivos son fácilmente transportables y se pueden enviar y recibir en correos 
electrónicos y muchas veces pueden ser escritos a la vez por muchos usuarios, es decir, 
se consigue una gran interactividad. 
 
 
2.3-2. Uso de las TIC en el aprendizaje de programación 
Todo lo que hemos contado hasta ahora se aplica a la educación en general. En 
nuestro caso, estudiamos un entorno más específico como es la programación, que si 
bien se debería impartir a edades mucho más tempranas, generalmente los estudiantes se 
enfrentan a estas asignaturas en los primeros años de la Universidad.  
Actualmente, se han desarrollado muchas aplicaciones y propuestas para la 
utilización de videojuegos o programas de entretenimiento que sirvan como método de 
aprendizaje de programación, como, por ejemplo, los programas Alice y Greenfoot. 
Estos programas han sido ya analizados con detalle en anteriores proyectos de 
fin de carrera, por lo que en esta sección no analizaremos de nuevo estas aplicaciones, 
sino que veremos en profundidad el programa creado por Roberto García Sánchez en su 
proyecto: Desarrollo de una aventura gráfico-conversacional para el aprendizaje de la 
orientación a objetos, dirigido por José Jesús García Rueda para el Departamento de 
Ingeniería Telemática de la Universidad Carlos III de Madrid. Este programa se llama 
ObjectLand 
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ObjectLand, como ya dijimos anteriormente, fue creado por Roberto García 
Sánchez y cuya idea principal es la que da pie al presente proyecto.  
 
Ilustración 21: Portada de ObjectLand 
 
 Según explica Roberto, el contexto en el que se produce el inicio de la aventura 
es en HumanLand, en donde un estudiante se encuentra aburrido en una clase de 
programación orientada a objetos, hasta que le ocurre un extraño suceso que le lleva a 
otro mundo, el de ObjectLand. A partir de ahí, el jugador se adentra en este mundo en el 
que todos son objetos.  
 La arquitectura interna del ObjectLand es la siguiente: 
 
Ilustración 22: Arquitectura de ObjectLand 
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Este sistema permite diferenciar claramente tres elementos en la arquitectura: 
Capa de presentación, capa de aplicación y capa de datos, como los denomina el autor. 
 Por otro lado, el juego implementa un sistema de puntuaciones, similar a la idea 
de los puntos IQ de las aventuras gráficas de Indiana Jones, así como una ayuda 
interactiva que se puede consultar en cualquier momento de juego. 
1. Capa de presentación 
 La interfaz gráfica usada para este juego es la siguiente: 
 
Figura 1. Partes que componen la interfaz gráfica 
 
 Donde las partes que componen  la interfaz final son: 
1) Visualizador de la imagen de la sala 
2) Descripción detallada de la sala en la que el jugador se encuentra por medio de 
este cuadro de texto. 
3) Objetos situados en la sala en la que el jugador se encuentra.  
4) Cronómetro, que se va a encargar de tomar el tiempo que se tarda en pasarse esta 
aventura gráfica.  
5) Mando de direcciones del videojuego. 
6) Este cuadro de texto en el que se van a mostrar todos los diálogos previstos 
durante las salas del videojuego. 
7) Son los mandos para avanzar en el diálogo.  
8) Son dos botones que sirven para dejar una partida en estado de pausa, y para 
ocultar el cronómetro por si no se quiere tener presente. 
9) A continuación se tienen los objetos de los cuales el jugador ha ido guardando 
su referencia. 
10) Se pueden mostrar las propiedades y métodos que tiene el jugador. 
11)  Los menús que contiene el videojuego. 
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A primera vista, la interfaz usada es demasiado recargada, con multitud de 
botones, combos, paneles de texto y opciones, lo cual quizás empañe un buen trabajo al 
presentarlo como un programa muy complicado como para manejarlo con soltura desde 
un principio, y sin experiencia previa a las aventuras gráficas. 
 
 Para el presente proyecto, una de las premisas que queremos cumplir es el de la 
simplificación; se pretende que el jugador sea capaz de jugar a Dante sin necesidad de 
leer un manual previo, y que el manejo sea lo más intuitivo posible. También se 
pretende que visualmente sea mucho más atractivo, y eso se conseguirá utilizando 
imágenes más grandes, aunque sólo sirvan para decoración y que el jugador se haga una 
idea de por dónde está explorando su personaje. 
 
2. Capa de aplicación 
 La capa de aplicación es similar a un CPU de un ordenador: Es la encargada de 
recoger datos, procesarlos, y enviarlos a la capa de presentación para su visualización, al 
mismo tiempo que gestiona las órdenes que le indica la misma capa de presentación, ya 
que es donde están los botones de comandos. 
  
 Esta capa de aplicación, es la que contiene el núcleo de la aplicación o motor de 
juego ya que es la que se encarga de implementar el ciclo del juego.  
 
 El nivel de aplicación se diseñó de tal manera que las peculiaridades del 
videojuego no estuviesen reflejadas en el código sino en los ficheros XML que utiliza el 
videojuego, de tal forma que la configuración del videojuego pueda hacerse desde esos  
ficheros realizar cambios en el código, por lo que el motor de juego es genérico y puede 
utilizarse en cualquier otro videojuego de características similares. Esta filosofía es la 
empleada en Dante, pero utilizando estructuras propias de cada capa que puedan ser más 
fáciles y simplificadas de utilizar a la hora de diseñar nuevos guiones de juego. 
 
El nivel se encuentra formado por cinco clases principales y otras cuántas 
encargadas de dar funcionalidad a los botones de “aceptar/cancelar” existentes en los 
diálogos a través de la tecla ENTER, y otras que dan soporte para estructurar los datos. 
Las clases principales son: “OyenteMenu”, “MiItemListener”, “Motor_Juego”, 
“LectorXML” y “Crear”. Las tres primeras clases se encargan en su mayoría de obtener 
la información de un determinado evento que ha generado el jugador. Son los 
denominados “Listeners”, mientras que las otras dos clases son las que se comunican 
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Ilustración 23: Esquema interno de la capa de aplicación en ObjectLand 
 
En ObjectLand, hay tres tipos diferentes de eventos que puede recoger la capa de 
aplicación: pulsar botones, selección de un campo en lista desplegable y mediante 
teclas. 
• Mediante la pulsación de un botón: En el caso de que se pulse cualquiera de los 
botones existentes en la interfaz gráfica o de los menús que aparecen en la 
ventana principal del videojuego,  será captado a través de este modelo de 
eventos y se mostrará el resultado esperado en función del botón pulsado. La 
clase que se encarga de gestionar estos eventos es “OyenteMenu”.  
 
• Mediante la selección de un campo de una lista desplegable: En ciertas listas 
desplegables si se pulsa directamente se produce una acción. Este es el caso de 
las listas desplegables que muestran los métodos tanto de los objetos que se 
encuentran en la sala actual, como de los que se ha guardado una referencia, 
como del propio jugador. Además, el jugador también puede cambiar sus 
atributos por medio de este tipo de eventos. La clase que se encarga de gestionar 
estos eventos es “MiItemListener”. 
 
• Mediante teclas: En la pantalla de presentación, los menús pueden ser ejecutados 
a través de la combinación de teclas “ctrl.+letra”. Los diálogos son también 
sensibles a la tecla ENTER, para pasar de aceptar a cancelar se utiliza el 
tabulador. Para gestionar estos eventos se utilizan varias clases que se encargan 
de actuar en función de las acciones producidas por teclado. 
 
 Aunque quizás la pulsación de teclas pueda dar más agilidad a algunos 
jugadores a la hora de selecciona verbos (por ejemplo, pulsando la tecla U equivaldría a 
haber pulsado el botón Usar, la M para mirar, etc), nos decantaremos por usar sólo 
eventos de los dos primeros tipos, es decir, pulsación de botones y selección de listas. 
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3. Capa de datos 
 
 Para poder trabajar de una forma sencilla con los ficheros XML, ObjectLand 
utiliza una librería aparte de su JDK (Java Development Kit), llamada JDOM15. 
 
 Los datos acumulados en la aplicación a través de ficheros XML, son los 
relativos a la información del videojuego en general, es decir, a las salas, la imagen que 
hay que poner en cada sala, las direcciones en las que el jugador se puede mover según 
en qué sala esté, los objetos que hay en esa sala junto con sus atributos y métodos, etc. 
Un fragmento de cómo se acumula esta información tiene el siguiente aspecto: 
  <estado> 
  <numeroSalidas>0*</numeroSalidas> 
  <numeroObjetos>2*</numeroObjetos> 
  <numSala>0*</numSala> 
  <numFoto>0*</numFoto> 
  <numRutas>1*</numRutas> 
  <rutaFoto>classes/res/oscuro.jpg*</rutaFoto> 
  … 
  </estado> 
 
 Los * se pusieron por si se utiliza un método que permite leer toda la 
información de golpe, y poder obtener posteriormente los campos a través de un 
separador.  
 
 Para acumular en este tipo de ficheros los diálogos que el jugador puede realizar 





 <parrafo>Jugador: Hola.= =Wally: Hola, ¡¡¡ otro Objeto Humano por aquí!!!= =Jugador: 
¿Objeto?= =Wally: Sí, acabas de llegar al mundo de los objetos,  conocido como ObjectLand.= =Jugador:  
1.¿Y eso qué implica?=                  2.Lo siento, no entiendo inglés.=                  3.Paso de hablar contigo 
que me estás liando.=                  4.Me suenan las tripas,  no tendrás algo de comer, ¿verdad?*</parrafo> 
 <salto> 
  <opPulsada>1*</opPulsada> 
  <siguienteOp>1*</siguienteOp> 
 </salto> 
 <salto> 
  <opPulsada>2*</opPulsada> 
  <siguienteOp>4*</siguienteOp> 
 </salto> 
 <salto> 
  <opPulsada>3*</opPulsada> 




                                                           
15
 JDOM, junto con las demás tecnologías de parsing de XML, están documentadas en el apartado 3.5 del 
presente documento. 
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 En este caso los * fueron usados como en el caso anterior, y los = se usaron para 
introducir líneas de retorno de carro cuando se fueran a mostrar en el videojuego, ya que 
en XML no se encontró el carácter que permitía  hacer esto.  
 
 Si se tuviese que comparar la estructura de programación que se utiliza en el 
caso de los diálogos, se asemejaría principalmente al tipo de “lista enlazada”, ya que se 
muestra el párrafo, y en función de lo que conteste, se va al identificador de párrafo que 
viene expresado por el tag “siguienteOp”. 
 
 También se acumulan las puntuaciones que los mejores jugadores hayan 
realizado, y los datos necesarios para realizar un estudio estadístico de por dónde ha ido 
pasando el jugador y en qué tiempos. Un fragmento de la información acumulada es la 
siguiente: 
  <puntuacion> 
  <nombre>vacio*</nombre> 
  <tiempo>vacio*</tiempo> 
  <milisegundos>86400001*</milisegundos> 
  <tiempoEstadistico>vacio*</tiempoEstadistico> 
  <visitasEstadisticas>vacio*</visitasEstadisticas> 
  </puntuacion> 
 
 En este caso los * juegan el mismo papel que en los casos anteriores. Una 
puntuación vacía, normalmente tiene todos los campos a vacío, excepto el de 
milisegundos, al que se inicializa aproximadamente el equivalente a 24 horas (lo ideal 
es que tienda a infinito), ya que nadie va a tardar más de 24 horas en pasarse este 
videojuego, y  así a la hora de ordenar los tiempos, al encontrarse vacío se va a quedar 
el último. 
 
4. Conclusión de ObjectLand 
 
 ObjectLand es un gran punto de partida para realizar nuestra aventura gráfica, ya 
que sigue la misma filosofía de separar presentación, aplicación y datos en entidades 
interactivas e independientes entre sí. Sin embargo, uno de los mayores inconvenientes 
que se aprecian en este proyecto es la complejidad vista tanto en presentación como en 
la arquitectura de los ficheros XML, en los cuales se ve que el sistema de 
almacenamiento de las conversaciones es muy poco intuitivo, de la misma forma que la 
interfaz mostrada al usuario presenta demasiados “frentes abiertos” de actuación; la 
pantalla tiene demasiados elementos para interactuar y da una sensación inicial de 
amontonamiento, sin saber qué hacer exactamente para manejarse por el mundo.  
 
 Por fortuna, Roberto tuvo en mente esta dificultad y añadió un completo manual 
de juego en la misma aplicación, pero lo que de verdad se espera de Dante, es que su 
manejo se lo más intuitivo posible, y que se cuente a modo de historia, prescindiendo de 
puntuaciones por partida para simplificar la experiencia de juego. Queremos que el 
jugador de Dante tenga la sensación de que juega para relajarse y entretenerse, y no 
sienta que se le está examinando, como ocurre con ObjectLand, su cronómetro y su 
sistema de puntuación. Por lo tanto, crearemos nuestra propia arquitectura para Dante 
sin reutilizar ni una línea de código de este programa, pero manteniendo su filosofía. 
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Desarrollo del proyecto 
3.1- Propuesta de historia de juego. 
 
 A la hora de inventar argumentos para una aventura conversacional educativa, 
podemos optar por dos caminos: 
1- Inventarse una historia desde cero, totalmente innovadora. Este tipo de historias 
son muy arriesgadas ya que requieren de mucha experiencia previa, y son en su 
gran mayoría pensadas por grandes equipos de guionistas en las grandes 
compañías. Ejemplos de este camino son: “Loom”, “King Quest”, y, aunque no 
sean aventuras gráficas, sino RPG’s (Role Playing Games), la saga de juegos 
“Final Fantasy” destaca especialmente por sus historias completamente 
innovadoras, innovando desde cero en cada entrega sin que tengan ningún tipo 
de relación entre ellas. 
2- Basarse en una historia o concepto inicial y adaptarlo debidamente. Este camino 
no precisa un nivel de inventiva tan profundo como el anterior, aunque a no ser 
que el objetivo de la historia sea reproducir dicha historia en un videojuego 
(como puede ser el caso de los videojuegos creados a raíz de una película de 
éxito, como está ocurriendo cada vez con mayor frecuencia en el mercado de los 
videojuegos).  
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Sin embargo, la experiencia nos dice que la reproducción fidedigna de una 
historia, y más aún si únicamente se busca aprovechar el tirón de una película para 
vender juegos, únicamente consigue crear juegos monótonos y aburridos, o refritos de 
historias que nos conocemos hasta la saciedad. Por tanto, cuanto mayor sea el nivel de 
innovación en una historia, aunque sea basada en otra, mayor será su éxito (aunque, 
lógicamente, también depende de la calidad de la misma, o de lo buenos que sean los 
guionistas). Las aventuras gráficas de LucasArts son un claro ejemplo de buenas 
historias basadas en conceptos: la saga de Monkey Island se basó en la atracción 
“Piratas del Caribe” de Disney World; las aventuras de Indiana Jones, en especial 
“Indiana Jones and the fate of Atlantis”, que se basaba en el personaje y la ambientación 
de las películas para crear una historia totalmente nueva y que forman parte de las 
aventuras gráficas de culto. 
 
3.2- Historia de Dante 
En esta aventura sentaremos las bases para la creación de una aventura 
educativa, que tendrá por objetivo repasar, o bien recordar, las bases de la programación 
en Java, equivalente a la asignatura de Programación del primer curso de Ingeniería de 
Telecomunicación. Este curso se compone de diferentes temas de carácter continuo, es 
decir, que necesitas aprender los conceptos de un tema para poder comprender el 
siguiente. 
Buscando una historia en la que pudiéramos basarnos, encontramos una gran 
obra cuyo argumento principal es justo lo que necesitábamos: La “Commedia” de  
Dante Alighieri. 
El infierno de Dante tiene forma de embudo y está formado por nueve círculos, y 
en cada uno de ellos los condenados son sometidos a distintas penas, según la gravedad 
de los pecados. 
 Círculo 1. El círculo más externo del infierno es el Limbo, donde irán los “paganos 
virtuosos” y los no bautizados, este espacio está conformado por un castillo rodeado 
de 7 muros denominado la “mansión de los justos”. Si no eres cristiano esto es lo 
mejor a lo que puedes optar. 
 Círculo 2. Los lujuriosos y las personas utilizan el amor para bien propio. Aquí las 
almas son juzgadas por Minos y sumergidas en un gran torbellino incesante que los 
agobia en la eternidad y los mantiene en la soledad absoluta. 
 Círculo 3. Los glotones, soberbios y envidiosos. Su castigo es estar en el fango 
azotados por una fuerte lluvia “La Tormenta” y desollados por un perro de tres 
cabezas “El Cancerbero”. 
 Círculo 4. Los pródigos y avaros. Condenados a chocar y mofarse unos con otros, 
arrastrados por enormes peso. En este círculo los clérigos, papas y cardenales están 
cubiertos por un manantial de aguas oscuras que generan un pantano. 
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 Círculo 5. Los orgullosos, los libres pensadores y los materialistas viven en la 
ciudad de “Dite” (Plutón), conformada por el quinto y sexto círculo, a su entrada 
hay una gran puerta que forma parte de una muralla de hierro. En este punto, 
rodeando la ciudad, está la laguna Estigia, terriblemente fétida. Todo lo que queda 
dentro de ella está reservado para los que ejercen la maldad verdadera. 
 Círculo 6. Los herejes. Aquellos que persisten voluntariamente en ignorar o 
contradecir los dogmas y la autoridad de la Iglesia pasarán su eternidad metidos en 
sepulcros de fuego 
 Círculo 7. Los violentos. El séptimo círculo está vigilado por el minotauro, dividido 
por tres círculos llenos de piedra y rodeados por un gran río de sangre. A partir de 
este espacio cada círculo empieza a tener divisiones que albergan una pena en 
particular. 
• Primer recinto: Los violentos. Su suplicio: el Minotauro. El centauro Neso 
pasa a Dante a través del Flegetón. 
• Segundo recinto: Los violentos contra sí mismos: los suicidas, los 
disipadores. 
• Tercer recinto: Los violentos contra Dios, contra la naturaleza y contra la 
Sociedad. 
 Círculo 8. Los fraudulentos. Aduladores, corruptos, ladrones, falsos profetas, etc. 
Aquí son sometidos a terribles torturas. Comprende diez fosas: 
• Primera fosa: Donde van a parar rufianes y seductores. 
• Segunda fosa: Reservada para los aduladores y los cortesanos. 
• Tercera fosa: Los simoníacos. 
• Cuarta fosa: Los adivinos. 
• Quinta fosa: Los que trafican con la Justicia, están sumergidos en pez hirviendo. 
• Sexta fosa: Los hipócritas, soportan capas de plomo dorado. 
• Séptima fosa: Los ladrones, padecerán mordidos por serpientes. 
• Octava fosa: Los consejeros, hechos llamas. 
• Novena fosa: Los escandalosos y cismáticos todos ellos acuchillados. 
• Décima fosa: Los charlatanes y falsarios, les espera la lepra. 
 Círculo 9. Los traidores. Según Dante el peor pecado posible es la traición. En el 
noveno círculo y último, están los gigantes, masas brutales e inertes que son 
sepultados en la tierra, confundidas con torres. Dentro de él hay un pozo de cuatro 
zonas distintas oprimidas por hielos gruesos, en él se encuentra el constructor de la 
torre de babel que impidió al mundo hablar la misma lengua. En el centro de la 
tierra, entre hielos que envuelven las sombras, está Lucifer con medio cuerpo fuera 
de la superficie glacial, masticando a Judas como juguete de plástico. Comprende 
cuatro recintos. 
• Primer recinto: La Caína, donde moran los traidores a sus parientes. 
• Segundo recinto: La Antenora, en los que están los traidores a su patria. Suplicio 
por el hielo. 
• Tercer recinto: La Ptolomea, reservado a los traidores a sus amigos y huéspedes. 
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• Cuarto recinto: La Judesca, donde pasaran la eternidad traidores a sus 
bienhechores como Judas y Lucifer. 
Dado que vamos a basar la aventura en este marco,  debemos concretar qué tema 
se adaptará mejor a cada círculo, aunque sea vagamente. Aunque el orden más lógico es 
el que muestro aquí, debemos ver cómo podemos adaptar esto al ambiente de los 
infiernos, para que tenga coherencia. En un principio, la idea es que los conceptos de 
Java no los aplique el jugador, sino que el personaje virtual los irá aprendiendo según 
hable con gente o responda acertijos, cuyo premio será la información necesaria para un 
determinado problema. Pero eso se verá más adelante. 
En relación con el personaje guía que asista al jugador en cada momento en caso 
de que se quede atascado en la trama, la “Commedia” nos brinda un personaje perfecto: 
Virgilio, el guía de Dante por el infierno. Otro personaje de la obra al que sacaremos 
partido será el Minotauro, el cual será un perfecto emulador del comportamiento de la 
CPU para ejecutar los algoritmos de los enigmas que se plantearán a lo largo de la 
aventura. 
Podemos adaptar cada círculo del infierno en función de los pecados de 
desconocimiento de las materias, y sólo se saldrá de ese infierno habiendo demostrado 
que se han aprendido todos los conceptos de Java. El juego terminará cuando 
consigamos que Caronte nos lleve en su barca de regreso a casa. 
 
3.3- Planificación del proyecto 
Este proyecto tiene como fin la implementación de una aventura gráfica 
completa utilizando Java y XML. Por lo tanto, las tareas a realizar son: 
 Diseño e implementación del motor de juego. 
 Desarrollo de una interfaz gráfica que resulte atractiva para los jugadores,  que 
tenga una gran funcionalidad y sea intuitiva, así como evaluar el coste 
computacional de un entorno 3D. 
 Diseño e implementación de los DTD de los archivos XML, y los archivos XML 
correspondientes a cada círculo del infierno. En un principio se estimó que 
hubiera un XML para cada círculo, aunque al final se decidió distribuir aún más 
el código XML. 
 Diseño de todo el guión de juego y de enigmas para cada nivel. 
 Como trabajo adicional, implementaremos paralelamente a nuestra aventura 
gráfica una herramienta de apoyo para escribir los ficheros XML. 
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En todo momento, para la fase de desarrollo de la aplicación, se emplea una 
metodología en espiral, algo muy común, si no imprescindible, en el desarrollo de 
aplicaciones software. 
 Las primeras tareas a realizar en este o cualquier otro proyecto, son las 
dedicadas a la revisión documental. Saber qué existe (antecedentes), qué novedades se 
quieren incluir con respecto a lo ya existente, cómo desarrollarlo, qué historia se quiere 
desarrollar, etc. Esta fase del proyecto es más conocida técnicamente como 
brainstorming. 
 
 En la metodología en espiral lo primero es empezar desarrollando aquellas 
cuestiones que son seguras, que van a tener que estar en el videojuego, y además no se 
debe escatimar, en dedicarle el tiempo necesario, para hacer un buen diseño, robusto y 
fácilmente escalable, por si fuese necesario añadir cambios respecto a una idea inicial. 
Esta idea siempre se ha tenido presente a la hora de desarrollar este videojuego. 
 
 En este tipo de metodologías, cada iteración lleva asociada cuatro pasos, que se 
muestran en la siguiente ilustración: 
 
 
Ilustración 24: Esquema de metodología en espiral 
 
 Este modelo cumple las siguientes características: 
 
 Las primeras iteraciones son menos costosas, pero mucho más genéricas 
 No es necesario seguir los pasos anteriores de forma encadenada, sino que se 
pueden  adaptar a las necesidades que van apareciendo en la fase de desarrollo 
del proyecto. 
 Se puede combinar con otros ciclos de trabajo. 
 Permite una mayor eficiencia en cuanto a costes y riesgos del proyecto. 
 Al estar constantemente analizando riesgos, se puede determinar la viabilidad 
del desarrollo de una parte del proyecto a un coste mucho menor. 
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3.4- Diseño e implementación del motor 
de juego 
 
Antes de comenzar a escribir nuestra historia, debemos implementar un motor de 
juego que se ajuste a nuestras necesidades. Este motor de juego irá implementado en 
Java y debe ser totalmente independiente de los aspectos particulares del juego, que irán 
escritos en ficheros XML; es decir, nuestro motor debe ser capaz de ejecutar 
correctamente cualquier tipo de objeto que se encuentre, ya sea una puerta, una mesa o 
un coche. Por ello debemos estar seguros de los campos que necesitamos conocer antes 
de diseñar los ficheros XML. 
 
 
3.4-1. Versión 1.0 
 
La primera versión del motor del juego emplea para su testeo un minijuego 
preconfigurado en Java. Esta forma de actuar nos da una mayor flexibilidad a la hora de 
experimentar con los diferentes atributos de las entidades del juego, a fin de hallar los 
comunes a todos ellos. Definimos tres tipos diferentes de entidades: Habitaciones, 
Personajes e Ítems. 
 
- Las habitaciones definen el entorno en el que se mueve nuestro personaje 
protagonista. Pueden contener personajes e ítems en su interior y deben tener como 
mínimo acceso a otra habitación. 
 
- Los personajes son representaciones de personas con las que podremos hablar, 
compartir información, intercambiar ítems y conseguir que hagan algo por el 
protagonista. Un personaje puede tener ítems, y puede necesitarlos para algún propósito. 
 
- Los ítems son objetos que pueden estar en el inventario del protagonista, de algún 
personaje o en alguna habitación. Se pueden utilizar en función de su forma y/o utilidad 
(Ej: una puerta se puede mirar, abrir o cerrar, mientras que una llave se puede mirar, 
coger, usar o dar.)  
 
 
Para movernos por el mundo, definimos una serie de acciones comunes ya 
prefijadas: 
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 Ir a: Se utiliza para cambiar de habitación. Al no tener una interfaz gráfica, 
considero que dentro de una habitación, no es necesario desplazarse hasta un 
lugar de la misma para hacer algo, sino que va implícito en las demás acciones. 
 Mirar: Se utiliza para obtener una descripción de un objeto que está visible en la 
habitación, o bien para mirar la habitación en sí, o un objeto del inventario. 
 Coger: Se utiliza para mover un objeto de la habitación al inventario. 
 Hablar: Se utiliza para comenzar una conversación con algún personaje de la 
habitación. 
 Abrir: Se utiliza para abrir puertas u otros objetos que se puedan abrir. 
 Cerrar: Se utiliza para cerrar puertas u otros objetos que se puedan cerrar. 
 Usar: Se utiliza para utilizar un objeto con otro 
 Dar: Se utiliza para dar un objeto del inventario a un personaje de la habitación. 
 
Aunque en las aventuras gráficas clásicas también están implementadas las opciones 
Tirar/Empujar, no tengo previsto necesitarlas, por lo que de momento no las 
implemento. 
 
Interfaz del jugador 
 
 Al ser una primerísima versión del juego, no necesitamos una interfaz gráfica 
para probar que el motor funciona correctamente, por lo que mediante impresión por 
pantalla e introducción de órdenes desde el teclado se puede probar que hace lo que 
se quiere hacer. 
El motor del juego crea un bucle infinito (hasta que se escriba salir, que saldrá del 
programa) en el que se espera una acción, se procesa, se muestra el resultado y se 
espera a la siguiente acción. 
Los principales comandos del juego son los típicos en las aventuras gráficas: 
• Mirar:  mirar algo 
o Para observar la habitación en la que estás, simplemente teclear “mirar 
habitación”.  
• Usar:  usar algo con algo/alguien 
• Dar:  dar algo a alguien 
• Hablar: hablar con alguien 
o Para las conversaciones, te aparecerán varias opciones y debes elegir el 
número de la opción que elijas. Al desarrollar la interfaz gráfica se 
seleccionara pulsando la frase con el ratón 
• Coger: coger algo 
• Abrir: abrir algo  (También usado para encender objetos) 
• Cerrar: cerrar algo  (También usado para apagar objetos) 
• Comprobar: comprobar algo/alguien 
o Este comando es un comodín que utilizo para controlar el estado de todos 
los elementos de la partida; además, sirve para tener un listado de los 
objetos que el protagonista posee en su inventario. Para ver la lista, 
debemos teclear: “comprobar inventario”. Esta función se añadirá a mirar 
en una posterior implementación. 
 
• Salir del programa: salir 
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Ilustración 25: Primera versión del motor del juego 
 
Una vez explicado el manejo de la primera interfaz, procedo a explicar el 
minijuego de prueba que utilizaremos para probar la mayor parte de las posibilidades 
que podemos tener en la aventura principal: 
 
 
3.4-2. Minijuego de test 
 
Este minijuego consta de dos habitaciones: Casa y Jardín. El protagonista 
comienza el juego dentro de la casa, y en su inventario tiene el ítem propina. Dentro de 
la casa, tenemos los siguientes objetos: una mesa, un cajón, la puerta del jardín y una 
llave dentro del cajón, que no es visible al comienzo de la partida, y sólo se podrá mirar 
y coger si el cajón está abierto.  
En cuanto a los personajes, habrá un mayordomo llamado Yefri, que tiene en su 
poder la llave de la fuente, necesaria para encenderla y acabar el juego; es decir, 
encender la fuente es el objetivo del juego. Sin embargo, Yefri no te la dará si no le das 
el ítem propina que tienes en el inventario. En ese momento, una de las respuestas de 
Yefri cambia, entregándote la llave. 
La puerta del jardín se puede abrir usando previamente la llave del cajón con 
ella. A partir de ese momento puede abrirse y cerrarse sin restricciones. Para ir al jardín, 
necesitamos que la puerta esté abierta, da lo mismo que estemos en la casa como en el 
jardín (ambas habitaciones tendrán el mismo objeto). 
 
En el jardín únicamente tendremos una fuente. Usaremos la “llave fuente” en 
“fuente” para que podamos hacerla funcionar, y pulsando “abrir fuente” habremos 
acabado el juego. 
 
Con este minijuego podemos testear: 
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  Dependencia de los estados de un objeto con respecto a los estados de otro. Esto 
se prueba con la llave, que para ser vista y poder cogerse, se requiere que el 
cajón esté en estado “abierto”. Si el cajón se cierra, la llave no podrá verse ni 
cogerse y habrá que abrirlo de nuevo 
 
 Cambios en los diálogos de un personaje si se reúnen unas ciertas condiciones. 
(Si no le das propina, te dice que no te da la llave; cuando se la das, cambia su 
respuesta y te la entrega. 
 
 Crear un grafo de conversaciones y respuestas. Mediante la arquitectura de la 
unidad de conversación (ConvUnit), en el que hay como atributos: 
 
• Orden: Atributo de tipo String que muestra el nivel al que pertenece la 
conversación. Si deseamos que para una frase de uno de los personajes 
que aparecen en la historia, tengamos varias opciones de respuesta, todas 
estas respuestas deben tener el mismo valor de Orden. 
 
• Frase: Atributo de tipo String que almacena la frase que el personaje o el 
protagonista dirá. 
 
• Correspondencia: Atributo de tipo String que muestra el Orden siguiente 
de conversaciones y respuestas que se debe mostrar al usuario 
 
• Objeto: Atributo de tipo String de carácter optativo que muestra el 
nombre del objeto que entregaremos al protagonista si se selecciona esta 
unidad de conversación. Antes de entregar el objeto, el programa debe 
comprobar que ese objeto está en la lista de inventario del personaje. 
 
• Separar en dos listas de ConvUnit las opciones de diálogo del 
protagonista y las respuestas del personaje. Ambas listas están 
implementadas en las instancias de cada personaje, y permite diferenciar 
de una manera muy cómoda qué frases son conversaciones y cuáles son 
respuestas. Siempre habrá una única respuesta a cada opción de 
conversación, aunque varias opciones de conversación pueden derivar a 
una respuesta común. 
 
• Las salidas están condicionadas por objetos “puerta” comunes en las 
habitaciones que conecta cada salida. En nuestro caso, puerta jardín 
pertenece tanto a Casa como a Jardín, y si no está abierta, no se puede 
utilizar la salida. 
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3.4-3. Versión 1.5 
 
Una vez comprobamos que funciona el minijuego, abordamos el siguiente hito 
del juego: La interfaz gráfica. Usar una interfaz gráfica complica el diseño del juego, 
pero también facilita muchas tareas de comprobación: 
 
• Desaparece el bucle infinito que necesitábamos para pedir nuevas órdenes. 
Ahora entre orden y orden, el programa permanece inactivo, y no hace nada 
hasta que se lo indique un flag de fin de orden. Mientras tanto, lo único que hace 
es ir rellenando la etiqueta de orden. 
 
• Como las órdenes se generan mediante clicks de ratón, pulsando botones y 
elementos de varias listas, no existe ninguna posibilidad de error en la sintaxis. 
Desaparece la introducción de comandos por teclado. 
 
• La instancia del objeto CPU, que gestiona las órdenes recibidas, recibe los datos 
de los diferentes objetos JLabel, JTextfield, List y JButton. 
 
• Los String resultado de nuestra orden se mostrará en una etiqueta tipo Jlabel en 
lugar de utilizar la anterior salida System.out. 
 
• Para elegir la opción de conversación que se desea, se abandona el sistema de 
escribir el número de opción, y utilizamos una forma más intuitiva: Hacer click 
en la opción de diálogo correspondiente. 
 
 
El minijuego sigue estando cableado en Java; es decir, aún no está implementado 
el parsing de XML. 
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Los botones se seleccionan mediante un único click, y borran el contenido de la 
etiqueta “orden”, para reescribir una nueva. Esto es así porque las acciones van siempre 
al inicio, por lo que aun si no se ha terminado de escribir la anterior, si pulsamos un 




Los elementos de las listas se seleccionan mediante doble click. Esto es así para 
que el jugador pueda seleccionar previamente un elemento sin que aparezca en la orden. 
Una vez el jugador decide qué elemento usar, con un doble click el nombre 
seleccionado pasa a verse en la etiqueta orden, sin reescribir lo anterior, es decir, se 
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Cuando el jugador decide entablar una conversación con uno de los personajes, 
la pantalla cambia: 
 
 
Ilustración 27: Ventana de conversación 
 
 
Como se especificó anteriormente, simplemente haciendo click en la opción de 
diálogo que queremos, se selecciona y se muestra la respuesta que le corresponde: 
 
 
Ilustración 28: Ventana de respuestas 
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Esta interfaz nos permite probar de manera eficiente que nuestro juego funciona 
correctamente, pero no es una interfaz atractiva. Da la sensación de que todo está 
desperdigado, y no incita a adentrarnos en el mundo de Dante, por más que trabajemos 
en una buena historia. Es por ello, que necesitamos dotar a la interfaz de elementos 
gráficos. Se estudió la viabilidad en cuanto a tiempo y costes del desarrollo de una 
interfaz 3D, pero, para los objetivos que incumben a este proyecto, desarrollar esta 
interfaz supondría un gran coste de tiempo para un aspecto que no nos interesa 
invertirlo. Aun así, para hacer el juego más atractivo visualmente, se intentará 
desarrollar una interfaz similar a las usadas en las aventuras clásicas de LucasArts16.  
 
3.4-4. Versión 2.0 
 
Desde la anterior versión se ha trabajado mucho para que la interfaz de juego sea 
mucho más atractiva e intuitiva para el jugador, y además, se ha implementado los 
procesos de guardar y cargar, así como los menús de inicio y los menús permanentes 
mientras jugamos. Mientras que en la anterior versión de Dante, comenzábamos sin más 
a jugar, ahora al ejecutar el juego nos aparecerá el siguiente menú: 
 
 
Ilustración 29: Menú de inicio de Dante 
 
Como vemos, podremos comenzar una nueva partida, cargar una partida 
guardada anteriormente o salir del juego, en caso de que no queramos comenzar.  
 




Seleccionando con el ratón la partida que queremos jugar y pulsando el botón 
“Cargar”, automáticamente seguiremos la partida en el mismo estado en el que 
guardamos la misma, y listos para continuar.  
                                                           
16
 Vease Ilustración 2: Captura de pantalla del juego "The Secret of Monkey Island" 
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Si en el menú de inicio seleccionamos “Nueva Partida”,  veremos una secuencia 
de introducción. Esta secuencia tendrá el siguiente aspecto: 
 
 
Ilustración 30: Secuencia de introducción 
 
Como podemos ver, la introducción está pensada a modo de diapositivas; 
consistirá en una pantalla con una imagen, una frase donde se contará la historia, y tres 
botones para pasar a la diapositiva anterior, la siguiente, o bien omitir la introducción y 
pasar directamente a la interfaz de juego. La información sobre estas diapositivas irá en 
un fichero llamado “introducción.xml” El fichero debe llamarse así, o de lo contrario no 
será reconocido. De la misma forma, la secuencia final de la historia tendrá el mismo 
formato de archivo, pero se llamará “fin.xml”. Es recomendable editar el fichero ya 
existente para no tener problemas de nomenclatura. 
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Una vez completemos todas las diapositivas de introducción, o hayamos pulsado 




Ilustración 31: Interfaz de Dante 2.0 
 
La mitad superior de la pantalla muestra una imagen del escenario, donde 
aparecerán los elementos significativos que anteriormente sólo aparecían en las listas 
Salidas, Personajes y Objetos. Estas listas, de momento, seguirán apareciendo en la 
parte inferior de la pantalla para poder seleccionarlas, pero aportando una imagen, 
conseguimos que el jugador se ubique en el mundo de Dante y le resulte más fácil 
explorarlo. Los botones seguirán apareciendo en la esquina inferior derecha de la 
pantalla, pero hemos cambiado el sistema de conversación 
 
A lo largo de las pruebas del juego, he notado que el sistema de conversación 
actualmente implementado tiene un problema de jugabilidad bastante importante, y es 
que, además de que las etiquetas de conversación y respuesta están muy desorganizadas, 
cuando se selecciona una conversación de entre las posibles, automáticamente aparece 
la respuesta y la siguiente tanda de opciones de conversación, de forma instantánea. 
Esto agiliza el juego, pero también incita a hacer “doble click” de forma repetitiva, 
pasando por todas las conversaciones sin siquiera leerlas.  
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Es cierto que esta funcionalidad es muy útil en los casos en que ya sepamos lo 
que se va a decir y seamos rápidos en pasar conversaciones repetidas, pero para una 
primera partida, es interesante que el juego, al seleccionar una conversación, mantenga 
un tiempo la conversación para poder leerla tranquilamente, y también la respuesta, 
como ocurría en las aventuras de LucasArt. 
 
 
Ilustración 32: Ejemplo de conversación en "The secret of Monkey Island" 
 
En el juego “The secret of Monkey Island”, para que el jugador se concentre en 
seguir el diálogo, el menú de abajo desaparece, evitando así que se pueda distraer de la 
historia y que demos órdenes innecesarias. Lo único que se podía hacer en este 
momento era entrar al menú de Guardar/Cargar/Salir pulsando F5, pausar la partida 
usando la tecla de ESPACIO ó, pulsando la tecla “.” (punto), saltar a la siguiente línea 
de diálogo, que es el comportamiento ideal. En una primera versión de nuestra interfaz, 
al mostrar el panel de concentración también hacemos desaparecer el resto de botones y 
listas. Ahora el siguiente paso es conseguir que la conversación y la respuesta se 
mantengan un tiempo para leerlas bien antes de que puedas elegir la siguiente opción, y 
también dar la posibilidad de saltar rápido las conversaciones. Con esto, logramos una 
ejecución ágil para los jugadores que lean rápido, y una lectura cómoda para aquellos 
que tardan más en leer. 
 
Aunque en las aventuras de LucasArts, la conversación, como se puede apreciar 
en la ilustración anterior, se incorpora en la imagen del juego, nosotros no utilizaremos 
este sistema, sino que en la imagen aparecerá un retrato del personaje con el que 
estamos hablando, y en la mitad inferior de la pantalla, justo debajo de la imagen, 
aparecerán las líneas de conversación. Sin embargo, se estudiará la manera de integrar 
las conversaciones en la parte gráfica de la interfaz, aunque no es un objetivo principal. 
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Ilustración 33: Interfaz de conversación 
 
 Como podemos observar, hay tres zonas diferenciadas en la interfaz:  
1- La escena de diálogo en la parte superior izquierda de la pantalla. En la escena 
de diálogo hay dos áreas de texto. El área superior, con letras azules, sirve para 
saber la frase que hemos elegido anteriormente. Como se puede ver, al principio 
aparece “Dante:”, para ayudar a identificar el personaje que ha hablado. El área 
inferior es la respuesta que el personaje da a la frase de Dante. 
2- Nombre e imagen del personaje conversador, en la parte superior derecha. La 
imagen del personaje no es fija, es decir, tenemos la opción de especificar al 
crear las ConvUnit de respuesta el poder dar la ruta de la imagen que se quiere 
mostrar al dar esa respuesta, lo que es imprescindible a la hora de diseñar los 
enigmas. 
3- Opciones de diálogo en la parte inferior. Para seleccionar una opción, hay que 
hacer doble click en la frase correspondiente y el personaje responderá.  
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Por último, la secuencia final tiene la forma siguiente: 
 
Ilustración 34: Secuencia de Fin de partida 
 
Es prácticamente idéntica a la secuencia de introducción salvo por el tercer 
botón, que en lugar de “Omitir” es “Finalizar”. Pulsando ese botón acabaremos la 
partida y cerraremos el programa.   
Una vez solucionado esto, podemos dar por concluida la fase de desarrollo de la 
interfaz de juego y comenzamos a desarrollar la siguiente fase, que es pasar de un juego 
precableado en Java a introducir los elementos de la aventura vía XML. 
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3.4-5. Versión 2.5 
 
Una vez hemos resuelto el tema de la interfaz gráfica, no habría que modificar 
nada más salvo en el caso de que se decida implementar una interfaz gráfica más 
avanzada, ya que se trataría de añadir elementos visuales sobre elementos del motor de 
juego con una arquitectura de objetos fija. Por lo tanto, en este punto de desarrollo del 
juego vamos a centrarnos en una de las partes más importantes del desarrollo de nuestro 
juego: desvincular el motor del juego, que debe ser general para cualquier guión de 
juego que se quiera crear, de la historia que implementaremos en este proyecto. Para 
ello, todas las habitaciones, objetos y personajes deben ser totalmente independientes de 
la compilación en Java.  
 
3.4-6. Capa de persistencia 
 
Los ficheros XML (eXtensible Markup Language) resultan un excelente medio 
para introducir datos en cualquier programa. Mediante etiquetas anidadas, podemos 
crear cualquier esquema necesario para definir cualquier elemento. Este esquema debe 
crearse mediante un fichero con extensión DTD (Document Type Definition), asociados 
a los ficheros XML. Un fichero XML está bien definido si sigue el esquema impuesto 
por su DTD asociado.   
XML puede tener tres posibles roles: 
a) De contenedor de información: Cuando el XML actúa de contenedor, ignora 
por completo la información que contiene. Esta información irá 
normalmente almacenada en un elemento del tipo CDATA, estos elementos 
no son analizados por el parser de XML 
b) Para definir el contenido de los mensajes, para que se puedan intercambiar 
información dos aplicaciones y puedan procesarla automáticamente.  
c) Para describir el contenido de los mensajes. Si lo utilizamos con este rol, 
podemos describir el esquema de contenidos de los mensajes. Estamos 
definiendo recursos, lo utilizamos como metadatos. Podemos facilitar el 
acceso a la información a los agentes de software. 
La idea principal del XML es tener la información (definida semánticamente 
XML), la estructura de la información (DTD/Schemas), formato (XSL) y procesos 
(Java, VB, ect), todo ello separado.  
 
Por todas las razones anteriormente expuestas, se decidió utilizar como capa de 
persistencia una estructura basada en ficheros XML. Toda la información del juego se 
escribirá en ficheros XML, creados con DTD’s propios. Los ficheros XML serán de tres 
tipos: Habitación (definido por el archivo: Habitacion.dtd), Item (definido por el 
archivo Item.dtd), y Personajes (definido por el archivo Personajes.dtd). A 
continuación detallo los campos de cada tipo17: 
                                                           
17
 Véase los DTD en el Anexo I: Planos del software 
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 Habitacion.dtd  
 
El programa siempre carga un fichero de tipo Habitación denominado 
Juego.xml. Después, gracias a la arquitectura de estos ficheros, el sistema va 
construyendo por sí mismo todo el juego de manera automática. 
  
Cada fichero de tipo Habitación tiene la siguiente estructura: 
• Toda la información va dentro de la etiqueta raíz: “Habitaciones” 
• Cada etiqueta “Habitaciones” debe contener una o más etiquetas 
“Habitacion” 
• Cada etiqueta “Habitación” debe contener obligatoriamente los campos 
“Nombre”, “Descripción”, “Imagen” y uno o varios campos “Salida” y 
“Condición”. Opcionalmente, puede haber un campo llamado 
“lista_objeto”, donde especificaremos la ruta del archivo XML donde se 
encuentran los objetos que contiene la habitación. De la misma manera, en el 
campo opcional “lista_personajes” especificaremos la ruta del archivo 
XML que contiene la información de los personajes que están en cada 
habitación. Por último, puede contener una lista de condiciones o estados en 
los que se encuentra la habitación en el momento actual (por ejemplo, luz 
apagada, cajón abierto, etc). Esto es así para que un objeto, sin conocer 
siquiera si está solo en la habitación o hay más objetos, solo tenga que 
interactuar con la habitación en la que está para poder establecer sus estados 
en función del estado global de la misma. La habitación recogerá 
información relativa a todos los objetos que requieran un estado (puertas, 
cajones, etc) para que de esa forma pueda dar la información requerida a 
quien se la solicite. Se trata, pues, de un esquema cliente-servidor. 
• Nombre: Campo obligatorio que contiene el nombre de una habitación. 
Dicho nombre actúa como identificador único, asumiendo que no vamos a 
tener conflictos entre nombres en el juego. 
• Descripción: Campo obligatorio que contiene la descripción de una 
habitación. Cuando el protagonista ejecute la orden “Mirar a” y seleccione 
en la lista una habitación que tenga el estado “Mirable” a true, la respuesta a 
dicha acción será el contenido de este campo. 
• Salida: Campo obligatorio (1 o más) que contiene el nombre de una 
habitación contigua. Es muy importante que ambas habitaciones tengan a la 
otra como salida, ya que si la habitación A tiene como salida a B, pero B no 
tiene asignada una salida A, el programa no lo reconocerá como una salida. 
También es importante que el nombre del campo “Salida” sea el nombre de 
una Habitación implementada, ya que si no existe la habitación, el programa 
hace caso omiso de esa salida y no la mostrará. 
• Lista_objeto: Campo que contiene la ruta específica al fichero XML de tipo 
Item donde se encuentran todos los objetos de la habitación. 
• Imagen: Campo que contiene el nombre de la imagen de la habitación. 
• Lista_personajes: Campo que contiene la ruta específica al fichero XML de 
tipo Personajes donde se encuentran todos los personajes de la habitación 
• Condición: Campo opcional (0 o más) que contiene Strings que especifican 
las condiciones iniciales de la habitación 
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Cada fichero de tipo Item tiene la siguiente estructura: 
• Toda la información va dentro de la etiqueta raíz: “Itemes” 
• Cada etiqueta “Itemes” debe contener una o más etiquetas “Item” 
• Cada etiqueta “Item” debe contener obligatoriamente los campos 
“Nombre”, “Descripciones”, “Accionero” y “Relaciones”.  
• Nombre: Campo obligatorio que contiene el nombre de un objeto. Dicho 
nombre actúa como identificador único, asumiendo que no vamos a tener 
conflictos entre nombres en el juego. 
• Descripciones: Etiqueta que contiene dos campos: acción y descripción. 
Esto sirve para que al mirar un objeto, la descripción varíe según su estado.  
o Ej: Si miramos un cajón cerrado, queremos que cuando ordenemos al 
protagonista “Mirar a cajón”, diga: “El cajón está cerrado”. Si lo abre 
y vuelve a mirar, debería decir: “El cajón está abierto”. 
• Accion: String donde ponga una de las 8 posibilidades de acción 
• Descripción: Campo que contiene la descripción de un objeto. Cuando el 
protagonista ejecute la orden “Mirar a” y seleccione en la lista un objeto que 
tenga el estado marcado por el campo “Acción” a true, la respuesta a dicha 
acción será el contenido de este campo. 
• Accionero: Campo que contiene el estado inicial de los objetos. Contiene 
varias etiquetas con cada nombre de acción, y en cada etiqueta se pondrá 
como información true o false. Un ejemplo de uso es:  
<accionero> 
  <ir>false</ir>  
  <mirar>true</mirar>  
  <hablar>false</hablar>  
  <coger>false</coger>  
  <abrir>true</abrir>  
  <cerrar>false</cerrar>  
  <usar>false</usar>  
  <dar>false</dar>  
</accionero> 
 
• Relaciones: Campo que contiene las condiciones para que se desbloquee un 
estado del ítem. Por ejemplo, una condición para que un cajón pueda abrirse 
es que el cajón esté cerrado, y viceversa. Sólo si se cumple esta condición, es 
decir, en la lista de condiciones de la habitación figuran estas condiciones, la 
acción correspondiente se volverá true. Consta de las etiquetas: Una de tipo 
“Acción” y una o más etiquetas del tipo “relación”. De esta forma, como 
mucho habrá 8 etiquetas “Relaciones”, una por cada acción. 
• Relación: Contiene un String que se compone de “Nombre_objeto estado”. 
Por ejemplo, la condición para que un cajón se abra es: “cajón cerrado”. 
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• Ir: Campo que contiene única y exclusivamente “true” o “false” 
• Mirar: Campo que contiene única y exclusivamente “true” o “false” 
• Hablar: Campo que contiene única y exclusivamente “true” o “false” 
• Coger: Campo que contiene única y exclusivamente “true” o “false” 
• Abrir: Campo que contiene única y exclusivamente “true” o “false” 
• Cerrar: Campo que contiene única y exclusivamente “true” o “false” 
• Usar: Campo que contiene única y exclusivamente “true” o “false” 




Cada fichero de tipo Personajes tiene la siguiente estructura: 
 
• Toda la información va dentro de la etiqueta raíz: “Personajes” 
• Cada etiqueta “Itemes” debe contener una o más etiquetas “Personaje” 
• Cada etiqueta “Item” debe contener obligatoriamente los campos 
“Nombre”, “Descripciones”, “Accionero” y “Relaciones”.  
• Nombre: Campo obligatorio que contiene el nombre de un objeto. Dicho 
nombre actúa como identificador único, asumiendo que no vamos a tener 
conflictos entre nombres en el juego. 
• Imagen: Campo que contiene el nombre de la imagen del personaje 
• Descripción: Campo que contiene la descripción de un personaje. Cuando el 
protagonista ejecute la orden “Mirar a” y seleccione en la lista un personaje 
que tenga el estado marcado por el campo “Acción” a true, la respuesta a 
dicha acción será el contenido de este campo. 
• Necesidades: campo opcional que contiene las necesidades del personaje, y 
si no se las satisfacemos, no obtendremos la recompensa necesaria para 
completar el juego. Contiene las etiquetas “Objeto” y “Conversación”. 
• Inventario: String que contiene el nombre del archivo de ítems que contiene 
el inventario de cada personaje. Esto se almacena en el vector “tiene”. 
• Conversaciones/Respuestas: Estos campos contienen etiquetas de tipo 
“Conversacion” 
• Conversacion: Contiene las siguientes etiquetas: Orden, Frase, 
Correspondencia, Objeto y rutaImagen. 
• Orden: Etiqueta que contiene el número de referencia según la posición en 
el grafo de conversaciones. 
• Frase: Etiqueta que contiene la frase que se mostrará al jugador 
• Correspondencia: Etiqueta que contiene el orden de la respuesta que debe 
venir a continuación. Por ejemplo, una conversación con los siguientes 
campos: 
o Orden: 12 
o Frase: “Hola que tal” 
o Correspondencia “13” 
Buscará de entre las respuestas almacenadas aquélla que tenga Orden: 
“13”.  
• Objeto: Etiqueta opcional que contiene el nombre del objeto que se 
entregará al protagonista cuando se muestre esta conversación al jugador. 
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• RutaImagen: Campo que indica la dirección de la imagen que se debe 
mostrar al mostrar por pantalla una determinada respuesta. Gracias a este 
campo podemos lograr que los personajes puedan mostrarse de diferentes 
formas ante una respuesta; por ejemplo, si queremos que el personaje se 
enfade al decir una respuesta, podemos decir que muestre la imagen 
“personaje enfadado” y de esta forma, darle más dinamismo al juego. De la 
misma forma, esta funcionalidad nos va a permitir mostrar el código 
completándose según el jugador vaya eligiendo las opciones correctas, 
dándole al jugador una idea de cómo se va formando el código fuente en 
Java, y su estructura anidada. 
 
3.5- Arquitectura del sistema de 
conversaciones de Dante 
 
Las conversaciones entre el protagonista y los personajes del entorno son la 
esencia de las aventuras gráficas. Es en ellas donde el jugador realmente adquiere 
conciencia de que está interactuando con el mundo, y a través de ellas se forja la trama 
de la historia que se pretende contar. Es por eso que debemos prestar una especial 
atención a esta parte de la creación de una aventura gráfica.  
3.5-1. Metodología de creación de diálogos 
Para comenzar a desarrollar una conversación, se debe tener en cuenta que 
vamos a poner en comunicación a dos personajes diferentes, es decir, a nuestro 
protagonista y al personaje conversador. Debemos ser coherentes con la forma de hablar 
que queremos dotar a ambos personajes, puesto que al protagonista le veremos 
conversar con el resto. Por ello, es necesario darle a los diálogos un determinado 
carácter, y ser coherentes con ese determinado carácter a lo largo del desarrollo del 
guión. No podemos hacer que el personaje hable de forma soez con un personaje, y 
hable con el de al lado de forma culta, pues sólo conseguiremos confundir al jugador y 
no saber si está controlando a un protagonista culto, inculto, educado o grosero. Sin 
embargo, tenemos más libertad a la hora de crear caracteres diversos en los otros 
personajes, pero, claro está, manteniendo su carácter en todos los puntos de 
conversación, ya que nos encontraríamos con el mismo problema anteriormente citado, 
pero bastante más concentrado ya que la incoherencia se da en la misma conversación. 
Es por ello que la idea de escribir un guión directamente sobre los archivos 
XML es una mala idea, por lo que necesitamos establecer un modus operandi eficaz 
para poder añadir, quitar, modificar y visualizar cómodamente las transiciones diálogo-
respuesta, es decir, utilizando diagramas de flujo. A continuación se detalla el método 
de creación y lectura de los diagramas realizados para el guión de juego: 
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Casilla de opción de 
diálogo del protagonista 
(orden,correspondencia) 
Casilla de respuesta del personaje con el que 
se está hablando (orden,correspondencia) 
[Objeto que le dará al protagonista] 
Para la lectura de estos diagramas de flujo hay que tener en cuenta el color de la 




 Para ayudar a seguir mejor el curso de la conversación, representaremos con 
flechas la relación entre una opción de diálogo y su respuesta, ya que tienen relación 
N:1, es decir, varias opciones de diálogo pueden apuntar a la misma respuesta por parte 
del personaje con el que se está hablando, pero una opción de diálogo sólo puede 
apuntar a una única respuesta. Para representar la relación entre la respuesta y las 
opciones de diálogo siguientes, utilizaremos líneas simples, como vemos en los 
ejemplos: 
 




Ilustración 36: Ejemplo de relación respuesta-opciones de diálogo 
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Como se puede apreciar, la correspondencia de los padres debe ser idéntica al 
orden de  los hijos, tanto para enlazar una opción de diálogo con su respuesta, o para 
enlazar una respuesta con las siguientes opciones de diálogo. El campo orden y 
correspondencia son cadenas de caracteres, por lo que el contenido de la secuencia es 
totalmente libre siempre y cuando ambos extremos sean iguales. Esto nos da una gran 
libertad a la hora de elegir el patrón de ordenación que queremos seguir. En las primeras 
conversaciones el patrón es distinto al del resto del juego; esto es debido a que hasta 
avanzado el proyecto, se probaron distintas combinaciones a la espera de dar con el más 
intuitivo. El motivo de dejar este sistema en la primera conversación y utilizar el bueno 
para el resto es precisamente para mostrar que no hay una única manera de enlazar 
correctamente las conversaciones para que éstas estén bien formadas.  
Ahora bien, lo más cómodo para poder trabajar en un diagrama de nodos y 
relaciones tan complejo como son estas conversaciones, es mantener una nomenclatura 
en el orden claramente diferenciada entre relaciones entre respuestas y opciones de 
diálogo y  viceversa. Por tanto, el sistema empleado para la mayor parte de  es este: 
 
3.5-2. Estructura de los diagramas de conversaciones 
Las primeras opciones de diálogo, es decir, las opciones por defecto al empezar 
una conversación, siempre tendrán orden 1, y la correspondencia será una secuencia de 
caracteres numéricos al que le iremos añadiendo más dígitos en función del nivel de 
conversación. El número a añadir dependerá de la opción de conversación que estemos 
realizando. Para el caso de la primera secuencia, en caso de que tengamos 3 opciones de 
diálogo, y cada opción diera lugar a una respuesta diferente en cada caso, su conjunto 
(orden, correspondencia) será: (1,1), (1,2) y (1,3). Si cada respuesta da lugar a nuevas 
opciones de diálogo, las respuestas tendrían este conjunto: (1,a), (2,b), (3,c). En el caso 
de que la respuesta sea de escape, es decir, acaba la conversación cuando el personaje 
conversador dice esta frase, en lugar de una letra deberá poner correspondencia 0.  
Por ejemplo, imaginemos que la tercera conversación sirve para despedirse. La 
respuesta a esta opción de diálogo sería (3,0). El programa reconocería la secuencia de 
escape y volvería a repintar la interfaz de las habitaciones.  
Ahora, para determinar el conjunto de las opciones de diálogo que cuelgan de la 
respuesta (1,a), simplemente ponemos por orden, el valor de la correspondencia de la 
respuesta padre y añadimos un dígito más a la secuencia numérica, teniendo, por tanto, 
los siguientes valores en caso de que en la respuesta (1,a) colgaran 4 opciones más: 
(a,11), (a,12), (a,13) y (a,14). El proceso se repite así sucesivamente.18 
                                                           
18
 En el Anexo II se presentan varios ejemplos de diagramas de flujo utilizados para obtener 
conversaciones que aparecen en Dante. 
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3.6- “Parsing” de XML 
 
Una vez tenemos bien definidas las estructuras de los tres tipos de ficheros XML 
que manejaremos para crear nuestro juego, estudiamos y compararemos entre sí las 
distintas herramientas para volcar la información de los ficheros XML a Java. 
 
3.6-1. SAX  (Simple API for XML) 
 
Hay dos tipos fundamentales de API’s de XML: 
• APIs basados en árbol 
Se basan en mapear un documento XML en una estructura interna en árbol, y 
después permiten a la aplicación navegar por ese árbol. El modelo DOM en el W3C es 
un ejemplo de API basado en árbol, que veremos más adelante. 
• APIs basados en eventos 
Por otro lado, este tipo de APIs reporta eventos de parsing directamente a la 
aplicación a través de llamadas al XML, y no suelen construir un árbol interno. La 
aplicación implementa manejadores para gestionar los eventos, como si fueran eventos 
de una interfaz gráfica. SAX es el mejor ejemplo de este tipo de APIs.  
Los APIs basados en árbol son útiles para un amplio rango de aplicaciones, pero 
normalmente utilizan muchos recursos del sistema, especialmente si el documento es 
muy grande, Además, muchas aplicaciones necesitan construir sus propias estructuras 
de datos en lugar de usar un árbol genérico correspondiente a un documento XML, ya 
que resulta ineficiente construir un árbol de nodos únicamente para mapearlo en una 
nueva estructura de datos y borrar el original después. 
En estos casos, un API basado en eventos nos provee un acceso más sencillo y a 
un nivel inferior a un documento XML: puedes parsear documentos mucho más grandes 
que la memoria disponible del sistema, y puedes construir tu propia estructura de datos 
usando los manejadores de eventos. 
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La interfaz romperá la estructura de este documento en una serie de eventos 
lineales, de esta forma: 
start document 
start element: doc 
start element: para 
characters: Hello, world! 
end element: para 
end element: doc 
end document 
  
Una aplicación manejará estos eventos como si lo hiciera para una interfaz 
gráfica, no hay necesidad de introducir en memoria todo el documento o en un sistema 
de almacenamiento secundario. 
Es importante recordar que es posible construir un árbol de nodos utilizando APIs 
basados en eventos, y también se pueden usar para navegar en un árbol que esté en 
memoria.  
3.6-2. DOM  (Document Object Model) 
DOM19 es una interfaz independiente de plataforma y lenguaje que permite a los 
programas y scripts acceder dinámicamente y actualizar el contenido, estructura y estilo 
de los documentos. El documento puede ser mejor procesado y los resultados de este 
procesamiento puede ser reincorporados a la página presentada.  
3.6-3. JDOM (Java Document Object Model) 
JDOM es una biblioteca de código abierto para manipulación de datos XML 
optimizado para Java. Aunque es similar al DOM del W3C, es un modelo de objetos de 
documento que no está construido en DOM o modelado después de DOM. La principal 
diferencia es que mientras que DOM fue creado para ser neutral en el lenguaje utilizado 
e inicialmente usado para manipulaciones de JavaScript de páginas HTML, JDOM se 
creó para ser específico de Java y para aprovecharse de las ventajas de las características 
de Java. Para los programadores de Java, JDOM tiene a ser más natural y correcto.  
Esta biblioteca ha sido aceptada por el Java Community Proccess de Sun como una 
petición de especificación Java (Java Specification Request JSR-102) 
A diferencia de DOM, los documentos no están atados a su constructor. Esto nos 
ofrece un modelo elegante en el que tienes clases para almacenar los datos, construirlos, 
y consumirlos. Para conocer más, se puede visitar la página de JDOM20 existe 
información  detallada acerca de su arquitectura y tutoriales para usarlo. 
                                                           
19
 Véase la página web de W3C acerca de DOM: http://www.w3.org/DOM/  
20
 Véase la página de JDOM: http://www.jdom.org/downloads/docs.html 
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3.6-4. XOM (XML object model) 
 
XOM™21  es un API basado en árbol, escrito en código abierto (LGPL) para 
procesamiento de XML con java que se distingue por su corrección, simplicidad y  
funcionalidad, en ese orden. 
XOM está diseñado para ser fácil de aprender y de usar. Asumiendo que se está 
familiarizado con XML, una persona debería ser capaz de empezar a manejarse con 
XOM rápidamente. 
XOM solo acepta documentos XML bien formados, y solo permite crear XML 
bien formados. Es decir que gestiona el XML por ti. Con XOM, puedes centrarte en tu 
aplicación y confiar en él para tener un XML correcto. 
Gracias a su arquitectura, los nodos individuales en el árbol pueden ser 
procesados mientras el documento está siendo construido. Esto permite a los programas 
XOM operar casi tan rápido como el parser nos va proporcionando datos. No necesitas 
esperar a que el documente esté completamente parseado para empezar a trabajar con él. 
XOM es muy eficiente en memoria. Si lees un documento completo a memoria, 
XOM usa tan poca memoria como le sea posible. Es más, XOM te permite filtrar 
documentos cuando están construidos, por lo que no hay que construir las partes del 
árbol en las que no estás interesado. Por ejemplo, puedes omitir el construir nodos de 
texto que solo representan espacios en blanco de contorno, si tan espacio blanco no es 
relevante en tu aplicación. Puedes incluso procesar un documento por partes y desechar 
cada parte cuando acabes con ella. XOM ha sido usado para procesar documentos con 
tamaños de gigabytes.  
XOM incluye soporte “built-in” para muchas tecnologías XML, incluyendo 
Namespaces en XML, XPath 1.0, XSLT 1.0, XInclude, xml:id, xml:base, Canonical 
XML, y Exclusive Canonical XML. Los documentos XOM pueden ser convertidos 
“desde” y “a” SAX y DOM.  
XOM, sin embargo, no está completo, sino que depende de un parser SAX que 
lee los documentos y alimenta los datos a una estructura de árbol. Mientras teóricamente 
cualquier “parser” compilador  SAX2 debería funcionar, Xerces 2.6.1 y posteriores son 
la única en la que funciona con fiabilidad. Xerces 2.8.0 se incluye con la distribución 
completa.  
La versión actual de XOM es 1.2.3 y es retrocompatible con 1.2, 1.1 y 1.0. XOM 
es muy estable y robusto.  Por ello y por su simplicidad para trabajar en Java (más 
simplicidad que con JDOM) con él, nos decantamos por usar este parser en el 
Proyecto. 
                                                           
21
 Véase la página web de XOM: http://www.xom.nu/ 
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3.7- XMLGen  
 
Cuando diseñamos la estructura del guión de juego, tenemos que decidir entre 
dos tipologías para realizarla: utilizar un diseño monolítico, o bien, un diseño por etapas 
independientes: 
 
3.7-1. Diseño monolítico VS diseño por etapas 
independientes 
 
¿Nuestro juego será monolítico o podremos permitir que otros usuarios puedan 
crear nuevas historias utilizando el mismo motor del juego? Ciertamente, a la hora de 
crear nuestra aplicación podremos pensar: “Es mi proyecto, lo hago de forma que sólo 
se pueda usar con mi juego”; escribimos los ficheros XML y entregamos el juego en 
una caja negra en el que no se pueda reutilizar nada, o sea muy difícil reutilizar por 
parte de un usuario medio (sin conocimientos avanzados de informática).  
 
Sin embargo, si ése hubiera sido nuestro propósito inicial, ¿por qué 
complicarnos la vida utilizando ficheros XML en lugar de precablear la historia en el 
código Java? Esto fue lo que hicimos en la primera versión del juego y demostramos 
que funciona perfectamente, y no necesitaríamos usar elementos externos, con el control 
que conllevan para su correcta gestión. Sin embargo, se optó por introducir los 
elementos de una forma externa para separar el motor, creado para ser lo más 
generalizado posible e independiente de la historia de nuestro juego, y los elementos 
concretos que usaremos en él. 
 
Dando la información apropiada en ficheros debidamente estructurados un 
usuario podría crear su propio juego con la complejidad que deseara, ya que el motor de 
juego está diseñado para ser muy flexible en cuanto a necesidades, comprobaciones y en 
generalización. Pero la estructura de los ficheros es algo muy importante y el usuario al 
crear nuevos XML debe atenerse a ella para escribir su juego. Como escribir 
directamente ficheros XML puede resultar muy tedioso, se intentó crear una pequeña 
herramienta que ayudara a crear de forma más sencilla dichos ficheros.  
 
Esta herramienta fue implementada de forma paralela a Dante con el objetivo de 
proporcionarme un apoyo en la creación del guión en ficheros XML. El nombre de esta 
herramienta es XMLGen 
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En esta primera versión, el usuario puede crear ficheros XML y añadir nuevos 
elementos a un XML existente de los tres tipos: Item, Habitación y Personajes. De 
momento no podremos modificar elementos ya que para eso necesitaríamos almacenar 
en vectores todos los elementos de un  fichero, y complicaría el diseño inicial. Sin 
embargo, la modificación de elementos ya creados se implementará en las siguientes 
versiones de XMLGen. 
 
Al iniciar el programa aparece el siguiente menú 
 
 




Hay 3 botones en el menú principal: Nuevo, Abrir y Salir. Pinchando en el botón 
“Nuevo” llegamos al siguiente submenú: 
 
 
Ilustración 38: Menú de creación de nuevo fichero 
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Para crear un nuevo fichero, especificamos su nombre (sin extensión), el tipo 
de fichero que va a ser (Item, habitación o personaje), y pulsamos aceptar. 
 
Nueva Habitación:  
 
 
Ilustración 39: Formulario de Habitación 
 
i) Principal: Contiene los campos, tanto obligatorios como opcionales, de 
los cuales sabemos el número máximo de elementos que va a contener la 
habitación. En cuanto a las salidas, aunque en un principio se plantea que 
una habitación puede tener todas las salidas que quiera, en la práctica, no 
vamos a encontrarnos con casos en las que haya más de 5 salidas por 
estancia. Debido a eso, podemos ponerlo aquí. Si en el futuro 
necesitáramos añadir más, se implementaría en otro subpanel, al igual 
que Condiciones 
 
ii) Condiciones: Las condiciones iniciales de la habitación pueden variar 
mucho, dependiendo del número de objetos y personajes que haya en 
ella. Por lo tanto, no podemos asegurar una cota máxima al igual que en 
las salidas, por lo que en caso de que queramos añadir condiciones, 
pulsaremos el botón “Añadir condiciones” El panel principal se ocultará 
para evitar que el usuario pulse botones que no debe, provocando un 
comportamiento extraño del programa, además de para centrar su 
atención en el nuevo panel. Se pueden añadir tantas condiciones como se 
quiera,  y además, puedes añadirlas sin necesidad de escribirlas todas 
seguidas. El usuario puede escribir una, pulsar OK, seguir completando 
información del panel principal, volver a pulsar “Añadir condiciones” y 
seguir poniendo nuevas. Todas las condiciones se almacenan en un vector 
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que no se volcará al fichero hasta que pulsemos “Siguiente personaje” o 
“Hecho” en el panel principal. 
d) Nuevo Item:  
 
 
Ilustración 40: Formulario de Item 
 
 
Ilustración 41: Formulario para las condiciones de los Item 
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e) Nuevo Personaje:  
 
Este formulario consta de 3 paneles: Principal, Necesita y Conversación-
Respuesta 
 
Ilustración 42: Formulario principal de personaje 
 
i) Principal: los datos básicos: nombre, descripción, etc. 
ii) Necesita: El objeto que necesita y los datos de la unidad de Conversación 
que sustituirá en caso de que se satisfaga su necesidad. 
 
Ilustración 43: Formulario de las necesidades del personaje 
 
iii) Conversacion-Respuesta: Este subpanel se compone a su vez de otros 
dos: Conversación y Respuesta. Para introducir las conversaciones, había 
dos maneras: 
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Ilustración 44: Formulario de creación de las opciones de diálogo del personaje 
 
 
Ilustración 45: Formulario de creación de las respuestas del personaje 
 
(1) Escribir manualmente los órdenes y las correspondencias de cada 
frase. Este método es el más sencillo para el programador, pero 
puede resultar algo confuso para el usuario, ya que es el encargado de 
controlar la coherencia de la conversación, pero aun así, le da mucha 
más flexibilidad para crear grafos de conversaciones tan complejos 
como él desee. 
(2) Crear una herramienta para manejar grafos de conversación. En este 
caso, el programa debe ser quien gestione los órdenes y 
correspondencias y ser capaz de permitir al usuario recorrer todo el 
grafo, modificar todas las conversaciones, etc. En definitiva, este 
método es mucho más manejable e intuitivo para el usuario, pero el 
coste para realizarlo es demasiado grande, por lo que para la primera 
versión, se optará por la primera propuesta, y dejar que el usuario sea 
quien gestione órdenes y correspondencias. Sin embargo, en 
versiones posteriores, se hará especial énfasis en aplicar esta 
herramienta, pues considero que será un gran aporte para que los 
usuarios sean capaces de crear sus propias aventuras de manera 
natural 
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Cuando pulsamos “Abrir” aparece el siguiente submenú 
 
Ilustración 46: Menú de Abrir Fichero 
 
Para este caso solo debemos escribir el nombre del archivo que queremos abrir 
(para la siguiente versión del programa se mejorará esta forma, incluyendo un botón 
“Examinar” para buscar el archivo en un explorador). El programa creará el árbol de 
nodos de este fichero y lo tendrá en memoria, permitiendo añadir más elementos al 
nodo raíz. Como leemos el fichero, el programa conocerá automáticamente el tipo de 
archivo que es, por lo que directamente aparecerá el formulario correspondiente.  
 
Por el momento, como dijimos anteriormente, esta herramienta únicamente nos 
servirá para crear nuevos elementos, dejando para la siguiente versión la tarea de 
implementar la modificación de elementos ya existentes. 
 
Por lo tanto, el propio programa analizará el tipo del fichero que hemos 
seleccionado y nos abrirá el formulario correspondiente. A partir de ahí, de la misma 




Este botón, junto con la X de la esquina superior derecha, nos permite abandonar 
el programa. En caso de pulsar este botón, no se perderá información, pero si se pulsa la 
“X” mientras estamos en un formulario, perderemos los datos no guardados, ya que solo 
se añade un elemento a la raíz cuando tenemos todos los datos introducidos en los 
formularios y pulsamos los botones “Siguiente” o “Hecho”. Por otra parte, hasta que no 
se pulsa el botón “Hecho”, el programa no vuelca su contenido a un fichero, 
manteniendo en memoria toda la nueva información. Los ficheros generados se pueden 
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3.8- Adaptación del temario 
 
3.8-1. Introducción al argumento del juego: Un descenso 
a los infiernos 
 
Dante no tenía ni idea de dónde estaba. En la universidad siempre había sido un 
buen estudiante, sacaba muy buenas notas en su carrera de humanidades, y nunca decía 
que no ante nuevos retos. Claro que este año, hubiera preferido que su lado aventurero 
se hubiera quedado en casa, ya que escogió como asignatura optativa “Programación en 
Java”.  
 
Pensando que sería una asignatura típica de Humanidades, dedicó la mayor parte 
del tiempo en torneos de mus, tute y a ponerse moreno en el césped del campus, hasta 
que una semana antes del examen final, al imprimirse el temario, no pudo soportar la 
visión de su impresora sacando más y más papeles llenos de palabras en inglés, puntos, 
llaves, corchetes y demás parafernalia ininteligible. Se encontró a sí mismo repitiendo 
los versos de la “Divina Commedia” de su homónimo Dante Alighieri: 
 
[A la mitad del camino de la vida 
Me encontré de pronto en una selva oscura 
Lejos de toda senda conocida 
 
Qué difícil hablar de aquella selva 
Salvaje, intransitable 
Imposible explicar el terror que sentía] 
 
 
Al despertar con la cabeza dolorida, Dante descubrió que ya no estaba en su 
habitación, sino en una plaza enorme con cuatro grandes edificios en cada lado, y un 
camino que llevaba a una gran puerta que se alzaba hasta donde alcanzaba la vista. La 
plaza estaba iluminada con unas antorchas, ya que el cielo estaba totalmente negro. 
Hacía bastante calor, tanto que agobiaba. 
 
Aquí comienza el viaje de Dante a través de su infierno personal. Ante él, cuatro 
edificios se erguían alrededor de un patio central que los comunicaba entre sí, y en el 
otro extremo, una gigantesca puerta con dos enormes demonios custodiándola a los 
lados… 
 
A partir de aquí, el jugador deberá explorar los más de 40 escenarios y 40 
personajes con los que interactuar para conseguir escapar del infierno en el que se ha 
metido. Se enfrentará a diferentes retos, puzles clásicos de aventuras gráficas como 
búsqueda de llaves y combinación de objetos, y enigmas en los que el jugador deberá 
completar secciones de código y ver cómo se forman los métodos, con explicaciones de 
los errores que cometan, o con varias formas de resolverse. Todo ello utilizando el ratón 
a modo de aventura gráfica clásica. 
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Ya tenemos claro la historia sobre la cual se basará el juego. El hecho de que el 
infierno de Dante esté organizado en círculos nos da una buena estructura organizativa 
con respecto a los temas: cada círculo se adaptará para da poder  tratar un tema 
específico del curso de programación, y no se podrá avanzar de círculo hasta que no se 
haya “aprendido” los conceptos del círculo en el que nos encontremos.  
 
En cada círculo, el guía del infierno hablará al jugador acerca de los 
conocimientos elementales de cada tema para ponerle en situación, y que no vague por 
los escenarios sin saber qué es lo que debe hacer en cada caso. Además, y a modo de 
homenaje a la obra de Dante, una de las opciones de diálogo de BitGilio servirá para 
aprender un poco más acerca de cómo se estructuró el infierno original. 
Para poder hallar un esquema general de los puntos a tratar en cada círculo del 
infierno, se ha adaptado el temario del proyecto docente para la asignatura de 
programación del profesor José Jesús García Rueda. 
 
3.8-2. Noveno y Octavo Círculo: Introducción a la 
Informática. 
Este tema, que será el que tratará el primer círculo en el que nos encontraremos, 
pretende ser la primera toma de contacto con el infierno de Dante. No será muy difícil, y 
se espera que el jugador tarde poco en avanzar al siguiente nivel. Explorando las cuatro 
prisiones que hay aquí, y conversando con sus moradores, se recuerda al jugador los 
conceptos básicos de la informática, y la programación, para dar una pequeña lección al 
usuario, y también para encontrar las respuestas que necesitamos dar cuando nos 
enfrentemos a los enigmas de cada círculo.  
De esta forma, buscando información de forma activa, evitamos que el jugador 
tenga la sensación de que se le está dando un sermón, sino que en realidad está llevando 
a cabo una investigación, explorando todas las posibilidades de conversación con todos 
los personajes del entorno, incluyendo al guía que nos acompañará en el transcurso de 
nuestra historia a modo de tutor. No será necesario consultar al guía para acabar el 
juego, ya que nunca dará información necesaria para resolver un enigma, pero sí puede 
encaminar a los jugadores a buscar en la dirección correcta, sugiriendo con quien 
hablar, o qué tema sacar, por ejemplo. 
 Temas para hablar con el personaje guía 
 ¿Qué es el software? 
 ¿En qué consiste la digitalización? Principios, proceso de digitalizado y 
ejemplos para entenderlo. 
 ¿Y entonces, el software puede controlar al ordenador completamente? 
 Concepto de Sistema Operativo. 
 
Estos temas deben ser tratados por el guía, ya que no son necesarios para repasar 
la programación. Por lo tanto, esta información queda de modo opcional por si alguien 
desea que el guía se lo explique. 
 
• Temas para hablar con los personajes de Sistemas Operativos: 
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 ¿Para qué sirve y cómo funciona un Sistema Operativo? 
 ¿Cuántos hay y cuáles son? 
 
• Temas para hablar con el personaje que trate de Java: 
 
 ¿Qué es un lenguaje de programación? 
 ¿Cuántos lenguajes hay? Clasificación de lenguajes de bajo y alto nivel. 
 Ejemplo de lenguaje de alto nivel de propósito general: Java 
 ¿Qué proceso sigue un programa para que realmente funcione? Proceso 
de compilación, enlazado y ejecución de un programa, haciendo  
 ¿Qué diferencia hay entre Lenguaje Compilado y Lenguaje Interpretado? 
 ¿Qué es la Máquina virtual de Java? 
 
Para no detenernos mucho en los dos primeros círculos, que son los más teóricos de 
todos, en lugar de hacer al jugador un test de conocimientos, obligaremos al jugador a 
recorrer los dos círculos buscando objetos que puedan intercambiar por llaves. Los 
diferentes personajes que Dante se encontrará en las salas de estos círculos le 
transmitirán información que si bien, no es imprescindible, resulta interesante ya que 
darán al jugador una idea general del mundo de la informática.  
 
Estos personajes entregarán a Dante un ítem cuando lleguen a un punto crítico de la 
conversación, por lo que de esta manera nos aseguraremos de que el jugador ha leído lo 
que se considera importante de cada tema. Después, deberá combinar estos objetos con 
los que se encuentre en cada habitación para, al final, poder entregar a BitGilio las 
muestras de los elementos que pidió. Una vez tenga el jugador las cuatro llaves, deberá 
usarlas en la puerta para acceder al Séptimo Círculo. Las llaves desaparecerán del 
inventario cuando hayan sido usadas, para que, de esta forma, no arrastremos objetos 
inútiles a lo largo de la aventura.  
 
3.8-3. Séptimo Círculo: Algorítmica básica. 
Si en los círculos anteriores el gran problema era el excesivo contenido teórico y 
falta de acción por parte del jugador, ahora podemos resarcirnos; en este círculo, la 
clave para pasar el nivel estará en la respuesta a varios acertijos algorítmicos, pensados 
para  resolverse con una interfaz amistosa, es decir, evitando que el jugador tenga que 
escribir código fuente y que el usuario elija entre varias respuestas prefijadas la correcta, 
por poner un ejemplo.  
 
Estos problemas serán bastante ilustrativos, con imágenes que faciliten la 
comprensión de los mismos y aporten un valor añadido al juego, ya que las imágenes 
crean un escenario amistoso para el jugador, al que le resulta claramente hostil una 
pantalla llena de sentencias de código. De hecho, por esto es por lo que históricamente 
los ordenadores dejaron de ser una herramienta muy especializada para convertirse en 
una herramienta que no precisa, en teoría, ningún tipo de experiencia previa al 
manejarlo, como cuando se pasó de MSDOS a Windows 95 y de ahí en adelante, hasta 
las versiones XP, Vista y 7. 
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Esta unidad puede presentar problemas complejos, de delicada resolución. El 
primero y principal de ellos es la consecución real de dichos objetivos y que el jugador 
aprenda que esta unidad es la base de todo el conocimiento posterior, y que es común 
para cualquier lenguaje de programación existente o que se invente en el futuro. 
 
• Temas a tratar en este círculo: 
 
 Exposición del concepto de procesador, entorno y acciones a partir de 
ejemplos. 
 Acciones primitivas y descomposición de acciones. 
 
• Resolución de pequeños acertijos creados para ayudar a los personajes de este 
círculo. De lo que cada uno pida, se compondrá en final, así que debemos 
hacerlos todos para hallar las solución final a los enigmas 
 
• Enigmas del círculo: 
 
Aquí se pretende que no se utilice ningún lenguaje de programación específico; 
hay que emplear un pseudocódigo que sea básicamente dar órdenes a algo que asemeje 
a un procesador.  Como el séptimo círculo en la divina comedia de Dante está vigilado 
por el Minotauro, qué mejor personaje que éste para hacer el papel de procesador al que 
se le deben dar las órdenes de una en una, y además, sencillas y directas. De esta forma, 
las instrucciones serán órdenes que le daremos para que haga cosas. Él también nos dará 
la información del entorno, pero tendrá que ser preguntas muy concretas tipo “¿Hay 
caramelos en la bolsa?” “¿De qué color es el caramelo que tienes en la mano?” 
 
En el anexo de enigmas, está documentada toda la información acerca de los 
enigmas (planteamiento, código fuente y grafos de conversación). 
 
Enigmas implementados en el séptimo círculo: 
 
1. El juez Minos quiere que se agrupen las almas para aplicarles su castigo por grupos 
y tenemos disponibles: 
a. Diez papiros de listas con nombres 
b. La prisión donde están amontonados las almas que se van a agrupar 
c. Un agrupador de almas (Atalmax 2010) 
d. Diez prisiones enumeradas del uno al 10 
e. La premisa es que la prisión con el número i deberá recibir el papiro de 
nombres número i. 
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2. Se quieren repartir castigos a cuatro condenados. Hay tres tipos de castigos: 
inmolación, entierro en vida o ahogamiento eterno. Para agilizar el trámite, cada 
castigo está representado con una bola de distinto color metidas en una bolsa opaca. 
Como se quiere ser justo en el reparto de castigos, se quiere dar a cada condenado el 
mismo número de castigos de cada tipo. Para ello se preparan tres urnas de color 
rojo, verde y azul.  
 
Antes de la repartición propiamente dicha, se mete cada bola de castigo en la 
urna de color que corresponde al suyo. Elaborar el algoritmo correspondiente al llenado 
de las urnas y al reparto, sabiendo que las acciones primitivas son: 
 
a. Coger una bola de la bolsa. 
b. Comprobar que la bolsa no esté vacía. 
c. Poner la bola de la mano en la urna del color que le corresponde. 
d. Comprobar que una urna tiene menos de cuatro castigos. 
e. Coger cuatro castigos de la urna y repartirlos a los condenados. 
 
Supondremos que al principio, la bolsa contiene al menos cuatro bolas de 
castigo de cada color. 
 
 
3.8-4. Sexto Círculo: Acciones elementales  
Ésta es la unidad que presenta los conceptos básicos de la programación, esto es, 
los elementos fundamentales que se emplearán luego durante la creación de programas: 
tipos básicos de datos, variables y constantes, operadores, expresiones, etc.  
 
• Temas a tratar con el guía: 
 
 Variables y Constantes 
 Tipos de datos: numérico, carácter, cadena, lógico y compuesto. 
 
• Temas a tratar con los personajes del entorno 
 Tipos de números enteros en Java: byte, short, int, long. 
 Tipo carácter en Java: char. 
 Tipos de números reales en Java: float y double. 
 Tipo lógico en Java: boolean. Operaciones lógicas básicas. 
 Cadenas de caracteres en Java: String. 
 Operadores en Java: aritméticos, relacionales, lógicos y a nivel de bit. 
 Expresiones  aritmético-lógicas. 
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• Enigmas del círculo: 
 
A partir de ahora todos los enigmas se centrarán en programar métodos, 
mostrándose el código fuente a medida que lo vayamos completando. Los enigmas del 
sexto círculo son los siguientes: 
 
1. Dado el aumento de almas que cada día van a parar al Infierno, el trabajo de los 
jueces se ha incrementado este año. Como los jueces tienen que trabajar más 
tiempo, Hades considera oportuno subirles el sueldo proporcionalmente al 
tiempo extra que cada uno dedica a juzgar almas. En un tablón están escritos los 
sueldos de cada uno. Debes leer el sueldo de los tres jueces del Infierno y 
aplicarles un aumento del 10, 12 y 15%, respectivamente, y notificárselo al 
guardián de la puerta para darte paso al siguiente círculo. 
 
 Entradas: Salarios de los jueces S1, S2, S3 
 Salidas: Sueldos finales Sf1, Sf2 y Sf3 
 Datos adicionales: aumentos del 10, 12 y 15% 
 
 
Ilustración 47: Flujograma y diagrama N-S  del problema del salario de los jueces 
 
Aventura gráfica para el aprendizaje de Programación: DANTE 
Alberto José Corrales García 
 
92 
2. En el infierno, como es natural, hace mucho calor. El calor para castigar a las 
almas está muy bien, pero para los jueces, a veces resulta insoportable. Por ello, 
se instaló un climatizador que regule la temperatura, pero por un defecto de 
fábrica solo da la temperatura en grados Fahrenheit. Como los jueces están 
acostumbrados a manejarse en Celsius, necesitarían un programa que convierta 








 Donde F es la temperatura en ºF y C la temperatura en ºC 
 
3.8-5. Quinto y Cuarto Círculo: Estructuras de control 
Una vez que el jugador ha sido introducido en los elementos fundamentales que 
conforman las herramientas más básicas a emplear para la construcción de programas, 
llega el momento de presentar formalmente estructuras algorítmicas que, aun habiendo 
sido empleadas ya desde los primeros ejemplos, no habían recibido aún el tratamiento 
pormenorizado que merecen  por su  importancia en la  creación de algoritmos y 
programas: las estructuras condicionales y las estructuras de repetición (o bucles). 
Por el camino, se aprovechará para introducir otros conceptos especialmente 
relevantes para la realización de programas, como por ejemplo los algoritmos 
parametrizados (funciones, procedimientos o métodos) Con esta unidad concluye la 
exposición de las herramientas fundamentales de la programación, que constituyen unos 
sólidos cimientos sobre los que construir cualquier conocimiento posterior. Este tema se 
puede considerar como el núcleo central del  juego.  
Al ser un tema tan largo, lo dividiremos en dos partes, cada una en un círculo. 
 Quinto Círculo: Estructuras de control: Condicionales 
• Temas a tratar con el personaje (o personajes) del condicional: 
 El  esquema condicional. 
 Enunciado condicional generalizado. 
 La estructura “if-else-elseif” en Java. 
 La estructura “switch-case” en Java. 
 
• Temas a tratar con el personaje de función 
 Algoritmos parametrizados. Ejemplo de llamada  parametrizada. 
 Reglas de correspondencia entre parámetros. 
 Parámetros y variables locales. 
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• Enigmas del círculo: 
 
1.   En las nóminas de los jueces, su salario aún sigue estando en pesetas. Dado que 
ahora sólo puede utilizar euros para pagar, quieren que antes de imprimirse sus 
nóminas, se pase el sueldo por un conversor de pesetas a euros y euros a pesetas. La 
equivalencia es 1€ = 166.386 pts. En la entrada habrá que especificar la cantidad y 
el tipo de moneda que es, con una sencilla regla: pts=Falso, €=Verdadero. 
 
2.   En el infierno se quiere automatizar el criterio de decisión de Círculo. Cuando 
llega una nueva alma, se le hace coger una bola de una bolsa opaca. El color de la 
bola determina a qué infierno se debe enviar.  
 
 Bola Roja: Noveno Círculo 
 Bola Amarilla: Primer Círculo 
 Bola Blanca: Purgatorio 
 
El programa recibirá como entrada la nota numérica, y deberá mostrar por salida 
el mensaje “círculo”.  
 
 Cuarto Círculo: Estructuras de control: Bucles 
• Temas a tratar con el guía 
 El esquema “repetir”. 
 El esquema “mientras”. 
 El esquema general de la iteración. 
 El esquema “para”. Consejos de utilización. 
 Aspectos de la construcción de una iteración: coherencia del predicado de 
control y parada de la iteración. 
 El concepto de bucle en Java. 
 
• Temas a tratar con los personajes de bucle 
 La estructura “do-while”. 
 Ejemplos. 
 La estructura “while” 
 Rotura del flujo de una iteración. 
 La estructura “for”. 
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• Enigmas del círculo: 
 
1.   Radamante es un juez muy teatral y le gusta hacer pirámides de calaveras para 
impresionar a los recién llegados. Para ello te pedirá que realices un programa al que 
pasar por parámetro la altura de la pirámide y la dibuje de esta forma: 






Este enigma tiene la peculiaridad de que puede ser resuelto usando los tres tipos de 
bucles: while, do while y for. 
 
 
3.8-6. Tercer y Segundo Círculo: Estructuras básicas de 
datos 
Este tema estará tratado en dos círculos diferentes del infierno, de la misma 
forma que la anterior unidad: 
Esta unidad nos  aleja un paso más de la abstracción algorítmica, acercándonos a 
un lenguaje de programación concreto. Al fin y al cabo, los principios básicos del 
pensamiento algorítmico ya han sido plenamente introducidos, y es momento de que los 
jugadores asocien  completamente dicho pensamiento con el desarrollo de programas en 
la práctica. La excusa que utilizaremos para llevar a cabo este proceso será la 
exposición de un conjunto de estructuras de datos de carácter básico, que abordaremos 




 Tercer Círculo: Estructuras básicas de datos: Strings 
• Temas para tratar con los personajes del círculo, incluyendo al guía: 
 
 Fundamentos de caracteres y cadenas. 
 La clase String. Constructores. 
 Los métodos principales de la clase String: length, charAt, getChars, 
getBytes. 
 Comparación de cadenas. 
 Ejemplos de uso de cadenas. 
 Localización de caracteres y subcadenas en cadenas. Extracción de 
subcadenas. 
 Concatenación de cadenas. 
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• Enigmas del círculo: 
 
Radamante, a pesar de ser muy serio, tiene una afición muy grande por los 
juegos de palabras.  
 
1. Por ello, te propone varios acertijos: 
• Escribir un programa que reciba por parámetro un String y muestre en la salida el 
número de palabras que contiene. Las palabras pueden estar separadas por más de 
un blanco, 0 ó por signos de puntuación. 
• Leer una frase y contar el número de vocales (de cada una) que aparecen 
• Sustituir todos los espacios en blanco de una frase por un asterisco 
• Realizar un programa que compruebe si una palabra es palíndromo, es decir, si se 
lee igual de izquierda a derecha que de derecha a izquierda. Por ejemplo: RADAR, 
ANILINA, “Dábale arroz a la zorra el abad”,… 
 
 
 Segundo Círculo: Estructuras básicas de datos: Arrays 
Temas para tratar con los personajes del círculo, incluyendo al guía: 
 
 Introducción a los arrays. 
 Declaración y asignación de capacidad de almacenamiento a arrays. 
 Ordenación de arrays. 
 Búsqueda en arrays.  
 Arrays con varios subíndices (matrices) 
 Vectores. 
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• Enigmas del círculo: 
 
1. El juez Minos es un apasionado del orden, pero también le gusta trastear con el 
tiempo y el espacio. Para ello te encarga un programa que maneje su cajón 
“nDimensional Pro 2.0” de documentos a través de un menú con seis opciones: 
 
a) Añadir un elemento al array (comprobando que el array no esté lleno) 
b) Eliminar un elemento del array (comprobando que el array no esté vacío) 
c) Listar el contenido del array 
d) Contar las apariciones de un número en el array 
e) Calcular la media y el máximo de los elementos del array 
f) Terminar 
Minos tiene multitud de cajones, cada uno con un número diferente de 
dimensiones, por lo que el programa debe funcionar para todos los casos. 
2. Desde el principio de los tiempos, los jueces escriben en un pergamino el 
nombre del alma que juzgan y a su derecha el castigo impuesto, el cual condena 
al pobre desdichado penar eternamente en uno de los nueve círculos del infierno. 
Sin embargo, a veces ocurren erratas que hacen que un alma sufra un castigo que 
no le pertenece. Como a lo largo de cada día se rellena un pergamino entero, 
encontrar el nombre de los castigados de manera incorrecta resulta una tarea 
imposible. Es por ello que pretende automatizarse el proceso, y si algún alma 
considera que no se le está castigando bien, buscar su nombre en la base de 
datos y solucionar el asunto enseguida. Para ello, los jueces almacenan en un 
ordenador los nombres de los condenados en listas diferentes, una para cada 
círculo.  
Debemos implementar el algoritmo de búsqueda que, dado un nombre y 
su castigo actual, lo busque por las 9 listas. Para ser eficientes, la búsqueda debe 
terminar cuando se encuentre ese nombre, y debemos comenzar la búsqueda por 
la lista en la que está asignado a priori, ya que lo normal es que los que cumplen 
las sentencias de los jueces no se equivoquen. Una vez comprobado que no está 





          Dante Alighieri --------------Noveno Círculo 









Ilustración 48: Sustituyamos al Pergamino con Java 
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3.8-7. Primer Círculo: Programación Orientada a 
Objetos. 
 
Este Círculo es el último. Si se alcanza, es señal de que todos los contenidos 
básicos ya han sido repasados. Nuestro siguiente reto será hacer programar al jugador 
siguiendo el paradigma de la programación orientada a objetos La Orientación a Objetos 
es algo difícil de aprender, como demuestra la experiencia de su enseñanza, sobre todo 
para estudiantes con experiencia prácticamente nula en el mundo de los ordenadores. 
Pero lo que se persigue en este juego es que aun sin saber absolutamente nada de 
informática, a estas alturas el jugador, aunque no sea capaz de ponerse a escribir código, 
si tenga los conocimientos necesarios para leer el código fuente de un programa en Java, 
o saber formarse un esquema relacional entre todas las partes del programa. 
El guía en este caso sí que nos hablará de este círculo, dado que es el más 
importante, y además es fundamental para entender para qué sirve todo lo aprendido. 
Sin embargo, las partes más abstractas de este tipo de programación serán completadas 
por el guía, como el polimorfismo, la herencia, etc. 
 Temas a tratar con el guía: 
 Introducción a la Orientación a Objetos. 
 Hacer comparaciones con ejemplos claros de la vida real. 
 Las claves de la Tecnología de Objetos: objetos, mensajes y clases. 
 Jerarquías de clases. Herencia. 
 Herencia en Java: extends. 
 Herencia múltiple. 
 El polimorfismo. 
 
 Temas a tratar con los personajes de objetos: 
 Estructura de un objeto.  
 Diferencia entre objeto e instancia. 
 Objetos compuestos.  
 Anidamiento de objetos.  
 Las clases como plantillas para objetos. 
 Variables y métodos de clase. 
 
 Temas a tratar con el personaje de Java: 
 Ejemplo de una clase en Java, con atributos y métodos. 
 El paso por referencia. 
 Acceso a las variables y métodos ocultos: this y super. 
 Recursividad y métodos recursivos 
 
 Temas a tratar con los  personaje de castings e interfaces: 
 
 Conversión de tipos (“casting”) 
 Clases abstractas: abstract. 
 Interfaces y su declaración: implements. 
 Paquetes. 
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Una vez se haya resuelto este círculo, el juego se habrá completado. El jugador 
habrá conseguido resolver distintos problemas planteados gradualmente y habrá 
demostrado poseer unos buenos conocimientos de algoritmia y programación orientada 
a objetos, y, como ya he dicho antes, no sea capaz de programar por él mismo, al menos 
se espera que haya aprendido a interpretar los distintos códigos fuente que puedan caer 
en sus manos. Por otra parte, para los programadores, o estudiantes que ya posean este 
conocimiento, es necesario dotar al juego de un guión atractivo e interesante que les 
incite a repasar de nuevo todos los conceptos de una manera entretenida. 
 
Para salir del infierno debemos haber comprendido todo lo anterior y para ello 
hay que poner todo en práctica en un enigma que se resuelva mediante POO. Una muy 
buena opción para resolver este enigma sería que el protagonista conociera el enigma 
desde el principio e ir visitando el círculo creando las clases. Cada edificio sería una 
clase y tiene que poner en cada edificio los atributos necesarios y sus métodos para 
interactuar entre ellos. 
Aventura gráfica para el aprendizaje de Programación: DANTE 
Alberto José Corrales García 
 
99 
3.8-8. Gran Problema Final: Hell’s Inn 
BitGilio no solo actúa de guía del infierno, también es el gerente de un hotel 
creado para las almas que no han conseguido cruzar el Aqueronte, al menos puedan 
dormir bajo techo. Para evitar tanto papeleo, ya que el papel en el infierno escasea al 
arder con mucha facilidad, piensa en la implementación de una pequeña aplicación de 
gestión de reservas de plazas en el Hotel del Infierno (Hell’s Inn). El diagrama que 





Las clases de diagrama son las siguientes: 
 
1) Usuario: Representa un cliente dado de alta en el sistema de reservas. 
 
2) Hotel: Cada uno de los hoteles suscritos a la gestora de reservas. Viene descrito por 
un nombre, la localidad del hotel, el número de habitaciones dobles y su precio. Las 
operaciones del mismo son las siguientes: 
 
• disponibilidad(): indica si el hotel dispone del número de habitaciones 
indicadas para el periodo de días solicitado. 
• reserva(): Realiza una reserva con los datos indicados. 
• importeReserva(): Devuelve el importe de la estancia indicada por la reserva 
dada. 




3) Reserva: Clase que mantiene la información relativa a una reserva: identificador 
único de reserva, fecha de entrada, número de días de estancia y número de 
habitaciones. 
 
El jugador deberá ser capaz de crear la clase Hotel, y para ello, deberá tener la clase 
Fecha y saber crear la clase Reserva y la clase Usuario. Una vez las tenga, deberá 
interactuar con los personajes para conseguir los requisitos que se le piden para que 
Caronte te deje ir hacia la Libertad y acabar el juego 
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4.1- Interfaz gráfica 3D  
 
 
Este apartado, si bien no es fundamental a la hora de realizar nuestro videojuego 
educativo –en este tipo de juegos lo principal es tener una buena historia, un buen guión 
y plantear al jugador problemas que les supongan retos interesantes– es muy 
aconsejable ya que aumenta el atractivo del mismo. Estamos en la era del 3D, y los 
juegos cada vez tienden a ser más cercanos a la realidad, ya sea en diseño de personajes 
y escenarios, o bien en el comportamiento de la física de los objetos en el mundo 
virtual. En este apartado, observaremos la evolución del 3D en los juegos desde sus 
comienzos hasta hoy día. 
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Remontando a los orígenes de los videojuegos, podemos considerar que el 
primer juego realizado en 3D fue creado por Atari en 1983 bajo el nombre “I, robot”: 
 
 
Ilustración 49: Carátula de I, robot(1983) 
 
Este juego no cosechó el éxito que esperaba, aunque tras la estandarización del 
3D pasaría a ser un título de culto. 
Las limitaciones técnicas impidieron que el 3D fuera viable en los videojuegos 
durante la década de los 80,  y no es hasta los 90 cuando comenzaría a tener relevancia 
con títulos como Wolfestein, Doom, etc, aprovechando la potencia de las nuevas 
consolas de 16 bits. Nace con Wolfestein un género que sólo tiene sentido en un entorno 
tridimensional: el First Person Shooter (FPS). 
 
 
Ilustración 50: Capturas de pantalla del juego “Wolfestein 3D” 
   
El género “Survival Horror”, que se hizo famoso gracias a la saga “Resident 
Evil”, también nace de la mano del 3D con el título “Alone in the dark”, también en 
1992. En este caso, el juego transcurre en tercera persona, con personajes animados en 
3D sobre un escenario 2D. Esto es lo que se conoce como gráficos prerrenderizados, y 
fue muy utilizado en esta época ya que ofrecía una buena calidad gráfica y el coste 
computacional de generar el mundo virtual era muy reducido, ya que no tenía que 
generar todo el escenario en 3D (muy costoso para la época). Para este género, sin 
embargo, esta fórmula funcionaba muy bien, ya que creaba muchos “puntos ciegos” en 
los escenarios, que se aprovechaban para incluir sorpresas inesperadas que creaban la 
atmósfera de inseguridad idónea para este género.  
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Ilustración 51: Ejemplo de punto ciego en Resident Evil 2¿Qué habrá delante de Claire? 
 
Es precisamente este tipo de  escenarios los más favorables para una aventura 
gráfica, puesto que el escenario suele ser fijo y son los personajes y algunos objetos del 
entorno los que tengan movimiento. Por lo tanto, vamos a probar una herramienta para 
poder crear escenarios en 3D y luego importarlo a modo de imagen 2D en el juego, 
como se probó con el primer escenario que nos encontramos en la partida: Google 
SketchUp.  
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4.1-1. Google SketchUp 
 
• Introducción a SketchUp 
Google apuesta fuerte por Google Earth, y hoy día es mucho más que un simple 
callejero universal. Con la funcionalidad Street View, es posible obtener una vista a pie 
de calle de 360º de un punto concreto de cualquier ciudad principal del mundo, y hoy 
día pocas zonas de la Tierra están sin cobertura Street View.  
Otra de las funcionalidades más vistosas es, sin duda, el modelado 3D de los 
edificios. Por poner un ejemplo, la isla de Manhattan está completamente modelada en 
3D, lo que hace que observar la ciudad desde Google Earth sea lo más parecido a 
sobrevolarla en helicóptero que jamás se haya realizado. El modelado de edificios de 
Google se realiza mediante la herramienta que ahora presentamos: Google SketchUp. 
En este estudio vamos a evaluar el potencial de esta herramienta al margen de su uso 
cotidiano, y el grado de adaptación que podemos conseguir para que nuestro videojuego 
tenga la mejor presentación posible. 
Aquí podemos apreciar el gran potencial de esta herramienta para desarrollar 
tanto personajes como edificios. Todos estos modelos han sido realizados por usuarios 
no profesionales. 
 
Ilustración 52: Diseño en Google SketchUp de Wall-e y de la Casa de la Ópera de Sidney 
 
Sin embargo, llegar a estos niveles de desarrollo requiere mucho tiempo, 
innecesario para el proyecto que nos atañe. Es por ello que, para la realización del 
estudio de esta herramienta, crearemos un escenario sencillo, para descubrir las 
posibilidades que tiene como creador de modelos para nuestra aventura, y el modo de 
insertar dichos modelos en ella. 
• Instalación y primeras pruebas 
La instalación del programa es muy sencilla. Google ofrece una versión básica, 
aunque con muchísima funcionalidad, en descarga directa desde su propia web22. 
Después de descargar el archivo ejecutable en el ordenador, lo ejecutamos para 
comenzar la instalación, que a no ser que quieras cambiar el destino de la carpeta donde 
va a generar los archivos, es tan fácil como aceptar las condiciones y pulsar el botón 
                                                           
22
 Véase http://sketchup.google.com/intl/es/ 
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“Siguiente”  cuando lo requiera hasta que concluya la instalación. Para ayudarte a 
manejar el programa con más fluidez, automáticamente te enlazan con la página web del 
tutorial de SketchUp. Lo primero que se aprecia es una figura de un hombre junto a los 
3 ejes del espacio, cada uno de un color. La figura del hombre sirve como referencia 
para el tamaño de los objetos que pretendemos crear.  
Lo mejor de este programa, es, sin duda, la clara orientación a la compartición 
de modelos. Esta filosofía resulta altamente enriquecedora para los primeros usuarios, 
por varias razones: 
• Permite eliminar la frustración inicial que puede causar el no ser capaz de 
modelar algo con suficiente exactitud. 
• Evita trabajar en balde, ya que ahorramos mucho tiempo intentando desarrollar 
lo que otros ya han conseguido hacer de manera mucho más eficaz 
• Permite establecer un punto de partida mucho más amplio a la hora de modelar 
escenarios, etc, mediante la modificación de elementos existentes para crear 
nuevos escenarios con muchos más detalles. 
Utilizando la galería de objetos, conseguí hacer en muy poco tiempo escenarios 
de cada vez con mayor detalle. Se pueden ver en estas ilustraciones. El primer escenario 
ha sido modelado desde cero, sin elementos de la galería de modelos. Es por ello que 
simplemente juego con geometría básica para su creación, como cilindros, cubos, 
prismas, etc. También utilizo la paleta básica de colores para representar el escenario, 
las barras a los lados, y una rampa que hace las veces de escalera. La escalera, sin 
embargo, no supone un gran esfuerzo de crear peldaño a peldaño, pero, al ser un 
escenario de prueba, no quise llegar a ese nivel de detalle. Sin embargo, el tiempo que 
llevó realizar este escenario fue en torno a una hora, por lo que se puede destacar su 
sencillez de utilización y cómo en relativamente poco tiempo se pueden crear modelos 
muchísimo más complejos. 
 
 
Ilustración 53: Interior de un local nocturno modelado con SketchUp 
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Pero, como ya se dijo anteriormente, una de las mayores ventajas que tiene este 
programa es la reutilización de modelos creados por otros usuarios que los comparten 
de manera desinteresada con el resto de usuarios de SketchUp de cualquier lugar del 
mundo. Es por ello que se pueden encontrar modelos como éste, un despacho 
completamente equipado con sillones, cuadros, jarrones, portátiles, y hasta plantas. 
 
Ilustración 54: Modelo de despacho, descargado de la galería de SketchUp 
 
Pero limitarse sólo a copiar modelos de otras personas no es suficiente para 
llamarse creador. De la misma forma que un programador utiliza las librerías para poder 
programar a niveles superiores y no preocuparse de las operaciones a bajo nivel, lo 
mismo ocurre aquí. No debe ser necesario modelar desde cero un objeto si alguien ya lo 
ha hecho anteriormente, por lo que podemos usar ese modelo como punto de partida 
para generar nuevos modelos que puedan ser reutilizables por futuros usuarios. Por lo 
tanto, con la compartición masiva de elementos, no se pretende que haya copias masivas 
de proyectos, sino elevar el punto de partida de los nuevos diseñadores para que puedan 
alcanzar nuevas metas mucho más ambiciosas.  
 
Ilustración 55: Ejemplo de utilización de modelos de la galería para crear escenarios 
personalizados: “Calle medio inundada por el mar” 
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La ilustración anterior muestra el potencial de esta herramienta para crear 
grandes escenarios combinando modelos reutilizados  y modelos creados desde cero 
para representar algo más. Utilizamos el modelo de la calle, del edificio, la casa y los 
coches, y los combinamos con el agua, el suelo del solar, el camino entre las caravanas 
y la verja que rodea todo el solar, para recrear una calle semi-inundada por el mar. Si 
hubiéramos tenido que modelar todo nosotros mismos, habríamos tardado varios días, e 
incluso semanas, para alcanzar ese nivel de detalle. Sin embargo, este escenario, al igual 
que el primero, se tardó en construir unas pocas horas. 
Después de manejar el sistema y crear varios escenarios de prueba, podemos 
apreciar que es muy útil para recrear escenarios 3D que se pueden incorporar, de 
momento en forma de imagen 2D, en nuestro juego. Esto es muy útil para dar al 
espectador una percepción más clara del entorno, aunque sea a un nivel muy básico. 
 Si, por el contrario, queremos que el protagonista explore un mundo en 3D, lo 
mejor será utilizar las herramientas que nos ofrece Java, como, por ejemplo, las librerías 
jMonkey Engine 
 
4.1-2. jMonkey Engine 
jMonkey Engine (jME) es una API gráfico de alto rendimiento. Fue creada para 
solucionar la falta de motores gráficos completos escritos en Java. Usando una capa de 
abstracción, permite que cualquier sistema de renderización sea utilizado sin problemas. 
Actualmente, tanto LWJGL23 y JOGL24 están soportados en jME. 
jME permite la organización de los datos del juego en una estructura de árbol, 
donde un nodo padre puede contener cualquier número de nodos hijos, pero estos nodos 
solo contienen un único nodo padre. Estos nodos se organizan de forma que permitan el 
descarte rápido de ramas completas para su procesamiento.  
Por ejemplo, si construimos un gráfico tal que todos los objetos comparten un 
padre (una habitación), y todas las habitaciones comparten un padre (planta), donde 
todas las plantas comparten un padre (edificio). Podemos procesar entonces la planta 
que es la primera rama de árbol. Todas las habitaciones que no sean habitación 1 se 
descartan y entonces procesamos solo la habitación 1 incluyendo sus objetos. 
El descarte puede significar muchas cosas, pero lo más significativo en 
programación gráfica es el “culling” o matanza de datos. Este sistema usa el culling 
para eliminar ramas de la escena que no son visibles. Esto permite que los escenarios 
complejos sean renderizados rápidamente, ya que por lo general, la mayoría del 
escenario no es visible casi nunca. Además, jME también soporta muchos efectos de 
alto nivel, como mapeado del entorno, tintado, sistemas de partículas, etc. 
                                                           
23
 LWJGL son las siglas de Lightweight Java Game Library, unas bibliotecas de Java utilizadas para 
implementar aplicaciones gráficas en este lenguaje de programación. 
24
 JOGL son las siglas de Java OpenGL, diseñado para dar soporte a aplicaciones 3D en Java .mediante 
hardware. 
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jME aporta al usuario clases de aplicación sencillas pero potentes para construir 
la aplicación. Dar el salto a jME debería ser un proceso rápido y sin muchas 
complicaciones. Con una pequeña curva de aprendizaje, puedes tener tu juego listo y 
funcionando en muy poco tiempo 
Aquí tenemos algunos ejemplos de lo que se puede conseguir con jME: 
    
Ilustración 56: Ejemplos de videojuegos creados con jME 
  
Como podemos apreciar, la interfaz 3D que se puede implementar le daría mucha 
vida y belleza a nuestra aventura gráfica, pero el tiempo de realización es muy alto 
comparado con la mejora de la experiencia de juego y los requisitos de este proyecto, 
por lo que considero que la implementación en 3D es una gran propuesta de proyecto 




4.2- Conclusión de XMLGen 
 
Como ya explicamos en su momento, XMLGen fue implementado para una 
versión anterior del engine de Dante. Dado que según se iba avanzando en el proyecto, 
se requerían añadidos y modificaciones a la estructura original, resultaba mucho más 
trabajoso modificar el programa XMLGen para satisfacer mis nuevas necesidades que 
utilizar un simple editor de ficheros XML, como “XML Notepad”..Esto significa que 
para la nueva versión está obsoleto; sin embargo, el tiempo que llevaría rediseñar esta 
herramienta opcional nos obliga a posponer su desarrollo para un proyecto futuro, junto 
con el desarrollo de una interfaz 3D. De esta forma, y trabajando en ella de cara a 
funcionar con cualquier engine generalizado, podría pasar de una simple herramienta de 
apoyo como es en la actualidad, a una herramienta de autoría de aventuras gráficas. 
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Los videojuegos han formado parte de la vida de todos nosotros, desde que 
aparecieron en los años 70. Hoy en día, la industria de los videojuegos supera en 
ingresos a otras industrias de entretenimiento, como el cine y la música, algo 
impensable hace solo unos años.  
 
Por esta razón, es necesario que todos nosotros cambiemos la forma de ver los 
videojuegos, y apartar la idea de que sólo sirven para entretener sin poder aportar 
ningún beneficio cultural. 
 
Mediante este proyecto ha sido posible diseñar desde cero un videojuego de tipo 
aventura gráfica, lo cual  nos hará rememorar esa época en nuestra adolescencia en la 
que las aventuras gráficas de LucasArt estaban de moda y tantos buenos ratos nos  han 
hecho pasar. Estas aventuras gráficas han marcado a una generación, y aunque hoy en 
día no haya tanto auge ni haya tanta variedad de títulos en el mercado, siguen estando 
en la memoria de todos y cada uno de los que jugamos a aquellos divertidísimos juegos.  
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La propia experiencia con las aventuras gráficas, y en especial, como ya se dijo 
antes, de los títulos de LucasArts, ha sido fuente de inspiración tanto para la creación de 
las interfaces de juego como para la gestión del motor interno, y, seguramente que si 
“Dante” cae en manos de un programador que quiera repasar conceptos de 
programación de una manera divertida, pueda decir “Se nota que el creador ha jugado a 
los clásicos de LucasArts”, y que eso le ayude a familiarizarse con el juego. 
 
El apartado gráfico, aunque dentro de este proyecto no fue posible implementar 
un 3D, o un 2D adecuado debido a la magnitud de la tarea, cumple con la función de 
ofrecer una agradable experiencia al jugador. Sin embargo, anima a futuros estudiantes 
a que, como proyecto de fin de carrera, puedan desarrollar una interfaz 3D para ofrecer 
a los futuros jugadores de “Dante” una experiencia de juego mucho más satisfactoria. 
 
En cuestiones didácticas, este juego no pretende sustituir las clases teóricas, sino 
complementarlas de forma amena, como una herramienta más de repaso y estudio. Hay 
muchas facetas de la programación que no han sido recogidas en la historia, como la 
parte de la recursividad, o la herencia, o un mejor tratamiento de las excepciones, pero 
al analizar si sería óptimo introducir estos conceptos en el juego, se optó por omitir 
estas partes y centrar la historia en aprender lo básico, es decir, orientar la historia a 
mostrar a los nuevos programadores lo que es un programa, cómo se debe plantear los 
algoritmos y el paradigma de la orientación a objetos. El tratamiento de errores, el 
sistema de paquetes y demás, son conceptos fáciles de entender si se conocen los 
conceptos que se tratan en el juego. Por lo tanto, la mejor forma de aprender a usarlos es 
mediante la propia experiencia y no haciendo click en opciones de conversación. 
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ANEXO I: PLANOS DEL SOFTWARE Y 
DIAGRAMA DE CLASES 
 
Los ficheros XML  del guión de juego seguirán la siguiente estructura para cada 
habitación: 
 
• Los atributos de cada habitación se almacenarán en El fichero “Juego.xml”, que 
utilizará el DTD “Habitaciones.dtd.”. 
 
• Para describir los objetos que hay en cada habitación, lo haremos en un fichero 
aparte, referenciado desde  el Element lista_objeto,  llamado “Item_<nombre de 
la habitación> .xml”.Aunque se puede llamar al archivo de cualquier forma 
siempre que esté correctamente referenciado, se recomienda utilizar esta 
nomenclatura para ser lo más ordenado posible y saber en cada momento lo que 
hay en el interior de cada fichero y a qué referencia. Estos ficheros utilizarán el 
DTD: “Item.dtd”. 
 
• Para describir los personajes que residen en cada habitación, lo haremos en otro 
fichero aparte, referenciado desde el Element lista_personajes, ,  llamado 
“Personajes_<nombre de la habitación> .xml”. Estos ficheros utilizarán el 
DTD: “Personajes.dtd”. 
 
• Si un personaje tiene objetos en su poder, los describiremos en un fichero 
llamado “Tiene_<nombre del personaje>.xml”. Este fichero estará referenciado 
en el Element inventario de cada personaje. Estos ficheros utilizarán el DTD: 
“Item.dtd”. 
 
• En cuanto a los ficheros de introducción y fin, utilizarán el DTD: “Intro.dtd”. 
Estos ficheros almacenarán las diapositivas utilizadas para contar la historia 
inicial y la final, y son independientes del resto de ficheros XML 
 
• Los ficheros XML de las partidas guardadas recogen las condiciones de todo el 
juego en el momento en el que se graba. Dado que el tamaño de las variables de 
estado no son demasiadas, los ficheros generados no son excesivamente grandes, 
aunque en trabajos futuros se podría optimizar esta estructura para ser más 
eficiente en memoria 
 









Ilustración 57: Estructura de los ficheros XML y nomenclatura a seguir 
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A continuación se especifica el contenido de todos los DTDs utilizados por los 
XML del juego: 
 





<!ELEMENT Habitaciones (Habitacion)+> 
  
<!ELEMENT Habitacion (nombre, 
descripcion,lista_objeto?,lista_personajes?,salida+,condicion*, 
imagen?)> 
<!ATTLIST Habitacion nombre ID #REQUIRED> 
 
 
<!ELEMENT nombre (#PCDATA)> 
<!ELEMENT salida (#PCDATA)> 
<!ELEMENT descripcion (#PCDATA)> 
<!ELEMENT imagen (#PCDATA)> 
<!ELEMENT condicion (#PCDATA)> 
<!ELEMENT lista_objeto (#PCDATA)> 




<!ELEMENT Itemes (Item)+> 
  
<!ELEMENT Item (nombre, tipoCambio?, descripciones+, accionero, 
relaciones*)> 
<!ATTLIST Item nombre ID #REQUIRED> 
 
<!ELEMENT descripciones (accion, descripcion)> 
 
<!ELEMENT nombre (#PCDATA)> 
<!ELEMENT tipoCambio (#PCDATA)> 
<!ELEMENT descripcion (#PCDATA)> 
<!ELEMENT accionero (Ir, mirar, hablar, abrir, cerrar, coger, 
usar, dar)> 
<!ELEMENT relaciones (accion, relacion+)> 
<!ELEMENT accion (#PCDATA)> 
<!ELEMENT relacion (#PCDATA)> 
 
<!ELEMENT ir (true|false)> 
<!ELEMENT mirar (true|false)> 
<!ELEMENT hablar (true|false)> 
<!ELEMENT abrir (true|false)> 
<!ELEMENT cerrar (true|false)> 
<!ELEMENT coger (true|false)> 
<!ELEMENT usar (true|false)> 
<!ELEMENT dar (true|false)> 
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<!ELEMENT Personajes (Personaje)+> 
  
<!ELEMENT Personaje (nombre, descripcion, necesidades?, 
conversaciones,respuestas,inventario?, imagen?,introConver?)> 




<!ELEMENT nombre (#PCDATA)> 
<!ELEMENT descripcion (#PCDATA)> 
 
<!ELEMENT necesidades (objeto,conversacion)> 
<!ELEMENT inventario (#PCDATA)> 
  
<!ELEMENT conversaciones (conversacion+)> 




<!ELEMENT orden (#PCDATA)> 
<!ELEMENT frase (#PCDATA)> 
<!ELEMENT correspondencia (#PCDATA)> 
<!ELEMENT objeto (#PCDATA)> 
<!ELEMENT imagen (#PCDATA)> 
<!ELEMENT rutaImagen (#PCDATA)> 




  Intro.dtd 
 
 
<!ELEMENT Intro (conversacion+)> 
 
<!ELEMENT conversacion (frase,rutaImagen)> 
<!ATTLIST conversacion frase ID #REQUIRED> 
<!ELEMENT frase (#PCDATA)> 
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<!ATTLIST SaveGame nombre ID #REQUIRED> 
 
 
<!ELEMENT habitacion_actual (#PCDATA)> 
<!ELEMENT habitaciones (habitacion)+> 
<!ELEMENT habitacion 
(nombre,inventario*,condicion*,personajes?)> 
<!ELEMENT nombre (#PCDATA)> 
<!ELEMENT condicion (#PCDATA)> 
 
<!ELEMENT inventario (Item)+> 
<!ELEMENT Item (nombre, descripciones+, accionero, relaciones, 
correcto, indice)> 
<!ELEMENT descripciones (accion, descripcion)> 
<!ELEMENT nombre (#PCDATA)> 
<!ELEMENT descripcion (#PCDATA)> 






<!ELEMENT relacion_ir (relacion+)> 
<!ELEMENT relacion_mirar (relacion+)> 
<!ELEMENT relacion_hablar (relacion+)> 
<!ELEMENT relacion_abrir (relacion+)> 
<!ELEMENT relacion_cerrar (relacion+)> 
<!ELEMENT relacion_coger (relacion+)> 
<!ELEMENT relacion_usar (relacion+)> 





<!ELEMENT correcto_ir (relacion+)> 
<!ELEMENT correcto_mirar (relacion+)> 
<!ELEMENT correcto_hablar (relacion+)> 
<!ELEMENT correcto_abrir (relacion+)> 
<!ELEMENT correcto_cerrar (relacion+)> 
<!ELEMENT correcto_coger (relacion+)> 
<!ELEMENT correcto_usar (relacion+)> 
<!ELEMENT correcto_dar (relacion+)> 
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<!ELEMENT indice_ir (#PCDATA)> 
<!ELEMENT indice_mirar (#PCDATA)> 
<!ELEMENT indice_hablar (#PCDATA)> 
<!ELEMENT indice_abrir (#PCDATA)> 
<!ELEMENT indice_cerrar (#PCDATA)> 
<!ELEMENT indice_coger (#PCDATA)> 
<!ELEMENT indice_usar (#PCDATA)> 
<!ELEMENT indice_dar (#PCDATA)> 
 
<!ELEMENT accion (#PCDATA)> 
<!ELEMENT relacion (#PCDATA)> 
 
<!ELEMENT ir (true|false)> 
<!ELEMENT mirar (true|false)> 
<!ELEMENT hablar (true|false)> 
<!ELEMENT abrir (true|false)> 
<!ELEMENT cerrar (true|false)> 
<!ELEMENT coger (true|false)> 
<!ELEMENT usar (true|false)> 
<!ELEMENT dar (true|false)> 
 
<!ELEMENT personajes (personaje)+> 
  
<!ELEMENT personaje (nombre,nombre_habitacion, necesidades?, 
conversaciones,respuestas,inventario)> 
<!ATTLIST personaje nombre ID #REQUIRED> 
 
<!ELEMENT nombre_habitacion (#PCDATA)> 
<!ELEMENT necesidades (objeto,conversacion)> 
<!ELEMENT inventario (#PCDATA)> 
  
<!ELEMENT conversaciones (conversacion+)> 
<!ELEMENT respuestas (conversacion+)> 
<!ELEMENT conversacion (orden,frase,correspondencia,objeto?)> 
 
<!ELEMENT orden (#PCDATA)> 
<!ELEMENT frase (#PCDATA)> 
<!ELEMENT correspondencia (#PCDATA)> 
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• Diagrama general de clases 
 
A continuación presentamos el esquema general de las clases de la aplicación. 
Como se puede apreciar, las clases principales de nuestra aplicación son Pantalla, CPU, 
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A continuación ofrecemos esquemas detallados, con los atributos y métodos 
especificados, de las clases más importantes que consta nuestra aplicación: 
 
 Clase IniciarJuego: 
 
IniciarJuego
      private String orden;
      private Habitacion room;
      private NodeLister items, personas,juego,savings;
      private Protagonista prota;
      private Pantalla pantalla;
      private Vector Vitem, rooms, savegames,intro;
      private Writer writer;
     public IniciarJuego()
     public void nuevaPartida(Protagonista pro, Pantalla pant)
     public void cargarIntro(Protagonista pro, Pantalla pan)
     public void cargarFin(Protagonista pro, Pantalla pan)
     public void guardarPartida(Protagonista pro,String habitacionActual)
     public void pantallaAviso()
     public void cargarPartida(Protagonista pro, Pantalla pant,String orden)
     public void mostrarJuego()
     public void reload()
     public void reiniciarPartida()
     public void setCurrentRoom(String nombreRoom)
 
 




   public CPU(){
   public Habitacion ejecutarOrden(String orden, Habitacion room, Protagonista prota, Pantalla pantalla){
   public Habitacion irA(String orden,Habitacion room, Pantalla pantalla){
   public void usar(String orden, Habitacion room, Protagonista prota, Pantalla pantalla){
   public void coger (String orden,Habitacion room, Protagonista prota, Pantalla pantalla){
   public void hablar(String orden,Habitacion room,Protagonista prota, Pantalla pantalla){
   public void abrir(String orden,Habitacion room, Protagonista prota, Pantalla pantalla){
   public void cerrar(String orden,Habitacion room,Protagonista prota, Pantalla pantalla){         
   public void mirar(String orden,Habitacion room, Protagonista prota, Pantalla pantalla){
   public void dar(String orden,Habitacion room, Protagonista prota, Pantalla pantalla){
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 Clase Habitación: 
 
Habitación
       private String nombre;
       private Vector objetos;
       private Vector salidas;
       private String rutaImagen;
       private Vector nombre_salidas;
       private Vector personajes;
       private Vector condiciones;
       private String descripcion,listaObjetos,listaPersonajes=null;
       Habitacion()
       Habitacion(String name)
       Habitacion(String name, Vector obj, Vector sal, Vector pers,Vector cond)
       public void setNombreSalida(Vector ns)
       public void setListaObjetos(String name)
       public void setListaPersonajes(String name)
       public void setRutaImagen(String name)
       public void setObjetos(Vector v)
       public void setSalidas(Vector s)
       public void setPersonajes(Vector p)
       public void setCondiciones(Vector v)
       public void setNombre(String desc)
       public void setDescripcion(String desc)
       public void setRelaciones(String rel)
       public String getNombre()
       public String getListaObjetos()
      public String getListaPersonajes()
       public String getRutaImagen()
       public String getDescripcion()
       public Vector getCondiciones()
       public Vector getObjetos()
       public Vector getSalidas()
       public Vector getPersonajes()
       public int getSizeObjetos()
       public int getSizeSalidas()
       public int getSizePersonajes()
       public void addItem(Item objeto)
      public void addSalida(Habitacion room)
       public void addPersonaje(Personajes pers)
       public void asignarSalidas(Vector rooms)
       public void usar(String algo,String algoAlguien,Protagonista prota, Pantalla pantalla)
       public String mirar(String name, Protagonista prota, Pantalla pantalla)
       public String comprobar(String name, Protagonista prota, Pantalla pantalla)
       public Item buscarObjeto(String name)
       public boolean buscarCondiciones(String name)
       public Habitacion buscarSalida(String name)
       public Personajes buscarPersonaje(String name)
       public Habitacion moverse(String lugar,Habitacion room, Pantalla pantalla)
       public void abrir(String algo, Protagonista prota, Pantalla pantalla)
       public void cerrar(String algo,Protagonista prota, Pantalla pantalla)
       public void coger(String name, Protagonista prota, Pantalla pantalla)
       public void actualizaCondiciones(String nombre, String condicion)
       public void hablar(String name,Protagonista prota, Pantalla pantalla)
       public void dar(String algo,String alguien,Protagonista prota, Pantalla pantalla)
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 Clase Pantalla: 
 
Pantalla
      private Vector inventario,objetos,salidas,personajes,intro;
      private CPU cpu=new CPU();
      private List invent,lisObjetos,lisPersonajes,lisSalidas;
      private Protagonista prota;
      private  Personajes PersonajeConversador;
      private  Habitacion room;
      private JLabel respuesta =new JLabel("");
      private JTextArea conver_respuesta=new JTextArea();
      private  JTextArea miConverArea=new JTextArea();
      private JLabel nombreHabitacion;
      private  List opciones=new List();
      private JPanel panel_inventario = new JPanel();
      private  JPanel acciones = new JPanel();
      private JPanel respuestas = new JPanel();
      private  JPanel dialogo=new JPanel();
      private  Personajes tipo;
      private String secuencia, s,imagenActual;
      private JPanel interfaz=new JPanel();
      private JPanel PImagen=new JPanel();
      private JLabel imagen = new JLabel();
      private JPanel vista=new JPanel(); 
      private JPanel inicial=new JPanel();
      private JPanel juego=new JPanel();
      private JPanel introduccion=new JPanel();
      private JPanel areaBoton=new JPanel();
      private JPanel botones=new JPanel();
      private JMenuBar barraMenu=new JMenuBar();
      private IniciarJuego init;
      private MiReceptorAction miReceptorAction; 
      private int numIntro=0;
      private boolean inIntro;
      private boolean isFinal=false;
       public Pantalla(Protagonista pro, Habitacion hab,IniciarJuego in)
       public void cargarInterfaz()
       public void iraFin()
       public void cargarIntro()
       public void cargarFin()
       public void actualizaIntro()
       public void crearPanelImagen()
       public void cambiarAConversacion()
       public void cambiarARoom()
       public String getImagenActual()
       public CPU getCPU()
       public void setCPU(CPU nu)
       public int getNumIntro()
       public void setNumIntro(int num)
       public void setInIntro(boolean valor)
       public Vector getIntro()
       public void setIntro(Vector in)
       public JPanel getDialogo()
       public void setImagenActual(String imagen)
       public Personajes getPersonajeConversador()
       public void responder(String resp)
       public void responderEnArea(String resp)
       public void partidaNueva()
       public List getListaSalidas()
       public List getListaInventario()
       public List getListaObjetos()
       public List getListaPersonajes()
       public void setHablando(boolean habl)
       public void personajeResponde(String nombrePers,String resp)
       public void setHabitacion(Habitacion habi)
       public void DanteResponde(String frase)
       public void resetLista()
       public void nuevaOpcion(String opc)
       public void actualizaImagen()
       public void actualizaImagen(Personajes personaje)
       public void actualizaImagen(String rutaImagen)
       public void actualizaImagenEntera(String rutaImagen)
       public void actualizar()
       public void inicioHablar(Personajes guy)
       public void converIntermedia(String frase, MiReceptorAction receptor)
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ANEXO II: DIAGRAMAS DE FLUJO 
DE LAS CONVERSACIONES 
 
 En este anexo adjuntamos algunos ejemplos de los diagramas de flujo que se crearon 
para las conversaciones de Dante, siguiendo las pautas del apartado 3.525 
 El primer esquema sigue un patrón distinto al adoptado con el resto de conversaciones 
para mostrar que cada autor puede utilizar un criterio diferente siempre y cuando se cumpla el 
requisito de que el orden de los hijos debe ser una cadena de caracteres alfanuméricos idéntica a 
la correspondencia del padre. 
 El segundo esquema es la conversación de uno de los personajes del sexto círculo. 
Como se puede apreciar, los diagramas se entrelazan entre sí, y para una buena elaboración de 
un diálogo coherente y bastante completo, es necesario emplear este sistema más directo y 
visual, para luego ocuparse únicamente de rellenar la lista de conversaciones y respuestas del 
fichero XML copiando y pegando la información de las casillas. 
                                                           
25
 Véase el apartado 3.5- Arquitectura del sistema de conversaciones de Dante 
  
Inicio Conversación(1) 
¡Hola! Me llamo 
Dante. ¿Qué es este 
sitio? (1,1) 
Ábreme la puerta. 
Quiero salir (1,2) 
Pensaba que quería 
hablar contigo, pero 
no quiero(1,4) 
Déjame mirar la lista… ¡Ah, 
aquí! Hola Dante. Yo me 
llamo BitGilio. Seré tu guía 
en el infierno (1,a) 
Que calor hace 
¿No crees? (1,3) 
¿Y por qué estoy en el infierno? 
(a,11) 
… … Cuando te sientas 
menos sincero, vuelve 
a hablarme(4,0) 
¿Para qué tienes una lista? No 
hay nadie más aquí(a,12) 
Esto no puede estar pasando, 
mejor comenzamos de 
nuevo¿Ok?(a,13) 
Si te sientes mejor así, 
adelante. Para lo que te 
va a servir…(13,1) Y si te digo que soy 
el Cigala, ¿la cosa 
cambia? (12,a) Déjame comprobar…¡Aquí 
está! ¡Buff, que expediente! 
¿Tú mañana tenías un 




¿Y tienes idea de lo que es la 
programación?(111,c) 
Anoche programé el video para 
grabar Perdidos, pero al final grabé 
la porno del Plus.(c,1111) (d,1111) 
Ayer programé el despertador 
para levantarme a las 8 de la 
mañana, pero me levanté a las 8 
de la tarde(c,1112) (d,1111) 
El otro día programé una 
excursión con mis amigos 
al campo y acabé solo en la 
playa (c,1113) (d,1111) 
Ni idea, pero el examen no 
debe de ser tan chungo 
¿no? (c,1114) (d,1111) 
Este es el Noveno Círculo del Infierno, reservado 
para aquéllos que no saben nada, absolutamente 
nada de programación en Java. (1111,e) 
¿Y tú por qué tienes mi 
expediente?(b,112) 
¿Y tienes idea de lo que es la 
programación? (112,d) 
No me cambies de tema, que 
sé que me has escuchado 
perfectamente. ¿Por qué 
tienes mi expediente? 
(d,1111) 
Fin de la conversación  
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Este es el Noveno Círculo del Infierno, reservado 
para aquéllos que no saben nada, absolutamente 
nada de programación en Java. (1111,e) 
Pues menudo fastidio. 
¿Y no se puede hacer 
nada?(e,11111) 




mejor cambiamos de 
tema(e,11114) 
Estás de suerte. Este año ha 
ingresado demasiada gente 
en los círculos más 
profundos, y el que manda 
ha decidido dar 
indultos(11111,f) 
¿No me dais una guillotina y 
una cruz? Pa los enemigos y 
eso(e,11113) 
¿Y cómo se consiguen esos 
indultos?(f,111111) 
Es que, Manolete, 
si no sabes 
programar, pa que 
te metes(11111,g) 
¡¡Otro que se equivoca de 
juego!! Con lo contentos 
que estábamos, y tuvo que 
salir la competencia para 
dejarnos mal… (11113,h) 
Esto es como con las  
lentejas, si quieres las 
comes y si 
no…(11114,1) 
Se te ve animado ¿A que vas 
a contarme cómo conseguir 
esos indultos? (f,111111) 
¿Y si te vendo una de estas 
estupendas chaquetas de 
cuero? (f,111112) Mira, si te da igual lo que te cuento, lo 
dejamos aquí. Vuelve 
cuando te interese lo 
que digo 
Aprendiendo todo lo 
necesario para poder abrir 
las puertas que separan cada 
círculo. Si lo consigues, 
volverás a tu vida normal. 
Eso es fácil. ¿Cómo 
abro la primera 
puerta? 
Aquí hay cuatro prisiones. Cada una 
tiene un elemento, es decir, Tierra, 
Aire, Agua y Fuego. Lleva al octavo 
círculo una muestra de cada y te 
dejaré pasar la primera puerta 
(1111111,h) 
Eso no es muy original que 
digamos h,11111111 
Me parece muy bien. Te 
demostraré que no soy como 
pone en mi expediente(g,1111112 Eso espero. Lo que he leído 
sobre ti no es muy alentador 
(1111112,i) 
Y ahora ¿Me puedes 
decir por qué tienes tú 
mi expediente? 
(i,1111111) 
Fin de la conversación  
Introducción  
Si quieres un guión original, contrata a Ron 





Pero el otro es un matamata sin 
sentido, y con éste aprenderás 
mogollón, ya lo verás(11125,e) 
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Inicio Conversación(1) 
¡Hola! Me llamo 
Dante. ¿Qué es este 
sitio? (1) 
Ábreme la puerta. 
Quiero salir (1,2) 
Pensaba que quería 
hablar contigo, pero 
no quiero 
Que calor hace 
¿No crees?(1,3) 
¿Pero por qué no me dejáis salir? 
(a2 ,21 
Estamos esperando que manden 
aquí a algún operador de aire 
acondicionado, pero son todos 
unos santos(3,1) … 
O me abres la puerta, o te 
arrepentirás…(a2,22 
Si no quieres abrir la puerta, 
no la abras. Paso de ti(a2,23 
Nos ha salido gallito el 
niño…(23,1) 
 ¿Te crees Chuck Norris o qué? 
No amenaces, que llamo a Bruce 
Lee para que te arree(22,1) 
¿Siempre eres tan llorica o es 
que te impresiona 
verme?(21,b2) 
Soy así de 
llorica(b2,211) 
La juventud está perdida 
como seáis todos así (211,c2) 
Plis plis plis ábreme la puertaaaa 
(C2,2111) 
Te daré lo que me pidas, pero 
déjame salir y abre la puertaaaaa 
(C2,2111) 
¿Puedo ir al octavo 
círculo? ¿puedo puedo 
puedo? (C2,2111) 
Si me abres la puerta te 
invito a unas cañas, o a una 
cena en un restaurante caro, 
o… (C2,2111) 
Me da igual lo que me digas. No puedo abrir la 
puerta al primero que me lo pida. Pero no te cortes, 
explora este Círculo libremente.2111,1 
De verdad, estoy muy 
impresionado de 
verte(b2,212) Gracias. Llevo siglos yendo al 
gimnasio y aquí nadie lo 
nota(212,1) 
… 
Si, sí, claro, enseguida, ya voy…                           
Espera…No(2,a2) 
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Inicio Conversación Troglodita Ilustrado 
¡Uga Shaka Uga Uga 
Uga! (1,1) 
La enfermedad del ignorante es 
ignorar su propia ignorancia. 
(1,a) 
Deberías fiarte menos 
de las apariencias, 
jovencito. (11,a) 
Esta es la segunda vez que 
me sorprendo de que 
alguien hable (a,11) 
¡Yayo Tumba Gamba 
Chunga! (1,1) 
Campa Charanga (1,1) 
 
UNTA BIMBO BONKA 
(1,1) 
Los trogloditas no hablan 
tan bien  
(a,12) 
Mejor no te molesto 
(a,13) 
Pensaba que por fin había 
hecho un amigo –SNIFF- 
(13,0) 
No te vanaglories de tus 
paupérrimos conocimientos, 
pues mi intelecto supino ante 
mí a sabios y eruditos postrara 
(12,ab) 
Lo que tú quieras, pero no 
eres ningún troglodita 
(ab,121) 
No tengo suficiente 
nivel para ti. ¡Adiós! 
(ab,13) 
Ahí la razón debo darte. Soy el que 
te enseñará los tipos primitivos de 
Java(121,aba) 





¿Otra lección? ¿Cuándo 
acabarán las lecciones? 
(aba,1213) 
A pesar de mis objeciones, fui 
obligado a vestirme de esta guisa 
(1211,abaa) 
Demuestras valor, arrojo e 
insensatez a partes iguales. 
Dispara (1212,abab) 
La respuesta es sencilla: cuando 
salgas del infierno (1213,aba) 
¿Qué es un tipo primitivo en 
programación?  (abab, 12121) ¿Cuántos tipos primitivos hay?  (abab, 12122) 
¿Se pueden crear tus propios tipos 
primitivos? (abab, 12123) 
Ya estoy cansado de este  
tema  (abab, 12124) 
Aquellos que nos proporciona el 
lenguaje y con los que podemos 
construir tipos de datos y estructuras 
(12121, abab) 
En Java tenemos tipos 
numéricos, de caracteres y 
booleanos (12122, ababb) 
No. Sin embargo, puedes crear estructuras propias 
combinando tipos primitivos. Pero eso será más 
adelante (12123, abab) 
Apenas he empezado (12124, ab) 
Háblame de los tipos 
numéricos  (ababb, 
121221) 
Quiero saber más de los 
tipos de caracteres (ababb, 
121222) 
¿Qué es un booleano?  
(ababb, 121223) 
Sirven para representar números en 
varios formatos, según convengan.( 
121221, ababba) 
El tipo char  almacena un carácter, como por 
ejemplo ‘a’, ‘t’, ‘2’ en formato de letra, etc 
(121222, ababb) 
Un boolean  es un valor lógico. Solo puede 
tomar los valores true  y false(121223, 
ababb) 
Cambiando de tema…  
(ababb, 121224) 
Cambiaré de tema si es de tu 
beneplácito (121224, abab) 
¿Y esos formatos son…? 
(ababba, 1212211) 
Los  tipos de números enteros son 
Byte, Short, Int y Long. Ninguno 
tiene decimales. (1212211, ababbaa) 
Ajá, muy bien. Respecto a los 
otros… (ababba, 1212212) 
Demostrado has que de letras eres. Los números 
no son tu pasión.( 1212212, ababb) 
Háblame de Byte  
(ababbaa, 
12122111) 
Háblame de Short (ababbaa, 
12122112) 
Háblame de Int  (ababbaa, 
12122113) 
Háblame de Long   
(ababbaa, 12122114) 
Los  tipos de números enteros 
son Byte, Short, Int y Long. 
Ninguno tiene decimales. 
¿Y si quiero usar números 
con decimales? (ababbaa, 
12122115) 
Bastantes números para mí. 
Volvamos atrás (ababbaa, 
12122117) 
Byte ocupa 8 bits y 
tiene un rango de -128 
a +127 (12122111, 
ababbaa) 
Short ocupa 2 bytes y tiene un 
rango de -32768 a 32767 
(12122112, ababbaa) 
Int ocupa 4 bytes y tiene 
un rango de -2147483648 
a 2147483647 
(12122113, ababbaa) 
Long ocupa 8 bytes y tiene un 
rango de -9223372036854775808 
hasta 9223372036854775807 
(12122114, ababbaa) 
Para eso tienes los 
tipos float y double 
(12122115, ababbaae) 
Regresaremos al pasado… 
(12122117, ababb) 
¿Por qué tantos? No 
es mejor usar siempre 
el más grande? 
(ababbaa, 12122116) 
Es para que pueda ser 
más eficiente en uso 
memoria (12122116, 
ababbaaf) 
No termina de convencerme. 
(ababbaaf, 121221161) 
Si sabes que un número no pasará de 127, ¿para qué 
desperdiciar  bytes usando short, int o long?( 
121221161, ababbaa) 
Háblame de float (ababbaae, 
121221151) 
Háblame de double  
(ababbaae, 121221152) 
Ocupa 4 bytes y tiene un rango de 
1.18e-38 <= |X| <= 3.40e38  con 
una precisión de 7 dígitos 
(121221151, ababbaae) 
Ocupa 8 bytes y toene un rango 
de 2.23e-308 <= |X| <= 1.79e308 
 con una precisión de 15 dígitos 
(121221152, ababbaae) 
Bastantes números para mí. 






Tengo que irme. ¡Luego 
nos vemos! (aba,1214) 
¡Hasta que vuelvas a necesitar mi 
sabiduría! (1214,0) 
¿Puedo ayudarte en 
algo? (ab,122) 
De hecho, necesitaría la ayuda del 
Minotauro para un problema con un 
termostato(122,abb) 
Explícame qué es lo que 
necesitas (abb, 1221) 
Mejor dejémosle tranquilo  
(abb, 1223) 
Otra vez será (1223,0) 
Como sabrás, aquí castigamos a los 
herejes con sepulcros de fuego. Para 
regular la temperatura pusieron un 
termostato (1221, abba) 
Sin embargo, el termostato era 
importado de USA y da la temperatura 
en Fahrenheit.  (12211, abbaa) 
Necesito que entréis a la sala de calderas 
y escribáis un programa que pase de 
Fahrenheit a Celsius, con esta fórmula
[FOTO DE LA FORMULA]  (122111, 
abbaaa) 
Muchas gracias. Aquí tienes la llave.    
(1221111,0)(llave sala de calderas) 
Sepulcros de fuego… 
termostatos… ¡Es lógico! 
(abba, 12211) 
Estos yanquis y sus 
medidas raras…  (abbaa, 
122111) 
Me das pena ¡Te ayudaré!  
(abbaaa, 1221111) 
Ahora mismo estoy 
ocupado  (abbaaa, 1223) 
Ya funciona el termostato 
(abb, 1222) 
Aún sigo teniendo demasiado calor.     
(1222,abbb) 
¡Pardiez,que caro!     Mejor vete a la 
ciudad de Dite y que te paguen allí-
Toma, un pagaré-(1222,1) [PAGARE] 
  
ANEXO III: PRESUPUESTO 
 
 Para elaborar el presupuesto del presente proyecto, analizaremos varios factores 
determinantes, como el tiempo de dedicación al mismo, así como los elementos necesarios para 
su desarrollo, costes directos e indirectos que el desarrollador ha tenido que adelantar, y aplicar 
el margen de beneficio que se estime oportuno. 
 
 Para hacer un cálculo estimado del dinero que ha costado la realización del proyecto, 
analizaremos las tareas realizadas y su duración en el tiempo, para luego realizar el presupuesto 
que tenga en cuenta el tiempo empleado y los recursos utilizados. 
  
• Estimación de la planificación 
 
 Las tareas por las que ha pasado el proyecto en sus distintas fases han sido las 
siguientes: 
 Estudios de antecedentes y documentación 
  La labor de investigación y elaboración del estado del arte es fundamental para 
situar al proyecto en un entorno determinado, y establecer las bases y un punto 
de partida para lo que se pretende realizar. 
o Duración: 1 mes.   
 
 Aprendizaje de las nuevas herramientas de desarrollo: 
  Aunque debido a la formación de programación en Java que aprendimos en los 
cursos de la carrera nos ha servido para manejarnos con soltura, ha sido necesario 
aprender a utilizar elementos gráficos y  librerías nuevas de manejo de ficheros XML. 
Por lo tanto, contamos dentro de este apartado el tiempo pasado para manejar 
con soltura tanto el paquete Swing, como las librerías de XOM, etc.  
o Duración: 1 mes 
 
 Diseño de la aplicación y arquitectura a usar:  
  En esta parte contamos el tiempo que ha llevado diseñar la interfaz del usuario, 
las estructuras internas de todos los elementos del juego, etc. Todos estos elementos han 
ido evolucionando junto con la aplicación, añadiendo más elementos para dotarle de 
más funcionalidad, o bien para hacer funcionar mejor funcionalidades ya 
implementadas. Toda esta tarea de diseño de la aplicación se ha ido haciendo de forma 
progresiva. 




 Implementación de la aplicación:  
  La implementación de la aplicación ha sido la principal tarea de este proyecto. 
En esta fase se incluye todo el periodo de programación de la misma de principio a fin. 
Duración estimada de la tarea: 10 meses. 
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 Fase de Pruebas:  
  Una vez acabada una primera versión completa del juego, es necesario que sea 
probado por personas ajenas al proyecto, y en este caso, cuantas más personas lo 
prueben, y más dispares sean los perfiles de los mismos, el resultado de las pruebas 
serán más fiables  
  Por falta de tiempo, no ha sido posible hacer una sesión de pruebas de este 
calibre, por lo que el tiempo dedicado a ello ha sido más corto de lo esperado.  
Duración estimada de la tarea: 2 meses 
 
 Redacción de la memoria:  
  El documento del proyecto ha ido realizándose paralelamente al desarrollo de la 
aplicación, a fin de plasmar el trabajo realizado según se iba trabajando en él. De esa 
manera, el documento es un reflejo más verosímil de lo que se ha realizado en cada 
momento, los problemas surgidos en cada paso y soluciones e ideas para nuevos 
proyectos que suelen surgir sobre la marcha-Al igual que ha pasado con la aplicación, la 
memoria ha sufrido muchas modificaciones en todos sus apartados, hasta llegar a la 
versión definitiva.  
o Duración estimada de la tarea: 2 meses. 
 
 Otras tareas: 
  Hay determinadas ocasiones en las que el proyecto no pudo avanzar debido a 
indisponibilidades del tutor, como es el caso del mes de Agosto y periodos de 
exámenes, que también se deben tener en cuenta de cara a la duración total del 
proyecto. También incluiremos los trámites administrativos previos a  la presentación y 
defensa del mismo.  
o Duración estimada de la tarea: 2 meses. 
 
• Presupuesto de costes 
 
Se van a mostrar los costes materiales que están asociados a cada una de las fases 
anteriores del proyecto. 
 
 Ordenador Personal Pentium Core 2 Duo: Para poder realizar la programación del 
presente proyecto y la generación de la memoria correspondiente, se ha necesitado un 
ordenador personal (PC). Dado que se trata de un PC comprado a piezas, se ha podido 
economizar en el precio final, por lo que sólo nos gastaremos 700€ (Contando no sólo la 
CPU, sino el monitor y los periféricos). Como el PC fue comprada al comenzar el 
proyecto, pero no ha sido usado exclusivamente para su realización, por lo que el 
tiempo estimado de utilización del ordenador ha sido de un 50 % del tiempo de 
utilización del ordenador a nivel general. Por lo tanto, computaremos al coste final un 
50% del coste del PC. 
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 Conexión a Internet: Una conexión a Internet ha sido necesaria para poder descargar 
las últimas versiones de Java de la página oficial de Sun, para obtener información de 
documentación sobre tecnologías y para la realización del documento final, para obtener 
programas para editar código fuente en Java y en XML, etc. Si se tiene en cuenta que la 
conexión con la que se está trabajando es de un megabit por segundo y que el coste 
mensual es de 35 €. Sin embargo, el tiempo estimado de utilización de la conexión a 
internet aplicado a nuestro proyecto ha sido de un 20% del uso total, por lo que sólo 
computaremos un 20% del coste total de la conexión a internet. 
 
 Sistema Operativo Windows 7 Ultimate 64 bits: El sistema operativo instalado en el 
PC es la última versión de Windows en el mercado. La licencia de este sistema 
operativo cuesta unos 200 €.  Tras evaluar el posible uso de software libre, se decidió no 
cambiar el entorno de trabajo ya instalado ya que el juego, aunque esté pensado para ser 
usado por usuarios específicos que puedan usar Linux o Mac OS, la mayor parte de de 
los usuarios utilizan Windows en su entorno personal, por lo que se decidió mantener 
este Sistema Operativo para desarrollar la aplicación. Como el sistema operativo fue 
instalado al comenzar el proyecto, pero no ha sido usado exclusivamente para su 
realización, por lo que el tiempo estimado de utilización del sistema operativo ha sido 
de un 50 % del tiempo de utilización total, al igual que con el PC. Por lo tanto, 
computaremos al coste final un 50% del coste del sistema operativo. 
 
 
 Microsoft Office 2007: Para realizar el documento final de la memoria del proyecto 
crear los diagramas de flujo de las conversaciones, que posteriormente se volcaban a los 
ficheros XML de forma muy efectiva, fue necesario el uso de Microsoft Word. Además 
de esto, se ha utilizado el programa PowerPoint incluido en el Office para poder crear 
de la forma más adecuada posible ciertas imágenes que utiliza el videojuego y las 
transparencias con las que se realiza la defensa del proyecto. Se tiene en cuenta que una 
licencia del programa Office cuesta aproximadamente 200 €. Como se instaló al 
comienzo del proyecto, pero no se ha usado tanto como los programas de desarrollo 
Java, se estima que se ha utilizado el paquete Office en nuestro proyecto un 30% del 
uso total que ha tenido. Por lo tanto, sólo computaremos al coste final un 30% del coste 
del paquete de Microsoft Office. 
 
 Kit de desarrollo de Java, JDK: En este caso, el kit de desarrollo para programar en 
Java no ha proporcionado ningún tipo de coste ya que puede ser descargado 
gratuitamente de la página oficial de Sun, java.sun.com. 
 
 Editor de programación en Java: Se ha utilizado el editor de Java jGrasp, para 
simplificar el proceso de programación de la aplicación, ya que permite ver número de 
línea, identifica palabras claves y utiliza un sistema de graficado que hace muy sencillo 
visualizar de forma intuitiva el esquema de los archivos de código. Esta aplicación 
también ha sido gratuita y se puede descargar de la página oficial de jGrasp. 
 
 Adobe Acrobat Reader: Este programa ha sido utilizado para leer cierta 
documentación en Internet que venía en este formato. En este caso no se tiene que 
considerar ningún coste especial en el caso de este programa ya que al igual que con el 
JDK ha sido descargado de forma gratuita de la página oficial de Adobe. 
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 Ejecutable con instalador de Java: El programa usado es el install4j, que en este caso 
ha sido gratuito. Este programa sirve para crear ejecutables (EXE en Windows y otro 
formato similar en Linux), con un JRE incluido, para que se pueda utilizar en cualquier 
ordenador sin ningún tipo de complicación. 
 
 Pacestar UML Diagrammer: En este caso se ha usado una versión trial, que ha 
permitido dibujar los diagramas de tipo UML a coste cero. 
 
 Creador de iconos: La aplicación IconCreator es la que se ha usado para crear los 
iconos del programa, una vez que ya ha sido instalado. 
 
 Otros costes a tener en cuenta y no menos importantes son la electricidad utilizada, 
tanto la consumida por el propio ordenador como la utilizada para iluminar la sala de 
programación del proyecto. Se considera aproximadamente un gasto de 50 €. 
 
 En cuanto al personal que se ha necesitado para llevar el proyecto a cabo se tiene que 
tener en cuenta a las siguientes personas: 
 
 Programador de la aplicación: En este caso es el proyectando. Normalmente una 
aplicación de estas características está compuesta por guionistas, programadores, 
desarrolladores gráficos, etc, empleando grandes recursos y dedicando cada especialista 
a dar lo mejor de sí en su propia especialidad. En este caso, todas estas tareas las ha 
tenido que realizar el proyectando. Si se tiene en cuenta que el sueldo de un ingeniero 
superior sin realizar el proyecto fin de carrera se puede equiparar al de uno técnico, se 
obtiene que el coste de esta persona llevaría un valor de 10000 €, en el período de 
trabajo del proyecto. Para estimar este coste se ha tenido en cuenta que durante el año 
que aproximadamente se ha tardado en realizar el proyecto, 3 meses han sido a jornada 
completa y los otros nueve a media jornada, es similar a trabajar 7 meses en jornada 
completa, si el sueldo bruto de un ingeniero técnico es de aproximadamente 20000€ 
bruto/año, quiere decir que en siete meses es de unos 11.700€ brutos, si se le quita 
aproximadamente el 16% de IRPF se tiene un valor de 9800 €. 
 
 Jefe del proyecto: En este caso es el tutor. Sus tareas han sido de asesoramiento y 
ayuda en todos los ámbitos que le han sido posibles. Si se tiene en cuenta que el tutor ha 
participado en un veinte por ciento con respecto del tiempo utilizado por el 
programador, da un coste del jefe de proyecto de 5000 €, en el período de trabajo. 
 
 Probador o tester del videojuego: Para las pruebas del juego se encargaron 
voluntariamente familiares o amigos, por lo que esta fase del proceso no repercutió en 
costes materiales 
 
 Para los costes materiales se van a asociar un 25 % del coste total destinado al proyecto. 
El proyecto se ha tardado en elaborar en unos doce meses, de los cuales tres meses han sido a 
jornada completa (ocho horas diarias) y los otros nueve meses a media jornada (cuatro horas). 
Por lo tanto teniendo en consideración estos dos datos, y haciendo cuentas intermedias que se 
obvian, el resultado es el siguiente: 
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Artículos Coste   
Ordenador Personal Pentium Core 2 Duo  350 €    
Conexión a Internet ADSL 84€   
Sistema Operativo Windows 7 100€   
Microsoft Office 2007 60 €   
Kit desarrollo Java, JDK 0 €   
Editor programación Java 0 €   
Aplicación instalador 0 €   
Aplicación diagramas UML 0 €   
Aplicación creadora de iconos 0 €   
Adobe Acrobat Reader  0 €   
Costes mantenimiento 0 €   
Costes impresión 0 €   
  Total: 594 € 
 
 
Trabajador Tiempo Coste   
Jefe de proyecto 12 meses 5.000 €   
Programador 12 meses  11.700 €   
Probador o tester   €   
   Total: 16.700 € 
 
 
Costes Materiales =594 € Costes plantilla = 16.700  € Coste Total: 17.294  € 
  
 A este coste total, habría que añadirle un margen de beneficio que se considere 
oportuno, que debería ser igual o mayor al 30% de los costes totales. Por lo tanto, El 





COSTES DE LOS TRABAJADORES 
 
COSTES DE LOS MATERIALES 
