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2 Introduzione 
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2.1 Obiettivo e presentazione del lavoro 
 
Lo scambio di dati all’interno della Pubblica Amministrazione và sempre più 
automatizzandosi. Regione Toscana propone un modello di Cooperazione Applicativa 
per poter attuare la comunicazione tra i diversi Sistemi Informativi sparsi nella regione. 
Molti Enti usufruiscono di questa infrastruttura: dalla Cancelleria al servizio Mense, 
dalla Giunta al Consiglio Regionale… 
Oggetto di questa tesi è la realizzazione di un Proxy e di un Client applicativo per poter 
attuare lo scambio di dati tra Comuni e Regione Toscana nell’ambito del Sistema 
Informativo Regionale Infanzia e Adolescenza. Con questa tecnologia ogni Comune 
potrà disporre di dati aggiornati e aggiornare il Sistema Informativo Regionale in 
maniera automatica e completamente trasparente. 
Il progetto viene suddiviso in quattro capitoli più un’appendice: 
• Nel primo capitolo, d’introduzione, vengono presentati il Sistema informativo 
Regionale Infanzia e Adolescenza e l’infrastruttura Cooperazione Applicativa 
Regione Toscana. 
• Nel secondo capitolo sono descritte le tecnologie utilizzate: dal middleware al 
linguaggio XML, dalle API Java al DBMS. Per ogni argomento sono 
approfonditi gli aspetti che maggiormente influiscono sul risultato finale 
dell’applicazione. 
• Nel terzo capitolo sono esaminate le specifiche del progetto Proxy SIRIA e del 
client-SOAP integrato nella web application del Sistema Informativo Regionale 
Infanzia e Adolescenza. 
• Nel quarto capitolo viene analizzato lo stato attuale del progetto, discutendo 
anche delle difficoltà riscontrate nella sua realizzazione. Vengono anche 
esaminate alcune possibili evoluzioni del Proxy e del Client SIRIA. 
• Nell’appendice infine, si trovano gli schemi del database di SIRIA-WEB. 
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2.2 Il concetto di e-government ed e.Toscana 
 
Con e-government si intende il processo di trasformazione delle relazioni interne ed 
esterne della Pubblica Amministrazione che attraverso l’utilizzo di tecnologie 
informatiche e di comunicazione punta a ottimizzare l’erogazione dei servizi, a 
incrementare la partecipazione di cittadini e imprese, a migliorare la capacità di governo 
della stessa Pubblica Amministrazione. 
Obiettivi dell’e-governement sono: 
• crescita della produttività dei servizi pubblici; 
• riduzione dei costi; 
• riduzione della complessità; 
• incremento della competenza; 
• trasparenza; 
• flessibilità. 
I comuni hanno la funzione fondamentale di sportello d’accesso ed erogazione (front-
office) non solo dei propri servizi istituzionali, ma anche di quelli delle altre 
amministrazioni, locali e centrali. In tal modo, il cittadino potrà rivolgersi allo sportello 
comunale, senza bisogno di contattare altri uffici pubblici. 1 
Dal D.P.R. del 28-12-2000 n. 445: 
• Al fine di agevolare l'acquisizione d'ufficio di informazioni e dati relativi a stati, 
qualità personali e fatti, contenuti in albi, elenchi o pubblici registri, le 
amministrazioni certificanti sono tenute a consentire alle amministrazioni 
procedenti, senza oneri, la consultazione per via telematica dei loro archivi 
informatici, nel rispetto della riservatezza dei dati personali.(art. 43.4) 
• Le pubbliche amministrazioni provvedono ad introdurre nei piani di sviluppo 
dei sistemi informativi automatizzati progetti per la realizzazione di sistemi di 
protocollo informatico in attuazione delle disposizioni del presente testo 
unico.(art. 50.1) 
Se da un lato l'introduzione della tecnologia può portare dei benefici concreti all'attività 
amministrativa, quali l'interoperabilità, la deburocraticizzazione delle procedure, la 
riduzione degli sprechi (quindi maggiore efficienza), ecc… dall'altro l'implementazione 
di reti, e altre tecnologie analoghe, può comportare problemi dal punto di vista della 
sicurezza. Per evitare dunque accessi indesiderati alle informazione è utile garantire una 
certa impenetrabilità del sistema attraverso l'utilizzo di password oppure, come sta 
avvenendo recentemente, è possibile identificare in maniera inequivocabile l'utente che 
invia o accede alle informazioni attraverso la firma o certificato digitale. 
                                                 
1 Piano d'azione per l'e-governement(http://www.interlex.it/testi/rappegov.htm ) 
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Con sempre maggiore evidenza il governo elettronico si presenta come forma ordinaria 
del governo della società odierna. Nello stesso tempo sempre più diffusa è la percezione 
della introduzione di innovazione tecnologica sul piano dell'organizzazione e dei 
processi di servizio come dato pervasivo, forte di implicazioni sulla qualità dello 
sviluppo e del sistema. Il progetto e.Toscana è compreso nel programma straordinario 
pluriennale degli investimenti strategici della Regione Toscana e raccoglie gli 
investimenti per lo sviluppo dell'e-government e della società dell'informazione in 
Toscana. Le azioni di e.Toscana abbracciano non solo il campo dei servizi e delle 
infrastrutture, ma anche quello delle condizioni di inclusione e di partecipazione ai 
benefici della società regionale dell'informazione e della conoscenza.2 
 
2.3 Il Sistema Informativo Regionale Infanzia 
e Adolescenza (SIRIA) 
 
Il Sistema Informativo Regionale per l’Infanzia e l’Adolescenza è un sistema 
informativo per l’immissione di dati relativi a servizi e progetti per l’Infanzia e 
Adolescenza, la produzione di report e statistiche a fini di monitoraggio e supporto 
decisionale . Esso vuole andare a regolare e sistematizzare le rilevazioni contenute nella 
legislazione regionale 32/2002 “Interventi educativi per l’infanzia e gli adolescenti”.  Il 
sistema unico integrato che comprende le informazioni provenienti dall’intero sistema 
Infanzia e Adolescenza apporta un insieme di benefici legati all’aumento dell’efficienza 
nell’erogazione dei servizi ai cittadini e al miglioramento dell’efficacia delle azioni 
svolte dagli uffici e dagli operatori. Ognuno degli enti coinvolti nella fase di raccolta dei 
dati è un potenziale fruitore dei servizi del sistema informativo. Infatti, avere in ogni 
momento a disposizione una banca dati completa e aggiornata favorisce gli interventi 
pubblici e la progettualità dei soggetti. Sul sito internet regionale ogni tipo di operatore, 
sia pubblico che privato può accedere alle informazioni necessarie alla propria attività. 
Con la L.R. 32/2002 la Regione Toscana definisce il quadro degli interventi educativi 
rivolti all’infanzia e agli adolescenti tesi a garantire i diritti di questi soggetti sociali. A 
tal fine promuove e coordina interventi educativi unitari e globali, tesi alla piena e 
                                                 
2 e.Toscana (http://www.e.toscana.it/) 
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completa realizzazione dei diritti della persona, anche attraverso la loro integrazione con 
i diritti all’istruzione, allo studio, alla cultura, al tempo libero, alla formazione, al lavoro 
e a tutti gli altri interventi finalizzati al benessere della persona. Gli interventi educativi 
sono realizzati con contenuti e modalità tali da assicurare la massima diversificazione 
dell’offerta in relazione ai diritti dei cittadini, l’elasticità dell’organizzazione e la 
flessibilità delle risposte per un loro adeguamento ai diversi bisogni. Per questi motivi e 
per creare un sistema di monitoraggio e di verifica con obiettivi anche pluriennali, è 
necessario che gli archivi di anni diversi siano collegati in modo tale che negli anni 
successivi sia possibile modificare o integrare le informazioni delle unità statistiche 
degli anni precedenti. Al fine di mantenere il sistema informativo sempre aggiornato è 
compito dei Comuni: verificare la presenza dei servizi sul loro territorio di competenza; 
comunicare tempestivamente e formalmente alla Regione Toscana l’apertura di nuovi 
servizi pubblici o privati e/o la loro chiusura definitiva; effettuare i relativi cambiamenti 
negli archivi regionali. 
Le rilevazioni in oggetto (di periodicità annuale) sono: 
? Rilevazione sui progetti comunali: raccoglie attraverso due questionari i dati 
relativi alla presentazione di progetti dei piani comunali ed alla richiesta di 
contributi per il loro finanziamento, sulla base degli indirizzi della 
legislazione regionale di settore. 
? Rilevazione sui servizi pubblici e privati rivolti alla prima infanzia: 
raccoglie attraverso due questionari informazioni relative ai Servizi presenti 
sul territorio e relative agli utenti che ne usufruiscono. La rilevazione 
coinvolge tutti i servizi che operano nel campo della prima infanzia sulla 
base degli indirizzi della legislazione regionale di settore. La rilevazione 
riguarda anche informazioni anagrafiche sugli utenti e sulla famiglia 
(distintamente per i due genitori). 
? Rilevazione dei progetti di Centro Infanzia, Adolescenti e Famiglie 
(CIAF): raccoglie attraverso due questionari informazioni relative ai 
progetti CIAF offerti. 
? Rilevazione sui servizi Informagiovani: raccoglie attraverso due questionari 
informazioni relative ai servizi di Informagiovani presenti sul territorio. 
Il flusso informativo vede nella Regione Toscana e nei Comuni gli enti direttamente 
coinvolti nella raccolta dati, secondo lo schema illustrato nella figura successiva. Data 
la natura della rilevazione e il carattere tecnico richiesto, gli Uffici responsabili sono 
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stati in primo luogo identificati dagli Enti direttamente coinvolti; è evidente che questo 
comporta comunque un coinvolgimento degli Uffici di statistica dei suddetti Enti, là 
dove presenti. La Regione Toscana, in prima fase, assolve il compito di progettazione e 
pianificazione della rilevazione, predisposizione dei questionari e identificazione dei 
soggetti partecipanti al flusso informativo; quindi invia questionari e documento tecnico 
ai Comuni che costituiscono gli enti idonei a fornire l’elenco completo dei servizi da 
indagare. In particolare, il Comune è l’Ente che gestisce in ambito pubblico le singole 
unità di offerta dei servizi. In quanto tale per queste tipologie di servizio è in grado di 
fornire direttamente le informazioni richieste o, in caso contrario, di reperirle nel 
rispetto dei principi e dei termini della rilevazione in atto. Per quanto concerne la sfera 
del Privato, il Comune ha cura che la domanda di autorizzazione al funzionamento, e 
quella per l’accreditamento, da parte di soggetti privati, contenga le informazioni 
specifiche e documentate. A livello regionale viene inoltre controllata l’esattezza e la 
completezza dei questionari utilizzati. La Regione Toscana, in quanto destinatario finale 
dell’informazione, ha fra i suoi compiti, quello di rendere disponibili agli Enti 
interessati, tramite il Sistema Informativo Regionale, i dati e i risultati dell’analisi della 
rilevazione ai fini di fornire gli strumenti necessari allo svolgimento dei compiti e delle 
funzioni che sono proprie degli Enti (in particolare sia per la programmazione degli 
interventi sia per il monitoraggio e la valutazione degli stessi). 
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Figura 2-1 - Flusso informativo SIRIA 
 
 
2.4 Introduzione all’infrastruttura C.A.R.T. 
(Cooperazione Applicativa Regionale 
Toscana ) 
 
La via verso la semplificazione amministrativa passa anche attraverso l’eliminazione di 
comunicazioni cartacee, con il conseguente abbattimento di costi, carichi burocratici e 
tempi di trasferimento. Per consentire questo risultato è necessario rendere disponibile 
una modalità di relazione tra applicazioni diverse, che consenta la loro interazione senza 
richiederne la sostituzione o reingegnerizzazione completa. A tal fine Regione Toscana 
ha realizzato (nell’ambito di e.Toscana) l’infrastruttura di Cooperazione Applicativa 
Regionale Toscana (CART). CART realizza il modello della Cooperazione Applicativa 
definendo standard e servizi comuni per lo scambio dei dati tra le pubbliche 
amministrazioni. Tale scambio si basa sull’adozione di un “linguaggio comune” 
sviluppato dalla comunità di soggetti partecipanti per interloquire sui temi della 
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pubblica amministrazione, per i quali l’aspetto dell’interazione risulta particolarmente 
critico. Gli standard adottati in ambito CART sono conformi alle specifiche per la 
cooperazione applicativa nella pubblica amministrazione (SPCoop) emanate da CNIPA 
(Centro Nazionale per l’Informatizzazione della pubblica amministrazione) e quindi 
consentono agli enti sul territorio regionale di cooperare applicativamente anche con 
tutti gli enti della pubblica amministrazione centrale e periferica. 
L'evoluzione tecnologica e normativa consente oggi la possibilità ad una 
Amministrazione di fruire di servizi informatici messi a disposizione da altra 
Amministrazione. La fruizione di un servizio messo a disposizione dai sistemi 
informatici di altra Amministrazione consente di migliorare il grado di sinergia di 
sistemi diversi, con il fine di offrire servizi o funzionalità nuove. Si vuole quindi 
realizzare l'interoperabilità delle pubbliche amministrazioni. 
L'interoperabilità è oggi attuabile grazie alle sue caratteristiche: 
• è legalmente riconosciuta: lo scambio di documenti tra le pubbliche 
amministrazioni costituisce invio documentale valido (vedi paragrafo 
precedente); 
• è economicamente vantaggiosa: tramite la maggiore efficienza nei processi e la 
riduzione dei costi degli archivi cartacei; 
• è tecnicamente realizzabile: grazie all'esistenza della rete della pubblica 
amministrazione, all'esistenza di un modello condiviso (SPCoop), all'esistenza di 
formati aperti che consentono la condivisione delle informazioni. 
Il CART è lo strumento che Regione Toscana mette a disposizione di RTRT 3 al fine di 
realizzare l'interoperabilità tra i sistemi informativi sia dei soggetti della rete regionale 
sia dei soggetti esterni (ministeri, istituti, ...). Il CART contribuisce dunque ad attuare 
una strategia organica e unitaria per lo sviluppo della società dell'informazione e della 
conoscenza fornendo supporto alla creazione condivisa di servizi erogati. 
I possibili scenari di utilizzo di una infrastruttura per la cooperazione applicativa sono 
molteplici. I principali scenari di utilizzo dell'infrastruttura CART sono: 
• trasmissione di dati tra Utenti (pubblicazione); 
• pubblicazione di informazioni con soggetto aggregatore; 
• richiesta di un servizio ad altro Utente; 
• erogazione multi Utente di una pratica. 
In questo progetto viene utilizzata la trasmissione di dati tra Utenti: questo è il caso in 
cui un Utente (Comune, Provincia, ...) debba inviare delle informazioni (es. per una 
                                                 
3 Rete Telematica Regionale Toscana: è una infrastruttura tecnologica diffusa su tutto il territorio 
regionale, interconnessa ad Internet, interoperante, in quanto rispondente agli standard promossi dal 
Centro Nazionale per l’Informatica nella Pubblica Amministrazione, con il Sistema Pubblico di 
Connettività. 
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normativa) ad uno o più Utenti. Il CART è utilizzato come strumento per trasmettere 
queste informazioni (vedere figura seguente). 
 
Figura 2-2 - Scenario di notifica tra Utenti CART 
 
L'utilizzo dell'infrastruttura CART porta notevoli vantaggi all'Ente 1. Infatti esso invia 
una sola volta le informazioni, l'infrastruttura CART trasporterà tale informazione a tutti 
i soggetti interessati. Questa impostazione consente di configurare via via nuovi 
destinatari dell'informazione senza alcun impatto sull'Ente 1. L'Ente 1 dovrà 
semplicemente comunicare che i dati da lui generati dovranno essere trasportati anche 
ad un altro soggetto. 
Nel prossimo capitolo approfondiremo circa la tecnologia che sta dietro la 
comunicazione nella Cooperazione Applicativa Regione Toscana. 
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3 Le tecnologie utilizzate 
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3.1 XML 
 
L'XML, acronimo di eXtensible Markup Language, ovvero «Linguaggio di marcatura 
estensibile» è un metalinguaggio creato e gestito dal World Wide Web Consortium 
(W3C). È una semplificazione e adattamento dell'SGML4, da cui è nato nel 1998, e 
permette di definire la grammatica di diversi linguaggi specifici derivati. In realtà, XML 
di per sé non è altro che un insieme standard di regole sintattiche per modellare la 
struttura di documenti e dati. Questo insieme di regole, dette più propriamente 
specifiche, definiscono le modalità secondo cui è possibile crearsi un proprio linguaggio 
di markup (o tag). Rispetto all'HTML5, l'XML ha uno scopo ben diverso: mentre il 
primo è un linguaggio creato principalmente per la descrizione e la formattazione di 
pagine web e, più in generale, di ipertesti, il secondo è un metalinguaggio utilizzato per 
creare nuovi linguaggi, atti a descrivere documenti strutturati. Mentre l'HTML ha un 
insieme ben definito e ristretto di tag, con l'XML è invece possibile definirne di propri a 
seconda delle esigenze. 
Vediamo un esempio di documento XML ben formato,usato per specificare 
nome,cognome e sesso di utenti all’interno di una generica applicazione: 
 
Come si può notare, la struttura logica di un documento XML è ad albero, a partire da 
un elemento informativo sulla versione di xml utilizzato e sulla codifica, seguito dal 
nodo (o tag) radice con gli eventuali altri nodi al suo interno. Ogni nodo può avere 
                                                 
4 Standard Generalized Markup Language (SGML): standard per la descrizione logica dei documenti. 
L'organizzazione di un documento non è espressa usando la codifica dei sistemi di scrittura ma 
evidenziando le parti in cui è strutturato il documento (ad esempio paragrafi, capitoli) insieme ad altre 
particolarità del testo (note, tabelle, intestazioni). 
 
5 Hyper Text Mark-Up Language (HTML): è il linguaggio utilizzato per descrivere I documenti 
ipertestuali disponibili nel web (siti). 
<?xml version="1.0" encoding="UTF-8"?> 
<utenti> 
    <utente sesso=”M”> 
        <nome>Luca</nome> 
        <cognome>Verdi</cognome> 
        <indirizzo>Milano</indirizzo> 
    </utente> 
    <utente sesso=”F”> 
        <nome>Francesca</nome> 
        <cognome>Rossi</cognome> 
        <indirizzo>Roma</indirizzo> 
    </utente> 
</utenti> 
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associati ad esso uno o più attributi (nell’esempio: il sesso dell’utente) , e contenere altri 
nodi o contenuto testuale. 
Il documento è sintatticamente valido: ogni elemento è ben delimitato dal tag di 
apertura (<nome-elemento>) e di chiusura (</nome-elemento>); ogni attributo è scritto 
correttamente ( nome-attributo = “valore”), nessun tag di livello superiore si chiude 
prima di un tag di livello inferiore. 
Ma come stabilire se un documento ha anche un significato valido? Rivediamo 
l’esempio precedente con una modifica al secondo utente: 
 
Anche questo secondo documento è sintatticamente valido, ma non ha senso poiché il 
secondo utente ha al suo interno due elementi “cognome”. 
Per stabilire se un documento XML è valido si usa uno schema di documento che 
definisce le regole grammaticali per la validazione. Uno schema di documento è simile 
alla grammatica usata per definire formalmente un linguaggio di programmazione. 
Esistono due tipi di linguaggi per la definizione di uno schema di documento: 
• Document Type Definition; 
• XML Schema. 
 
Document Type Definition (DTD) 
Vediamo il tipo di DTD che sarebbe necessario per poter validare il documento XML 
precedentemente visto: 
<?xml version="1.0" encoding="UTF-8"?> 
<utenti> 
    <utente sesso=”M”> 
        <nome>Luca</nome> 
        <cognome>Verdi</cognome> 
        <indirizzo>Milano</indirizzo> 
    </utente> 
    <utente sesso=”F”> 
        <nome>Francesca</nome> 
        <cognome>Rossi</cognome> 
  <cognome>Verdi</cognome> 
        <indirizzo>Roma</indirizzo> 
    </utente> 
</utenti> 
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Dopo l’elemento di informazione sulla versione xml e codifica del file, appare la 
dichiarazione dell’elemento radice del documento, ovvero utenti, che può avere a sua 
volta al suo interno uno o più elementi utente (lo stabilisce il simbolo +). L’elemento 
utente ha al suo interno un elemento nome, un elemento cognome e l’elemento indirizzo 
(quest’ultimo opzionale, lo stabilisce il simbolo ?). L’elemento utente ha anche un 
attributo sesso di tipo enumerato ( M o F) e deve essere sempre dichiarato 
(#REQUIIRED). I campi nome,cognome,indirizzo contengono esclusivamente testo 
(#PCDATA). Limite del DTD è avere una sua sintassi specifica, diversa dalla sintassi 
XML. 
 
XML Schema 
L’XML Schema (venuto dopo il DTD) si realizza tramite la stessa sintassi XML: 
<?xml version="1.0" encoding="UTF-8"?> 
<!ELEMENT utenti (utente+)> 
<!ELEMENT utente (nome,cognome,indirizzo?)> 
<!ATTLIST utente 
            sesso (M  | F) #REQUIRED> 
<!ELEMENT nome (#PCDATA)> 
<!ELEMENT cognome (#PCDATA)> 
<!ELEMENT indirizzo (#PCDATA)> 
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Questo è lo stesso schema di documento visto in DTD, con il vantaggio che le regole 
grammaticali sono scritte anche esse in sintassi XML (quindi anche l’XML Schema può 
essere validato) e che si possono definire tipi complessi (il tag ComplexType). 
Nell’elemento radice viene definito il namespace6 per poter effettuare la validazione. Il 
W3C consiglia di usare questo tipo di schema di documento proprio per la sua maggiore 
flessibilità. 
Esistono alcune interfacce di programmazione per l’elaborazione di dati XML. Esse 
possono essere utilizzate per il parsing e la validazione di un documento, per la ricerca 
                                                 
6 Spazio di nomi (namespace): caratterizza univocamente una collezione di elementi ed è identificato da 
un URI definita nell’attributo xmlns nell’elemento radice del documento 
<?xml version="1.0" encoding="UTF-8"?> 
<xs:schema xmlns:xs="http://www.w3.org/2001/XMLSchema”> 
<xs:element name="utenti" type=”utenti”> 
</xs:element> 
<xs:complexType name="utenti"> 
 <xs:sequence> 
 <xs:element name="utente" type="utente" minOccurs="1" 
maxOccurs=”unbounded”></xs:element> 
 </xs:sequence> 
</xs:complexType> 
<xs:complexType name="utente"> 
 <xs:attribute name=”sesso”> 
  <xs:simpleType>      
    <xs:restriction base="xs:string"> 
    <xs:enumeration value="M"/> 
    <xs:enumeration value="F"/>  
    </xs:restriction> 
  </xs:simpleType> 
 </xs:attribute> 
 <xs:sequence> 
  <xs:element name="nome" type=string"></xs:element> 
<xs:element name="cognome" type=string"> 
</xs:element> 
<xs:element name="indirizzo" type=string" 
minOccurs=”0” maxOccurs=”1”></xs:element> 
 </xs:sequence> 
</xs:complexType> 
</xs:schema> 
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di un’informazione e per la sua estrazione, per codificare i dati in XML, etc… queste 
interfacce sono: il Document Object Model (DOM) e il Simple API for XML (SAX). 
Il DOM è una forma di rappresentazione dei documenti strutturati come modello 
orientato agli oggetti. DOM è lo standard ufficiale del W3C per la rappresentazione di 
documenti XML in modo che siano neutrali sia per la lingua che per la piattaforma. 
DOM è inoltre la base per una vasta gamma di interfacce di programmazione delle 
applicazioni; alcune di esse sono standardizzate dal W3C. DOM è stato inizialmente 
supportato dai browser per modificare gli elementi in un documento HTML. E’ un 
modo per accedere e aggiornare dinamicamente il contenuto, struttura e stile dei 
documenti. A causa delle incompatibilità nell'esecuzione di DOM fra i vari browser, il 
W3C ha fornito delle specifiche standard. Esso non mette limitazioni sulla struttura dei 
dati del documento. Con DOM, un documento ben formato può essere visto come un 
albero. La maggior parte dei parser XML sono stati sviluppati per usare la struttura ad 
albero. Questa implementazione richiede che l'intero contenuto di un documento venga 
analizzato e salvato in memoria. Quindi, DOM può essere usato molto bene per 
applicazioni in cui sia necessario ricercare in modo casuale e modificare gli elementi del 
documento. Per le applicazioni basate su XML che usano un processo di lettura e 
scrittura per analisi, DOM presenta un grande spreco di memoria; per questo tipo di 
applicazioni si consiglia di usare il modello SAX. 
SAX fornisce un’interfaccia basata su eventi per il parsing di documenti XML. Esso 
viene scandito sequenzialmente e viene generato un evento quando: 
• inizia e finisce un documento; 
• inizia e finisce un elemento; 
• è presente del contenuto all’interno di un elemento; 
• sono presenti Processing Instruction; 
• sono presenti errori di sintassi XML di vario genere. 
Per ognuno di questi eventi occorre pertanto specificare le azioni da compiere ovvero 
definire dei gestori che operino in risposta agli eventi generati: 
• ContentHandler si occupa della gestione degli eventi relativi al contenuto logico 
del documento; 
• DTDHandler si occupa della gestione degli eventi relativi al Document Type 
Definition; 
• ErrorHandler si occupa della gestione degli eventi relativi agli errori; 
• EntityResolver gestisce i riferimenti ad entità esterne al documento XML. 
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Un’applicazione generalmente instanzia un parser, provvede a registrare i necessari 
Handler presso il parser stesso ed avvia l’elaborazione del documento XML. I vantaggi 
di un parser SAX rispetto al DOM possono essere: la semplicità, la possibilità di poter 
trattare un sottoinsieme delle informazioni (interrompendo il parsing del documento 
quando necessario), la possibilità di poter costruire una propria struttura dati a partire 
delle informazioni ricavate da un documento XML (a differenza di DOM che genera 
una struttura di dati ad albero di tutto il documento XML) e la possibilità di poter 
analizzare documenti di qualsiasi dimensione (in quanto non richiede grandi risorse di 
memoria). Di contro, come svantaggi si può parlare di impossibilità di accedere 
casualmente al documento (è consentito soltanto un accesso sequenziale), impossibilità 
di modificare il documento XML (è un sistema di sola lettura) e difficoltà di 
implementazione di interrogazioni complesse al documento. Tipicamente SAX si usa 
quando si usano pochi elementi o se non è importante la struttura del documento o 
quando non si ha molta memoria a disposizione e il documento raggiunge grosse 
dimensioni. 
In questo progetto viene usato sia un parser XML di tipo DOM per la validazione di un  
documento7, sia un parser XML di tipo SAX per il funzionamento di una particolare 
API di cui si tratterà più avanti. 
 
3.2 Il Database Management System (DBMS) 
 
Un Database Management System (abbreviato in DBMS) è un sistema software 
progettato per consentire la creazione e manipolazione efficiente di database8 
solitamente da parte di più utenti. Se in passato i DBMS erano diffusi principalmente 
presso le grandi aziende e istituzioni (che potevano permettersi l'impegno economico 
dell'acquisto delle grandi infrastrutture hardware necessarie per realizzare un sistema di 
database efficiente), oggi il loro utilizzo è diffuso praticamente in ogni contesto. 
L'espressione applicazione enterprise, che si riferisce ad applicazioni legate al business 
delle aziende che le utilizzano, implica quasi “per definizione” la presenza di una o più 
                                                 
7 Il parser java si chiama XOM: http://www.xom.nu/  
8 base di dati (database): indica un archivio di dati, riguardanti uno stesso argomento o più argomenti 
correlati tra loro, strutturato in modo tale da consentire la gestione dei dati stessi (l'inserimento, la ricerca, 
la cancellazione ed il loro aggiornamento) da parte di applicazioni software. 
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basi di dati amministrate da uno o più DBMS. La teoria dei database, e dei DBMS, 
rappresenta da sempre uno dei filoni più solidi e importanti dell'informatica. Un DBMS 
è differente dal concetto generale di applicazione sui database, in quanto è progettato 
per sistemi multi-utente. A tale scopo, i DBMS si appoggiano a kernel9 che supportano 
nativamente il multitasking e il collegamento in rete. Una tipica applicazione per la 
gestione dei database non includerebbe, infatti, tali funzionalità, ma si appoggerebbe al 
sistema operativo per consentire all'utente di usufruire dei vantaggi. 
Un DBMS può essere costituito da un insieme assai complesso di programmi software 
che controllano l'organizzazione, la memorizzazione e il reperimento dei dati (campi, 
record e archivi) in un database. Un DBMS controlla anche la sicurezza e l'integrità del 
database. Inoltre accetta richieste di dati da parte del programma applicativo e 
“istruisce” il sistema operativo per il trasferimento dei dati appropriati. Il sistema di 
sicurezza dei dati impedisce agli utenti non autorizzati di visualizzare o aggiornare il 
database. Mediante l'uso di password agli utenti è permesso l'accesso all'intero database 
o ad un suo sottoinsieme: in questo secondo caso si parla di subschema. Per esempio, un 
database di impiegati può contenere tutti i dati riguardanti un singolo soggetto, ma un 
gruppo di utenti può essere autorizzato a vedere solamente i dati riguardanti lo 
stipendio, mentre altri utenti hanno accesso solamente alle informazioni che riguardano 
la sua storia lavorativa e la situazione sanitaria. Il DBMS può mantenere l'integrità del 
database non consentendo a più utenti di modificare lo stesso record 
contemporaneamente (blocco del record). Il database può impedire l'immissione di due 
record duplicati; per esempio può essere impedita l'immissione nel database di due 
clienti con lo stesso numero identificativo (campi chiave). L'insieme di regole che 
determinano l'integrità e la consistenza di una base di dati prendono il nome di Vincoli 
di integrità referenziale. A tale proposito un DBMS implementa transazioni10 che 
soddisfino le proprietà "ACID": 
• Atomicità: la transazione è indivisibile nella sua esecuzione e la sua esecuzione 
deve essere o totale o nulla, non sono ammesse esecuzioni intermedie; 
• Consistenza: il database deve trovarsi in uno stato consistente quando inizia e 
quando termina una transazione, ovvero non deve violare eventuali vincoli di 
                                                 
9 Kernel: il nucleo di un sistema operativo. 
10 Transazione: una sequenza di operazioni, che può concludersi con un successo o un insuccesso; in caso 
di successo, il risultato delle operazioni deve essere permanente, mentre in caso di insuccesso si deve 
tornare allo stato precedente all'inizio della transazione. 
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integrità, quindi non devono verificarsi contraddizioni (inconsistency) tra i dati 
archiviati nel DB; 
• Isolamento: ogni transazione deve essere eseguita in modo isolato e 
indipendente dalle altre, l'eventuale fallimento di una transazione non deve 
interferire con le altre in esecuzione; 
• Durabilità: detta anche persistenza, si riferisce al fatto che una volta che una 
transazione ha richiesto un commit work11, i cambiamenti apportati non 
dovranno essere persi. Per evitare che nel lasso di tempo fra il momento in cui la 
base di dati si impegna a scrivere le modifiche e quello in cui li scrive si 
verifichino perdite di dati dovuti a malfunzionamenti, vengono tenuti dei registri 
di log, dove sono annotate tutte le operazioni sul DB. 
I linguaggi di interrogazione del database mediante query (interrogazioni) e i generatori 
di report permettono agli utenti di interrogare in maniera interattiva il database e di 
analizzarne i dati. 
Quando si usa un DBMS i sistemi informativi possono essere adeguati molto facilmente 
al cambiamento delle richieste informative dell'organizzazione. Possono essere aggiunte 
al database nuove categorie di dati senza dover stravolgere il sistema esistente. 
Le organizzazioni possono usare un DBMS per gestire il normale processo quotidiano 
delle transazioni e in un secondo tempo spostare il dettaglio in un altro computer che 
usa un altro DBMS più adatto per gestire interrogazioni casuali e l'attività di analisi. Le 
decisioni globali circa l'architettura dei sistemi informativi, sono gestite dagli analisti 
del sistema e dagli amministratori dei dati. La progettazione di dettaglio del database è 
demandata agli amministratori del database stesso. 
I tre tipi di organizzazione più comuni sono il modello gerarchico, il modello reticolare 
e il modello relazionale: il modello dominante oggi è quello relazionale, normalmente 
utilizzato con il linguaggio di interrogazione SQL12.  
 Il modello relazionale consente al progettista di database di creare una rappresentazione 
consistente e logica dell'informazione. La consistenza viene ottenuta inserendo nel 
progetto del database gli appropriati vincoli, normalmente chiamati schema logico. La 
teoria comprende anche un processo di normalizzazione in base al quale viene 
selezionato tra le diverse alternative lo schema maggiormente "desiderabile". Il piano di 
                                                 
11 Commit: operazione per confermare una transazione. 
12 Sructured Query Language (SQL): linguaggio creato per l'accesso a informazioni memorizzate nei 
database. 
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accesso e altri dettagli operativi vengono gestiti dal motore del DBMS e non dovrebbero 
trovare spazio nello schema logico: questo è in contrasto con la pratica corrente in molti 
DBMS di ottenere miglioramenti delle prestazioni attraverso modifiche dello schema 
logico. La struttura base del modello relazionale è il dominio o tipo di dato, definito 
come l'insieme dei valori che può assumere un determinato attributo. Una tupla è un 
insieme non ordinato di valori degli attributi. Un attributo è una coppia ordinata di 
"nome di attributo" e "nome di tipo", mentre un valore di attributo è un valore specifico 
valido per quel tipo di dato. 
Una relazione consiste di una testata e di un corpo, dove la testata è un insieme di 
attributi e il corpo è un insieme di n tuple. La testata di una relazione è anche la testata 
di ciascuna delle sue tuple. La tabella è la rappresentazione grafica normalmente 
accettata per rappresentare la relazione. Il principio base del modello relazionale è che 
tutte le informazioni siano rappresentate da valori inseriti in relazioni (tabelle); un 
database relazionale è pertanto un insieme di relazioni contenenti valori e il risultato di 
qualunque interrogazione (o manipolazione,tramite query) dei dati può essere 
rappresentato anch'esso da relazioni (tabelle). Attributo è il termine usato nella teoria 
per ciò che normalmente si definisce come colonna. Allo stesso modo tabella è 
normalmente usato al posto del termine teorico relazione. La struttura di una tabella è 
specificata come una lista di colonne, ciascuna delle quali ha un nome univoco e un 
dominio, un insieme cioè di valori accettati. Un valore di attributo è il valore di una 
cella identificata da una specifica coppia “riga – colonna”, come ad esempio “Mario 
Rossi” o “2007”. Una tupla è praticamente la stessa cosa di una riga. Una relazione è la 
definizione di una tabella (cioè un insieme di colonne) insieme ai dati che vi 
compaiono. La definizione della tabella è la testata e i dati che vi appaiono sono il 
corpo, un insieme di righe. Il modello relazionale risponde al requisito dell'indipendenza 
dei dati e prevede una distinzione tra il livello fisico e il livello logico: questa sua 
capacità di astrazione lo ha reso uno standard per i DBMS. Infatti, ormai quasi sempre 
non si parla più di Database Management System ma di Relational Database 
Management System (RDBMS). 
Molti DBMS supportano le API dell'Open Database Connectivity (ODBC) o Java 
DataBase Connectivity (JDBC, lo standard per Java), che forniscono ai programmatori 
strumenti standardizzati per l'accesso ai database. 
I database server sono computer ottimizzati per ospitare i programmi che costituiscono 
il database reale e sui quali girano solo il DBMS e il software ad esso correlato. 
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Il DBMS (o più precisamente,il RDBMS) utilizzato in questo progetto è Informix della 
IBM: un RDBMS che realizza le caratteristiche descritte finora. 
 
3.3 Il middleware 
Con il termine middleware si intende un insieme di programmi informatici che fungono 
da intermediari tra diverse applicazioni. Sono spesso utilizzati come supporto per 
applicazioni distribuite complesse. Letteralmente software di mezzo, per middleware si 
intende il software che rende accessibile sul Web risorse hardware o soft che prima 
erano disponibili solo localmente o su reti non Internet. Con questo termine oggi si 
intendono una serie di strumenti come DBMS, server web, server applicativi, sistemi di 
gestione dei contenuti ed altri strumenti basati sul concetto di sviluppo e pubblicazione 
di applicazioni e contenuti. L’espandersi della rete globale di calcolatori rende 
necessario un programma in grado di assicurare il “dialogo” tra i differenti programmi, 
come per esempio i fogli di calcolo, i riproduttori musicali ed altri, e non per i vari 
Sistemi Operativi, suddivisi tra le varie postazioni di lavoro differenti. Un esempio 
tipico di utilizzo del middleware è il “gestore delle transazioni”, ovvero un componente 
che è interposto tra l'utente e il “gestore del database”, o l'applicazione in generale, o il 
sistema client/server. In queste situazioni, il middleware accelera il completamento 
delle richieste dell'utilizzatore, riducendo, raggruppandole, il numero delle richieste di 
collegamento al database, e rendendo ogni collegamento il più efficiente possibile. 
L'utilizzo di uno strato software aggiuntivo consente di ottenere un elevato livello di 
servizio per gli utenti, ed un elevato livello di astrazione per i programmatori. Inoltre, 
consente di facilitare la manutenzione, la stesura e l'integrazione di applicazioni. Tale 
ruolo è, per certi versi, un'evoluzione del ruolo del middleware, che in partenza era 
limitato a ricercare l'efficienza nel sistema. I middleware più importanti sono quelli in 
grado di far “parlare” i calcolatori, tramite protocolli, nella stessa “lingua” durante lo 
scambio di informazioni tra i componenti dei software. Uno di questi è il protocollo 
SOAP, di cui discuteremo in seguito.  
Un tipico utilizzo del middleware (sul quale si basa SOAP) è la chiamata di procedura 
remota. 
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Figura 3-1 - Esempio di middleware: la chiamata di procedura remota 
 
3.4 La chiamata di procedura remota (RPC) 
 
La chiamata di procedura remota (RPC, Remote Procedure Call) è l'attivazione di una 
"procedura" o subroutine da parte di un programma, nel caso in cui tale subroutine 
venga attivata su un computer diverso da quello sul quale il programma stesso viene 
eseguito. In altre parole, l'RPC consente a un programma di eseguire subroutine “a 
distanza” su computer “remoti” (accessibili però attraverso una rete). Essenziale al 
concetto di RPC è anche l'idea di trasparenza: la chiamata di procedura remota deve 
essere infatti eseguita in modo quanto più possibile analogo a quello della tradizionale 
chiamata di procedura “locale”; i dettagli della comunicazione su rete devono essere 
quindi “nascosti” (resi trasparenti) all'utilizzatore del meccanismo. Il paradigma RPC 
risulta particolarmente adatto per il calcolo distribuito13 basato sul modello client-
server; la “chiamata di procedura” corrisponde alla “richiesta” inviata dal “cliente”, e il 
“valore restituito” della procedura corrisponde alla “risposta” inviata dal “servente”. 
                                                 
13 Calcolo distribuito:  utilizzo di diversi calcolatori collegati in rete per risolvere problemi 
computazionali a larga scala. 
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Nella figura precedente, vi è un esempio di RPC: 
• Il client effettua la chiamata a livello applicativo, dopodichè sospende 
l’esecuzione in attesa del risultato di ritorno; 
• Passa i dati allo “stub” che “impacchetta” gli argomenti in un formato esterno 
convenzionale per poter essere tradotti da qualunque altro tipo di piattaforma 
(operazione di marshalling); 
• Il livello runtime prepara il pacchetto per poter essere spedito e effettua la send a 
livello di rete; 
• Il server riceve a livello runtime i dati ed effettua e li prepara per lo stub; 
• Lo stub effettua l’unmarshalling (trasformazione dei dati da formato 
convenzionale a formato locale); 
• Il livello di applicazione riceve la chiamata,effettua l’esecuzione locale del 
metodo e ne spedisce il risultato trasformandolo nello stesso modo in cui sono 
arrivati i dati; 
• Dopo lo stesso passaggio della chiamata tramite lo strato middleware, il client 
riceve il risultato e continua la sua esecuzione in locale. 
Un medesimo protocollo RPC può essere reso accessibile attraverso numerose API14 per 
diversi linguaggi di programmazione. Questo consente a un programma di richiamare 
“subroutine” di programmi remoti potenzialmente scritti in altri linguaggi di 
programmazione. Nella maggior parte dei casi, sistemi RPC di questo genere usano un 
linguaggio di descrizione di interfacce che consente una rappresentazione formale 
uniforme dei meccanismi di "subroutine" ("procedura", "funzione", "sottoprogramma", 
ecc.) forniti dai diversi linguaggi. 
Molti meccanismi moderni di RPC sottendono, in modo più o meno esplicito, l'idea che 
i programmi interagenti siano object-oriented. In tal caso si parla anche, più 
propriamente, di “invocazione remota di metodi”. L'invocazione remota di metodi è uno 
dei servizi forniti dal linguaggio Java, e in particolare da un suo componente noto come 
RMI (Remote Method Invocation). Recentemente, molti produttori hanno creato 
tecnologie simili all'RPC classica usando XML come linguaggio per la descrizione 
dell’interfaccia e HTTP come protocollo di rete. Questo sistema è il protocollo XML-
RPC: utilizza lo standard XML per codificare la richiesta che viene trasportata mediante 
                                                 
14 Application Programming Interface (Interfaccia di Programmazione di un'Applicazione): ved. 
paragrafo. 
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il protocollo HTTP. Nonostante la sua semplicità permette di trasmettere strutture dati 
complesse, chiederne l'esecuzione ed avere indietro il risultato. XML-RPC è alla base 
dei web services. 
 
3.5 La piattaforma J2EE (Java 2 Enterprise 
Edition) 
 
L’applicazione si basa maggiormente sulla tecnologia Java15. Con il termine J2EE si 
identifica la versione enterprise della piattaforma. Essa è costituita da un insieme di 
specifiche che definiscono le caratteristiche e le interfacce di un insieme di tecnologie 
pensate per la realizzazione di applicazioni di tipo enterprise. Tradotto in italiano, il 
termine enterprise vuol dire "impresa", "azienda", quindi potremmo dire che la 
tecnologia J2EE viene incontro alle esigenze aziendali, alla progettazione ed allo 
sviluppo di applicazioni che debbono rispondere a criteri di affidabilità e robustezza in 
un contesto distribuito. La tecnologia J2EE può facilitare la creazione di modelli B2B16 
e B2C17 e quindi permettere all'azienda lo sviluppo di nuovi servizi. Infatti, attraverso il 
modello di sviluppo proposto, rende facile l'accesso ai dati e la sua rappresentazione in 
diverse forme (un browser web, un’applet, un dispositivo mobile, un sistema esterno, 
ecc). Dal punto di vista tecnologico tutto ciò è realizzato con una struttura a livelli, dove 
ogni livello implementa uno specifico servizio caratterizzato da specifiche componenti, 
a partire dal quale può essere implementato il processo aziendale, curando quindi la sua 
evoluzione senza preoccuparsi delle operazioni di base. In pratica J2EE è un 
raccoglitore di tecnologie che facilitano lo sviluppo di software web based distribuito.  
Nel nostro caso, il livello di interesse è il livello Web. Una applicazione web è un 
insieme di componenti del livello Web, classi di utilità (lato client e server), contenuti 
statici e informazioni di configurazione che costituiscono una singola unità funzionale. 
L’ambiente di supporto a runtime dell’applicazione è il container. Un file Web 
Application Archive (.war) contiene tutte le classi e le risorse per una applicazione web, 
insieme ad un file “descrittore di deployment” che serve per configurare l’applicazione. 
                                                 
15 http://java.sun.com/  
16 Business to Business: riguarda le attività di commercio tra due aziende. 
17 Business to Consumer: riguarda le attività di commercio tra l’azienda e il cliente finale. 
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Le specifiche J2EE definisco quattro tipi di componenti per questo livello: 
- Servlet Java 
- Pagine JSP 
- Filtri Web 
- Event Listener Web 
che vengono eseguite all’interno del container. Sono frequentemente utilizzate per 
generare dinamicamente le pagine HTML che costituiscono l’interfaccia GUI 
dell’applicazione nel lato client, oppure per generare qualsiasi tipo di documento. 
Un Servlet Java è un’istanza di classe Java, basata su una Application Programming 
Interface e un framework specifico, che estende le funzionalità di un server. Un Servlet 
è mappato ad una URL corrispondente e il ciclo di vita dell’istanza è gestita dal 
container. L’URL è l’indirizzo al quale un client invia richieste http. Oltre a gestire il 
ciclo di vita, il container effettua altre operazioni: gestisce le richieste di servizio e le 
invia ai rispettivi applicativi mappati, provvede a realizzare interfacce standard come lo 
stato della sessione e le informazioni riguardanti la richiesta corrente. 
Un Servlet che estende la classe HttpServlet, gestisce richieste di tipo http e ha bisogno 
al suo interno dell’implementazione dei metodi doGet  e doPost per stabilire cosa fare 
quando viene richiesta quell’URL  tramite i metodi HTTP GET e POST. 
Un’altra componente importante per il nostro caso è l’Event Listener Web: sono classi 
Java che implementano una o più interfacce EventListener in modo da poter ricevere la 
notificazione di particolari tipi di eventi. Ad esempio, per realizzare una classe che 
effettui la notifica di eventi relativi allo startup/shutdown dell’applicazione web, si può 
definire una classe che implementi l’interfaccia di programmazione 
ServletContextListener, quindi implementare i due metodi contextInitialized e 
contextDestroyed. 
Per fare in modo che venga attivata una applicazione web, deve essere effettuato il 
deploy all’interno di un server che sia compatibile con le specifiche J2ee. 
Per il deploy del client e del proxy SIRIA sono stati usati due differenti server: 
• Apache Tomcat (o semplicemente Tomcat): è un web container open source 
sviluppato dalla Apache Software Foundation. Implementa le specifiche del 
livello J2EE prima descritto fornendo quindi una piattaforma per l'esecuzione di 
applicazioni Web sviluppate nel linguaggio Java. 
Realizzazione di un Proxy e di un Client applicativo per il Sistema Informativo Regionale Infanzia e Adolescenza 
Marco Luly 31
• Sun Java System Application Server (anche Sun One Application Server): è 
un application server sviluppato dalla Sun che contiene tutti i livelli per la 
progettazione di un’applicazione “multi-tier” delle specifiche J2EE. 
3.6 I Web Service 
 
Secondo la definizione data dal World Wide Web Consortium (W3C) un Web Service 
(servizio web) è un sistema software progettato per supportare l'interoperabilità tra 
diversi elaboratori su di una medesima rete. Caratteristica fondamentale di un Web 
Service è quella di offrire un'interfaccia software (descritta in un formato 
automaticamente elaborabile quale, ad esempio, il Web Services Description Language) 
utilizzando la quale altri sistemi possono interagire con il Web Service stesso attivando 
le operazioni descritte nell'interfaccia tramite appositi “messaggi” inclusi in una “busta” 
SOAP. Tali messaggi sono, solitamente, trasportati tramite il protocollo HTTP18 e 
formattati secondo lo standard XML. Proprio grazie all'utilizzo di standard basati su 
XML, tramite un'architettura basata sui Web Service19, applicazioni software, scritte in 
diversi linguaggi di programmazione e implementate su diverse piattaforme hardware, 
possono essere utilizzate tramite le interfacce che queste applicazioni “espongono” 
pubblicamente. Inoltre, mediante l'utilizzo delle funzioni che sono in grado di effettuare 
(i “servizi” che mettono a disposizione), possono essere utilizzate per lo scambio di 
informazioni e l'effettuazione di operazioni complesse sia su reti aziendali come anche 
su internet. La possibilità dell'interoperabilità fra diversi software e diverse piattaforme 
hardware (come Windows e Linux) è resa possibile dall'uso di standard “aperti”. Il 
consorzio OASIS (Organization for the Advancement of Structured Information 
Standards) ed il W3C sono i principali responsabili dell'architettura e della 
standardizzazione dei Web Service.  Focalizzando l’attenzione sul concetto di servizio è 
ovvio immaginare, anche alla luce di quanto detto finora, come gli attori in causa siano 
necessariamente il fornitore e il richiedente. Questo tipo di paradigma è il medesimo 
che si riscontra nella tipica interazione di tipo client-server. Attraverso la SOA questa 
interazione viene arricchita con un ulteriore attore detto Service Directory o Service 
                                                 
18 Hyper Text Transfer Protcol (HTTP): è il protocollo usato nel web per la trasmissione di informazioni. 
19 La Service oriented Architecture (SOA) 
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Broker che, come mostrato in figura, si inserisce all’interno della comunicazione tra 
fornitore e fruitore del servizio. 
 
Figura 3-2 - Attori e comunicazione di un web service 
Di seguito,viene riportata una descrizione approfondita del ruolo di ognuno dei tre attori 
coinvolti nella SOA: 
 
Service Provider 
Chi realizza e mette a disposizione un servizio. Tramite l’operazione di publish il 
servizio viene “pubblicizzato”, in quanto le caratteristiche del servizio realizzato 
vengono memorizzate all’interno di un registry accessibile pubblicamente. Il Service 
Provider rimane, quindi, in attesa che un utente richieda tale servizio. 
 
Service Directory o Service Broker 
Questo componente si occupa della gestione del registry, permettendo, a chi ha 
necessità, di ricercare un servizio sulla base delle caratteristiche con le quali è stato 
definito e memorizzato. Naturalmente, il Service Directory può seguire politiche di 
controllo degli accessi sulle  interrogazioni, in modo da limitare la visibilità sui servizi 
inseriti. 
 
Service Requestor 
Rappresenta un potenziale utente che richiede un servizio. A tale scopo, tramite la 
primitiva di find  l’utente interagisce con il Service Directory per ottenere il servizio più 
adatto ai propri obiettivi. Una volta individuato si collega al Service Provider 
corrispondente (bind) e inizia a fruire del particolare servizio (use). 
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La SOA definisce, quindi, “chi fa che cosa” all’interno di una serie di interazioni nelle 
quali il servizio ricopre il ruolo principale. Da notare che i tre attori interessati possono 
essere distribuiti sul territorio e possono utilizzare piattaforme tecnologiche differenti, 
con l’unico vincolo di dover utilizzare tutti un canale trasmissivo comune. Quest’ultimo 
risulta essere un parametro dell’architettura. Ne risulta che l’approccio adottato dalle 
SOA ha il vantaggio di potersi integrare con diversi ambienti quali la telefonia mobile, 
il Web, o paradossalmente anche la posta ordinaria, permettendo in tal modo di 
realizzare applicazioni multi-canale (fruibili attraverso diversi dispositivi). Partendo da 
questa considerazione si può dire che un’architettura per e-Service è un’istanza di una 
SOA dove il mezzo di comunicazione è di tipo elettronico, mentre un’architettura per 
Web Service è un’istanza di una SOA dove il mezzo di comunicazione considerato è il 
Web. Nella figura precedente viene mostrato anche il ruolo di SOAP, WSDL e UDDI, 
ovvero le tecnologie fondamentali che vanno a coprire,insieme ad HTTP, le quattro aree 
della pila protocollare dei Web Service: 
• Trasporto del servizio: responsabile per il trasporto dei messaggi tra le 
applicazioni in rete, (HTTP). 
• XML Messaging: tutti i dati scambiati sono formattati mediante “tag” XML in 
modo che gli stessi possano essere utilizzati ad entrambi i capi delle 
connessioni(SOAP). 
• Descrizione del servizio: l'interfaccia pubblica di un Web Service (descritta 
tramite WSDL). 
• Elencazione dei servizi: la centralizzazione della descrizione e della 
localizzazione dei Web Service in un “registro” comune permette la ricerca ed il 
reperimento in maniera veloce dei Web Service disponibili in rete (Universal 
Description Discovery and Integration:UDDI). 
Attualmente, per alcune di queste aree come il trasporto o l’XML Messaging possono 
essere usati protocolli diversi da quelli utilizzati in questo esempio. 
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3.7 Il Simple Object Access Protocol (SOAP) 
 
SOAP è un protocollo, basato su XML e HTTP, in grado di fare interagire componenti 
remoti attraverso il Web. Nonostante uno dei primi scopi di SOAP sia stato quello di 
supportare il RPC (Remote Procedure Call) sul Web, questo protocollo è stato studiato 
anche per avere usi che possono comprendere un’interazione di tipo asincrono, basata 
quindi su messaggi. In SOAP la specifica delle chiamate viene descritta in XML, 
mentre l’HTTP è il protocollo di trasporto su cui poggia. Questa ultima caratteristica 
pone SOAP in una posizione privilegiata rispetto ad altri meccanismi di chiamata 
presenti in standard di computazione distribuita quale COM+, Java RMI e CORBA, in 
quanto questi ultimi mostrano dei limiti nell’uso del Web durante la comunicazione. 
Questo perché i loro messaggi vengono spesso bloccati dai firewall. Laddove le 
richieste HTTP possono solitamente “attraversare” i firewall, i programmi che 
utilizzano SOAP possono essere sicuri di comunicare con qualunque service provider 
remoto. HTTP e XML risolvono già il problema della comunicazione tra programmi 
che girano in differenti sistemi operativi nella rete. SOAP specifica esattamente come 
codificare un header HTTP e un file XML così che un programma in un calcolatore 
possa richiamare un programma in un altro calcolatore e passargli le informazioni. 
Specifica anche il tipo di risposta che restituisce il programma chiamato. 
 
Figura 3-3 - Struttura di un mesaggio SOAP 
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Vediamo come (rispetto all’esempio usato nel paragrafo riguardante XML) un service 
requestor chiede, tramite messaggio SOAP, il servizio getUtente, passando per 
parametro il cognome dell’utente (per semplicità,l’header non viene inserito 
nell’esempio): 
 
La risposta a questa chiamata potrebbe essere di questo tipo: 
 
Il risultato contiene tutti i dati dell’elemento utente visto nell’esempio precedente, sta al 
service requestor tradurre opportunamente la risposta nell’ambiente applicativo locale. 
 
3.8 Il Web Service Descriptor Language 
(WSDL) 
 
Il Web Services Description Language (WSDL) è un linguaggio formale in formato 
XML utilizzato per la creazione di "documenti" per i Web Service. 
Mediante WSDL può essere descritta l'interfaccia pubblica di un Web Service ovvero 
creata una descrizione, basata su XML, di come interagire con un determinato servizio. 
Un “documento” WSDL contiene infatti, relativamente al Web Service descritto, 
informazioni su: 
<soap:Envelope 
xmlns:soap="http://schemas.xmlsoap.org/soap/envelope/"> 
  <soap:Body> 
    <getUtenteResponse xmlns="http://www.esempio.com/ws"> 
      <getUtenteResult> 
        <utenteSesso>F</utenteSesso> 
        <utenteNome>Francesca</utenteNome> 
        <utenteCognome>Rossi</utenteCognome> 
        <utenteIndirizzo>Roma</utenteIndirizzo> 
      </get UtenteResult> 
    </getUtenteResponse> 
  </soap:Body> 
</soap:Envelope> 
<soap:Envelope 
xmlns:soap="http://schemas.xmlsoap.org/soap/envelope/"> 
  <soap:Body> 
    <getUtente xmlns="http://www.eesempio.com/ws"> 
      <cognome>Rossi</cognome> 
    </getUtente> 
  </soap:Body> 
</soap:Envelope> 
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• cosa può essere utilizzato (le “operazioni” messe a disposizione dal servizio); 
• come utilizzarlo (il protocollo di comunicazione da utilizzare per accedere al 
servizio, il formato dei messaggi accettati in input e restituiti in output dal 
servizio ed i dati correlati) ovvero i “vincoli” (bindings) del servizio; 
• dove utilizzare il servizio (cosiddetto endpoint del servizio che solitamente 
corrisponde all'indirizzo - in formato URI - che rende disponibile il Web 
Service) 
Le operazioni supportate dal Web Service ed i messaggi che è possibile scambiare con 
lo stesso sono descritti in maniera astratta, quindi collegati ad uno specifico protocollo 
di rete e ad uno specifico formato. 
 
3.9 L’Universal Description Discovery and 
Integration (UDDI) 
 
L'UDDI è un registry (ovvero una base dati ordinata ed indicizzata), basato su XML e 
anch’esso indipendente dalla piattaforma hardware, che permette alle aziende la 
pubblicazione dei propri dati e dei servizi offerti su internet. Un'iniziativa "open" 
sviluppata tra il 1999 ed il 2000 e sponsorizzata dall'Organization for the Advancement 
of Structured Information Standards, permette quindi la scoperta e l'interrogazione dei 
servizi offerti sul web, delle aziende che li offrono e della maniera per usufruirne. 
Una "registrazione" UDDI consiste, infatti, di tre diverse componenti: 
• Pagine bianche (White Pages): indirizzo, contatti (dell'azienda che offre uno o 
più servizi) e identificativi; 
• Pagine gialle (Yellow Pages): categorizzazione dei servizi basata su tassonomie 
standardizzate; 
• Pagine verdi (Green Pages): informazioni (tecniche) dei servizi fornite 
dall'azienda. 
 
L'UDDI è progettato per essere interrogato da messaggi in SOAP e per fornire il 
collegamento ai documenti WSDL, i quali descrivono i vincoli protocollari ed i formati 
dei messaggi necessari per l'interazione con i Web Service elencati nella propria 
directory. 
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3.10 Il certificato digitale 
Un certificato digitale è un documento elettronico che associa l'identità di una persona 
ad una chiave pubblica20. Viene emesso da un’autorità di certificazione riconosciuta 
secondo standard internazionali e viene firmato con la chiave privata dell'autorità. Gli 
enti che fanno da autorità devono sottostare a regole rigidissime per quanto riguarda la 
gestione dei dati personali, pertanto si possono considerare affidabili. I certificati 
garantiscono la tutela delle informazioni personali su Internet e consentono di 
proteggere il sistema da programmi software non sicuri. Un certificato è un attestato che 
consente di verificare l'identità di una persona o la protezione di un sito Web.Uno 
standard internazionale è X.509.  
X.509 è uno standard per le infrastrutture a chiave pubblica (PKI). Definisce, fra le altre 
cose, formati standard per i certificati a chiave pubblica ed un certification path 
validation algorithm. Nel sistema X.509, una Certification Authority (CA) rilascia un 
certificato che accoppia una chiave pubblica ad un Nome Distintivo (Distinguished 
Name) seguendo la tradizione del X.500, oppure ad un Nome Alternativo (Alternative 
Name) come potrebbe essere un indirizzo e-mail o un record DNS. Un root certificate 
fidato di un'azienda può essere distribuito a tutti i dipendenti, per consentirgli di 
utilizzare la PKI aziendale. Browser come Internet Explorer, Netscape/Mozilla ed Opera 
vengono distribuiti con alcuni root certificate preinstallati, rendendo possibile il 
funzionamento dei certificati SSL di alcuni grossi distributori paganti il servizio. In 
pratica chi sviluppa il browser determina quali CA sono terze parti fidate. 
 La struttura di un certificato digitale X.509 è la seguente: 
• Certificato  
o Versione 
o Numero seriale 
o ID dell'algoritmo 
o Ente emettitore 
o Validità  
? Non prima 
? Non dopo 
                                                 
20 Chiave pubblica/privata: strumenti facenti parte della crittografia asimmetrica. E’un tipo di crittografia 
dove ad ogni attore coinvolto è associata una coppia di chiavi: la chiave privata è personale e segreta, 
viene utilizzata per decodificare un documento criptato; la chiave pubblica, che deve essere distribuita, 
serve a criptare un documento destinato alla persona che possiede la relativa chiave privata.  
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o Soggetto 
o Informazioni sulla chiave pubblica del soggetto  
? Algoritmo per l'utilizzo della chiave pubblica 
? Chiave pubblica 
o Codice identificativo univoco dell'emittente (facoltativo) 
o Codice identificativo univoco del soggetto (facoltativo) 
o Estensioni (facoltativo)  
? ... 
• Algoritmo di firma del certificato 
• Firma del certificato 
Di seguito vengono elencate le diverse entità all’interno dello standard X.509: 
• Certification Autority: emette certificati, genera CRL, genera la coppia chiave 
Pb e Pr, conferma che ogni utente che richiede l’emissione del proprio 
certificato sia in possesso della corrispondente chiave privata, verifica l’unicità 
della chiave Pb. 
• Local Registration Authorities: alcune CA richiedono la presenza fisica 
dell’utente finale e quindi una LRA gioca il ruolo di intermediario, risolvendo 
questa necessità. 
• Root Authority: è l’autorità che è in carica per approvare la politica di 
certificazione globale. Usata solitamente per certificare altre CA, non utenti. 
• Policy certification Authority: permette di creare,per alcuni gruppi di utenti, 
estensioni di politiche di certificazione stabilite originalmente. 
• L’utente finale: genera e verifica documenti firmati. 
 
3.11 Le classi JavaBean 
 
Le JavaBean sono classi scritte in linguaggio di programmazione Java. Esse devono 
essere conformi ad un set di design pattern che le rendono più semplici da utilizzare con 
tool di sviluppo e altri componenti. Per poter essere una JavaBean la classe deve essere 
pubblica, e avere un costruttore senza argomenti. 
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Le JavaBean rendono accessibili i membri privati  ( le proprietà ) rendendo disponibili 
metodi pubblici che seguono un preciso design pattern21. Sapendo che le proprietà 
seguono questo modello, altre classi Java possono usare l’“introspezione” per leggere e 
manipolare le istaneze di JavaBean. 
Al fine di funzionare come una classe JavaBean, una classe oggetto deve obbedire a 
certe convenzioni in merito ai metodi per i nomi, per i costrutti, per il comportamento. 
Queste convenzioni rendono possibile avere tool che possono usare, riusare, sostituire e 
connettere JavaBean. 
Il design pattern di una classe JavaBean consente l’accesso allo stato interno del bean 
tramite due tipi di metodi: accessori ( per la lettura ); mutatori ( per la scrittura ). I 
mutatori sono sempre realizzati con la parola “set” scritta in minuscolo, seguito dal 
nome della proprietà. La prima lettera del nome deve essere maiuscola. Il valore di 
ritorno è sempre vuoto poiché i mutatori cambiano i valori delle proprietà, non devono 
restituirli.  Il mutatore di una semplice proprietà prende solo un parametro come 
argomento, che può essere di qualunque tipo. Ad esempio, potremmo avere una 
JavaBean corrispondente al file xml visto nel paragrafo precedente: 
 
                                                 
21 Modello da applicare per la progettazione e lo sviluppo di un software 
package it.tdgroup; 
 
 
public class Utente{ 
 private String nome; 
 private String cognome; 
 private String sesso; 
 
 public void setNome(String nome){ 
  this.nome=nome; 
 } 
 public String getNome(){ 
  return nome; 
 } 
 public void setCognome(String cognome){ 
  this.cognome=cognome; 
 } 
 public String getCognome(){ 
  return cognome; 
 } 
 public void setSesso(String sesso){ 
  this.sesso=sesso; 
 } 
 public String getSesso(){ 
  return sesso; 
 } 
} 
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Come nell’esempio, la proprietà cognome ha come mutatore il metodo setCognome e 
analogamente il metodo setNome. 
Un simile design pattern viene utilizzato per i metodi accessori. Il prefisso del metodo 
stavolta è get, seguito da il nome della proprietà con la prima lettera maiuscola. Il valore 
di ritorno corrisponde con quello presente nell’argomento del mutatore di questa 
proprietà. I metodi accessori non accettano alcun tipo di parametro come argomento. 
Spesso, i metodi accessori vengono chiamati getters e i mutatori setters. Nell’esempio 
precedente, getCognome  è il metodo accessorio per la proprietà cognome. Se il metodo 
deve restituire un valore logico, c’è una variante nel pattern. Invece di usare il prefisso 
get, per una proprietà logica si può usare il prefisso is, sempre seguito dal nome con la 
prima lettera maiuscola. 
Il metodo convenzionale nello scrivere i metodi gioca un ruolo importante con le 
JavaBeans. Altri componenti software (API) sono capaci di utilizzarle per poter 
accedere alle proprietà, cercando i metodi getters e setters. La Sun ha introdotto i 
JavaBeans per lavorare con componenti GUI22 ma al momento vengono usati per ogni 
aspetto dello sviluppo Java, anche nelle applicazioni web. 
 
3.12 Le Application Programming Interface 
(API) 
 
Descriviamo ora le Application Programming Interface della tecnologia Java utilizzate 
in questo progetto e fondamentali per la sua realizzazione. Le API (Interfaccia di 
Programmazione di un'Applicazione), sono ogni insieme di procedure a disposizione del 
programmatore, di solito raggruppate a formare un set di strumenti specifici per un 
determinato compito. È un metodo per ottenere un'astrazione, di solito tra l'hardware e il 
programmatore, o tra software a basso ed alto livello. Le API permettono di evitare ai 
programmatori di scrivere tutte le funzioni dal nulla. Le API stesse sono un'astrazione: 
il software che fornisce una certa API è detto implementazione dell'API. Per esempio, si 
può pensare ad un'applicazione che scriva le parole “Hello World” su uno schermo con 
vari livelli di astrazione: 
                                                 
22 Graphic User Interface (GUI): l’interfaccia grafica di un programma. 
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• Scrivere tutto ex novo: 
1. Disegnare su un foglio le forme delle lettere H, e, l, l, o, W, o, r, l, d. 
2. Preparare una matrice di quadrati bianchi e neri avente la forma di ognuna 
delle lettere 
3. Ideare un modo per programmare la CPU in modo che ponga questa matrice 
nel frame buffer della scheda video. 
4. Predisporre la scheda video per generare il segnale corretto a partire dal 
contenuto frame buffer. 
• Utilizzare un sistema operativo per effettuare parte del compito: 
1. Caricare in memoria una struttura dati chiamata "font" fornita dal sistema 
operativo. 
2. Far visualizzare al sistema operativo una finestra vuota. 
3. Far disegnare al sistema operativo il testo "Hello World" sulla finestra 
utilizzando il font caricato. 
• Utilizzare un'applicazione (che a sua volta utilizza il sistema operativo) per tutto 
il lavoro: 
1. Scrivere un documento HTML contenente le parole "Hello World". 
2. Aprire il documento con un web browser. 
 
Ovviamente, l'approccio del primo livello richiede molti passaggi ed ognuno di questi è 
molto più complesso di quelli dei livelli successivi. Altro svantaggio del primo 
approccio è la scarsa praticità nell’utilizzarlo nel caso in cui sia necessario visualizzare 
una certa quantità di informazioni sullo schermo. Col secondo approccio l'operazione è 
molto più semplice e nel terzo è sufficiente scrivere “Hello World”. In genere utilizzare 
API di livello più alto di solito comporta una certa perdita di flessibilità. Per esempio, 
potrebbe essere molto difficile a livello di web browser ruotare attorno ad un punto un 
testo con i bordi lampeggianti, mentre questo compito potrebbe essere svolto in modo 
semplice ad un livello più basso. Questa differenza è un tipico esempio di compromesso 
che si può incontrare utilizzando un'API. 
 
Le API sono essenziali per i computer come gli standard elettrici lo sono per una casa. 
Chiunque può inserire la spina del tostapane nella presa a muro della sua casa o dal 
vicino perché entrambe le case sono conformi ad uno standard. Se non ci fosse una 
interfaccia standard, occorrerebbe avere una centrale elettrica per fare un toast. Niente 
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vieta che esistano più tipi di interfacce diverse, per esempio un tostapane europeo non 
può funzionare negli Stati Uniti senza un trasformatore. Analogamente, un programma 
scritto per Microsoft Windows non può essere eseguito direttamente su un sistema 
UNIX senza un API adapter ( ad esempio WINE ). Esistono vari design model per le 
API. Le interfacce intese per la massima velocità di esecuzione spesso consistono in una 
serie di funzioni, procedure, variabili e strutture dati. Una buona API fornisce una 
“scatola nera” o un livello di astrazione che evita al programmatore di sapere come 
funzionino le API ad un livello più basso. Questo permette di riprogettare o migliorare 
le funzioni all'interno dell'API senza cambiare il codice che si affida ad essa. 
In seguito vengono presentate le più importanti API utilizzate per la realizzazione di 
questa applicazione. 
 
3.12.1 Apache Log4j 
 
All’interno di un’applicazione il log è un file sequenziale sempre aperto in scrittura, che 
viene chiuso e conservato a cadenze regolari e reso disponibile per: 
• analisi delle segnalazioni di errore; 
• produzione di statistiche di esercizio, come ad esempio quelle del traffico nei 
servizi web; 
• ripristino di situazioni precedenti; 
• analisi delle modifiche fatte nella base dati; 
• analisi delle operazioni fatte e dei responsabili di tali operazioni; 
Il log può anche essere un segmento di base dati con accesso diretto mediante chiave 
cronologica (timestamp), ma il suo utilizzo come registro cronologico non cambia. 
Tramite l’API Apache log4j  è possibile abilitare le attività di log a runtime senza 
modificare l’applicazione. Il comportamento di “logging” può essere controllato 
realizzando un file xml di configurazione. Di seguito vediamo un esempio di questo file. 
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I primi due elementi di tipo appender servono per configurare il tipo di log che si vuole 
creare. Ad esempio: il primo appender, di nome LogAppender, stabilisce che ne verrà 
creato uno giornalmente ( lo stabilisce l’attributo class ), il file sarà nella cartella logs e 
si chiemerà Logs.log ( il parametro con name=“File” ). Ogni nuovo giorno, il log del 
giorno precedente verrà chiuso e verrà appesa al nome del log la data del giorno di 
<?xml version="1.0" encoding="UTF-8" ?> 
<!DOCTYPE log4j:configuration SYSTEM "log4j.dtd"> 
<log4j:configuration> 
 <appender name="LogAppender" class="org.apache.log4j.DailyRollingFileAppender"> 
  <param name="File" value="/logs/Log.log" /> 
  <param name="Append" value="true" /> 
  <param name="DatePattern" value=".yyyy-MM-dd" /> 
  <layout class="org.apache.log4j.PatternLayout"> 
  <param name="ConversionPattern" value="%d %-30.30C{1} %5p | %m%n" /> 
  </layout> 
  <filter class="org.apache.log4j.varia.LevelRangeFilter"> 
  <param name="LevelMin" value="INFO" /> 
  </filter> 
 </appender> 
<appender name="SchedulerAppender" class="org.apache.log4j.DailyRollingFileAppender"> 
 <param name="File" value="/logs/Scheduler.log" /> 
  <param name="Append" value="true" /> 
  <param name="DatePattern" value=".yyyy-MM-dd" /> 
  <layout class="org.apache.log4j.PatternLayout"> 
  <param name="ConversionPattern" value="%d %-30.30C{1} %5p | %m%n" /> 
  </layout> 
  <filter class="org.apache.log4j.varia.LevelRangeFilter"> 
   <param name="LevelMin" value="DEBUG" />    
  </filter> 
 </appender> 
 <category name="it.tdgroup" additivity="false"> 
  <priority value="info" /> 
  <appender-ref ref="LogAppender" /> 
 </category> 
 <category name="it.tdgroup.scheduler.Scheduler" additivity="false"> 
  <priority value="info" /> 
  <appender-ref ref="SchedulerAppender" /> 
 </category> 
</log4j:configuration> 
Realizzazione di un Proxy e di un Client applicativo per il Sistema Informativo Regionale Infanzia e Adolescenza 
Marco Luly 44
riferimento ( questa impostazione si basa sui param ConversionPattern,datePattern e il 
tag layout ) . Esiste un ordine di importanza dei tipi di messaggio che possono essre 
scritti all’interno di un log: si parte dal minimo debug, poi info, warning e per finire col 
più importante error. L’elemento filter all’interno dell’appender stabilisce il livello 
minimo di tipo di messaggio che può essere scritto all’interno del file. Ad esempio, se a 
una classe verrà legato l’appender LogAppender e questa classe vorrà scrivere messaggi 
di tipo DEBUG, essa non potrà poiché il livello minimo è impostato a INFO. 
Analogamente viene settato un altro tipo di appender con nome SchedulerAppender. 
Questo è molto simile al precedente tranne nel tipo di file di log dove si scrive e nel 
livello minimo di messaggi. 
Gli elementi category sono utilizzati per legare classi o package ad alcuni degli 
appender prima dichiarati. Ad esempio tutte le classi nel package it.tdgroup vengono 
legate all’appender LogAppender. Il secondo category ridefinisce il tipo di appender per 
una sola classe all’interno del package precedente, cambiandolo da LogAppender a 
SchedulerAppender. 
 
3.12.2 Le API SOAP 
 
La libreria Java contenente le API SOAP consente un utilizzo del protocollo pressoché 
trasparente al programmatore e orientato agli oggetti. Ad un oggetto di tipo Call, si può 
settare il nome del metodo da invocare, l’URI del Web Service, gli argomenti del 
metodo, etc… e ricevere un oggetto che è il risultato di ritorno della chiamata di 
procedura remota. In questo modo, si hanno tutte le proprietà e i vantaggi di SOAP 
senza dover scrivere il vero e proprio documento XML. 
Oltre ad avere tutto ciò che serve per la tecnologia lato client, l’API SOAP Java 
contiene anche la tecnologia lato server. Essa ha al suo interno una servlet capace di: 
poter effettuare il deploy di un web service, ricevere richieste SOAP e rispondere alle 
chiamate di procedura remota. Questo tipo di servlet consente la realizzazione di un 
SOAP-RPC router. 
Ad esempio, supponiamo di voler realizzare un server che accetti chiamate di procedura 
remota per il Web Service visto nel paragrafo precedente riguardante SOAP. In un 
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qualsiasi application server23 si può effettuare il deploy di una web application 
contenente il SOAP-RPC router e una classe che implementi il metodo getUtente. Una 
volta effettuato, bisogna realizzare un descrittore di deploy per il Web Service: 
 
Con una semplice riga di comando24, passiamo il file ad una classe e il Web Service è 
pronto ad accettare richieste sul SOAP-RPC router: 
 
java org.apache.soap.server.ServiceManagerClient http://localhost/soap/servlet/rpcrouter deploy 
GetUtente.xml25 
 
A questo punto il SOAP-RPC router leggerà il metodo della classe e sarà pronto per 
ricevere richieste di quel tipo e per restituire il rispettivo oggetto di ritorno.  
Per il client, come detto prima, la chiamata è molto semplice. Basta settare l’oggetto 
Call con i giusti parametri ed effettuare la chiamata. Vediamo un esempio26: 
                                                 
23 Va bene anche un servlet engine come Apache Tomcat. 
24 Prima di lanciare la riga di comando bisogna settare il classpath di modo che abbia le librerie necessarie 
per il deploy del Web Service. 
25 Ipotizzando che sia stato effettuato deploy del SOAP-RPC router sulla macchina locale, sulla porta 80 e 
la servlet che risponde nel contesto dell’application server: /soap/servlet/rpcrouter. Si ipotizza che il file 
descrittore di deploy si chiami GetUtente.xml 
26 Il tipo di esempio è stato realizzato in modo che client e server girino sullo stesso calcolatore. 
<?xml version="1.0" encoding="UTF-8"?> 
<isd:service xmlns:isd="http://xml.apache.org/xml-soap/deployment" 
    id="uri:getUtente"> 
        <isd:provider type="java" scope="Application" methods="getUtente"> 
            <isd:java class="it.tdgroup.ClassGetUtente"/> 
        </isd:provider> 
    <isd:faultListener>org.apache.soap.server.DOMFaultListener</isd:faultListener> 
</isd:service> 
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Nell’oggetto result di tipo Parameter ci sarà il risultato della chiamata,se tutto è andato a 
buon fine. 
 
3.12.3 Hibernate 
 
Hibernate è una piattaforma middleware open source per lo sviluppo di applicazioni 
Java che fornisce un servizio di Object-relational mapping (ORM), ovvero che gestisce 
la rappresentazione e il mantenimento su database relazionale di un sistema di oggetti 
Java. Lo scopo principale di Hibernate è quello di fornire un mapping delle classi Java 
in tabelle di un database relazionale. Sulla base di questo mapping, Hibernate gestisce il 
salvataggio degli oggetti di tali classi su database. Si occupa inoltre del reperimento 
degli oggetti da database, producendo ed eseguendo automaticamente le query SQL 
package it.tdgroup; 
 
import java.io.*; 
import java.net.*; 
import java.util.*; 
import org.apache.soap.*; 
import org.apache.soap.rpc.*; 
 
public class SOAPClient { 
 
  public static void main(String[] args) throws Exception { 
    URL url = new URL ("http://localhost/soap/servlet/rpcrouter"); 
    Call call = new Call(); 
    call.setTargetObjectURI("uri:getUtente"); 
    call.setMethodName("getUtente"); 
    call.setEncodingStyleURI(Constants.NS_URI_SOAP_ENC); 
    Vector params = new Vector(); 
    String cognome=”Rossi”; 
    call.setParams (params); 
    Response resp = call.invoke(url, "" ); 
    if ( resp.generatedFault() ) { 
      Fault fault = resp.getFault (); 
      System.out.println("Chiamata fallita: "); 
      System.out.println("Codice errore   = " + fault.getFaultCode()); 
      System.out.println("Messaggio = " + fault.getFaultString()); 
    } 
    else { 
      Parameter result = resp.getReturnValue(); 
      System.out.println(result.getValue()); 
/* 
 ...  
*/ 
    } 
  } 
} 
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necessarie al recupero delle informazioni e la successiva reistanziazione dell'oggetto 
precedentemente “ibernato” (mappato su db). L'obiettivo è di esonerare lo sviluppatore 
dall'intero lavoro relativo alla persistenza dei dati. Hibernate si adatta al processo di 
sviluppo del programmatore, che si parta da zero o che si parta da un database già 
esistente. Hibernate genera le chiamate SQL e solleva lo sviluppatore dal lavoro di 
recupero manuale dei dati e dalla loro conversione, mantenendo l'applicazione portabile 
in tutti i database SQL. Hibernate fornisce una persistenza trasparente per “Plain Old 
Java Object”(POJO27); l'unica grossa richiesta per la persistenza di una classe è la 
presenza di un costruttore senza argomenti. 
Vediamo un semplice file di esempio per la configurazione di Hibernate (la connessione 
viene settata per un DBMS Informix): 
 
In questo file vengono impostati i parametri per la connessione al RDBMS: username, 
URL, password e classe del driver JDBC. Da notare come il RDBMS possa essere di 
qualsiasi tipo, purché si conoscano i parametri di connessione e si abbia la libreria 
contenente i driver JDBC all’interno della applicazione che utilizza Hibernate o 
                                                 
27 Plain Old Java Object (POJO): classi molto simili alle JavaBeans. 
<?xml version='1.0' encoding='UTF-8'?> 
<!DOCTYPE hibernate-configuration PUBLIC 
          "-//Hibernate/Hibernate Configuration DTD 3.0//EN" 
          "http://hibernate.sourceforge.net/hibernate-configuration-3.0.dtd"> 
<hibernate-configuration> 
<session-factory> 
 <property name="connection.username">utente</property> 
 <property name="connection.url">jdbc:informix-
sqli://localhost:1548/dbutenti:INFORMIXSERVER=informixsrv</property> 
 <property name="connection.password">utente</property> 
 <property 
name="connection.driver_class">com.informix.jdbc.IfxDriver</property> 
 <mapping resource="it/tdgroup/database/mapping/Utenti.hbm.xml" /> 
</session-factory> 
</hibernate-configuration> 
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dell’application server dove viene effettuato il deploy. Possono essere anche inseriti 
parametri più specifici per il tipo di connessione che si vuole effettuare col database. 
L’elemento mapping indica il file in cui viene descritto come effettuare il mapping di 
una tabella col rispettivo POJO. Vediamone un esempio,facendo riferimento alla classe 
JavaBean vista nel paragrafo precedente e aggiungendo una proprietà id di tipo Integer 
(ovviamente dobbiamo aggiungerci anche i getters e i setters): 
 
 
Nell’esempio, ipotizziamo una tabella di nome utenti all’interno del database. 
Innanzitutto dichiariamo quale attributo della tabella è la chiave primaria e quale 
proprietà all’interno del POJO mappa tale chiave. La chiave primaria può essere 
composta da più attributi: in questo caso all’interno del POJO bisogna inserire un’altra 
classe, implementata dal programmatore, che abbia al suo interno tutte le proprietà 
necessarie a generare la chiave composta. All’interno del file di mapping, non ci sarà 
più l’elemento id, bensì l’elemento composite-id legato alla classe che fa da chiave, con 
all’interno i tag che indicano quali colonne all’interno del database formano la chiave 
primaria. Ogni elemento property descrive una proprietà della JavaBean e la lega alla 
colonna (attributo) corrispondente nella tabella. 
Per poter aprire una sessione con il database, Hibernate fornisce un oggetto Session che 
può esser utilizzato per interrogazioni tramite query, realizzazione di transazioni, 
salvataggio o aggiornamento di una tupla. 
Di seguito vediamo una classe usata per la creazione di un oggetto statico Session: 
<?xml version="1.0"?> 
<!DOCTYPE hibernate-mapping PUBLIC "-//Hibernate/Hibernate Mapping DTD 
3.0//EN" 
"http://hibernate.sourceforge.net/hibernate-mapping-3.0.dtd"> 
<hibernate-mapping package="it.tdgroup"> 
    <class name="Utente" table="utenti"> 
        <id name="id" column="idutente" type="java.lang.Integer" /> 
        <property name="nome" column="name" type="java.lang.String" /> 
        <property name="cognome" column="surname" type="java.lang.String"/> 
         <property name="sesso" column="sesso" type="java.lang.String"/> 
    </class> 
</hibernate-mapping> 
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Tramite i metodi statici currentSession e closeSession si accede e si chiude una sessione 
Hibernate con il database. 
Tramite l’oggetto Session possiamo interrogare il database utilizzando query e farci 
restituire un insieme di oggetti del tipo mappato o un unico oggetto se la query 
restituisce un solo elemento. L’esempio seguente è il metodo getUtente che restituisce 
un oggetto di tipo Utente e che ha come argomento un oggetto String per cercare 
package it.tdgroup.util; 
 
import org.apache.log4j.Logger; 
import org.hibernate.HibernateException; 
import org.hibernate.Session; 
import org.hibernate.cfg.Configuration; 
 
public class HibernateSessionFactory { 
    private static String CONFIG_FILE_LOCATION = 
"/hibernate.cfg.xml"; 
    private static final ThreadLocal threadLocal = new 
ThreadLocal(); 
    private static final Configuration cfg = new Configuration(); 
    private static org.hibernate.SessionFactory sessionFactory; 
    private static final Logger log = 
Logger.getLogger(HibernateSessionFactory.class); 
     
   public static Session currentSession() throws HibernateException 
{ 
        Session session = (Session) threadLocal.get(); 
        if (session == null || !session.isOpen()) { 
   if (sessionFactory == null) { 
    try { 
    cfg.configure(CONFIG_FILE_LOCATION); 
    sessionFactory = cfg.buildSessionFactory(); 
    }  
    catch (Exception e) { 
    log.error(e.toString(), e); 
    } 
   } 
session = (sessionFactory != null) ? sessionFactory.openSession() : 
null; 
   threadLocal.set(session); 
  } 
 
        return session; 
    } 
    public static void closeSession() throws HibernateException { 
        Session session = (Session) threadLocal.get(); 
        threadLocal.set(null); 
 
        if (session != null) { 
            session.close(); 
        } 
    } 
} 
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l’utente dal cognome. Per semplicità supponiamo che una ricerca per cognome dia un 
risultato unico (il metodo può essere in una classe qualsiasi): 
 
 
Dopo aver creato la sessione, prepariamo una stringa molto simile a una query sql: non 
esiste il “select *” poiché prendiamo il risultato da un’unica tabella quindi può essere 
omesso; i nomi della tabella e delle colonne vengono sostituiti dai nomi delle proprietà 
dei POJO; le variabili che vanno settate hanno il nome che comincia con i due punti. 
Una volta creato l’oggetto query, settiamo tutte le variabili che devono essere impostate 
e facciamo restituire un unico risultato, facendo il casting a Utente poiché la query 
restituirà un Object. Un punto molto importante è l’assenza nel codice di riferimenti a 
colonne o tabelle presenti nel database: in questo modo esso è totalmente trasparente al 
programma e, tramite questa interfaccia, molto più semplice da gestire . 
Supponiamo di avere un’altra tabella dal nome Comuni, in questa tabella la chiave 
primaria è anche qui un id intero. Supponiamo che esista una relazione molti a uno tra le 
tabelle Utenti e Comuni (un comune può avere molti utenti, un utente può essere di un 
solo comune ) . All’interno di Utenti ci sarà una chiave esterna,ovvero un attributo che 
si riferisce all’id di un comune. Nel mapping Hibernate, si può creare un altro POJO di 
tipo Comune legato alla tabella Comuni. Nel POJO Utente, si inserisce una proprietà 
comune di tipo Comune, dopodichè si aggiunge nel suo mapping il seguente elemento: 
<many-to-one name="comune" column="id_comune" class="Comune" /> 
/*. 
… 
*/ 
public Utente getUtente(String cognome){ 
 org.hibernate.Session session= HibernateSessionFactory.currentSession(); 
 String hql=“from it.tdgroup.Utente u where u.cognome=:cog”; 
 org.hibernate.Query query=session.createQuery(hql); 
 query.setString(“cog”,cognome); 
 return (Utente) query.uniqueResult(); 
} 
/* 
… 
*/ 
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Ciò consentirà, al caricamento da database di un POJO Utente, il caricamento del 
rispettivo POJO Comune, inserito come proprietà della prima JavaBean. 
Questo tipo di astrazione trasforma il database relazionale facendolo diventare un 
database orientato agli oggetti e quindi adatto al linguaggio di programmazione Java. 
 
3.12.4 Apache Betwixt 
La API Apache Betwixt consente il mapping tra XML e Java. Tramite le classi 
JavaBean e un file di mapping ( anche qui situazione analoga ad Hibernate ), con poche 
righe di codice si può avere un file XML da Java o viceversa. Questa libreria si avvale 
del parser XML SAX per il funzionamento ma il suo utilizzo è del tutto trasparente al 
programmatore. 
Supponiamo di avere la solita classe JavaBean Utente vista negli esempi precedenti. Si 
può realizzare una classe Utenti di questo tipo: 
 
package it.tdgroup; 
import java.util.Vector; 
import java.util.Collection; 
 
public class Utenti{ 
 private Collection utenti; 
 public Utenti(){ 
  this.utenti=new Vector(); 
 } 
 public Collection getUtenti(){ 
  return utenti; 
 } 
 public void setUtenti(Collection utenti){ 
  this.utenti=utenti; 
 } 
 public void addUtente(Utente utente){ 
  this.utenti.add(utente); 
 } 
} 
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Questa JavaBean altro non è che una classe contenente al suo interno una collezione di 
oggetti utente. A questo punto, si può realizzare un file di mapping di questo tipo: 
 
 
Questo file di configurazione serve per gestire sia un’eventuale lettura da file XML e 
istanziamento della relativa JavaBean, sia la scrittura del file da istanza di JavaBean. La 
configurazione và interpretata in questo modo: una classe di tipo Utenti, quando si vorrà 
scrivere un file XML, dovrà avere come suo elemento radice un elemento di nome 
utenti. Al suo interno potrà avere elementi con nome utente e dipendenti dalla 
dimensione della Collection utenti. Quando si vorrà scrivere una classe di tipo Utente, 
l’elemento radice sarà utente, avrà un attributo settato con la proprietà sesso e al suo 
interno avrà due elementi per le proprietà nome e cognome. Lo stesso ragionamento si 
può applicare partendo dal file XML e realizzando un’istanza della JavaBean. 
Per poter realizzare una scrittura di un’istanza di classe Utenti ( con all’interno della 
proprietà utenti un’istanza sola della JavaBean Utente ), basta scrivere questo 
semplicissimo codice28: 
                                                 
28 Si ipotizza di realizzare un file dal nome “Utenti.xml” e che il file di configurazione si chiami 
“Utenti.betwixt”. 
<?xml version="1.0" encoding="UTF-8"?> 
<betwixt-config> 
   <class name="it.tdgroup.Utente"> 
   <element name="utente"> 
       <attribute name="sesso" property="sesso"/> 
      <element name="nome" property="nome"/> 
      <element name="cognome" property="cognome"/> 
    </element> 
   </class> 
   <class name="it.tdgroup.Utenti"> 
      <element name="utenti"> 
          <element name="utente" property="utenti" updater="addUtente"/> 
       </element> 
   </class> 
  </betwixt-config> 
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In questo modo si indica il file da scrivere, la scrittura viene settata in modo che i tipi 
primitivi Java non vengano mappati come attributi, si abilita il writer XML in modo che 
scriva testo ben formattato, si indica al writer il file di configurazione. Da ultimo, con 
import java.io.FileOutputStream; 
import java.io.FileInputStream; 
import org.apache.commons.betwixt.io.BeanWriter; 
import org.xml.sax.InputSource; 
/* 
… 
*/ 
Utenti utenti=new Utenti(); 
/* 
…viene inserito un’istanza della JavaBean Utente all’interno della 
proprietà utenti… 
*/ 
FileOutputStream outputWriter = new 
FileOutputStream(“Utenti.xml”); 
  outputWriter.write("<?xml version='1.0' ?>\n".getBytes("UTF-8")); 
  BeanWriter writer = new BeanWriter(outputWriter, "UTF-8"); 
  writer.getXMLIntrospector().getConfiguration() 
    .setAttributesForPrimitives(false); 
  writer.getBindingConfiguration().setMapIDs(false); 
  writer.enablePrettyPrint(); 
  writer.getXMLIntrospector() .register(new InputSource( 
new FileInputStream(“Utenti.betwixt”))); 
writer.write(utenti); 
writer.close(); 
outputWriter.close(); 
/* 
… 
*/ 
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un semplice comando, si scrive la classe sul file. Il documento XML realizzato è lo 
stesso visto nel paragrafo riguardante XML. 
Se invece si volesse leggere un documento, basta questo codice: 
 
Questo codice è ancora più semplice dell’esempio precedente: anche qui vengono 
impostate alcune configurazioni, dopodichè tramite un parsing del file viene istanziato 
un oggetto della classe richiesta. 
Così come con Hibernate per i database, con Apache Betwixt la manipolazione di file 
XML diventa orientata agli oggetti, un grosso vantaggio per gli sviluppatori Java. 
 
3.13 L’infrastruttura CART 
 
In questo paragrafo si approfondisce come funziona l’infrastruttura CART e quali sono 
le specifiche di base per la realizzazione di un Proxy applicativo. 
La soluzione architetturale adottata nella piattaforma di Cooperazione Applicativa 
prevede l’utilizzo di un centro regionale per l’interoperabilità e la cooperazione (CRIC).  
import java.io.FileInputStream; 
import org.apache.commons.betwixt.io.BeanReader; 
import org.xml.sax.InputSource; 
/* 
… 
*/ 
FileInputStream inputReader = new FileOutputStream(“Utenti.xml”); 
BeanReader reader = new BeanReader(); 
 reader.getXMLIntrospector().getConfiguration() 
    .setAttributesForPrimitives(false); 
  reader.getBindingConfiguration().setMapIDs(false); 
  reader.getXMLIntrospector() .register(new InputSource( 
new FileInputStream(“Utenti.betwixt”))); 
  Utenti utenti= (Utenti) reader.parse (inputReader); 
/* 
… 
*/ 
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Ad esso è demandato il compito di garantire i servizi ai soggetti della Rete Telematica 
Regionale Toscana (RTRT), e di assicurare adeguati livelli di cooperazione ed 
interoperabilità con le altre pubbliche amministrazioni del Paese. Ciò avviene attraverso 
l’infrastruttura della Rete nazionale cui è connessa la RTRT e gli altri centri nazionali e 
regionali per la cooperazione e l’interoperabilità. I soggetti aderenti alla Rete telematica 
regionale e partecipanti al progetto eToscana in modo singolo o associato dispongono di 
un sistema, denominato Nodo Applicativo Locale (NAL), dedicato e finalizzato alla 
interazione con il CRIC. La funzione principale del NAL è quella di ricevere dati dal 
Sistema Informativo Locale (questi possono essere più di uno), imbustare secondo la 
busta e-Toscana29 e spedire il messaggio per la pubblicazione dell’evento sul CRIC. Le 
due funzioni di spedizione e ricezione messaggi implicano che la porta sia in grado di: 
• Ricevere e pre-elaborare i messaggi in arrivo per il Sistema Informativo Locale; 
• Creare i messaggi da spedire verso il CRIC; 
• Fornire servizi di supporto alla cooperazione (es. log dello stato della 
comunicazione) e gestire funzionalità di sicurezza, protocollazione etc… 
Il NAL agisce quindi sia come client, quando riceve informazioni e servizi, sia come 
server, quando fornisce informazioni e servizi. La natura dei messaggi scambiati può 
essere varia, tuttavia il formato dei messaggi è XML. L’elemento caratterizzante i 
messaggi per la cooperazione applicativa è infatti la completa definizione del contenuto 
e del formato di codifica. La struttura dei messaggi è definita secondo un formato 
standard che costituisce la busta e-toscana. 
Il NAL è costituito da una parte infrastrutturale comune a tutti, sulla quale si installano i 
diversi Proxy applicativi, specifici per ogni diversa applicazione. Questi presentano 
un’interfaccia verso il Framework della Cooperazione Applicativa30 presente sul CRIC 
e una verso il Sistema Informativo Locale (SIL) dell’Ente. Il Proxy è specifico per ogni 
applicazione che deve operare in questo contesto di cooperazione: può essere per 
l’integrazione anagrafi, per l’interoperabilità del protocollo etc…. nel nostro caso, 
infatti, si parla del Proxy per il Sistema Informativo Regionale Infanzia e Adolescenza. 
Compito del Proxy applicativo è quello di ricevere i dati (che rappresentano l’oggetto 
dello scambio con altri Enti) dal Sistema Informativo Locale, elaborarli secondo una 
                                                 
29 busta eToscana: messaggio SOAP costruito secondo specifiche definite da regione Toscana. 
30 Framework di Cooperazione Applicativa (Framework CA): componente software presente sul CRIC e 
sul NAL. Questi è il Framework Facade. 
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logica applicativa diversa per ognuno, imbustarli secondo il formato della busta e-
toscana e inviarli all'interfaccia del Framework CA presente sul NAL che si occupa di 
generare l’evento per la pubblicazione. Analogamente, nel caso in cui l’Ente sia 
sottoscrittore di un evento, il proxy riceve l’evento dal Framework Facade e lo passa al 
Sistema Informativo Locale relativo. 
Il Proxy applicativo presenta quindi due interfacce: 
• Interfaccia verso il Framework Facade (e quindi verso il CRIC); 
• Interfaccia verso il Sistema Informativo Locale. 
L’interfaccia verso il CRIC, in particolare verso il Framework CA, avviene attraverso il 
Framework Facade. Il Framework Facade CA: 
• riceve il messaggio formattato secondo la busta e-toscana; 
• autentica il mittente attraverso la firma digitale; 
• verifica se il mittente ha il ruolo per pubblicare il relativo evento 
(autorizzazione) andando a reperire le informazioni sul repository presente sul 
CRIC; 
• valida il formato del messaggio SOAP secondo la busta e-toscana; 
• verifica che ogni passo sia andato a buon fine. 
Se tutto è a posto Il Framework Sole Facade CA : 
• incapsula la busta e-toscana in un messaggio JMS31; 
• si collega al componente JMS Provider del CRIC autenticandosi e spedisce al 
CRIC il messaggio. 
Nel caso in cui il NAL sia sottoscrittore di un evento, il messaggio viene ricevuto dalla 
componente locale del Framework CA il quale: 
• traccia l’avvenuta ricezione; 
• estrae la busta e-toscana dal messaggio JMS; 
• ne valida il formato; 
• reperisce sul repository del CRIC le informazioni relative all’identità degli Enti 
sottoscrittori dell’evento (questo serve nel caso di NAL che servono più Enti); 
• inserisce gli identificativi dei sottoscrittori nell’apposito campo della busta e-
Toscana; 
                                                 
31 Java Message Service (JMS): insieme di API che consente alle applicazioni Java presenti in rete di 
scambiarsi messaggi tra loro. 
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• notifica (tramite callback) al proxy applicativo interessato la ricezione del 
messaggio e lo salva nell’apposito repository. 
Per quanto riguarda l’interfaccia verso il SIL, quando questo deve pubblicare un evento 
invia un messaggio XML su http/s (il cui formato dovrà essere stabilito per ogni 
applicazione) contenente i dati da pubblicare al proxy applicativo. 
All’arrivo dei dati dal Sistema Informativo Locale il proxy: 
• autentica il Sistema Informativo Locale attraverso il suo certificato digitale; 
• effettua alcune operazioni su questi dati (dipendenti dalle diverse applicazioni), 
quali per esempio il caricamento su un eventuale RDBMS del NAL, la 
validazione ecc… 
• invoca un metodo crea_busta esposto dal Framework Facade a cui passa tutti i 
valori necessari per la creazione della busta e-toscana e riceve come parametro 
di ritorno la busta stessa; 
• invia la busta al Framework Facade utilizzando il metodo send(busta e-toscana). 
 
Figura 3-4 - Architettura di un sistema basati sull'infrastruttura CART 
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Questo metodo restituisce una busta e-toscana contenente un “Ack” nel caso in cui sia 
andato tutto a buon fine o un “Fault” in caso di errore. 
Il Framework Sole Facade mette a disposizione anche i metodi che permettono di 
leggere i singoli campi all’interno della busta e-toscana. Il protocollo di comunicazione 
tra il proxy applicativo e il Sole Facade supporta il reliable messaging32, quindi a 
seguito della ricezione di un messaggio “busta e-toscana” spedisce una risposta che può 
essere un “Acknowledgment Message” o un “Fault Message”. 
• L' “Acknowledgment Message” ricevuto deve poter essere correlato con il 
messaggio originale attraverso il suo identificatore. Il Proxy applicativo è in 
grado di stabilire che il messaggio è stato consegnato solo alla ricezione dell' 
“Acknowledge Message”. Ogni messaggio contiene un identificatore unico nel 
contesto del sistema di gestione dei messaggi. L'“Acknowledgment Message” 
contiene un riferimento all'identificatore del messaggio originale, 
confermandone la ricezione da parte del Sole Facade. 
• Sole Facade invia un “Fault Message” nel caso in cui il messaggio contenga i 
seguenti errori: 
o Il contenuto o il formato dell'elemento “MessageHeader” è non valido. 
Ad esempio quando l'attributo “type” dell'elemento “Service” è assente, 
quando gli elementi “From” o “To” contengono informazioni non 
valide,etc… 
o Il contenuto o il formato dell'identificatore del messaggio è non valido; 
o Il contenuto o il formato dei riferimenti ad un identificatore del 
messaggio è invalido; 
o Il contenuto o il formato del timestamp del messaggio è invalido; 
o Il messaggio è scaduto rispetto al contenuto dell'elemento 
“TimeToLive”; 
o Il contenuto o il formato dell'elemento “ReliableMessage” è non valido; 
o Il contenuto o il formato dell'elemento “AckRequested” è non valido; 
o Il contenuto o il formato dell'elemento “Signature” è non valido; 
o Non è possibile autenticare il messaggio; 
o Non è possibile autorizzare l'invio del messaggio. 
                                                 
32 Reliable messaging: messaggi affidabili, coloro che comunicano tramite questi messaggi sono 
autenticati e sanno che la comunicazione avviene esclusivamente tra di loro. 
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Nel caso in cui un evento debba essere ricevuto da un sottoinsieme dei SIL sottoscrittori 
(quelli che hanno specificato di voler ricevere solo i messaggi che soddisfino una certa 
proprietà), il sistema fa uso dei “JMS message selector”, il cui valore viene inserito 
nella busta all'atto della sua creazione e successivamente utilizzato dal Framework per 
impostarlo sul messaggio JMS. Il Proxy applicativo verrà notificato dal Framework solo 
per la ricezione degli eventi che interessano i suoi SIL, in base ai filtri con cui questi si 
sono registrati. In fase di pubblicazione, il contenuto dei filtri verrà passato insieme al 
contenuto del messaggio dal SIL al proxy. 
Il deploy diagram (Figura 3-5), descrive come un esempio di implementazione di Proxy 
presente nel NAL utilizza le funzionalità del Framework CA. Il Framework,come già 
detto, utilizza l'interfaccia Sole Facade  come unico punto d'ingresso dove si potranno 
trovare tutte le funzionalità messe a disposizione dal sistema. La configurazione, invece, 
è gestita da un file di properties e da un repository, quest'ultimo implementato con un 
Directory Server, nel quale risiedono tutte le informazioni relative alla fase di 
autorizzazione. 
Il framework offre le seguenti funzionalità ai relativi proxy: 
• Costruzione di un messaggio SOAP secondo il formato della busta di e-Toscana 
(deploy diagram: “build eToscana envelope”): il sistema mette a disposizione 
diversi metodi per la costruzione di un messaggio SOAP secondo il formato 
della busta di e-Toscana definito. 
• Spedizione/pubblicazione di uno o più messaggi SOAP conformi alla busta di e-
Toscana (deploy diagram: “send the eToscana envelope”): dopo aver costruito il 
messaggio SOAP, il Proxy potrà spedire/pubblicare l'evento tramite la 
funzionalità messa a disposizione dal Framework. 
• Sistema di log del Framework CA (deploy diagram: “use log system”): un Proxy 
potrà far uso del sistema di log implementato dal Framework. 
• Attivazione dei ricevitori/sottoscrittori a cui il NAL è iscritto (deploy diagram: 
“start & stop Receivers/Subscribers”) : il Proxy può gestire l'attivazione o meno 
dei ricevitori/sottoscrittori agli eventi. 
• Parsing del messaggio SOAP conforme alla busta di e-Toscana (deploy diagram: 
“use eToscana envelope parser”): è possibile ricavare il valore del relativo tag, 
dando come attributo il messaggio SOAP conforme alla busta di eToscana e il 
nome del tag. 
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• Lettura delle proprietà del Framework (deploy diagram: “read the Framework's 
properties”): la configurazione del file di properties (sole.properties) è a carico 
del NAL o del responsabile dell'intero sistema di Cooperazione Applicativa. Il 
file contiene informazioni inerenti al NAL e al repository. 
La configurazione dell'LDAP, presente nel CRIC, non riguarda nessun proxy quindi non 
sarà oggetto di questo progetto. Il LDAP contiene tutte le informazioni necessarie al 
Framework per eseguire i controlli di autorizzazione, relativi al SIL che vuole 
spedire/pubblicare o ricevere/sottoscrivere un messaggio. Quindi le componenti “JMS 
Provider”, “LDAP” e “Configuration Manager CA” presenti nel CRIC sono di 
responsabilità dell'amministratore del CRIC. 
 
Figura 3-5 - Deploy diagram del Framework Facade 
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4 Il Proxy e il Client SIRIA 
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4.1 Gli attori del sistema 
 
I principali attori del sistema sono: 
• SIRIA-WEB: sistema WEB attualmente in uso. Si tratta della web-application 
usata per l’inserimento di dati nel Sistema; 
• CART: infrastruttura di Cooperazione Applicativa di Regione Toscana. La base 
comune regionale per lo scambio di messaggi; 
• SIL-EVOLUTI: Sistemi Informativi Locali in grado di interfacciarsi 
autonomamente ad un Proxy Applicativo. Sono i destinatari dei messaggi 
scambiati tramite l’infrastruttura. 
L’accesso al sistema presuppone il possesso di un certificato digitale da parte degli 
attori che usufruiscono dei servizi offerti dal sistema laddove plausibile. 
 
4.2 Architettura del sistema 
 
L’architettura prevista lascia sostanzialmente inalterato l’attuale sistema SIRIA che 
consiste nella web-application raggiungibile via internet da tutti i potenziali utenti e di 
farlo coesistere, in maniera integrata, con l’infrastruttura CART. La circolazione 
dell’informazione, alternativa all’accesso diretto, si andrà ad appoggiare 
all’infrastruttura di Cooperazione Applicativa di Regione Toscana (di seguito indicata 
come CART). Il primo componente è quindi il Proxy Applicativo, progettato e 
realizzato secondo gli standard previsti da Regione Toscana già precedentemente 
discussi. Esso consente la pubblicazione e la sottoscrizione degli eventi significativi nel 
ciclo di vita dei dati  dominio del Sistema. L’attuale web-application SIRIA (di seguito 
indicata come SIRIA-WEB) dovrà pertanto essere dotata di un componente (CLIENT-
SOAP-1) che pubblicherà gli eventi di interesse degli attori di SIRIA e sottoscriverà gli 
eventi che questi ultimi a loro volta pubblicano. All’attore SIL-EVOLUTO verranno 
fornite le specifiche per la pubblicazione e sottoscrizione di eventi, ossia le specifiche di 
invocazione dei Web Service pubblicati dal Proxy Applicativo. Il deploy diagram 
seguente mostra come questi attori interagiscano tra loro nella struttura. 
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SIRIA-WEB
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SRTY
REPORT
CLIENT-SOAP-1
INTERNET
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SIL-EVOLUTO
NAL
PROXY-Siria RDBMS
Framework CA
CRIC
Framework CA
 
Figura 4-1 - Deploy Diagram del Sistema 
 
 
4.3 Il Proxy SIRIA 
 
Il Proxy-Siria dislocato sul NAL, come visto nel capitolo precedente, è dotato di 
un’interfaccia  verso il Framework CA (Cooperazione Applicativa) presente sul CRIC 
ed una verso i Sistemi Infomativi Locali (SIL),  nello specifico Pubblicatore e 
Sottoscrittore. Il suo compito è quindi quello di soddisfare le specifiche richieste 
dall’architettura CART. La notifica degli eventi ai SIL sottoscrittori avviene in modalità 
asincrona; il Proxy pubblica un Web Service che permette ai SIL sottoscrittori di 
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prelevare l’evento pubblicato in formato XML. Il deploy del Proxy viene effettuato su 
Sun One Application Server. 
 
4.3.1 Il Web Service “Sottoscrizione” 
 
Il web service “Sottoscrizione” è unico per qualunque tipo di messaggio che viene 
sottoscritto dal Sistema Informativo Locale. Esso deve poter consentire a un SIL 
autorizzato, la sottoscrizione dei propri messaggi presenti sul framework. Nel 
diagramma riportato di seguito è schematizzato il servizio di sottoscrizione. 
 
 
 
Il CRIC invia messaggi al Framework CA che li memorizza nel proprio database. 
All’invocazione del Web Service, il proxy recupera i messaggi sul Framework per il 
SIL (autenticato), li inserisce in un file zip (trasformandoli in messaggi XML secondo 
lo schema XSD che possiede in ambiente locale) e invia il file al SIL. 
 
4.3.2 I Web Service di pubblicazione 
 
 : SIL  : Proxy  : CRIC : FrameWorkCA
1: invio messaggi
2: registrazione messaggi
4: recupero messaggi
5: messaggi 
7: file zip 
6: creazione file zip
3: Sottoscrizione.getMessaggio(SIL)
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I Web Services di pubblicazione sono divisi per tipo di messaggio. Ognuno di loro può 
richiedere un filtro per trasmettere i dati ad un sottoinsieme di SIL che sottoscrivono 
l’evento. 
I Web Services  sono per i seguenti messaggi33: 
? Periodo Rilevazione; 
? Tabelle Decodifica; 
? Codifica Servizi; 
? Progetti Comunali; 
? Servizi Prima Infanzia; 
? Utenti Servizi Prima Infanzia; 
? Informagiovani; 
? CIAF; 
? Attività CIAF; 
? Avvenuta Consegna. 
 
4.3.2.1 Il Web Service “Periodo Rilevazione” 
Il web Service “Periodo Rilevazione” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Periodo Rilevazione” sul framework. Nel 
diagramma riportato di seguito è schematizzato il servizio di pubblicazione. 
                                                 
33 Della natura e del tipo di messaggi ne parleremo nel paragrafo riguardante il CLIENT-SOAP-1 
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Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i dati. Il 
Framework prepara la busta e interagisce con il CRIC per la pubblicazione. Ricevuta la 
risposta dal Centro Regionale per l’Interoperabilità e la Cooperazione, ne salva il 
contenuto in un proprio log e la inoltra al Proxy. Esso inoltra la risposta al SIL, 
specificando se il messaggio è stato accettato o no e quale tipo di errore è avvenuto in 
caso di fault. 
 
4.3.2.2 Il Web Service “Tabelle Decodifica” 
Il web Service “Tabelle Decodifica” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Tabelle Decodifica” sul framework. Nel diagramma 
riportato di seguito è schematizzato il servizio di pubblicazione. 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: PeriodoRilevazione.putMessaggio(mittente, messaggio,certificato)
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Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i dati. Il 
Framework prepara la busta e interagisce con il CRIC per la pubblicazione. Ricevuta la 
risposta dal Centro Regionale per l’Interoperabilità e la Cooperazione, ne salva il 
contenuto in un proprio log e la inoltra al Proxy. Esso inoltra la risposta al SIL, 
specificando se il messaggio è stato accettato o no e quale tipo di errore è avvenuto in 
caso di fault. 
 
4.3.2.3 Il Web Service “Codifica Servizi” 
Il web Service “Codifica Servizi” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Codifica Servizi” sul framework. Nel diagramma 
riportato di seguito è schematizzato il servizio di pubblicazione. 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: TabelleDecodifica.putMessaggio(mittente, messaggio,certificato)
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Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
4.3.2.4 Il Web Service “Progetti Comunali” 
Il web Service “Progetti Comunali” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Progetti Comunali” sul framework. Nel diagramma 
riportato di seguito è schematizzato il servizio di pubblicazione. 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: CodificaServizi.putMessaggio(mittente, messaggio,certificato,destinatari) 
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Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
4.3.2.5 Il Web Service “Servizi Prima Infanzia” 
Il web Service “Servizi Prima Infanzia” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Servizi Prima Infanzia” sul framework. Nel 
diagramma riportato di seguito è schematizzato il servizio di pubblicazione. 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: ProgettiComunali.putMessaggio(mittente, messaggio,certificato,destinatari)
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Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
4.3.2.6 Il Web Service “Utenti Servizi Prima Infanzia” 
Il web Service “Utenti Servizi Prima Infanzia” deve poter consentire a un SIL 
autorizzato, la pubblicazione dei messaggi di tipo “Utenti Servizi Prima Infanzia” sul 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: ServiziPrimaInfanzia.putMessaggio(mittente, messaggio,certificato,destinatari) 
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framework. Nel diagramma riportato di seguito è schematizzato il servizio di 
pubblicazione. 
 
 
Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: UtentiServiziPrimaInfanzia.putMessaggio(mittente, messaggio,certificato,destinatari) 
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4.3.2.7 Il Web Service “Informagiovani” 
Il web Service “Informagiovani” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Informagiovani” sul framework. Nel diagramma 
riportato di seguito è schematizzato il servizio di pubblicazione. 
 
 
Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: Informagiovani.putMessaggio(mittente, messaggio,certificato,destinatari) 
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4.3.2.8 Il Web Service “CIAF” 
Il web Service “CIAF” deve poter consentire a un SIL autorizzato, la pubblicazione dei 
messaggi di tipo “CIAF” sul framework. Nel diagramma riportato di seguito è 
schematizzato il servizio di pubblicazione. 
 
 
Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che lui possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: CIAF.putMessaggio(mittente, messaggio,certificato,destinatari)
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4.3.2.9 Il Web Service “Attività CIAF” 
Il web Service “Attività CIAF” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Attività CIAF” sul framework. Nel diagramma 
riportato di seguito è schematizzato il servizio di pubblicazione. 
 
 
Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che lui possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: AttivitaCIAF.putMessaggio(mittente, messaggio,certificato,destinatari)
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4.3.2.10 Il Web Service “Avvenuta Consegna” 
Il web Service “Avvenuta Consegna” deve poter consentire a un SIL autorizzato, la 
pubblicazione dei messaggi di tipo “Avvenuta Consegna” sul framework. Nel 
diagramma riportato di seguito è schematizzato il servizio di pubblicazione. 
 
 
Alla chiamata del Web Service, il Proxy riceve come parametri dal SIL il suo 
identificativo,il certificato digitale (X.509) e il messaggio da inviare. Dopo aver 
autenticato il SIL, il Proxy decomprime il messaggio, lo valida secondo lo schema XSD 
che lui possiede in ambiente locale, crea la busta SOAP eToscana e inserisce i 
dati,specificando a quale sottoinsieme di SIL sottoscrivere l’evento (può essere anche 
uno solo) . Il Framework prepara la busta e interagisce con il CRIC per la 
pubblicazione. Ricevuta la risposta dal Centro Regionale per l’Interoperabilità e la 
Cooperazione, ne salva il contenuto in un proprio log e la inoltra al Proxy. Esso inoltra 
la risposta al SIL, specificando se il messaggio è stato accettato o no e quale tipo di 
errore è avvenuto in caso di fault. 
 
 : SIL  : Proxy  : FrameWorkCA
2: Autenticazione SIL
3: Decompressione messaggio
4: Validazione
5: Compressione messaggio
6: [accettazione] creazione busta eToscana(messaggio) 
7: busta eToscana
8: [accettazione] invio busta eToscana
11: ok/fault
10: ok/fault
 : CRIC
9: [accettazione] pubblicazione busta
eToscana 
12:accettazione/non accettazione
1: AvvenutaConsegna.putMessaggio(mittente, messaggio,certificato,destinatari)
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4.4 Il Client SOAP 
 
Il Client-soap-1, una volta al giorno,effettua l’operazione di sottoscrizione (subscriber) 
per il sistema SIRIA-WEB, dopodichè accede alla sua base dati, estrae i dati che sono 
stati modificati rispetto alla precedente operazione di pubblicazione (publisher) e 
procede alla pubblicazione degli stessi. L’eventuale pubblicazione di un messaggio 
viene registrata all’interno di un log, il quale verrà riaggiornato sullo stato della 
pubblicazione nel momento in cui il client sottoscriverà l’esito della stessa tramite il 
messaggio di Avvenuta Consegna. Il deploy del Client-SOAP-1 viene effettuato su 
Apache Tomcat. 
 
4.4.1 Tipi di messaggio 
Vengono spiegati ora nel dettaglio il significato dei tipi di messaggio scambiati con il 
Proxy. Sono riportati gli schemi dei documenti XML. 
 
4.4.1.1 Periodo Rilevazione 
Riguarda gli intervalli di tempo in cui si possono effettuare le rilevazioni per i progetti 
inviati. 
Realizzazione di un Proxy e di un Client applicativo per il Sistema Informativo Regionale Infanzia e Adolescenza 
Marco Luly 77
 
Figura 4-2 - Messaggio Periodo Rilevazione 
 
4.4.1.2 Tabelle di decodifica 
Dati di sistema che riguardano i codici utilizzati per codificare Stati o comuni. 
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Figura 4-3 - Tabelle Decodifca 
 
4.4.1.3 Codifica Servizi 
Dati di sistema per inviare il tipo di codifica che la Regione ha dato a un servizio 
richiesto. 
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Figura 4-4 - Codifca Servizi 
 
4.4.1.4 Progetti Comunali 
Riguarda progetti comunali inseriti. 
 
Figura 4-5 - Progetti Comunali 
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4.4.1.5 Servizi Prima Infanzia 
Riguarda nidi inseriti. 
 
Figura 4-6 - Servizi Prima Infanzia 
 
4.4.1.6 Utenti Servizi Prima Infanzia 
Riguarda gli utenti dei nidi inseriti; 
 
Figura 4-7 - Utenti Prima Infanzia 
 
4.4.1.7 Informagiovani 
Riguarda i servizi Informagiovani inseriti. 
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Figura 4-8 -  Informagiovani 
 
4.4.1.8 CIAF 
Riguarda i Centri Infanzia, Adolescenza e Famiglia inseriti. 
 
Figura 4-9 - CIAF 
 
4.4.1.9 Attività CIAF 
Riguarda le attività riguardanti i CIAF inseriti. 
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Figura 4-10 - Attività CIAF 
 
4.4.1.10 Avvenuta Consegna 
Messaggio di sistema che viene utilizzato per comunicare al publisher che il subscriber 
ha ricevuto il messaggio. 
 
Figura 4-11 - Avvenuta Consegna 
 
4.4.2 Il Subscriber 
Il Subscriber, invocando il relativo Web Service, riceve un file compresso dal Proxy. 
Per ogni messaggio ricevuto, il client ne legge il contenuto (utilizzando le API Betwixt), 
dopodichè salva il dato sul database (tramite API Hibernate). Per tutti i tipi di messaggi 
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sottoscritti (tranne per quelli di tipo Avvenuta Consegna) viene inviata l’Avvenuta 
Consegna al mittente. 
 
 
Nel caso di sottoscrizione di Avvenuta Consegna, in base all’identificativo messaggio 
contenuto che indica a quale pubblicazione è riferita la segnalazione di esito 
sottoscrizione, il client provvede ad aggiornare il log registrando l’esito sottoscrizione 
(‘Sottoscritto’, ‘Non sottoscritto’ oppure ‘Sottoscritto parzialmente’) e l’eventuale 
descrizione di anomalie riportate nel messaggio. 
 
 
 : Client-SOAP-1  : LOG
1: updateEventi(idmessaggio,esito,dettaglioEsito) 
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4.4.3 Il Publisher 
Il Publisher controlla all’interno del database SIRIA-WEB eventuali dati da controllare 
(tramite API Hibernate), se necessario prepara i messaggi XML (tramite API Betwixt) 
ed effettua la pubblicazione, invocando i relativi Web Services. Alla fine della 
pubblicazione, registra sul log i messaggi che sono stati inviati al Proxy. 
 
4.4.3.1 Pubblicazione Periodo Rilevazione 
La pubblicazione di un periodo di rilevazione si traduce in un processo in esecuzione 
sul server SIRIA-WEB tramite il Client-SOAP-1. 
 
4.4.3.1.1 Individuazione periodi rilevazione modificati 
Per individuare i periodi di rilevazione che sono stati aggiornati rispetto alla precedente 
pubblicazione devono essere individuati tutti i periodi di rilevazione per il quale il 
record risulta modificato (periodo_rilevazione.DataModifica >= 
periodo_rilevazione.DataUltimaPubblicazione). 
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Devono essere individuati tutti i periodi rilevazione la cui data di modifica 
(periodi_rilevazione.DataModifica) è uguale o successiva all’ultima pubblicazione di 
dati o i periodi rilevazione che hanno DataUltimaPubblicazione nulla. 
 
4.4.3.1.2 Generazione e pubblicazione messaggio “Periodorilevazione” 
Una volta creato il messaggio “Periodorilevazione” (secondo il tipo di messaggio visto 
nel paragrafo precedente), viene invocato il Web Service esposto dal Proxy per la 
pubblicazione del messaggio. Il file XML generato viene preventivamente compresso, 
al Proxy viene trasmesso quindi il file compresso. 
 
 
4.4.3.1.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 
 : Client-SOAP-1  : DB SIRIA-periodo_rilevazione
1: get_DataUltimaPubblicazione
2: DataUltimaPubblicazione
3: get_ElencoPeriodiModificati(DataUltimaPubblicazione) 
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1:PeriodoRilevazione.putMessaggio(mittente, messaggio,certificato) 
2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazione) da utilizzare per la successiva estrazione 
periodi; in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni 
non viene aggiornata. 
 
4.4.3.2 Pubblicazione Tabelle Decodifica 
La pubblicazione delle tabelle di decodifica si traduce in un processo in esecuzione sul 
server SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-periodo_rilevazione
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.2.1 Individuazione tabelle decodifica modificate 
Per individuare le tabelle decodifica che sono state aggiornate rispetto alla precedente 
pubblicazione devono essere individuati tutte le tabelle di decodifica per le quali il 
record risulta modificato (tabelle_decodifica.DataModifica >= 
tabelle_decodifica.DataUltimaPubblicazione). 
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Devono essere individuate tutte le tabelle di decodifica la cui data di modifica 
(tabelle_decodifica.DataModifica) è uguale o successiva all’ultima pubblicazione di dati 
o le tabelle di decodifica che hanno DataUltimaPubblicazione nulla. 
 
4.4.3.2.2 Generazione e pubblicazione messaggio “Periodorilevazione” 
Una volta creato il messaggio “Tabelledecodifica” (secondo il tipo di messaggio visto 
nel paragrafo precedente), viene invocato il Web Service esposto dal Proxy per la 
pubblicazione del messaggio. Il file XML generato viene preventivamente compresso, 
al Proxy viene trasmesso quindi il file compresso. 
 
 
4.4.3.2.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 
 : Client-SOAP-1  : DB SIRIA- tabelle_decodifica
1: get_DataUltimaPubblicazione
2: DataUltimaPubblicazione
3: get_ElencoPeriodiModificati(DataUltimaPubblicazione) 
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: TabelleDecodifica.putMessaggio(mittente, messaggio,certificato)
2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazione) da utilizzare per la successiva estrazione tabelle; 
in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni non 
viene aggiornata. 
 
4.4.3.3 Pubblicazione Codifica Servizi 
La pubblicazione delle codifiche dei servizi si traduce in un processo in esecuzione sul 
server SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_tabelle_decodifica
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.3.1 Individuazione codifiche servizi modificati 
Per individuare le codifiche servizi che sono state aggiornate rispetto alla precedente 
pubblicazione devono essere individuati tutti i servizi per i quali risulta modificato il 
record nel codice. I servizi possono essere: Progetti Comunali, Informagiovani, Utenti 
Prima Infanzia, Servizi Prima Infanzia, CIAF, Attività CIAF.  
(<servizio>.DataModificaCodice>= <codice>.DataUltimaPubblicazione). 
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Devono essere individuati tutti i servizi la cui data di modifica codice 
(<servizio>.DataModificaCodice) è uguale o successiva all’ultima pubblicazione di 
codice o i servizi che hanno DataUltimaPubblicazione nulla. 
 
4.4.3.3.2 Generazione e pubblicazione messaggio “Codificaservizi” 
Una volta creato un messaggio “Codificaservizi” (secondo il tipo di messaggio visto nel 
paragrafo precedente) per ogni Comune legato al servizio modificato, viene invocato il 
Web Service esposto dal Proxy per la pubblicazione di ogni messaggio destinato a un 
Comune diverso. Il file XML generato viene preventivamente compresso, al Proxy 
viene trasmesso quindi il file compresso. 
 
 
4.4.3.3.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1  : DB SIRIA- codificaservizi 
1: get_DataUltimaPubblicazione
2: DataUltimaPubblicazione
3: get_ElencoPeriodiModificati(DataUltimaPubblicazione) 
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: CodificaServizi.putMessaggio(mittente, messaggio,certificato,destinatari)
2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazione) da utilizzare per la successiva estrazione 
codifiche; in caso contrario (esito ‘KO’) la data di riferimento per le successive 
estrazioni non viene aggiornata. 
 
4.4.3.4 Pubblicazione Progetti Comunali 
La pubblicazione i progetti comunali si traduce in un processo in esecuzione sul server 
SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_codifica_servizi
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.4.1 Individuazione progetti comunali modificati 
Per individuare i progetti comunali che sono stati aggiornati rispetto alla precedente 
pubblicazione devono essere individuati tutti i progetti comunali per i quali risulta 
modificato il record. (ProgettiComunali.DataModifica>= 
ProgettiComunali.DataUltimaPubblicazioneTot). 
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Devono essere individuati tutti i progetti comunali la cui data di modifica 
(ProgettiComunali.DataModifica) è uguale o successiva all’ultima pubblicazione o i 
progetti comunali che hanno DataUltimaPubblicazioneTot nulla. 
 
4.4.3.4.2 Generazione e pubblicazione messaggio “Progetticomunali” 
Una volta creato un messaggio “Progetticomunali” (secondo il tipo di messaggio visto 
nel paragrafo precedente) per ogni comune legato al servizio modificato, viene invocato 
il Web Service esposto dal Proxy per la pubblicazione di ogni messaggio destinato a un 
comune diverso. Il file XML generato viene preventivamente compresso, al Proxy viene 
trasmesso quindi il file compresso. 
 
 
4.4.3.4.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1  : DB SIRIA- progetticomunali
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: ProgettiComunali.putMessaggio(mittente, messaggio,certificato,destinatari)
 2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
progetti; in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni 
non viene aggiornata. 
 
4.4.3.5 Pubblicazione Servizi Prima Infanzia 
La pubblicazione dei servizi di prima infanzia si traduce in un processo in esecuzione 
sul server SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_progetti_comunali
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.5.1 Individuazione servizi prima infanzia modificati 
Per individuare i servizi prima infanzia che sono stati aggiornati rispetto alla precedente 
pubblicazione devono essere individuati tutti i servizi prima infanzia per i quali risulta 
modificato il record. (ServiziPrimaInfanzia.DataModifica>= 
ServiziPrimaInfanzia.DataUltimaPubblicazioneTot). 
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Devono essere individuati tutti i servizi prima infanzia la cui data di modifica 
(ServiziPrimaInfanzia.DataModifica) è uguale o successiva all’ultima pubblicazione o i 
servizi prima infanzia che hanno DataUltimaPubblicazioneTot nulla. 
 
4.4.3.5.2 Generazione e pubblicazione messaggio “Serviziprimainfanzia” 
Una volta creato un messaggio “Serviziprimainfanzia” (secondo il tipo di messaggio 
visto nel paragrafo precedente) per ogni comune legato al servizio modificato, viene 
invocato il Web Service esposto dal Proxy per la pubblicazione di ogni messaggio 
destinato a un comune diverso. Il file XML generato viene preventivamente compresso, 
al Proxy viene trasmesso quindi il file compresso. 
 
 
4.4.3.5.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1  : DB SIRIA- serviziprimainfanzia
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: ServiziPrimaInfanzia.putMessaggio(mittente, messaggio,certificato,destinatari)
 2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
servizi; in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni 
non viene aggiornata. 
 
4.4.3.6 Pubblicazione Utenti Servizi Prima Infanzia 
La pubblicazione degli utenti dei servizi di prima infanzia si traduce in un processo in 
esecuzione sul server SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_servizi prima infanzia
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.6.1 Individuazione utenti servizi prima infanzia modificati 
Per individuare gli utenti dei servizi prima infanzia che sono stati aggiornati rispetto alla 
precedente pubblicazione devono essere individuati tutti gli utenti dei servizi prima 
infanzia per i quali risulta modificato il record. 
(UtentiServiziPrimaInfanzia.DataModifica>= 
UtentiServiziPrimaInfanzia.DataUltimaPubblicazioneTot). 
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Devono essere individuati tutti gli utenti dei servizi prima infanzia la cui data di 
modifica (UtentiServiziPrimaInfanzia.DataModifica) è uguale o successiva all’ultima 
pubblicazione o gli utenti dei servizi prima infanzia che hanno 
DataUltimaPubblicazioneTot nulla. 
 
4.4.3.6.2 Generazione e pubblicazione messaggio “Utentiserviziprimainfanzia” 
Una volta creato un messaggio “Utentiserviziprimainfanzia” (secondo il tipo di 
messaggio visto nel paragrafo precedente) per ogni comune legato al servizio 
modificato, viene invocato il Web Service esposto dal Proxy per la pubblicazione di 
ogni messaggio destinato a un comune diverso. Il file XML generato viene 
preventivamente compresso, al Proxy viene trasmesso quindi il file compresso. 
 
 
4.4.3.6.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
 : Client-SOAP-1  : DB SIRIA- utentiserviziprimainfanzia
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: UtentiServiziPrimaInfanzia.putMessaggio(mittente, messaggio,certificato,destinatari)
 2: accettazione/non accettazione
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Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 
 
Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
utenti servizi; in caso contrario (esito ‘KO’) la data di riferimento per le successive 
estrazioni non viene aggiornata. 
 
4.4.3.7 Pubblicazione Informagiovani 
La pubblicazione di informagiovani si traduce in un processo in esecuzione sul server 
SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_utenti servizi prima infanzia
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.7.1 Individuazione informagiovani modificati 
Per individuare gli informagiovani che sono stati aggiornati rispetto alla precedente 
pubblicazione devono essere individuati tutti gli informagiovani per i quali risulta 
modificato il record. 
(Informagiovani.DataModifica>= Informagiovani.DataUltimaPubblicazioneTot). 
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Devono essere individuati tutti gli informagiovani la cui data di modifica 
(Informagiovani.DataModifica) è uguale o successiva all’ultima pubblicazione o gli 
informagiovani che hanno DataUltimaPubblicazioneTot nulla. 
 
4.4.3.7.2 Generazione e pubblicazione messaggio “Informagiovani” 
Una volta creato un messaggio “Informagiovani” (secondo il tipo di messaggio visto nel 
paragrafo precedente) per ogni comune legato al servizio modificato, viene invocato il 
Web Service esposto dal Proxy per la pubblicazione di ogni messaggio destinato a un 
comune diverso. Il file XML generato viene preventivamente compresso, al Proxy viene 
trasmesso quindi il file compresso. 
 
 
4.4.3.7.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1  : DB SIRIA- informagiovani
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: Informagiovani.putMessaggio(mittente, messaggio,certificato,destinatari) 
 2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
informagiovani; in caso contrario (esito ‘KO’) la data di riferimento per le successive 
estrazioni non viene aggiornata. 
 
4.4.3.8 Pubblicazione CIAF 
La pubblicazione di CIAF si traduce in un processo in esecuzione sul server SIRIA-
WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_informagiovani
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.8.1 Individuazione CIAF modificati 
Per individuare i CIAF che sono stati aggiornati rispetto alla precedente pubblicazione 
devono essere individuati tutti i CIAF per i quali risulta modificato il record. 
(CIAF.DataModifica>= CIAF.DataUltimaPubblicazioneTot). 
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Devono essere individuati tutti i CIAF la cui data di modifica (CIAF.DataModifica) è 
uguale o successiva all’ultima pubblicazione o i CIAF che hanno 
DataUltimaPubblicazioneTot nulla. 
 
4.4.3.8.2 Generazione e pubblicazione messaggio “CIAF” 
Una volta creato un messaggio “CIAF” (secondo il tipo di messaggio visto nel 
paragrafo precedente) per ogni comune legato al servizio modificato, viene invocato il 
Web Service esposto dal Proxy per la pubblicazione di ogni messaggio destinato a un 
comune diverso. Il file XML generato viene preventivamente compresso, al Proxy viene 
trasmesso quindi il file compresso. 
 
 
4.4.3.8.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : Proxy-SIRIA : Client-Soap-1
1: CIAF.putMessaggio(mittente, messaggio,certificato,destinatari)
 2: accettazione/non accettazione
 : DB SIRIA- CIAF
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
CIAF; in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni 
non viene aggiornata. 
 
4.4.3.9 Pubblicazione Attività CIAF 
La pubblicazione di attività CIAF si traduce in un processo in esecuzione sul server 
SIRIA-WEB tramite il Client-SOAP-1. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_CIAF
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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4.4.3.9.1 Individuazione attività CIAF modificati 
Per individuare le attività CIAF che sono state aggiornate rispetto alla precedente 
pubblicazione devono essere individuate tutte le attività CIAF per le quali risulta 
modificato il record. 
(AttivitaCIAF.DataModifica>= AttivitaCIAF.DataUltimaPubblicazioneTot). 
Realizzazione di un Proxy e di un Client applicativo per il Sistema Informativo Regionale Infanzia e Adolescenza 
Marco Luly 109
 
Devono essere individuati tutti le attività CIAF la cui data di modifica 
(AttivitaCIAF.DataModifica) è uguale o successiva all’ultima pubblicazione o le attività 
CIAF che hanno DataUltimaPubblicazioneTot nulla. 
 
4.4.3.9.2 Generazione e pubblicazione messaggio “AttivitaCIAF” 
Una volta creato un messaggio “AttivitaCIAF” (secondo il tipo di messaggio visto nel 
paragrafo precedente) per ogni comune legato al servizio modificato, viene invocato il 
Web Service esposto dal Proxy per la pubblicazione di ogni messaggio destinato a un 
comune diverso. Il file XML generato viene preventivamente compresso, al Proxy viene 
trasmesso quindi il file compresso. 
 
 
4.4.3.9.3 Registrazione nel log e aggiornamento data ultima pubblicazione 
Una volta che il client riceve il messaggio di accettazione registra l’evento nel log. 
 : Client-SOAP-1
1: get_DataUltimaPubblicazioneTot 
2: DataUltimaPubblicazioneTot 
3: get_ElencoPeriodiModificati(DataUltimaPubblicazioneTot)
4: ElencoPeriodiModificati
 : DB SIRIA- attivita CIAF
 : Proxy-SIRIA : Client-Soap-1
1: AttivitaCIAF.putMessaggio(mittente, messaggio,certificato,destinatari) 
 2: accettazione/non accettazione
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Se l’esito segnalato nel messaggio di accettazione è ‘OK’, viene aggiornata la data  di 
riferimento (DataUltimaPubblicazioneTot) da utilizzare per la successiva estrazione 
attività; in caso contrario (esito ‘KO’) la data di riferimento per le successive estrazioni 
non viene aggiornata. 
 
4.4.3.10 Pubblicazione Avvenuta Consegna 
La pubblicazione di avvenuta consegna si traduce nel semplice processo di generazione 
del messaggio non appena ne è stato sottoscritto uno. Questo evento è già stato visto 
all’interno del subscriber. 
 
4.4.4 L’integrazione del Client-SOAP-1 in SIRIA-WEB 
Da quel che abbiamo visto, per potersi attivare, il client-SOAP-1 ha bisogno di trovare 
dati che abbiano “data modifica” > “data ultima pubblicazione”.  Perché questo accada, 
è stata effettuata una modifica nell’inserimento di un servizio all’interno di SIRIA-
WEB: quando un utente, tramite l’interfaccia internet, modifica o inserisce un nuovo 
servizio, verrà aggiornata la data di modifica del record. Questo consentirà l’invio del 
dato aggiornato a tutti i sottoscrittori dell’evento. 
 : Client-SOAP-1  : LOG  : DB SIRIA-_attività CIAF
1: addEventi(idmessaggio,evento, ack)
2: [esitoAck='OK'] aggiornaDataUltimaPubblicazione
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5 Conclusioni 
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5.1 Stato attuale del progetto 
Il progetto è stato realizzato nel periodo febbraio-maggio 2007 presso la società TD 
Group s.p.a. . Per l’implementazione del Proxy e del Client sono state effettuate le 
seguenti scelte: 
? Il Proxy è stato realizzato con la tecnologia Java J2EE. E’ stato effettuato il 
deploy dell’applicativo web su Sun One Application Server. La validazione dei 
documenti XML è stata realizzata tramite API XOM. Il controllo della validità 
del certificato digitale è stato effettuato con le API Java per il certificato X.509. 
Per il deploy dei Web Service è stato usato il SOAP-RPC router; 
? Il Client-SOAP-1 è stato realizzato con la tecnologia Java J2EE. E’ stato 
effettuato il deploy dell’applicativo web su Apache Tomcat. Il DBMS utilizzato 
è Informix. Il mapping Java Beans - tabelle DBMS è attuato tramite API 
Hibernate. Il mapping Java Beans - messaggi XML è realizzato tramite API 
Apache Betwixt. La chiamata SOAP del Web Service è implementata attraverso 
le API SOAP. Il salvataggio dello stato delle pubblicazioni e delle avvenute 
consegne è effettuato su log tramite API log4j. 
Le difficoltà incontrate nella fase di implementazione sono dovute a problemi di 
compatibilità. Inizialmente, infatti, era stato scelto Apache Axis34 come soluzione per la 
realizzazione del Proxy applicativo. A causa di incompatibilità con le API utilizzate dal 
Framework Facade per l’utilizzo dei log, si è fatto ricorso al SOAP-RPC router incluso 
nelle API SOAP. 
Al momento, il progetto è in fase di testing. E’ stato effettuato il deploy per il Proxy sul 
NAL di test presente al TIX35 (chiamato CARTTESTNAL) e per il Client 
sull’applicativo di test SIRIA-WEB. Entro la fine dell’anno il progetto verrà rivisto per 
le modifiche ad alcune specifiche e ad alcuni dati nel database. 
 
5.1.1 Lo scambio di dati tra i comuni coinvolti 
Il Client progettato in questa tesi è un applicativo con tutte le specifiche che prevede il 
progetto SIRIA-CART. Verrà inserito, in fase di produzione, all’interno dell’applicativo 
                                                 
34 Apache Axis: Framework per i Web Service basato sul linguaggio XML. 
35 Tuscany Internet eXchange (TIX): è il centro servizi per la Rete Telematica Regionale Toscana. 
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SIRIA-WEB e farà la parte del client per il SIL Regione Toscana. In realtà, questo SIL 
non utilizzerà tutti i publisher visti nel capitolo precedente e non dovrà sottoscrivere 
tutti i messaggi analizzati. Il Client è stato realizzato comunque come se dovesse 
soddisfare tutte le specifiche, poiché lo stesso progetto verrà utilizzato per i Comuni 
interessati allo scambio dati. La modularità dell’applicazione rende possibile la 
chiamata ad un evento piuttosto che ad un altro. Quando tutto ciò verrà realizzato, 
l’intero sistema SIRIA-CART sarà davvero a regime e raggiungerà il proprio obiettivo, 
ovvero lo scambio di messaggi tra Comuni e Regione per il continuo aggiornamento dei 
Sistemi Informativi Locali e di quello Regionale. 
 
5.2 Possibili evoluzioni 
Come ultimo punto, analizziamo due possibili evoluzioni di questo progetto: 
? La possibilità di realizzazione di documenti WSDL. Tramite 
l’implementazione e la pubblicazione di questi in un UDDI, la realizzazione di 
una SOA è completa. Il Proxy sarebbe accessibile più facilmente dai possibili 
Client applicativi dei Comuni. 
? Il passaggio all’infrastruttura CART 2.0. E’ stata da poco rilasciata una nuova 
versione dell’infrastruttura. Essa consente l’accesso alla 
pubblicazione/sottoscrizione dei messaggi in due modi: il collegamento al 
Framework attraverso il Proxy (come già visto) e la possibilità di utilizzare 
un’interfaccia Java. Quest’interfaccia, una volta implementata, consentirà al 
Client l’accesso alla CART senza bisogno del Proxy. 
Queste due possibili evoluzioni migliorano il progetto perchè danno la possibilità di 
rendere più accessibile l’infrastruttura CART a chiunque voglia realizzare un Client per 
lo scambio di messaggi. 
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6 Appendice 
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6.1 Schemi del database 
Gli schemi seguenti mostrano le tabelle del database SIRIA coinvolte nello scambio di 
messaggi. 
 
6.1.1 Schema Periodo Rilevazione 
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6.1.2 Schema Tabelle Decodifica 
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6.1.3 Schema Progetti 
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6.1.4 Schema Informagiovani 
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6.1.5 Schema Nido - Utenti Nido (per ServiziPrimaInfanzia – 
UtentiPrimaInfanzia) 
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6.1.6 Schema CIAF – AttivitaCIAF 
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corretto la tesi. Ma soprattutto grazie perché il suo amore rende questa vita unica e le dà 
un senso. 
Grazie ai miei colleghi universitari: quante avventure, quante risate, quanti litigi… 
Penso che li ricorderò tutti per il resto della mia vita (ed io, si sa,  ho la memoria corta), 
in un modo o nell’altro sono stati tutti speciali. 
Grazie a tutto il Gruppo di San Frediano con a capo quell’uomo che un giorno faranno 
santo: tante persone, tanti incontri, tanti scontri, tanta possibilità di crescere e tante cose 
indimenticabili e irripetibili. Grazie. 
Ringrazio anche i miei colleghi di lavoro: con un passaggio in macchina, con un aiuto, 
con un insegnamento, con una battuta o anche con un semplice saluto mi hanno accolto 
da subito. 
Un ringraziamento un po’strano và alla mia bicicletta (e alla persona che ha insistito 
tanto perché io la comprassi): mi ha portato fino a questo giorno, è arrivata un po’ 
malconcia ma ce l’ha fatta. 
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La mia solita frase finale, chi mi frequenta la conosce molto bene. Ecco, io alla fine 
vorrei ringraziare chi adesso sa con quale frase vorrei finire, perché con queste persone 
ho riso tanto insieme e senza l’umorismo la vita sarebbe proprio brutta. Grazie! 
