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Cliente Android para Moodle
1. DEFINICIÓN DEL PROYECTO
1.1 Contexto
El objetivo principal del proyecto es desarrollar una aplicación nativa para sistemas móviles 
con tecnología  Android que  permita  a  los  usuarios  del  ambiente  educativo  virtual  Moodle 2.0 
acceder a los contenidos y actividades más utilizados desde dispositivos móviles. 
Además de adaptar y filtrar los contenidos para una visualización acorde al tipo de pantalla, 
el usuario de la aplicación no necesitará disponer de una conexión permanente con el servidor de 
Moodle ni tampoco requerirá el uso de un navegador web desde su móvil.
Para que una  aplicación  de estas  características  fuera posible  era  necesario  previamente 
dotar al servidor de Moodle de la capacidad de ofrecer sus funcionalidades a través de servicios 
web, un conjunto de estándares y de protocolos para transferir información entre aplicaciones. 
Mi proyecto  final  de carrera  consiste  por  tanto  en  desarrollar  un cliente  que  utiliza  los 
servicios web antes mencionados para poder acceder a determinados contenidos y actividades de 
Moodle, ofreciendo a sus usuarios las funcionalidades más apropiadas para estos dispositivos.
Este proyecto se engloba dentro de uno de mayor magnitud denominado Moodbile liderado 
por María José Casany, Ludo(Marc Alier) y Jordi Piguillem del grupo de investigación GESSI de la 
UPC, encargados de desarrollar  y  de mantener  la  API (Application  programming  interface)  de 
servicios web de Moodle, para que aplicaciones externas como la que desarrollo puedan colaborar 
con el servidor de Moodle.
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1.2 Objetivos
El  objetivo  principal  del  proyecto  es  dotar  a  los  usuarios  del  entorno  Moodle  de  la 
posibilidad  de conectarse  al  sistema desde dispositivos  móviles,  y  realizar  las  operaciones  más 
apropiadas  y  necesarias  cuando  se  estén  desplazando  o  no  dispongan  de  un  ordenador  con 
navegador  web,  ofreciéndoles  además  una interfaz  que se adapte  a  las  reducidas  pantallas  que 
poseen estos terminales.
Debido a la movilidad surge el problema de la conectividad, concretamente los periodos sin 
conexión y el coste de la transmisión de datos. Por tanto, otro gran objetivo es permitir que se pueda 
seguir  usando  el  sistema  cuando  se  pierda  la  conexión  a  internet,  reduciendo  el  tráfico  de 
información al mínimo posible, acabando así con otra de las limitaciones que imposibilita el uso 
efectivo de Moodle en entornos móviles.
Citando  a  Marc  Alier  y  María  José  Casany,  en  uno de  sus  primeros  artículos  sobre  el 
proyecto, cuyo título podría traducirse como Moodbile: extendiendo Moodle al escenario móvil en  
linea/fuera de linea, “la web no es suficiente”, y “android el joven príncipe”, que en la actualidad 
ya reina su cada día más extenso imperio. 
También estudian en este artículo las limitaciones comentadas de Moodle, las ventajas que 
ofrecería una aplicación nativa para solventarlas, empezando a definir la arquitectura en la que ya 
estaban trabajando y en qué dirección debería ser diseñado el cliente. Poniendo especial énfasis en 
que debería tener capacidad de persistencia de la información para poder trabajar sin conectividad, 
además de ayudar este modo sin conexión (offline) a optimizar el uso de las redes sin cable.
De la misma fuente, podemos ver una imagen de la arquitectura general del sistema.
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Figura 1.1.  Arquitectura general del sistema.
Ya se puede apreciar la base de datos interna en la que se apoyará el cliente para conseguir 
la persistencia de información y el modo sin conexión, y la capa de servicios web que requiere para 
obtener los datos de Moodle.
1.3 Alcance
Existe una gran competencia de sistemas operativos para dispositivos móviles que a su vez 
soportan unos determinados lenguajes de programación para su desarrollo de aplicaciones, por este 
motivo  se  me ha  encargado  implementar  el  cliente  para  Android  mientras  otros miembros del 
equipos se  encargan del  cliente  HTML5 para  usarlo  desde  los  navegadores  web  de  distintos 
sistemas operativos y recientemente se empezó a trabajar en uno para iOS (iPhone) con una gran 
cuota de mercado también.
Así  logramos  aprovechar  todas  las  características  y el  potencial  de  dos  de los  sistemas 
operativos para dispositivos móviles más usados de forma nativa y contaremos con otro cliente más 
versátil  al  poderse  usar  a  través  del  navegador  de distintos  sistemas  operativos.  Las  siguientes 
imágenes lo confirman con las estadísticas del último año en el mundo y España.
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Figura 1.2. Comparativa sobre sistemas operativos móviles en 2011 en todo el mundo.
Figura 1.3. Comparativa sobre sistemas operativos móviles en 2011 en España.
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Podemos observar como Symbian se desploma en España, aunque se mantiene lider en el 
mundo, y como Android se dispara poniéndose a la par que iOs y con una tendencia mucho mas 
positiva para el futuro.
En cuanto a  Moodle, es un entorno muy extendido,  el más usado de software libre en el 
mundo, y cuenta con numerosas funcionalidades, no siempre necesarias en este contexto, por lo que 
no será posible ofrecer todas ellas ni es el propósito del proyecto. Por este motivo se ha decido 
enfocar las primeras fases de desarrollo al uso que le dan los estudiantes para posteriormente ser 
extendido al uso especial que le den los profesores. 
Este último punto no quiere decir que no puedan utilizarlo ya, al contrario, muchas de las 
funcionalidades serán comunes, y al estar Moodle orientado privilegios  y no a roles, el acceso será 
común. Simplemente se trata de dar algún tipo de orden a la implementación de las funcionalidades 
y contentar al máximo número de usuarios desde el inicio del proyecto.
En consecuencia, nos centraremos en mostrar los contenidos de los cursos a los que están 
suscritos los estudiantes, los recursos descargables, el uso de los foros, consultar información sobre 
los participantes  y las notas que les pongan los profesores.  Siguiendo la gestión de tareas y la 
consulta de los eventos del calendario. 
La dificultad técnica del proyecto y sobretodo la extensión que tendría finalizarlo en cuanto 
a recursos y tiempo hace inviable ponerle fin en un proyecto final de carrera, de hecho ya son varios 
los proyectos que me han precedido y seguramente que me sucederán. 
Del mismo modo no existe en la competencia un producto que cumpla a día de hoy las 
necesidades por completo, sirviendo de ejemplo el cliente oficial de Moodle para iPhone con muy 
pocas funcionalidades y no existiendo uno oficial para Android a día de hoy.
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En relación  a lo  anterior,  no hemos marcado limites  en el  desarrollo,  se van añadiendo 
funcionalidades mediante un proceso iterativo e incremental a medida que se crean los servicios 
web pertinentes.  Gracias a este hecho se han podido realizar lanzamientos al público y pruebas 
piloto parciales  de Moodbile,  por ejemplo  un piloto de Salamanca no hace mucho donde unos 
estudiantes tenían que usar el cliente Android y su funcionalidad de foros en una actividad. 
Esto me ha permitido centrarme en otros objetivos también importantes para el proyecto 
como que mi trabajo  sea fácilmente  extensible  y reutilizable,  además de otros  de carácter  más 
personal con los beneficios que conlleva su consecución.
1.4 Beneficios
Escogí a Marc Alier como director de proyecto por la aportación al software libre que hace 
con los proyectos que lidera, casualmente cursé GSI y por cosas del destino en la primera clase que 
impartía le llegó mi petición, y después de insistirle pasado un año debido a su reciente paternidad y 
mi  falta  de  tiempo  disponible  en  esa  época,  aceptó  dirigirme.  En mi  presentación  destaqué el 
software  libre,  los  proyectos  relacionados  con  la  docencia  y  poder  especializarme  en  nuevas 
tecnologías, y si tenían relación con Google, en especial Android, mucho mejor.
No fue éste el proyecto que se me asignó en primer lugar y, aunque profundizar en HTML5 
y colaborar con el proyecto JClic me apetecía mucho al ser la idea de combinar juegos y docencia 
muy atractiva, se me iluminó la mirada al escuchar la palabra Android en la nueva propuesta y mi 
reciente en aquel entonces adquisición del terminal Htc Hero con sistema operativo Android acabó 
de cobrar sentido.
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En ese momento tuve claro mi futuro profesional a corto plazo, el proyecto que realmente 
quería  realizar  aunque  en  ese  momento  no  había  apenas  terminales  ni  oferta  de  PFC,  siendo 
actualmente en el mercado y en las próximas lecturas el gran protagonista, año y medio después 
desde que me uniera al equipo. Otro objetivo ha sido por tanto profundizar en el desarrollo para 
dispositivos Android no sólo para conseguir una funcionalidad sino para buscar la mejor manera de 
hacerlo y la que me aportara mayores conocimientos.
Volviendo al problema de la gran magnitud del proyecto, el tiempo que requiere y ligado 
con otra ilusión personal de que mi trabajo no caiga en desuso o no tenga continuidad me propuse 
como objetivo, además de los esperados, que mi cliente fuera de la suficiente calidad como para que 
valiera la pena extenderlo y fuera fácil hacerlo.
Con este propósito, cada linea de código y cada diagrama ha sido diseñados con el propósito 
de que permita cambios, mejoras, ampliaciones y ser reutilizado. En especial hay que destacar el 
subsistema de persistencia genérico y reutilizable, incluso en otros proyectos, que he implementado.
Para ello he extendido los diseños UML de Craig Larman en su libro  UML y Patrones 
[LARMAN] y  completado  las  importantes  cuestiones  que  dejaba  sin  resolver  apoyándome  en 
especial  en los  patrones  expuestos  por  Martin  Fowler  en su libro  Patrones  Arquitectónicos  de  
Aplicaciones Empresariales  [FOWLER]. Dotando así a la aplicación, mediante una caché de dos 
niveles  (memoria  y  base  de  datos),  de  persistencia,  modo  sin  conexión  y  acceso  rápido  a  la 
información, sin necesitar atar al proyecto a soluciones pesadas o comerciales.
Con el mismo propósito, he aplicado diversos patrones, una especie de buenas prácticas para 
solventar  problemas  que  más  adelante  comentaré,  para  conseguir  un  bajo  acoplamiento  entre 
paquetes del proyecto que permiten cumplir con objetivos como es el caso de la fácil extensión de 
servicios para diferentes protocolos sin afectar al resto del sistema.
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También hay que comentar que se han aplicado distintos patrones en las vistas para cumplir 
con las exigencias de los usuarios y explotar las últimas tendencias en desarrollo de aplicaciones 
móviles como es el caso de barras de acción rápida para los botones, menús y barras deslizantes.
Una  buena  interfaz  nos  ayudará  a  atraer  la  atención  de  la  comunidad  antes,  al  no  ser 
observable directamente todo el trabajo que hay detrás del proyecto Moodbile, el cliente es un buen 
escaparate, y su aportación puede resultar muy interesante para acelerar el desarrollo.
Por último este trabajo ha estado marcado por los objetivos comunes del proyecto, siendo el 
cliente de referencia para hacer uso de los webservices de Moodbile para Android, sirviendo de 
experiencia para ponerlos en uso, ayudar a detectar posibles mejoras en cuanto a diseño y detectar 
errores para la apertura al público de todo el proyecto Moodbile en su segunda versión.
Aportando el beneficio de que otros profesionales o usuarios se interesen, unan al viaje y el 
proyecto tenga continuidad. De hecho, al ser licencia GPL v3, se pueden descargar Moodbile y se 
anima a la gente a que lo use, incluso que implemente sus propios clientes para lo que colgamos 
manuales y ejemplos en www.moodbile.org.
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Figura 1.4. Portada de Moodbile.org  para el 11-11-11.
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1.5 Equipo
Como ya he introducido, este cliente es parte del proyecto Moodbile iniciado por el grupo de 
investigación SUSHITOS de la UPC y que cuenta con la participación del grupo de investigación 
GRIAL de la  Universidad de Salamanca.  En la  siguiente imagen aparecen en primer  lugar  los 
miembros actuales del proyecto y agradecimientos a los que han colaborado en el pasado.
Figura 1.5. Equipo Moodbile a finales de 2011.
Además de los directores del proyecto ya mencionados, y de las últimas incorporaciones, 
Oscar en el lado del servidor y Thais desarrollando el cliente para iPhone, quiero destacar, además 
de  por  su  contribución  y  ayuda,  a  Imanol,  desarrollador  del  cliente  HTML5  y  a  Nikolas, 
desarrollador del servidor y de la especificación de los webservices, con los que he colaborado más.
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Al inicio  del  proyecto  se me pidió  que respetara  la  esencia  del  cliente  web creado por 
Imanol, partiendo en especial de su manual de usuario creé mis primeros diagramas de casos de uso 
y de clases de diseño del cliente. Posteriormente se nos puso a trabajar juntos en unas nuevas vistas 
basadas en pestañas con un mismo tema visual, salvando la distancia geográfica con cantidad de 
correos electrónicos y capturas.
Paralelamente, al igual que Imanol, empecé a utilizar los webservices en los que trabajaba 
Nikolas para obtener los datos de Moodle necesarios para que mi cliente funcionara, teniendo su 
trabajo  y  apoyo  una  especial  incidencia  en  el  desarrollo  del  primer  prototipo  del  cliente  para 
Android.
Figura 1.6. Inicios del cliente Android basado en cliente HTML5.
Durante todo el proyecto, aunque con periodos de mayor o menor actividad, se realizaban 
reuniones  quincenales  del  equipo en la  UPC para  tratar  aspectos  importantes  de las  que podía 
obtener nuevos requisitos y feedback sobre el cliente.
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1.6 Visión general del sistema
Al  explicar  el  diseño  y  la  arquitectura  entraremos  en  más  detalle  sobre  todo  lo  que 
representa  Moodbile.  Ahora como introducción nos  centraremos  en  que permite  que  Moodle  a 
través de unos determinados servicios web pueda ofrecer sus contenidos a clientes como el que he 
desarrollado.
De esta manera sus usuarios, previa validación, podrán acceder a sus contenidos de Moodle 
desde  el  cliente  Android.  Estos  datos  no  serán  completos,  se  filtraran  campos  innecesarios, 
centrándonos  en  los  que  aportan  información  más  importante  o  son  requeridos  para  alguna 
funcionalidad. 
Por ejemplo,  una de las primeras  opciones disponibles es consultar  el  perfil  del  usuario 
validado.  En  este  caso  pueden  no  mostrarse  campos  como  la  descripción  del  usuario  pero  si 
aparecerá su ciudad o el correo electrónico por ejemplo.
1.6.1  Entrar al sistema
Si se dispone de una cuenta de usuario en el  servidor de Moodle se podrá acceder  a la 
ventana principal de la aplicación que dará acceso a los contenidos de sus cursos previa validación 
de las credenciales del usuario.
1.6.2  Consultar perfil
Además del usuario actual es posible consultarse el perfil de cualquier participante de los 
cursos a los que está suscrito el usuario como por ejemplo para consultar el correo eléctrico.
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1.6.3  Listar participantes
Será posible consultar todos los participantes de los distintos cursos del usuario, separados 
por cursos, de manera que pueda saber con quien lo comparte en cada momento o acceder a su 
perfil.
1.6.4  Listar cursos y sus módulos
Al entrar a cursos, aparecerán listados con una breve descripción todos los cursos a los que 
está suscrito el usuario y si se entra a uno se listarán los módulos que los componen, es decir, las 
actividades y recursos que haya creado algún profesor del curso para que los estudiantes las usen 
como foros, cuestionarios  y muchas más que veremos luego.
1.6.5  Listar foros, temas de discusión y posts
Además será posible acceder a la lista de todos los foros de los cursos a los que el usuario  
pertenece. Desde cada foro se podrá acceder a una lista de los temas de discusión que lo componen 
y de la misma manera entrando a un tema de discusión veremos los posts que se hayan escrito en 
ese tema.
1.6.6  Crear nuevos temas de discusión y posts
Se podrá participar  en los foros de manera activa creando nuevos temas de discusión o 
nuevos mensajes como respuesta a otros.
1.6.7  Actualizar posts
Es posible editar los posts que se hayan escrito en un tema de discusión si se tienen los 
permisos necesarios, por ejemplo si eres el creador del post.
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1.6.8  Consultar elementos puntuables y sus notas
Al formar parte un curso los usuarios pueden ser evaluados por un profesor en distintas 
actividades.  Se listarán estos elementos calificables en primer lugar y si se selecciona se podrá 
consultar la nota si la tiene ya asignada y el feedback del profesor.
1.6.9  Uso sin conexión
Una vez validado, el  usuario podrá consultar toda la información que haya sido visitada 
previamente aunque se pierda la conexión o se pase a utilizar otras aplicaciones.
1.6.10  Salir y cambio de usuario
Para dejar de estar validado en el sistema habrá que confirmar que se quiere salir, volviendo 
al punto donde introdujo sus credenciales la primera vez.
1.6.11  Sincronización
Se podrá decidir en cualquier momento trabajar sin conexión, guardando los contenidos de 
forma persistente en una caché, y posteriormente si se dispone de una red activa,  actualizar los 
contenidos como veremos al analizar la arquitectura propia.
1.6.12  Configurar estilo visual
El usuario podrá escoger entre distintos temas visuales desde las opciones.
1.6.13  Vaciar caché
Este proceso se realizará automáticamente cuando se detecte un nuevo usuario y podrá ser 
usado de forma manual para borrar la información persistente de la caché de la aplicación.
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2   ESTADO DEL ARTE
El objetivo es crear una aplicación que haga de cliente funcionando sobre dispositivos con 
sistema  operativo  Android y  comunicándose  contra  un  servidor  Moodle a  través  de  unos 
determinados servicios web creados por el proyecto Moodbile del que forma parte mi trabajo.
2.1    Moodle
La educación ha evolucionado en los últimos años de la  mano de las  tecnologías  de la 
información. Gracias a la aparición de internet tenemos al alcance desde nuestras propias casas una 
gran cantidad de material didáctico al que antes no teníamos acceso. 
Pero la  figura del  profesor que nos ayuda en la adquisición de los conocimientos  sigue 
siendo importante con lo que nacen los ambientes educativos virtuales donde los educadores pueden 
crear comunidades de aprendizaje en linea, iniciándose así el e-learning.
De esta manera superamos las barreras geográficas o temporales anteriores sin renunciar a 
las ventajas  del  sistema educativo tradicional  de manera que se puede complementar  o incluso 
suplir completamente la formación presencial.
Una  de  las  herramientas  más  utilizadas  dentro  del  e-learning  son  los  Sistemas  de 
Administración de Aprendizaje conocidos como LMS del inglés Learning Management System. Es 
un sofware instalado en un servidor web para administrar y ofrecer actividades de formación no 
presencial permitiendo administrar el sitio, los usuarios y sus cursos.
Dentro de los LMS encontramos a Moodle, creado en 2002 por Martin Dougiamas, con más 
de 70.000 sitios web registrados y más de 50 millones de usuario que además está en auge como 
podemos ver actualizado en http://moodle.org/stats de donde tomé esta imagen a inicios de 2012.
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Figura 2.1. Sitios web registrados de Moodle hasta Noviembre de 2011.
Es  fácilmente  apreciable  el  crecimiento  constante  que  ha  experimentado  desde  2007  y 
aunque los datos parecen indicar que se empieza a estabilizarse al contar ya con mas de 70.000 
sitios registrados, le espera un futuro prometedor, más si se acaba de adaptar al nuevo paradigma de 
la educación, el m-learning.
Fruto  de  este  éxito,  el  hecho  de  que  sea  el  más  usado  en  el  mundo  de  sofware  libre, 
traducido a 75 idiomas, y que es el LMS más utilizado en España por las instituciones educativas,  
incluida nuestra  universidad,  fue escogido de entre  todos los LMS por los lideres  del proyecto 
Moodbile como explican en el siguiente artículo de la bibliografía [ACGP10].
La filosofía de Moodle es promover una pedagogía constructivista social donde grupos de 
gente al interaccionar con su entorno pueden crear artefactos que ayuden en el aprendizaje de otro 
grupo  transmitiendo  los  propios  conocimientos  del  colectivo.  Apuesta  por  la  colaboración,  la 
reflexión y la crítica y porque no sólo el profesor sea el que transmita los conocimientos siendo la 
contribución del estudiante importante también para la experiencia educativa.
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Entre las principales opción que ofrece encontramos la administración del propio sitio, de 
los usuarios y de los cursos.  Dentro de los cursos hay gran variedad de actividades  y recursos 
disponibles como foros, cuestionarios y wikis por dar algún ejemplo.
Ahora que se han superado las barreras de la distancia hay que superar los problemas de la 
movilidad  y  la  conectividad  para  que  la  educación,  y  los  entornos  Moodle,  den  un paso  más 
adelante en su evolución introduciéndose en los terminales móviles inteligentes lo que se conoce 
como m-learning, donde el sistema operativo Android tiene una gran cuota de mercado. 
2.2    Android
Android es un sistema operativo para dispositivos móviles tales como teléfonos inteligentes 
y tabletas que es desarrollado por la Open Hanset Alliance liderada por Google. La mayor parte de 
su código fue liberado por google  en el 2007 bajo licencia libre, concretamente Apache v2. 
Se  trata  de  un  paquete  de  software  para  terminales  móviles  que  engloba  un  sistema 
operativo, un middleware y un conjunto de librerías y aplicaciones iniciales. Además el Android 
SDK nos facilita las herramientas y APIs necesarias para desarrollar aplicaciones en la plataforma 
Android en el lenguaje de programación Java.
Como características encontramos un framework de aplicaciones reutlizables,  la máquina 
virtual Dalvik al estilo de la de Java, navegador integrado basado en Webkit, base de datos Sqlite,  
buen  soporte  multimedia,  para  gráficos  y  para  el  hadware  típico  paramóviles  como  3G,  Wifi, 
Camara etc. La siguiente imagen muestra la arquitectura.
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Figura 2.2. Arquitectura Android.
Posee un kernel linux, y entre las aplicaciones que ofrece por defecto nos encontramos con 
un cliente de correo electrónico, programa de SMS, calendario, mapas, navegador y contactos entre 
otras. 
Además  incluye  un  entorno  de  desarrollo  compuesto  por  un  emulador  de  dispositivos, 
herramientas para depurar errores y un plugin para el entorno de programación Eclipse.
En función del momento en que se fabrique un dispositivo que use Android permitirá una 
determinada  versión  del  sistema  con  opciones  de  actualización  dependiendo  del  hardware  que 
posea.  A la  hora  de  desarrollar  aplicaciones  para  esta  arquitectura  hay que  escoger  la  versión 
mínima  que se soporta. 
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Figura 2.3. Estimación de  la distribución de versiones Android.
Si se escoge una muy baja no se podrán aprovechar las mejoras de las últimas versiones 
apareciendo el problema de la fragmentación que intentan solventar con paquetes de compatibilidad 
como el ofrecido para utilizar los nuevos fragments. Escogiendo 2.1 como versión mínima se puede 
llegar a más del 95% de dispositivos.
2.3    M-learning
El uso de los dispositivos móviles en la educación se conoce como m-learning o mobile 
learning. Se puede definir como la utilización de las tecnologías móviles al servicio de los procesos 
asociados con la enseñanza.
Este nuevo paradigma educativo combina la movilidad geográfica con la virtual dando la 
mayor libertad al estudiante para aprender y al educador para buscar formas innovadoras de enseñar 
que jamás hayan tenido,  en cualquier  lugar  y  en cualquier  momento  que quieran transmitir  un 
pensamiento o consultar un recurso van a poder hacerlo.
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Otras de las ventajas que ofrece es el aprendizaje exploratorio, aprender o enseñar mientras 
uno  se  desplaza  y  compartirlo  es  ahora  posible.  Además  ofrece  una  mayor  accesibilidad  y 
portabilidad. Incluso es posible que ayude a reducir la brecha digital al ser los dispositivos móviles 
más baratos que un ordenador.  
Pero para que todo esto sea posible hace falta que se creen aplicaciones que permitan llevar 
las funcionalidades de los LMS a los terminales móviles, adaptando los contenidos a sus limitadas 
pantallas y que superen los problemas asociados a la perdida de conectividad y al limite o coste de 
las tarifas de datos.
Desde que Lehner  y Nosekable  hicieran  uno de los primeros  estudios  en 2002 sobre la 
interacción de campus virtuales con móviles a través de mensajes SMS, muchos son los avances 
que se han conseguido pero sin llegar a existir a día de hoy una solución completa.
Ya  se  realizaron  pruebas  especificas  sobre  Moodle  en  2005,  Hinkelman  desarrolló  un 
módulo  para  Moodle  1.6  que  ofrecía  servicios  de  prueba  y  feedback.  Posteriormente  en  2006 
Cheung realizó un estudio para adaptar los contenidos de Moodle a los dispositivos móviles. Y en 
2009 la Open University creó una aplicación para móviles que accedía a determinados contenidos 
de Moodle.
En  la  actualidad  existen  distintas  alternativas  con  el  mismo  propósito  incluso  hay  una 
aplicación oficial de Moodle para iPhone, aunque muy limitada en funcionalidad todavía, y planean 
sacar  otra  para  Android.  Los  otros  son,  además  de  Moodbile,  MOMO  basado  en  J2Me  y 
recientemente discontinuado por falta de recursos, Mbot con un cliente para Android que recuerda 
credenciales  y páginas  visitadas  y redirige  peticiones  de abrir  documentos  a  otras  aplicaciones 
instaladas, y Mtouch con más funcionalidades que el resto pero sólo para dispositivos iOS.
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Figura 2.4. Aplicación Moodle oficial para iPhone.
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3   TECNOLOGÍAS  
En este apartado describo brevemente las tecnologías que he utilizado para desarrollar el 
cliente Android para Moodle y para montar el servidor Moodle con plugin Moodbile.
3.1    Moodle
Moodle es un sistema de gestión de cursos o ambiente educativo virtual de distribución libre 
que ayuda a los educadores a crear comunidades de aprendizaje en línea conocidas como LMS 
(Learning Management System). El código está escrito en PHP bajo licencia GNU GPL v3.
En la siguiente figura podemos ver la página principal del portal de Moodle.org.
Imagen 3.1. Moodle.org.
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Para su instalación es necesaria una plataforma que soporte PHP y la disponibilidad de una 
base de datos, soportando la mayoría de gestores de bases de datos. Además se le pueden agregar 
nuevos módulos y paquetes de idiomas.  En los anexos podemos ver un manual de instalación de 
Moodle y el plugin Moodbile Server paso a paso.
Las principales características que tiene son:
− Administración del sitio: usando temas, idiomas, y permitiendo añadir módulos.
− Administración de los usuarios: altas, gestión de accesos, control de correo etc.
− Administración de cursos: da control al profesor sobre numerosas actividades.
Los módulos principales  que lo componen son:
− Módulo de tareas: los estudiantes hacen entregas que son evaluadas por el profesor.
− Módulo de consulta: los estudiantes pueden hacer votaciones sobre una cuestión.
− Módulo foro: foros compuestos de temas de discusión donde pueden escribir posts.
− Módulo cuestionario: los estudiantes debenresponder encuestas del profesor.
− Módulo recurso: se puede subir y bajar contenido digital de todo tipo.
− Módulo wiki: los estudiantes pueden colaborar en un mismo documento.
− Módulo diario: para información privada entre el profesor y el estudiante.
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3.2    Ubuntu Server y LAMP
Se conoce como servidor LAMP a la unión de las tecnologías de software libre que forman 
sus siglas para definir la infraestructura de un servidor web representadas en la figura 3.2. 
− L de Linux, como sistema operativo, en nuestro caso hemos escogido Ubuntu Server.
− A de Apache, como servidor Web HTTP que implementa el protocolo  HTTP.
− M de MySQL, como servidor de bases de datos relacional, multihilo y multiusuario.
− P de PHP, como lenguaje de programación interpretado.
 Se incluye un anexo con los pasos necesarios para instalar Ubuntu Server y otro específico 
para este sistema operativo donde se explica como instalar el servidor LAMP. 
Figura 3.2. LAMP.
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3.3    Servicio web JSON-RPC con Oauth
Un servicio web es un componente para intercambiar datos entre aplicaciones para lo que 
utiliza  un  conjunto  de  protocolos  y  estándares  que  permite  que  aplicaciones  bajo  distintas 
plataformas y desarrolladas en diferentes lenguajes de programación puedan utilizarlos.
Son varios los servicios web que ofrece la API de Moodbile para que el cliente Android se 
comunique con Moodle por lo que me voy a centrar en el que utilizo en la última versión del 
cliente, JSON-RPC con Oauth.
JSON es un formato ligero de intercambio de datos que permite su lectura tanto a humanos 
como a  máquinas  para  que lo  interpreten  y generen.  Se basa en dos  estructuras  que todos los 
lenguajes de programación soportan: una colección de pares de nombre/valor y una lista ordenada 
de valores, lo que en lenguajes de programación se conoce como objetos y vectores. Además sigue 
convenciones como las utilizadas por los programadores de lenguaes como c++ y Java por lo que 
resulta idóneo para le intercambio.
RPC es un protocolo de llamada a procedimiento remoto que permite ejecutar código de un 
programa en otra máquina remota sin preocuparse por las comunicaciones entre ambos. JSON-RPC 
es este protocolo usando el formato JSON para intercambiar los datos de forma ligera a través de 
internet usando para ello HTTP como protocolo de transmisión de mensajes.
Con JSON-RPC ya es posible establecer la comunicación necesaria entre los clientes y el 
servidor Moodle pero en el caso de usarse Oauth en el proceso de validación de las credenciales del 
usuario hará falta firmar las peticiones antes de enviarlas, con lo que pasamos a llamar al protocolo 
JSON-RPC con validación Oauth.
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Oauth  es  un  protocolo  abierto  y  estándar  que  permite  a  un  determinado  sitio  web 
consumidor (Oauth Consumer) acceder  de un modo seguro, previa autorización del usuario, a datos 
de acceso restringido de dicho usuario albergados en otro sitio web proveedor (Service Provider) 
mediante una API que soporta Oauth y que pone al proveedor a disposición del consumidor. Esto 
permite que el consumidor no pueda almacenar las credenciales de acceso (usuario y contraseña) 
que el usuario utiliza en el proveedor. 
Para el uso concreto que le da el cliente ha sido útil también la librería oauth-signpost con 
licencia apache v2 que permite firmar de forma fácil las peticiones a través de servicios web con 
autenticación oauth usando esta librería y el lenguaje  de programación Java.
Android provee un plugin para el  entorno de programación Eclipse en el que se pueden 
programar las aplicaciones en lenguaje Java. Para hacer una petición JSON-RPC con validación 
Oauth, habrá que incluir la librería comentada al proyecto que nos permitirá utilizar sus funciones y 
clases para firmar las peticiones sin que sea necesario utilizar el usuario y la contraseña.
26
Cliente Android para Moodle
4   ANÁLISIS DE REQUISITOS
A raíz del trabajo previo y de las funcionalidades de Moodle expuestas por los actuales 
servicios web se pueden definir los siguientes requisitos desglosados en funcionales o no. Siendo 
los funcionales los que definen las características, capacidades y seguridad y los no funcionales los 
que afectan el resto de cuestiones como la facilidad de uso, rendimiento, interfaz o la fiabilidad. 
4.1    Requisitos Funcionales
Hay que desarrollar en primer lugar las funcionalidades siguientes:
• Listar los cursos del usuario y sus distintos módulos.
• Poder acceder a los módulos ya implementados desde la lista anterior.
• Listar los participantes de los distintos cursos.
• Mostrar el perfil de un participante o del usuario actual.
• Listar foros, discusiones y mensajes.
• Crear nuevas discusiones dentro de un foro.
• Crear nuevos mensajes dentro de una discusión.
• Editar un mensaje de una discusión si se dispone de los permisos.
• Listar los recursos de un curso aunque sin capacidad de acceso a los recursos aún.
• Assignment : listar y entregar tareas.
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• Calendar :  gestión de eventos.
• Grade : mostrar las notas del usuario.
• Oauth: sistema de validación de las credenciales del usuario.
• Sync: actualización de la información de manera manual y automática.
4.2    Requisitos No Funcionales
Además de las funcionalidades que requiere la aplicación son requisito otros aspectos igual 
de importantes para que cumplamos con las expectativas de los usuarios finales.
Podríamos resumir en un primer requisito no funcional  lo que toda aplicación móvil debe 
cumplir: gestionar correctamente los eventos especiales para pantallas multitáctiles y cambios de 
orientación del terminal, además de los propios de la arquitectura Android.
Interficie  de  usuario  usable,  vistosa  e  intuitiva  explotando  las  últimas  tendencias  en 
desarrollo  de  aplicaciones  Android  sin  alejarse  por  ello  del  estilo  Moodbile  de  los  clientes 
existentes.
Persistencia de los datos obtenidos del servidor dotando a la aplicación de la capacidad para 
seguir  funcionando  durante  los  periodos  de  no  conectividad  y  de  un  acceso  a  la  información 
mediante consultas  más rápidas.
Uso efectivo de los recursos aprovechando los periodos de conexión Wifi, permitiendo al 
usuario no hacer uso de su red móvil 3G en las actualizaciones salvo que lo indique expresamente, y 
actualizaciones en segundo plano para que la aplicación no deje de responder durante el proceso.
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La aplicación tendrá que adaptarse a distintos idiomas sin modificaciones en el código, al ser 
Moodle utilizado a nivel mundial. 
Existen muchos tipos de pantallas entre los dispositivos Android, por lo que la aplicación 
deberá tener en cuenta este hecho escogiendo los tamaños y recursos apropiados para una mejor 
visualización de forma automática, aunque centrándonos principalmente en móviles donde Moodle 
no es utilizable directamente. 
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5   ESPECIFICACIÓN
Los usuarios del sistema serán estudiantes (en el futuro se ampliará a profesores pero para el 
sistema serán tratados igual aunque se les ofrecerá otras funcionalidades añadidas) por lo que sólo 
encontramos  un tipo  de  usuario  (actor).  Definimos  el  siguiente  diagrama  de  casos  de  uso  que 
describe los distintos escenarios que puede encontrar un actor al utilizar la aplicación.
5.1    Diagrama de Casos de Uso
Figura 5.1. Diagrama de Casos de Uso.
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5.2    Descripción de los Casos de Uso
Para  cada  caso de  uso daremos  una  breve  descripción,  el  actor  que en  nuestro  caso  es 
siempre el usuario, las precondiciones y postcondiciones de la ejecución del caso de uso y los flujos 
normal, si todo va bien, y alternativos en caso contrario.
5.2.1  Caso de uso: Login
Descripción: Conectarse al sistema.
Actor: Usuario.
Precondiciones: El usuario no está validado como usuario del sistema.
Postcondiciones: El usuario está validado y se muestra la pantalla principal de la aplicación.
Flujo normal:
1. El usuario indica quiere conectarse al sistema.
2. El sistema solicita  sus credenciales de validación.
3. El usuario provee los datos solicitados
4. El  sistema valida al usuario para que se conecte al sistema.
Flujo alternativo:
4b. Los datos de validación no son correctos y no se consigue conectar al sistema.
5b. Se informa al usuario de esta situación para que vuelva a intentar validarse. 
5.2.2  Caso de uso: Logout
Descripción: Desconectarse del sistema.
Actor: Usuario.
Precondiciones: El usuario está validado en el sistema.
Postcondiciones: El usuario deja de estar validado en el sistema.
Flujo normal:
1. El usuario comunica al sistema que quiere desconectarse.
2. El sistema desconecta al usuario.
Flujo alternativo: -
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5.2.3  Caso de uso: ShowUserProfile
Descripción: El sistema muestra los datos de perfil del usuario solicitado.
Actor: Usuario.
Precondiciones: El usuario está validado como usuario del sistema.
Postcondiciones: El usuario obtiene los datos del perfil solicitado.
Flujo normal:
1. El usuario requiere consultar un perfil.
2. El sistema muestra el perfil solicitado.
Flujo alternativo: -
5.2.4  Caso de uso: ShowSettings
Descripción: El sistema muestra  las distintas opciones de configuración.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: Se muestra una pantalla con las distintas opciones para configurar la aplicación.
Flujo normal:
1. El usuario requiere ver opciones de configuración.
2. El sistema muestra un menú con las opciones.
Flujo alternativo: -
5.2.5  Caso de uso: ShowHelp
Descripción: El sistema muestra la ventana de ayuda/información.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: Se ha mostrado la ayuda/información por pantalla.
Flujo normal:
1. El usuario selecciona la opción de ayuda/información.
2. El sistema muestra la ayuda/información.
Flujo alternativo: -
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5.2.6  Caso de uso: ShowEvents
Descripción: El usuario consulta el calendario con los próximos eventos.
Actor: Usuario.
Precondiciones: El usuario está dentro de un curso.
Postcondiciones: El usuario obtiene la lista de próximos eventos.
Flujo normal:
1. El usuario solicita consultar la lista de próximos eventos.
2. El sistema muestra la lista de eventos.
Flujo alternativo: -
5.2.7  Caso de uso: ShowCourses
Descripción: El usuario solicita sus cursos visibles.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: El usuario obtiene la lista cursos visibles en los que está inscrito.
Flujo normal:
1. El usuario selecciona obtener sus cursos.
2. El sistema devuelve la lista de cursos del usuario.
Flujo alternativo: -
5.2.8  Caso de uso: ShowResources
Descripción: El usuario solicita los recursos de sus cursos.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: El usuario obtiene los recursos de todos sus cursos.
Flujo normal:
1. El usuario selecciona consultar la lista de sus recursos.
2*. El sistema devuelve la lista de recursos del usuario.
Flujo alternativo: -
* Temporalmente desactivada en la última versión al no contar ya con el servicio web.
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5.2.9  Caso de uso: ShowParticipants
Descripción: El usuario solicita las listas de los participantes de sus cursos.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: El usuario obtiene las listas de participantes de sus cursos.
Flujo normal:
1. El usuario selecciona consultar las listas de participantes de sus cursos.
2. El sistema devuelve la listas de participantes solicitadas.
Flujo alternativo: -
5.2.10  Caso de uso: ShowGradeitems
Descripción: El usuario solicita las listas de los elementos calificables de sus cursos.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: El usuario obtiene las listas de elementos calificables de sus cursos.
Flujo normal:
1. El usuario selecciona consultar las listas de elementos calificables de sus cursos.
2. El sistema devuelve la listas de elementos calificables solicitadas.
Flujo alternativo: -
5.2.11  Caso de uso: ShowGrade
Descripción: El usuario solicita la nota de uno del los elementos calificables de sus cursos.
Actor: Usuario.
Precondiciones: El usuario ha obtenido previamente la lista de elementos calificables.
Postcondiciones: El usuario obtiene la nota y feedback del elemento calificable.
Flujo normal:
1. El usuario selecciona consultar la nota de uno de los elementos calificables de sus cursos.
2. El sistema devuelve la nota y feedback del elemento calificable solicitado.
Flujo alternativo: 
2b. El usuario no tiene nota. El sistema informa de esta situación.
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5.2.12  Caso de uso: ShowForums
Descripción: El usuario solicita la lista de los foros a lo que tiene acceso y son visibles.
Actor: Usuario.
Precondiciones: El usuario está validado.
Postcondiciones: El usuario obtiene los foros de todos sus cursos.
Flujo normal:
1. El usuario selecciona consultar la lista de sus foros.
2. El sistema obtiene la lista de foros del usuario.
Flujo alternativo: -
5.2.13  Caso de uso: ShowForumDiscussions
Descripción: El usuario solicita la lista de discusiones de un foro.
Actor: Usuario.
Precondiciones: El usuario se encuentra en la lista de foros de sus cursos.
Postcondiciones: El usuario obtiene las discusiones del foro seleccionado.
Flujo normal:
1. El usuario selecciona consultar las discusiones de uno de sus foros.
2. El sistema obtiene la lista de discusiones del foro seleccionado.
Flujo alternativo: -
5.2.14  Caso de uso: ShowDiscussionPosts
Descripción: El usuario solicita la lista de posts de un tema de discusión.
Actor: Usuario.
Precondiciones: El usuario se encuentra en la lista de temas de discusiones de uno de los foros.
Postcondiciones: El usuario obtiene la lista de posts del tema de discusión.
Flujo normal:
1. El usuario selecciona consultar la lista de posts de un tema de discusión.
2. El sistema obtiene la lista de posts del tema de discusión.
Flujo alternativo: -
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5.2.15  Caso de uso: CreateDiscussion
Descripción: El usuario crea una nueva discusión dentro de un foro (con un post inicial).
Actor: Usuario.
Precondiciones: El usuario se encuentra dentro de un foro.
Postcondiciones: El usuario crea un nuevo tema de discusión (y su post inicial) dentro del foro. 
Flujo normal:
1. El usuario elige crear un nuevo tema de discusión dentro del foro actual.
2. El sistema le pide los datos del tema de discusión a crear.
3. El usuario introduce los datos solicitados y acepta.
4. El sistema comprueba que los datos sean correctos y crea el nuevo tema de discusión.
Flujos alternativos:
3b. El usuario cancela introducir los datos.
4c. El usuario ha introducido datos incorrectos. El sistema le informa y le permite volver a probar.
5.2.16  Caso de uso: ReplyPost
Descripción: El usuario selecciona responder a un post desde la lista de posts de una discusión.
Actor: Usuario.
Precondiciones: El usuario se encuentra dentro de un tema de discusión.
Postcondiciones: Un nuevo post con el mensaje introducido es creado y agregado al tema.
Flujo normal:
1. El usuario elige responder a un post de una discusión.
2. El sistema solicita los datos del nuevo post (tema y mensaje).
3. El usuario introduce los campos y acepta.
4. El sistema agrega el nuevo post a lista de posts del tema de discusión.
Flujos alternativos:
3b. El usuario cancela introducir los datos.
4c. El usuario ha introducido datos incorrectos. El sistema le informa y le permite volver a probar.
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5.2.17  Caso de uso: UpdatePost
Descripción: El usuario solicita actualizar un post.
Actor: Usuario.
Precondiciones: El usuario se encuentra dentro de un tema de discusión.
Postcondiciones: El post es actualizado con la nueva información introducida por el usuario.
Flujo normal:
1. El usuario elige modificar un post de un tema de discusión.
2. El sistema muestra los datos a modificar.
3. El usuario modifica los datos o no y acepta.
4. El sistema actualiza el post en el tema de discusión.
Flujo alternativo:
3b. El usuario cancela modificar los datos.
4c. El usuario ha introducido datos incorrectos. El sistema le informa y le permite volver a probar.
4d*. El usuario no tiene permisos para editarlo. El sistema le informa y le permite volver a probar. 
4e**. El post ya no existe. El sistema le informa y le permite volver a probar.
*  Este  no  es  el  comportamiento  deseado  pero  los  servicios  web  no  contaban  aún  con 
funciones para obtener los permisos para un contexto dado (capabilities), recientemente agregadas 
pero demasiado justo para incluirlas en este proyecto, con las que la precondición incluiría que el 
usuario tiene permisos y no se podría llegar a este curso alternativo. 
** Del mismo modo, está pendiente en el proyecto normalizar las excepciones para poder 
reaccionar ante los errores devueltos por el servidor, a veces son excepciones de moodle relanzadas 
por  moodbile,  por  lo  que  agregar  lógica  a  la  aplicación  dependiendo  de  estos  textos  sería 
problemático. Una vez normalizadas, por ejemplo clasificadas con un id o texto documentado, se 
podría mostrar el mensaje concreto y reaccionar ante el error específico (el curso entero borrado de 
manera concurrente por ejemplo), algo necesario debido al patrón  Optimistic offline lock (Martin 
Fowler)  que he aplicado  en el  diseño de la  caché  como única  solución posible  actualmente  al 
problema de la concurrencia sumada a la persistencia de datos. Así en el momento de detectarse el 
conflicto se podría borrar el curso entero en este punto y no ir detectando que no existen los datos a 
mesura que se vuelve hacia atrás en la navegación de posts hasta cursos (funcional pero no es el 
comportamiento ideal,  sobretodo para el  usuario que no puede entender  lo que sucede y no es 
posible ni evitarlo ni informarle actualmente).
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5.2.18  Caso de uso: DeletePost
Descripción: El usuario selecciona borrar un post desde la lista de posts de una tema de discusión.
Actor: Usuario.
Precondiciones: El usuario se encuentra dentro de un tema de discusión.
Postcondiciones: El post es borrado por el usuario.
Flujo normal:
1. El usuario elige borrar un post de una discusión.
2. El sistema solicita confirmación.
3. El usuario lo confirma y acepta.
4. El sistema borra el post del tema de discusión y la discusión completa si es el post inicial.
Flujos alternativos:
3b. El usuario cancela la confirmación.
4c*. El usuario no tiene permisos para borrarlo. El sistema le informa y le permite volver a probar.
5.2.19  Caso de uso: DeleteDiscussion
Descripción: El usuario selecciona borrar un tema de discusión.
Actor: Usuario.
Precondiciones: El usuario se encuentra dentro de un foro.
Postcondiciones: Un tema de discusión es borrado por el usuario.
Flujo normal:
1. El usuario elige borrar un tema de discusión de un foro.
2. El sistema solicita confirmación.
3. El usuario lo confirma y acepta.
4. El sistema borra el tema de discusión y todos sus posts.
Flujos alternativos:
3b. El usuario cancela la confirmación.
4c*. El usuario no tiene permisos para borrarlo. El sistema le informa y le permite volver a probar.
* Este curso alternativo,  al igual que en el caso de UpdatePost, no existirá gracias a las 
capabilities. Tema que será tratado en el apartado de futuras ampliaciones en las conclusiones. 
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5.2.20  Caso de uso: ShowCourseModules
Descripción: El usuario solicita la lista de módulos (actividades y recursos) de un curso.
Actor: Usuario.
Precondiciones: El usuario se encuentra en la lista de sus cursos.
Postcondiciones: El usuario obtiene los módulos del curso seleccionado.
Flujo normal:
1. El usuario selecciona consultar los módulos de uno de sus cursos.
2*. El sistema obtiene la lista de módulos del curso seleccionado.
Flujo alternativo: -
* Actualmente se reciben todos los módulos aunque no estén implementados, además de 
módulos  como  label  no  apropiados  para  un  terminal  móvil  debido  a  que  no  organizamos  la 
información jerárquicamente como en Moodle por las limitaciones de espacio en la pantalla. Esta 
lista  debe  ser  filtrada  en  futuras  versiones  desde  el  lado  del  servidor  para  evitar  además  la 
transmisión de datos innecesarios.
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6   DISEÑO
El cliente Moodbile ha sido desarrollado de forma paralela a los servicios web de los que se 
sirve para obtener los datos de Moodle necesarios para funcionar. Los objetos que devuelven estos 
servicios web marcan los objetos con los que debe trabajar también el cliente. Al ser la frontera 
entre el cliente y el resto del sistema, las funciones que exponen sirven de contrato para que la 
comunicación sea posible. En este apartado definiremos la arquitectura general del sistema, con 
especial énfasis en estos servicios web, la parte con la que se comunica el cliente, además de la 
arquitectura propia del cliente móvil.
6.1    Arquitectura general
Como ya  avanzamos,  Moodle  no  tiene  medio  de  ofrecer  sus  contenidos  a  aplicaciones 
externas por sí sólo por lo que hacia falta un plugin que lo dotara de esta capacidad, razón por la 
que los miembros de este proyecto desarrollaron en el pasado, y actualmente mantienen, La capa de 
Interoperabilidad de Moodle. Esta capa tiene un diseño subdividido en tres capas a su vez: la capa 
del núcleo, la capa externa y la capa del núcleo. 
La capa del núcleo hace de API de funciones del núcleo (core functions), las cuales proveen 
la lógica del sistema interesante para ser ofrecida al exterior.
En segundo lugar encontramos la capa externa y sus llamados métodos externos (external 
methods) que implementan los servicios que Moodle ofrece al exterior.
Por  último  la capa  de  conectores,  donde  cada  conector  de  forma  independiente  y  bajo 
distintos protocolos posibles transforma los métodos externos en servicios web.
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En la parte superior de la siguiente imagen aparecen estas capas:
Figura 6.1. Arquitectura Moodbile.
Pero debido a que la capa no ofrece todo lo necesario para comunicarse con aplicaciones 
móviles, crearon además el proyecto Moodbile  que empezó llamándose Moodlbile. El problema 
concreto  es  que  los  external  de  Moodle  no  estaban  pensados  para  soportar  dispositivos  como 
móviles, funcionando solo para aplicaciones web. A esto se suma que los servicios ofrecidos son 
muy  limitados  en  cuanto  a  funcionalidades,  más  relacionadas  con  la  gestión  de  usuarios,  no 
proporcionando acceso a recursos o actividades de los cursos.
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Por este motivo el proyecto Moodbile implementa una capa añadida de métodos externos, 
algunos propios y otros apoyados en la capa que forma ya parte de Moodle, ofreciendo servicios 
que si pueden utilizar dispositivos móviles. De la misma forma ofrece sus propios conectores y 
utiliza los ya existentes.
Esto fue posible porque la primera capa incluida en Moodle ofrece la posiblidad de crear 
plugins con los que crear tus propios conectores, siendo Moodbile un plugin de este tipo.
En la figura anterior en la parte inferior aparece esta capa y en la siguiente imagen junto a 
alguno de los conectores que implementa.
Figura 6.2. Conectores Moodbile.
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Los  conectores  de  webservices  de  Moodbile  soportan  de  forma  nativa  los  siguientes 
protocolos:  JSON-AJAX, JSON-P con Oauth,  JSON-RPC, JSON-RPC con Oauth  y REST con 
Oauth.
Este  cliente  pretende  ser  la  implementación  de  referencia  de  cómo  acceder  a  estos 
webservices desde Android y debido al cambio de protocolo usado que se produjo al inicio del 
proyecto, JSON-AJAX por JSON-RPC, pasó a tener un diseño que veremos en la siguiente sección 
que permitió cambiar posteriormente a JSON-RPC con autenticación Oauth sin afectar al resto del 
sistema, manteniendo los anteriores servicios, si se desea, para un uso futuro.
Independientemente del protocolo usado por los servicios del cliente se deben llamar a las 
funciones expuestas por los webservices para obtener los datos de Moodle que se quieren mostrar o 
editar. Debido al desarrollo en paralelo en el que son desarrollados, se producen muchas variaciones 
y en algunos casos no ofrecen toda la información necesaria para un cliente con pretensiones de 
persistencia usando una base de datos interna.
Por este  motivo,  aprovechando los  diseños previos  y la  documentación autogenerada  de 
Moodle de los webservices, creé un documento en el que se definía el Diagrama de Clases, los 
objetos transmitidos por los webservices y la propia definición de las funciones de los webservices 
a modo de contrato. Este documento fue compartido por google docs, corregidas o contestadas las 
necesidades de los clientes a través de su funcionalidad de comentarios y debatido en la siguiente 
reunión quincenal. 
La idea era mantenerlo actualizado pero posteriormente se creó una página en la web del 
proyecto para este propósito con la especificación detallada de los webservices y dejó de tener 
sentido. 
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http://docs.moodbile.org/index.php/Moodbile_WS_Latest_Version_Documentation
 Figura 6.3. Documentación de los webservices de Moodbile.
Aún así refleja bien que subconjunto de las tablas reales de Moodle es utilizado por la base 
de datos SQLite de mi cliente y las clases correspondientes con las que trabajan tanto los clientes 
como los servicios web.
Figura 6.4. Fragmento de Moodbile Server API.
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Figura 6.5. Diagrama de Clases - parte 1.
 Figura 6.6. Diagrama de Clases - parte 2.
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En la misma Wiki del proyecto en la que se han especificado los webservices se puede 
acceder  al  manual  de  usuario  y  a  la  sección  de  documentación  del  desarrollador  que  voy 
actualizando  en  la  que  muestro  un  ejemplo  con  código  completo  de  cómo usa  mi  cliente  los 
webservices. Sea cual sea el protocolo usado, hay que hacer una petición indicando el método que 
se va a usar,  en el ejemplo moodbile_get_courses_by_userid, y los parámetros necesarios para ese 
método, en este caso userid, startpage y n. Y se obtendrá la respuesta indicada, la lista de cursos de 
la imagen anterior.
Por  último,  en  el  siguiente  diagrama  se  pueden  observar  los  servicios  que  implementa 
actualmente Moodbile y pone a disposición de los clientes que lo utilicen.
Figura 6.7. Servicios Moodbile.
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6.2    Arquitectura propia
6.2.1  Introducción
Lo  normal  en  un  proyecto  informático  es  que  uno  se  acabe  enfrentándose  a  distintos 
problemas que tiene que resolver haciendo uso de sus capacidades como programador. Sin un buen 
diseño es posible llegar a a crear algo que funcione pero ésta puede no ser la mejor solución lo cual 
tiene consecuencias  muy negativas  si se espera no tener que volverlo a programar en el  futuro 
cuando se produzcan cambios o se espere prolongar el tiempo de vida del producto creado. Por ello 
es fundamental un buen diseño.
Muchas veces ese problema al que se enfrenta con su propia experiencia y conocimiento ha 
sido estudiado previamente por muchos otros profesionales y se conocen distintos principios de 
Ingeniería  del  Software  generales  o  soluciones  basadas  en  aplicar  determinados  estilos  que  le 
pueden guiar en el desarrollo, siendo posible reutilizarlos en distintos contextos. La descripción de 
estos problemas y los principios y soluciones que los solventan es lo que se conoce como patrones. 
Estos  patrones  tienen  un  nombre  sugerente  que  los  identifica  de  manera  que  con  sólo 
nombrar  su  aplicación  se  está  definiendo  claramente  como  se  está  afrontando  un  problema 
facilitando así la comunicación. Para poderme centrar en la descripción de la arquitectura usaré 
estos nombres y se podrá consultar en el siguiente apartado en que consisten de forma resumida a 
modo de glosario.
Me centraré en explicar dónde he aplicado los patrones que han marcado de forma más 
representativa la arquitectura lógica del cliente sin entrar en profundidad en los patrones aplicados 
como la orientación a objetos y los patrones GRASP y GOF que tratan sobre su diseño y asignación 
de responsabilidades aunque a veces los utilizados serán especializaciones de estos.
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6.2.2  Arquitectura lógica
El diseño arquitectónico del cliente se ha realizado en base al patrón Capas  para evitar que 
se  acoplen  partes  que  no  deberían  lo  que  provocaría  que  luego  no  fueran  reutilizables  o 
reemplazables.  Se  ha  establecido  una  estructura  lógica  en  cuatro  capas  separadas  por 
responsabilidades.
Figura 6.8. Capas del cliente.
La capa superior es la de presentación que incluye las ventanas de la interfaz de usuario (en 
Android activities) y los adaptadores que no tienen nada que ver con el patrón A  daptador   y cuya 
función es llenar de contenido las vistas que listan información de los objetos del modelo (por 
ejemplo la lista de participantes). 
Entre la capa de presentación y la del dominio hemos interpuesto la capa de aplicación que 
gestiona las peticiones de la capa de presentación para que no las haga directamente a la capa de 
dominio. Dentro de esta capa encontramos el paquete controladores, existiendo uno especifico para 
cada clase del dominio como aplicación del patrón controlador. Cada vez que la interfaz reciba un 
evento que implique al dominio, una función de estas clases será la que se encargue.
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Dentro de la capa de dominio encontramos dos paquetes que son la factoría de servicios y el 
de las clases del dominio. La factoría de servicios será explicada más adelante por su complejidad.  
Por  último  encontramos  la  capa  de  administración  de  datos  que  incluye  el  paquete  de 
persistencia y la factoría de conversores que explicaremos en otro punto con más detalle. Desde el 
punto de vista de paquetes, el de persistencia será el que incluyamos en otros proyectos si queremos 
reutilizar nuestro subsistema de almacenamiento persistente conteniendo, al contener sólo clases no 
vinculadas al proyecto Moodbile y un único punto de acceso haciendo de Fachada.
La comunicación descendente se realizará pasando por las cuatro capas en el orden que han 
sido expuestas y con las dependencias obligatorias que implica.  La comunicación ascendente se 
efectuará gracias  al  patrón  Observador como explicaremos a la  vez que comentamos  el  patrón 
Modelo-Vista-Controlador.
6.2.3  Modelo-Vista-Controlador
En la siguiente figura podemos ver un esquema de este importante patrón arquitectónico, el 
patrón MVC. Siendo las lineas continuas  asociaciones directas y las discontinuas indirectas.
Figura 6.9. Modelo-Vista-Controlador.
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El modelo son los objetos  que representan cierta  información sobre el  dominio,  la  vista 
representa la visión del modelo en la interfaz de usuario y el controlador es el encargado de cambiar 
esta información manipulando el modelo y provocando que la vista se actualice. 
Una interfaz de usuario es por tanto una combinación de vista y controlador cuya separación 
es opcional a diferencia de la separación del modelo y la vista, lo más importante de este patrón. El  
principio de separación Modelo-Vista implica que los objetos del modelo no pueden conocer a los 
de la vista directamente pero se puede utilizar el patrón Observador para que se pueda avisar a la 
vista de cambios en el modelo.
En el cliente hemos definido el modelo como observable implementando dicha interfaz, el 
cual contiene todos los objetos del dominio como estado y provee las funciones necesarias para 
obtenerlos o modificarlos. En el caso que sean modificados se notifica a los observadores.
La actividad implementa la interfaz observer  y se registra como observador del modelo. Es 
la  vista  del  modelo  e  implementa  el  método  update()  que  se  ejecutará  cuando  existan 
modificaciones en el modelo.
En  Android  las  actividades  suelen  actuar  como  controlador  y  vista  al  mismo  tiempo 
implementando  los  métodos  que  gestionan  las  entradas  del  usuario  y  haciendo  por  tanto  de 
controlador pero delegamos su gestión a los controladores ya comentados. Así cuando la vista sea 
notificada por el modelo a través del método update() delegaremos en las clases controlador.
Con la aplicación de este patrón podremos por ejemplo tener una interfaz rica compuesta por 
múltiples ventanas como representaciones del mismo modelo de manera que cuando una cambie el 
modelo las otras se actualicen también sin crearse dependencias.
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6.2.4  Servicios
La siguiente imagen sirve para explicar la factoría de servicios utilizada. La implementación 
respeta este diseño en lineas generales pero el código no es el mostrado en los comentarios y se 
tiene que entender como pseudocódigo. 
Figura 6.10. Factoría de servicios.
Más adelante hablaremos de la caché con más detalle, ahora sólo hay que tener en cuenta 
que es consultada  por  el  servicio offline  para saber  si  ya se  dispone de la  información que se 
requiere y es lo suficiente  reciente  como para considerarlo un acierto de caché o bien hay que 
recurrir a los servicios web para obtenerla mediante el servicio online. En caso de estar sin conexión 
se usarán los datos en caché siempre.
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Mediante el uso de la factoría de servicios, patrón  Factoría, y el uso de los adaptadores, 
patrón Adaptador, conseguimos que se puedan cambiar en el futuro los servicios sin que afecte al 
resto, lo que se conoce como patrón Variaciones   Protegidas  . También podemos ver en el diagrama 
que la factoría es un Singleton, sólo habrá una instancia.
Esto nos permite interponer la cache entre el servicio externo y la llamada al servicio desde 
el controlador. Además si se decide cambiar el servicio sólo habrá que indicarlo en la factoría de 
servicios. Para agregar un servicio sustituto deberá simplemente implementar la interfaz que espera 
el controlador, por ejemplo uno que implemente otro protocolo o bien un servicio de pruebas.
También podemos observar como el servicio offline implementa la interfaz Runnable lo que 
permite  realizar  consultas de forma periódica que es lo que usamos para las actualizaciones en 
segundo plano que veremos luego.
6.2.5  Persistencia
Existen soluciones profesionales para lograr la persistencia que requería el cliente, lo que se 
conoce  como  mapeo  objeto-relacional  al  convertir  las  clases  a  tablas  para  una  base  de  datos 
relacional,  en nuestro caso SQLite al ser la más usada en Android por ser ligera,  pero muchas 
soluciones  fueron  descartadas  por  ser  incompatibles,  demasiado  pesadas  o  por  problema  de 
licencias. 
Aunque la  solución que ofrecía  OrmLite  parecía  interesante  (licencia  libre,  ligera  y con 
soporte para SQLite y Android) opté finalmente por partir de los UML utilizados por Craig Larman 
en  su  libro  para  exponer  determinados  patrones.  De  esta  forma  no  ataba  al  proyecto  a  una 
determinada tecnología y podía aprender del proceso. En el futuro siempre se estará a tiempo de 
sustituir mi solución por una más completa y se tendrá la opción de escoger.
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De todos modos mi implementación cubre por completo las necesidades del proyecto en la 
actualidad, y será posible reutilizarla en otros proyectos o ampliarla a mesura de que crezca éste, 
aunque para ello he tenido que cubrir muchas cuestiones sin resolver apoyándome en la lectura de 
otros  autores  como  Martin  Fowler.  Este  último  ha  sido  muy  importante  para  el  tema  de  la 
concurrencia y la estrategia de bloqueo que trataré más adelante.
Entendemos  por  materialización  convertir  registros  de  la  base  de  datos  a  objetos  y  por 
desmaterialización  el  proceso  contrario.  Para  ello  se  presentaban  las  función  get()  y  put() 
respectivamente a las que he agregado getBy(), getAll(), putBy() y putAll() para cubrir  el caso de 
las colecciones. Por ejemplo getBy() sirve para obtener los posts de una determinada discusión.
Las variantes de put() reciben un objeto o una colección de ellos como parámetro. Al ser una 
solución  reutilizable,  son  funciones  genéricas  por  lo  que  todo  objeto  debe  extender  la  clase 
PersistentObject que además les provee de los campos oid, timecached y state.
El campo oid es un identificador de objeto que según el patrón con el mismo nombre impide 
la materialización repetida del mismo registro usándose para ello como identificador tanto en los 
objetos como en los registros.
El campo timecached toma la marca de tiempo del instante en que es introducido un objeto 
en la caché y luego es utilizada en comparaciones para determinar si aún es considerado válido.
El campo state permite saber el estado de un objeto como por ejemplo si ha sido modificado 
o está listo para  ser eliminado.
La base de datos se apoya en una caché en memoria por cuestiones de eficiencia. Así se 
evita materializar el objeto de la base de datos  lo que es importante al ser  una operación lenta.
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Para establecer la correspondencia entre las clases del dominio y los registros se utilizan 
unas clases Converter,  una por cada tipo de clase del dominio,  que heredan el comportamiento 
común de una clase abstracta DBConverter del paquete de persistencia.  Los objetos persistentes 
implementan la interfaz IConvertible a su vez. El paquete de persistencia cuenta además con una 
Fachada que hace de interfaz uniforme escogiendo el Converter apropiado en función de la clase. 
Figura 6.11. Factoría de conversores.
Esta solución permite cambiar  fácilmente el  sistema de almacenamiento en el  futuro. Se 
puede sustituir la base de datos SQLite por archivos XML simplemente agregando las respectivas 
clases conversoras del nuevo sistema.
Se  han  creado  también  funciones  insert(),  update(),  delete()  y  reload()  para  insertar, 
actualizar, borrar o volver a cargar un objeto de la caché respectivamente.
54
Cliente Android para Moodle
Figura 6.12.  Estados transaccionales.
Gracias a este diseño va ser posible retrasar una operación de base de datos y crear una cola 
de operaciones por realizar lo que permite guardar las modificaciones que se realicen sobre los 
objetos  mientras  no  se  tiene  conectividad.  Las  operaciones  que  pueden  requerirlo  son  las 
actualizaciones, eliminaciones e inserciones. Para ello se guarda la operación como si se tratara del 
objeto siendo necesario conservar también el estado en el que se encuentra el objeto. 
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Al  ejecutarse  el  método  commit()  de  la  clase  Transaction  (la  cola  de  operaciones  sin 
conexión), se ejecutarán los commit() de todas operaciones command en un determinado orden que 
hay que escoger teniendo en cuenta que variará la eficiencia en función. Un posible orden que no dé 
problemas es primero inserciones, seguido de actualizaciones y por último eliminaciones.
A pesar de que se han implementado las clases del diagrama, queda pendiente como posible 
ampliación encolar operaciones mientras se está sin conexión. Actualmente las únicas clases que 
aceptan modificaciones son post y discusión para las que no tiene mucha utilidad apilar mensajes de 
un solo usuario.  Además tiene que solventarse antes el  problema con las excepciones  recibidas 
desde el  servidor que comentaré en el  mismo apartado para poder informar al  usuario mejor y 
reaccionar ante errores, fruto de la concurrencia, de manera efectiva.
En el  siguiente  diagrama  vemos  los  distintos  estados  en  los  que  puede  estar  un  objeto 
persistente. Nuevo, Antiguo-Limpio, Antiguo-Sucio, Antiguo-Para-Borrar y Borrado.
Figura 6.13. Estados de persistencia.
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6.2.6  Materialización perezosa
Al obtener los posts de un tema de discusión a través de servicios web no recibimos con 
cada post el nombre y apellidos del usuario que lo escribe ni su avatar. Así se reduce el tráfico al 
producirse con toda seguridad repeticiones del mismo usuario escribiendo varios mensajes.
Por otro lado una discusión puede tener un gran número de posts mientras que en la pantalla 
solo podremos apreciar  unos pocos a la vez.  Esto nos lleva a decidir  no materializar  todos los 
usuarios  de los posts  para obtener  su nombre y apellido  de manera impaciente ni  tampoco sus 
respectivos avatares para todos los posts a la vez.
Para materializar objetos de manera perezosa hacemos uso del patrón Proxy, de manera que 
la clase Post tiene una referencia al proxy de usuario y no al usuario real. Del mismo modo la clase 
usuario tiene una referencia al proxy del avatar y no al avatar real. Siendo el proxy el encargado de 
materializar u obtener a través del servicio web el objeto sólo de ser necesario. Tanto el proxy como 
la clase real deben compartir la misma interfaz para que sea posible.
El resultado final es que cuando el usuario escoja una discusión se obtendrán en primer lugar 
todos los posts y no será necesario obtener todos los usuarios. A mesura que se despliegue la lista 
de posts mostrada, se pedirá el nombre y apellido del usuario de cada post al proxy que justo en ese 
momento obtendrá el usuario. Lo mismo en el caso del avatar. En el caso de que no se intente 
mostrar uno de los posts no se tendrá que realizar la petición. 
Gracias a esta técnica y a usar el patrón Holder para reciclar vistas en los adaptadores de las 
listas de posts y participantes, permitimos que el acceso a estas funcionalidades sea más eficiente y 
rápido.
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6.2.7  Concurrencia y manejo de fallos
El principal foco de posibles errores se produce a la hora de realizar una operación que 
requiera respuesta del servidor a través de los servicios web. Al estar pendientes de revisión las 
excepciones que puede devolver es difícil introducir en el cliente lógica específica para reaccionar 
ante cada tipo de excepción. El cliente no se ve afectado porque las controla al recibirlas pero no 
puede obtener la información para tratarlas específicamente.
Actualmente informamos de errores de conexión y validación correctamente. Pero para el 
resto de errores mostramos un mensaje de error genérico del estilo “Error, vuelva a probar”.
Desde el  mismo momento en que se introduce una caché en el  cliente  para trabajar  sin 
conexión aparece el problema de trabajar con datos que pueden no estar actualizados además del 
problema de la concurrencia de usuarios. Existen dos estrategias de bloqueo para afrontar estos 
problemas, el enfoque pesimista y el optimista. El pesimista implica bloquear tablas de Moodle algo 
que no es posible.
Por tanto,  como solución al  problema de la concurrencia  y trabajar  con datos en caché, 
usamos la estrategia de  bloqueo sin conexión optimista que consiste básicamente en realizar las 
operaciones pensando que se podrán realizar y si se produce un error reaccionar ante el fallo. Esto 
significa que detectamos el posible conflicto en el momento de cometer la acción, commit().
Fowler propone como mejor solución para gestionar el conflicto usar un número de versión, 
algo que no poseen los registros de Moodle, además de la marca de tiempo que es la que usaremos.  
Podemos  comparar  el  timecached  del  objeto  sobre  el  que  vamos  a  realizar  la  acción  con  el 
timemodified, marca de tiempo de la última modificación en el servidor, y si ha sido modificado 
posteriormente reaccionar no cometiendo la acción.
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Aunque esta solución propuesta no está totalmente implementada por los motivos expuestos, 
actualmente los contenidos eliminados se van purgando de la caché cada vez que se consulta al 
servidor comparando los timecached de los objetos con el  tiempo de la consulta realizada.  Del 
mismo  modo  los  objetos  son  actualizados  correctamente  siempre  tomándolos  del  servidor 
previamente. Por ello el modo sin conexión combinado con el modo con conexión y el uso de la 
caché es totalmente funcional.
6.2.8  Operaciones en segundo plano
Android está  pensado especialmente  para teléfonos  donde es  vital  que no se bloquee el 
terminal  con  operaciones  costosas  que  impidan  recibir  llamadas.  Por  este  motivo  a  los  pocos 
segundos de iniciarse un acceso a la base de datos o a los servicios web, si no se realizan en un hilo 
a parte, Android cierra la aplicación mostrando el mensaje de que la aplicación no responde.
Figura 6.14. Diálogo de aplicación no responde.
Para evitar este comportamiento no deseado se han utilizado hilos para realizar este tipo de 
operaciones. En concreto se ha extendido la clase AsyncTask que nos gestiona todo el proceso en 
un  hilo  a  parte  mediante  tareas  asíncronas,  realizando  la  acción  y  publicando  los  resultados 
posteriormente en el hilo principal. Además mostramos un diálogo de progreso cuando es necesario.
59
Alfonso Bocanegra de Luis
Figura 6.15. Carga de los foros con hilo propio.
Figura 6.16. Posibles estados de los hilos.
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6.2.9  Interfaz
Para sacar mejor provecho de las posibilidades que ofrece Android se me pidió en el inicio 
de la tercera iteración del proyecto que incluyera una nueva interfaz con componentes más vistosos 
para el usuario aunque ello implicará alejarme un poco del diseño visual común al cliente web.
La solución fue diseñar un sistema visual dinámico personalizable de manera que el usuario 
pudiera escoger el tema de pestañas si ya estaba familiarizado con Moodbile o el nuevo tema con 
barras animadas.
Figura 6.17. Interfaz dinámica.
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Figura 6.18. Barra de acción rápida.
Para  ello  fueron  aplicados  distintos  patrones  de  interfaz  de  usuario  siguiendo  las 
recomendaciones de Google y el catálogo de patrones de www.androidpatterns.com.
Figura 6.19. Patrón Acción Rápida.
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Se ha diseñado la aplicación para que escoja las dimensiones  y los recursos como es el caso 
de las imágenes en función de la densidad de pantalla y en caso de los textos además en función del 
tamaño de  fuente  preferido  por  el  usuario.  Esto  permite  que la  apariencia  sea  proporcional  en 
distintos tipos de pantalla.
En una reunión quincenal posterior con el equipo hice una demostración de la nueva interfaz 
donde se apreciaba como se adaptaba la interfaz a cinco dispositivos android con densidades de 
pantalla distintas. Tres terminales móviles Android (Htc Hero, Htc Desire y Samsung galaxy S2) y 
dos tablets Android (Samsung Galaxy de 7 pulgadas y Asus transformer de 10,1 pulgadas). 
Aunque el caso de los tablets es un objetivo secundario al poderse utilizar el navegador para 
visualizar la interfaz real de Moodle sigue existiendo la necesidad de permitir el modo sin conexión 
por lo que como futura ampliación queda pendiente dar todavía mejor soporte a estos dispositivos 
mediante  los  nuevos  fragmentss  que  permitirán  mostrar  una  interfaz  especial  para  estos  casos, 
compuesta por ejemplo de dos vistas simultáneas una listando el menú y la otra mostrando una 
opción concreta.
Debido a que algunos fabricantes incorporan interfaces de usuario personalizadas para sus 
terminales,  efectúan modificaciones  del  tema general  de manera  que por  ejemplo  la  Htc Sense 
muestra el foco en verde para todas las aplicaciones y se muestra así más consistente. Como no es el 
comportamiento deseado creé un tema completo Moodbile definiendo el aspecto de cada control 
para que respetará el estilo del proyecto y que independientemente del terminal se viera el foco del 
color escogido en el tema al igual que el resto de elementos visuales. Este tema visual debe ser 
ampliado a mesura que se incorporan nuevos controles y se podrá incluir la opción de nuevos temas 
en el futuro a elección del usuario.
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Figura 6.20. Muestra de tema Moodbile “gold”.
En la figura se pueden apreciar  las imágenes  para expandir/contraer  grupos en las listas 
usadas por el cliente, las imágenes por defecto para el control gallery usado en la barra deslizante y 
las respectivas para el tema propio de Moodbile llamado gold.
6.2.10  Recursos
Siguiendo las mismas directrices marcadas por Android que para adaptarse a los distintos 
tipos de pantalla, la aplicación soporta internacionalización en función del idioma escogido por el 
usuario en el terminal. Se crea un archivo XML para cada idioma escogiendo el inglés como opción 
por defecto si no existe aún el archivo. En el futuro habrá que crear las respectivas traducciones a 
más idiomas para lo  que sólo será necesario  crear  un archivo que contendrá  todas  las  cadenas 
tomando cualquier otro idioma como muestra.
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6.2.11  Seguridad
Inicialmente  se  utilizó  un  sistema  de  validación  basado  en  usuario  y  contraseña  pero 
decidieron sustituirlo por uno basado en Oauth en su versión 1.0a.
Oauth es un protocolo abierto que permite a mi cliente acceder de un modo seguro, previa 
autorización, a datos del usuario albergados en el servidor Moodle mediante una API que soporta 
Oauth y que pone a Moodle, a través de los servicios web comentados, a disposición de mi cliente. 
La ventaja de este sistema es que el cliente android no trata con las credenciales de acceso 
del usuario de Moodle lo que puede crear desconfianza al ser posible desarrollar un cliente que 
memorice  estas  credenciales.  En  lugar  de  eso,  el  cliente  conecta  con  Moodle  a  través  de  un 
navegador web, el  usuario introduce sus credenciales  en una ventana de Moodle y acepta o no 
conceder autorización al cliente a acceder a sus datos necesarios para ser mostrados.
Una  vez  obtenida  la  autorización,  los  servicios  jsonrpc  con  oauth  pueden  firman  las 
peticiones de manera que Moodle las acepte.
Figura 6.21. Validación y autorización con Oauth.
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Podemos ver el sistema de validación anterior y el nuevo basado en Oauth.
Figura 6.22. Validación anterior y basada en Oauth.
6.2.12  Sincronización
Según la hoja de ruta del proyecto Moodbile se soportará la sincronización en la versión 0.3 
del servidor siendo la versión 0.2 la que se hizo pública el día 11-11-11 en la que la prioridad era 
definir una API de servidor lo más estable posible que la comunidad pudiera empezar a probar. 
Entendiendo por sincronización todo lo relacionado con la actualización de los contenidos de los 
clientes al trabajar en modo sin conexión apoyados en una caché para la persistencia.
Aprovechando que se está trabajando en la versión 0.2.1 y para no dejar mi implementación 
inacabada de no seguir en el proyecto, he continuado trabajando en una solución provisional que 
deberá adaptarse a las mejoras que se introduzcan pero que permite la sincronización a día de hoy.
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Existen tres estados posibles del cliente en cuanto a conectividad: sin conexión, Wifi y 3G. 
Siendo la caché idónea para el modo sin conexión, el modo wifi el ideal para actualizar contenidos 
y el modo 3G un modo que debe permitir al usuario escoger debido al gasto económico que puede 
provocar.
El cliente monitorea los cambios de la red mediante un receptor de difusión, una clase para 
este efecto llamada BroadcastReceiver, que permite saber en todo momento el estado de la red. En 
función de este estado habilitamos/deshabilitamos el  botón de actualizar  del menu de opciones, 
dejando durante el desarrollo siempre activado el botón superior para el mismo efecto.
Figura 6.23. Opción Actualizar.
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De  existir  conexión,  tanto  si  es  wifi  como  3G,  el  botón  estará  habilitado  y  permitirá 
actualizar los contenidos mostrados a través de los servicios web. Al ser una petición expresa del 
usuario dejamos bajo su responsabilidad el uso del 3G. 
Para el resto de situaciones interesa dejar al usuario escoger por lo que se ha incluido una 
opción de uso 3G para este efecto en el menú de opciones.
Figura 6.24. Opción Uso 3G.
El resto de situaciones, son dos en concreto: el momento en que se abre una vista nueva y un 
refresco automático de los contenidos en pantalla cada cierto periodo de tiempo configurable. En 
función del estado de la red, la marca de tiempo de entrada de los objetos en caché y estas opciones 
se decidirá usar los servicios web o la caché.
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Se puede desactivar el refresco automático de los contenidos mostrados con cero minutos. 
En caso contrario se ejecutará un intento de actualizaciones cada vez que pase el tiempo indicado.
Figura 6.25. Opción Refresco.
Si  está  desactivado  o  nos  encontramos  usando  3G y  la  opción  de  3G está  desactivada 
usaremos los datos en caché. Por otro lado, el uso de la caché aún es posible si se da un acierto de 
caché lo cual sucede cuando los datos han sido introducidos recientemente. Esto es importante para 
aprovechar el uso de la caché para reducir el número de llamadas a los servicios web y el de accesos 
a la base de datos, ambos muy costosos. El uso del segundo nivel de caché en memoria también 
ayuda a evitar accesos a la base de datos interna.
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El  hecho  de  que  se  considere  un  acierto  de  caché  depende  del  tiempo  indicado  en  la 
siguiente opción de menú y la marca de tiempo de entrada a caché del objeto concreto consultado.  
También es posible indicar cero minutos con lo que desactivaremos la caché y siempre se usarán los 
los servicios web de ser posible.
Figura 6.26. Opción Caché.
Resumiendo,  el  botón actualizar  es  independiente  de estas  últimas  opciones  y permitirá 
actualizar los contenidos si alguna red está conectada. Para determinar si se actualizan los datos 
mostrados a través de servicios web, para los otros casos, se utilizará este último tiempo, llamado 
internamente timeout, el momento exacto de la comprobación, obtenido con función now(),  y el 
tiempo en que el objeto se introdujo en la caché, llamado timecached. 
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Siendo un acierto de caché en caso de que el objeto lleve menos tiempo en caché que el 
indicado por esta última opción de caché. Recordemos el pseudocódigo del servicio offline:
Gracias  a  estas  opciones  la  sincronización  funciona  correctamente:  se  actualizan  los 
contenidos consultados, se eliminan los que ya no existan y se saca el mayor partido posible a la 
caché en función del criterio del usuario minimizando el acceso a la base de datos y a los servicios 
web.
En caso de producirse conflictos debido a la concurrencia, se muestra el error comentado y 
se detectarán los cambios a mesura que se cambie de ventana y se actualicen sus contenidos. Sólo 
restará para próximas mejoras activar la cola de modificaciones mientras se está sin conexión y 
poder realizar eliminaciones en cascada si se recibe una excepción con la información necesaria por 
parte de los servicios web, eliminar un curso completo por ejemplo.
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7   PATRONES
Para cada patrón explicaremos de forma muy resumida a modo de glosario el problema al 
que se aplica y la solución que ofrece. No los clasificaremos por categoría siendo el patrón Capas 
un ejemplo de arquitectura, el Estrategia de diseño y el Singleton un estilo para diseño de bajo nivel 
o implementación. No incluiremos los aplicados a la cache si no aportan más información.
7.1    GRASP
Describen los  principios  fundamentales  al  diseñar  objetos  y asignarles  responsabilidades 
como por  ejemplo  la  creación  de  otros  objetos.  Por  este  motivo  muchos  otros  patrones  serán 
especializaciones de estos por lo que se han incluido.
7.1.1  Experto en información
Problema:  saber el principio general para asignar responsabilidades a objetos.
Solución:  asignar una responsabilidad a la clase que tenga la información para realizarla.
7.1.2  Creador
Problema: decidir responsable de crear la instancia de una nueva clase.
Solución: escoger la clase que agregue o contenga la clase entre otras.
7.1.3 Bajo acoplamiento  
Problema: reducir dependencias, potenciar reutilización y posibilitar cambios.
Solución: asignar responsabilidades reduciendo el acoplamiento.
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7.1.4  Alta cohesión
Problema: mantener una complejidad manejable.
Solución: asignar responsabilidades manteniendo una cohesión alta.
7.1.5  Controlador
Problema: determinar el responsable de gestionar eventos de entrada al sistema.
Solución: las ventanas deberían delegar la responsabilidad a clases para este efecto.
7.1.6  Polimorfismo
Problema: manejar alternativas basadas en tipo y cómo crear componentes conectables.
Solución: utilizar operaciones polimórficas y asignar responsabilidad al tipo que varía.
7.1.7 Fabricación pura  
Problema: asignar responsabilidades cuando el experto en información no es adecuado.
Solución: crear una clase artificial, no del dominio, con un conjunto cohesivo de ellas.
7.1.8 Variaciones protegidas  
Problema: diseñar elementos de manera que los cambios que sufran no afecten al resto.
Solución: crear una interfaz estable alrededor del punto propenso a cambios o inestable.
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7.2    GOF
Del inglés Gang-of-Four, “pandilla de los cuatro”, como referencia a los autores de un libro 
que recoge patrones útiles para el diseño de objetos. El libro es Design Patterns aunque yo los he 
consultado en el libro de Larman ya comentado y en el material de las asignaturas de ingeniería del  
software.
7.2.1  Adaptador
Problema:  resolver interfaces incompatibles o proporcionar una estable para diferentes.
Solución:  convertir la interfaz original en otra mediante un objeto adaptador intermedio.
7.2.2  Factoría
Problema:  decidir responsable de crear objetos en casos especiales con lógica compleja.
Solución:  inventar un objeto fabricación pura Factoría que maneja la creación de objetos.
7.2.3  Singleton
Problema:  sólo es necesaria una instancia de clase o punto de acceso global.
Solución:  devolver la propia clase mediante método estático y crearla sólo si no existe ya.
7.2.4  Estrategia
Problema:  diseñar algoritmos o políticas intercambiables debido a su relación.
Solución:  definir cada uno en una clase diferente pero con una interfaz común.
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7.2.5  Fachada
Problema:  diseñar interfaz común para un conjunto a modo de subsistema.
Solución:  defina único punto de conexión con el subsistema que devuelva el objeto fachada.
7.2.6  Observador
Problema:  mantener bajo acoplamiento de los suscriptores a cambios de estado de emisor.
Solución:  emisor notifica eventos a suscriptores que implementan determinada interfaz.
7.2.7  Proxy
Problema:  evitar acceso directo sobre el objeto que realiza realmente una acción.
Solución:  objeto y proxy comparten la misma interfaz y el proxy maneja el acceso al objeto.
7.2.8  Factoría abstracta
Problema:  crear familias de clases relacionadas que implementen una interfaz común.
Solución:  extenderán una clase abstracta que implemente una interfaz factoría abstracta.
7.3    Capas
Problemas:  los cambios se propagan por todo el sistema o la lógica de la aplicación no está 
separada de la interfaz de usuario u otra capa impidiendo reutilizar o reemplazar partes del sistema.
Solución: Se organiza la estructura lógica del sistema en varias capas con responsabilidades 
distintas de manera que las capas superiores colaboren con las inferiores pero no al revés.
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7.4    Modelo-Vista-Controlador
El modelo es un objeto que representa cierta información sobre los objetos del dominio.
La vista representa la interfaz de usuario.
El controlador manipula el dominio, actualiza las vistas y gestiona entradas del usuario.
Problemas:   separar  las  vistas  de  los  objetos  del  dominio  (modelo)  de  manera  que  no 
conozcan a las vistas como objetos vista.
Solución: evitar que el modelo envíe mensajes a las vistas por ejemplo usando el patrón 
observer de manera que se comunican de manera indirecta a través de una interfaz o bien añadir un 
objeto fachada en las vistas que reciba las peticiones desde los objetos del dominio.
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8   PLANIFICACIÓN Y COSTE DEL PROYECTO
8.1    Visión general
El desarrollo del cliente Android es iterativo e incremental, mediante múltiples iteraciones 
se van incorporando nuevas funcionalidades a medida que se refinan las existentes y se introducen 
nuevos elementos de diseño. Después de cada iteración ha sido posible poner a prueba el cliente y 
los servicios web mediante versiones beta de parte del sistema final y obtener la retroalimentación 
necesaria para empezar la siguiente fase con nuevos requisitos y conocimientos. 
Podría agrupar estas iteraciones en tres grandes ciclos coincidiendo con los cuatrimestres 
que le he dedicado, siendo el último de mayores logros y disposición temporal.
En la  primera iteración  se dedicó a  superar  el  problema técnico de aprender  una nueva 
arquitectura  basada  en  servicios  web  y  la  propia  de  la  programación  para  terminales  móviles 
Android.  Además monté mi propio servidor en casa para poder trabajar en local.  Obteniéndose 
como elementos destacables una primera versión funcional del cliente comunicándose por servicios 
web con el servidor y haciendo uso de los eventos especiales de pantallas multitáctiles. Además el 
cliente contaba ya con internacionalización basada en el idioma escogido en el terminal. 
Al inicio de la segunda iteración se me pidió que diseñara la caché para trabajar sin conexión 
a la vez que mejorábamos la interfaz de los clientes de manera conjunta y trabajábamos con la 
primera  versión  de la  API de servicios  web que nos  habían  preparado.  Al  terminar  esta  etapa 
contaba con un cliente con la mayoría de las funcionalidades que ofrecían los servicios web, aunque 
no eran muchas en ese momento, con un tema de interfaz común al cliente web y que funcionaba ya 
con la  caché  diseñada al  inicio  pero que  aún no sincronizaba  sus  contenidos  en  función de  la 
conectividad. 
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En este punto el protocolo usado era JSON-RPC y el sistema de validación estaba basado en 
usuario y contraseña. Paralelamente habían definido una nueva versión de la API con operaciones 
más atómicas  y eficientes  y un nuevo sistema de autenticación  con Oauth.  Se pudo adaptar  el 
sistema de validación a los requisitos de Oauth dentro de este periodo.
La última etapa empieza cuando vuelve todo el equipo de vacaciones, contando con más 
efectivos,  recursos  y  tiempo  para  abordar  un  lanzamiento  público  de  la  segunda  versión  de 
Moodbile  acompañada  de  los  clientes  HTML5  y  Android.  Los  resultados  finales  que  se 
consiguieron en esta etapa concreta fueron los siguientes:
− Nueva interfaz sacando partido del potencial Android permitiendo escoger la anterior.
− Los contenidos se adaptan al tipo de pantalla y fuente, incluidos tablets.
− Nuevo sistema de validación y protocolo JSON-RPC con Oauth.
− Migración y adaptación a las nuevas funciones de servicios web de la API.
− Nuevas funcionalidades incorporadas y testeo de todas las existentes.
− Beta pública para probar Moodbile en un servidor para este efecto.
− Finalización del desarrollo del modo sin conexión y de la caché.
− Modo WIFI, 3G y sin conexión de manera combinada y configurable.
− Sincronización: Actualizaciones automáticas, manuales y en las transiciones de pantalla.
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8.2    Planificación
Cada una de las tres etapas comentadas ha tenido un objetivo final dentro del desarrollo del 
cliente que las caracteriza claramente:
− Etapa 1: Primera Demo de cliente Android funcionando en modo online.
− Etapa 2: Cliente Android 1.0 funcionando en modo offline con sincronización inicial.
− Etapa 3: Cliente Android 2.1 combinando modo on/offline en función de conectividad.
La  planificación  se  ha  basado  en  estos  tres  objetivos  principales  por  lo  que  conviene 
analizarla por partes también. Ha sido un proyecto de año y medio con simultaneidad con otros 
estudios y trabajo que no me ha permitido una dedicación lineal antes de la tercera etapa por lo que 
valoraré el trabajo en tiempo efectivo tomando como unidad la semana.
La primera etapa comienza el 15 de Septiembre de 2010 cuando mi director me ofrece el 
proyecto y concluye cuando el 1 de Febrero de 2011 me pide que diseñe la caché y el modo offline. 
El tiempo efectivo de esta etapa es de 8 semanas.
Tarea Recurso Semanas
Análisis de arquitectura general de Moodbile Analista 1
Análisis de arquitectura Android Analista 2
Diseño de primera demo del cliente Analista 1
Implementación de primera demo del cliente Programador 4
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Empieza la segunda etapa por tanto con una fase de diseño importante y concluye a finales 
de Julio con la versión final del cliente Android para la primera API de servicios web y la inclusión 
de la validación por Oauth justo antes del periodo de vacaciones. El tiempo efectivo de esta etapa es 
de 8 semanas.
Tarea Recurso Semanas
Diseño del Framework de persistencia y vistas nuevas Analista 3
Implementación del cliente Android 1.0 Programador 4
Adaptación a validación por oauth Analista 1
La última etapa comienza el 15 de Septiembre de 2011 cuando se me implementa jsonrpc 
con Oauth para que pueda utilizar la nueva API de servicios web en las peticiones y concluye a final 
de año con la versión final del cliente. El tiempo efectivo de esta etapa es de 14 semanas. 
Tarea Recurso Semanas
Diseño basado en nueva API Analista 1
Implementación  y tests para nueva API Programador 2
Diseño nueva interfaz Analista 1
Implementación y tests de nueva interfaz Programador 2
Diseño de sincronización y conectividad Analista 2
Implementación y tests del cliente Android 2.1 Programador 6
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8.3    Coste
Para simplificar y establecer el coste del proyecto, teniendo en cuenta que he pasado tres 
cuatrimestres dentro del equipo Moodbile, me centraré en la creación del cliente sin contemplar las 
horas de dedicación extra que ha supuesto profundizar en la arquitectura Android, al ser también 
una inquietud personal, ni las horas del resto del equipo y del trabajo en relación al servidor, aunque 
cuesta establecer la linea que las separa. 
Si  que  se  contemplará  el  papel  del  Jefe  de  Proyecto,  rol  de  mi  director  de  proyecto, 
contabilizando las horas que me ha dedicado incluyendo también las reuniones quincenales con el 
resto del equipo donde se trataban aspectos vitales para el cliente Android. 
Los  otros  dos  roles,  analista  y  programador,  son  los  correspondientes  a  mi  aportación 
personal,  quedando reflejado el  presupuesto para el  proyecto en la siguiente tabla  y siendo los 
precio hora reflejados una estimación ficticia.
Recurso Horas/semana Semanas Precio/Hora (€) Coste (€)
Jefe de Proyecto 2 15 80 2400
Analista 20 12 60 14400
Programador 20 18 40 14400
TOTAL 31200
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9   CONCLUSIONES
9.1    Conclusiones personales
Habiendo analizado la situación actual del m-learning  me queda como primera conclusión 
que falta mucho camino por recorrer. Se han hecho avances importantes, cada vez aparecen nuevos 
proyectos e iniciativas, los que existen van avanzando, los dispositivos y tecnologías evolucionan, 
cada vez son más los usuarios que disponen de dispositivos inteligentes pero no se acaba de dar el  
salto definitivo.
En   plena  crisis  y  tiempos  de  recortes,  incluida  la  enseñanza,  y  después  de  ver  como 
proyectos  interesantes  se  paran  por  falta  de  financiación,  hace  falta  que  países  e  instituciones 
apuesten fuerte por el m-learning, y que se consoliden los estándares de interoperabilidad lo que 
aportara una mejora en el sistema educativo al poderse complementar el sistema actual y llegar a 
aquellos que no se les permite, hablo de brecha digital, o a los que el sistema actual no logra atraer 
lo suficiente. Si se mejora la enseñanza, mejoraran los profesionales que deben hacer frente a los 
nuevos tiempos que corren. 
Los jóvenes que ha nacido en plena era digital  no se pueden conformar sólo con clases 
magistrales,  hace  falta  adaptarse  a  los  nuevos  tiempos,  darles  la  libertad  que  de  otro  modo 
encontraran abandonando sus estudios. Ya se ha llegado a sus casas gracias al e-learning pero los 
estudiantes siguen atados a su ordenador. Hace falta meter la educación en sus bolsillos, que aunque 
salgan a pasear les acompañe y en cualquier momento sea posible que participen en una actividad 
didáctica, luego dependerá de ellos, pero la tendrán al alcance de la mano.
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Desde el punto de vista del proyecto Moodbile, aunque sea ha dado un nuevo paso con el  
último lanzamiento público y lo que queda por venir, la conclusión es la misma, falta camino por 
recorrer pero ya estamos un poco más cerca. Falta consolidar el proyecto un poco más para que los 
clientes impresionen a los usuarios, capten su atención, y ayudar entre todos a que el gran proyecto 
que hay detrás siga vivo y consiga más apoyo de la comunidad.
En cuanto al proyecto realizado, el cliente Android para Moodle, necesitará avanzar igual 
que el resto del proyecto y seguir incluyendo nuevas funcionalidades, algunas ya están esperando, y 
otras que están en camino. Aún así se han conseguido los objetivos marcados en las distintas etapas 
del proyecto. 
En la primera no eran muy ambiciosos sabiendo que la dedicación sería de al menos un año 
pero se consiguió una buena base para las siguientes y un primer cliente que hacia un uso correcto 
de los servicios web aunque con aspectos que debían ser mejorados como la interfaz.
La segunda etapa como ya he comentado tenía como propósito la caché y al terminar el 
cuatrimestre se había conseguido y se había exprimido la primera API de servicios web. Incluso dio 
tiempo a empezar a trabajar con Oauth.
La última etapa es la más gratificante por los logros personales y del proyecto Moodbile. La 
nueva versión pública del proyecto y de sus clientes es un paso adelante en el proyecto como ya he 
dicho. En el caso del cliente, se ha logrado una interfaz dinámica y moderna sacando partido de 
controles muy novedosos y se ha conseguido terminar el modo on/offline que se había marcado 
como  objetivo.  Además  aunque  la  sincronización  estaba  prevista  para  la  próxima  versión  de 
Moodbile, ya ofrece a día de hoy una solución funcional.
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Prestando atención en el  cómo se ha logrado, además va a permitir  en muy corto plazo 
incluir nuevas funcionalidades con relativa facilidad, reutilizando o extendiendo muchas partes del 
programa que han sido diseñadas para ello. 
A nivel personal, este año y medio ha sido fundamental para adquirir experiencia que me 
servirá  en  el  futuro  laboral,  al  funcionar  el  proyecto  como una  empresa,  y  de  profundizar  en 
tecnologías que no había utilizado antes y aportar mi grano de arena al m-learning. En especial 
desarrollar  para  Android  era  algo  que  deseaba  desde  antes  de  empezar  este  proyecto  y  los 
conocimientos que he adquirido me van a ser de gran utilidad en el futuro.
9.2    Posibles mejoras
El paso más inmediato que hay que realizar como ya he ido comentando es normalizar las 
excepciones  y  mejorar  la  gestión  que  de  ellas  hacen  tanto  cliente  como  servidor  Moodbile. 
Actualmente  hay  un  miembro  del  equipo  que  trabaja  en  esa  linea  en  el  lado  del  servidor,  de 
momento documentándolas, con lo que interesaría buscar una solución como la que he propuesto 
para solventar el problema de la concurrencia y la persistencia de datos.
También es un momento interesante para agregar nuevas funcionalidades. Tal y como se ha 
diseñado  la  aplicación  tanto  la  gestión  de  la  persistencia  como el  acceso  a  los  servicios  web 
agilizará  la  inclusión  de  manera  rápida.  En  el  caso  de  la  persistencia  ya  ha  sido  tratado  en 
profundidad, en el caso de los servicios web como heredan de una clase base con toda la lógica 
implementada sólo hay que indicar el nuevo método y parámetros cada vez que se agregue uno 
nuevo.
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Aunque se han adaptado los recursos para cuatro tipos de densidades de pantalla y seguido 
las guías de Google para soportar múltiples tipos de pantalla, aún se podría avanzar mucho más 
creando vistas especiales para tablets con el uso de fragments, introducidos en la versión 3.0 de 
Android. Estas porciones de interfaz llamadas fragments son combinables en una misma vista de 
manera que se podrán mostrar varios en caso de tablets, lo que habre un mundo de posibilidades y 
sólo uno si la pantalla no lo permite. Además ahora es posible usarlos y seguir apuntando a una 
versión mínima como la 2.1 y llegar a casi todo el mercado utilizando el paquete de compatibilidad 
creado para tal efecto.
También  sería  interesante  incluir  la  cola  de  acciones  por  realizar  mientras  se  está  sin 
conexión en cuanto  se agregue una  funcionalidad  apropiada  para  ello  como enviar  archivos  al 
espacio privado del usuario en Moodle. El servicio web apropiado ya está creado por lo que sería 
una de las próximas funcionalidades que se debería agregar junto con la gestión de eventos en el 
calendario. 
Otra mejora que me gustaría haber incluido sería mejorar el comportamiento de la aplicación 
cuando aparece el teclado y que ocupa demasiado espacio, sumado a las barras superiores, con lo 
que hay muy poca zona visible para ver los controles en determinadas vistas. En general el aspecto 
visual de la aplicación está bastante trabajado pero siempre habrán cosas que mejorar. En esta linea 
se me ocurren nuevos temas visuales y incluir barras de acción rápida en más puntos del programa 
pero prefería acabar la sincronización y dejar este tema para que se realice en el futuro.
85
Alfonso Bocanegra de Luis
ANEXO A:   Manual de usuario (v 2.0.3)
INICIO/HOME: Después de validarse el usuario, el cliente muestra la pestaña de inicio con 
la  barra  configurable  pestañas/deslizante.  Apretando  la  tecla  menú  del  terminal  es  posible 
configurar este aspecto desde la opción Settings. Desde este barra se puede acceder a las principales  
funcionalidades del programa.
Figura A.1. Manual de usuario - Inicio
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CURSOS/COURSES: La ventana de cursos permite listar los cursos a los que el usuario está 
suscrito  y  o  tiene  acceso.  Al  escoger  un  curso  puedes  ver  la  lista  de  módulos  (actividades  y 
recursos) que lo componen. Si seleccionas un módulo de tipo foro podrás acceder a sus discusiones.
Figura A.2. Manual de usuario - Cursos
CALIFICACIONES/GRADES: la  ventana  de grades  muestra  los  gradeitems /  elementos 
calificables agrupados por cursos. Si se selecciona se mostrara la nota y el feedback del profesor.
Figura A.3. Manual de usuario - ICalificaciones
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FOROS/FORUMS: dentro de la vista de foros se listan todos los foros del usuario agrupados 
por cursos. Si seleccionas  un foro puedes ver la lista  de temas de discusión que lo componen. 
También puedes crear tu propio tema de discusión si tienes los permisos necesarios apretando el 
botón de agregar, con el símbolo +. Una vez dentro de una discusión aparecen listados los posts que 
la componen y puedes responder o editar los posts si tienes permiso para hacerlo.
Figura A.4. Manual de usuario - Foros
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PARTICIPANTES/PARTICIPANTS: la ventana de participantes muestra los participantes 
suscritos a los cursos del usuario agrupados por curso. Seleccionando un usuario puedes acceder a 
sus datos de perfil.
Figura A.5. Manual de usuario - Participantes
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ANEXO B   Instalación Ubuntu Server
El primer paso es escoger una distribución de GNU/Linux, en nuestro caso Ubuntu, y un 
método para obtener los archivos necesarios (descarga gratuita, cd, …). Nosotros partiremos de los 
cds y podremos elegir entre distintas versiones.
Para la instalación final estable interesa la versión 10.04 LTS Server por el soporte de larga 
duración con el  que cuenta aunque durante el  desarrollo  probaremos también  la última versión 
disponible en el momento de la elección, la 10.10 Server, además la versión desktop en su sabor 
natural con Gnome.
Figura B.1 CD de la versión 10.04 LTS.
Una vez introducido el cd, asegurándonos en la configuración de la BIOS de que arranque el 
CD, podemos escoger en primer lugar nuestro idioma, por ejemplo Español.
Figura B.2 Selección de idioma de la instalación.
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Podemos apreciar la pantalla principal de la instalación en el idioma elegido donde antes de 
escoger  la  primera opción:  Instalar  Ubuntu Server,  pulsaremos F6 y marcaremos  solo software 
libre.
Figura B.3 Pantalla principal.
Figura B.4 Otras opciones.
91
Alfonso Bocanegra de Luis
Lo primero que se nos preguntará será la region, escogemos España y pulsamos que no 
necesitamos que detecte nuestra disposición de teclado.
Figura B.5 Selección de territorio o región.
Figura B.6 Disposición de teclado.
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Podemos seleccionar  el  origen de teclado,  España,  y la distribución del teclado también 
España.
Figura B.7 Origen del teclado.
Figura B.8 Distribución del teclado.
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Se nos da la opción de probar ubuntu en memoria pero necesitamos instalar Ubuntu por lo 
que pulsamos en esta opción.
Figura B.9 Probar/instalar Ubuntu.
El sistema detectará nuestras interfaces de red, eth0 será la opción que escojamos, o bien 
wlan0 si solo contamos con una red inalámbrica.
Figura B.10 Configuración de red.
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Como nombre de la máquina usaremos lynx que da nombre también a la version 10.04 LTS 
de Ubuntu.
Figura B.11 Nombre la de máquina.
Confirmamos nuestra zona horaria, Europe/Madrid.
Figura B.12 Configuración del reloj.
A continuación deberemos definir el particionado de disco, proceso en el que deberemos de 
estar muy atentos si no queremos borrar alguna partición existente para otros sistemas operativos o 
datos.
Podemos escoger entre usar todo el disco, particionado guiado o manual, en nuestro caso 
manual al tener muchos sistemas operativos coexisitiendo en el mismo disco duro y querer llevar un 
control absoluto del proceso.
Básicamente buscaremos un espacio libre de unos 10 GB, si no existe lo crearemos borrando 
alguna partición que no se necesite más o redimensionando el espacio libre y pasaremos a crear la 
nueva partición para la raiz del sistema /, con sistema de ficheros ext4. Es necesario tambien una 
partición Swap o area de intercambio, antes se recomendaba del 50% del tamaño de nuestra RAM, 
como  tenemos  4GB,  usaremos  2GB,  no  la  creamos  porque  ya  tenemos  una  creada  de  otras 
instalaciones y la reaprovecharemos. En el caso de la versión desktop definiriamos otra partición 
para el /home del tamaño que se desee.
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Figura B.13 Particionado de discos manual.
Figura B.14 Usar espacio libre de unos 10 GB
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Figura B.15 Crear partición nueva.
Figura B.16 Definir tamaño de 10 GB.
Figura B.17 Finalizar la definición de la partición.
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Figura B.18 Finalizar el particionado.
Figura B.19  Guardar los cambios en disco.
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Una vez se haya formateado las nuevas particiones se comenzará a instalar el sistema y se 
nos irán preguntando datos necesarios: nombre completo, nombre, contraseña y la confirmación de 
la contraseña.
Figura B.20 Instalación de paquetes.
Figura B.21 Nombre completo de usuario.
Figura B.22 Nombre de usuario.
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Figura B.23 Contraseña.
Figura B.24 Confirmación de la contraseña.
A  la  pregunta  de  cifrar  la  carpeta  personal  responderemos  que  no,  al  no  considerarlo 
necesario en nuestro caso.
Figura B.25 Cifrar carpeta
En cuanto al proxy, lo dejaremos en blanco. Estas opciones dependerán de cada usuario y 
caso concreto.
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Figura B.26 información de proxy HTTP.
El sistema proseguirá con la instalación de paquetes.
Figura B.27 Instalación de paquetes en curso.
Podemos  escoger  instalar  actualizaciones  importantes  de  forma  automática  o  realizar 
personalmente este proceso, en cualquier caso es importante que el sistema siempre esté actualizado 
por si se detectan fallos que podrían poner en peligro nuestro sistema.
Figura B.28 Administrar actualizaciones
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Llegamos  a  un  punto  importante  de  la  instalación,  podemos  definir  una  colección  de 
paquetes predefinida para distintos tipos de necesidades como en nuestro caso el servidor LAMP. 
En  otras  ocasiones  hemos  optado  por  una  instalación  desde  las  fuentes  (recomiendo  para  más 
información consultar el libro “Guia del perfecto Webmaster” mencionado en la bibliografía donde 
se realiza el mismo proceso con versiones más actuales).
Otra  opción es  marcar  esta  casilla  y  dejar  que  Ubuntu  instale  y  configure  los  paquetes 
necesarios,  para  ver  un  ejemplo  de  esta  opción  recomendamos  la  guia  de  Forat  citada  en  la 
bibliografía también.
En esta ocasión escogeremos una tercera vía, el uso de synaptic, por lo que no marcaremos 
ninguna casilla, así minimizamos los recursos utilizados lllevando nosotros mismos el control de 
qué instalamos.
Figura B.29 Selección de colecciones de paquetes predefinidas.
La instalación de paquetes prosigue su curso.
Figura B.30 Instalación en curso.
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El cargador de arranque GRUB nos detecta todos los sistemas operativos y nos ofrecerá un 
menú desde el que escoger cual deseamos arrancar. Para ello lo instalaremos en el registro principal  
de arranque y habremos concluído la instalación.
Figura B.31 Configuración de grub.
Figura B.32 Instalación de Grub.
Figura B.33 Extraer el disco, instalación completada.
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Una vez reiniciado el ordenador después de completar la instalación, seleccionamos ubuntu 
server y llegamos a la  ventana de validación donde debemos usar  el  usuario creado durante la 
instalación.
Figura B.34 Escoger Ubuntu Server desde Grub.
Figura B.35 Login.
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Figura B.36 Validación con éxito.
Para evitar tener que usar sudo en cada paso, habilitaremos la contraseña de root mediante 
sudo passwd.  Una vez  confirmada  la  nueva contraseña,  podremos cambiar  a  superusuario  root 
mediante la instrucción su para realizar las tareas de mantenimiento.
Figura B.37 Habilitar contraseña de superusuario.
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Figura B.38 Cambiar a superusuario.
A continuación debemos actualizar el sistema mediante las instrucciones apt-get update y a 
continuación apt-get upgrade, confirmando la instalación de paquetes mediante la opción S.
Figura B.39 Actualizar el sistema.
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Figura B.40 Actualizar el sistema II.
En esta ocasión no definiremos cuestiones de red porque dependen de cada caso concreto, 
tal  vez  sea  necesario  editar  los  ficheros  /etc/network/interfaces  y  /etc/resolv.conf  con  nuestros 
parametros de conexión. 
Para más detalle el libro mencionado anteriormente “Guía del perfecto Webmaster” trata 
este tema en más profundidad. 
Otro  recurso  interesante  para  configurar  la  red  en  sistemas  derivados  de  Debian  como 
Ubuntu  es  visitar  la  web esDebian.org,  en la  bibliografía  también  encontrareis  un  enlace  a  un 
artículo de este portal que trata sobre la configuración de las interfaces de red.
 Ahora que tenemos nuestro servidor actualizado pasaremos a instalar el LAMP server, es 
decir Apache+Mysql+PHP sobre nuestro servidor linux. 
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ANEXO C    Instalación LAMP
Como hemos  dicho  anteriormente  podiamos  haber  escogido  una  colección  de  paquetes 
predefinida  para  el  servidor  LAMP  durante  la  instalación,  de  haber  marcado  la  casilla 
correspondiente los siguientes pasos no son necesarios (ver guia de Forat de la bibliografía). 
En anteriores ocasiones hemos optado por una instalación desde las fuentes (consultar el 
libro “Guia del  perfecto Webmaster”  mencionado en la  bibliografía  donde se realiza  el  mismo 
proceso con versiones más actuales) pero no siempre resulta práctica esta elección. 
En la instalación del servidor hemos seguido estas guías al no contar con un entorno gráfico 
como Gnome,  también  es  posible  instalarlo  en  el  servidor  y usar  startx  para  acceder  al  modo 
gráfico. Basicamente se usa apt-get install seguido de los paquetes necesarios apache2 etc.
En esta ocasión explicaremos como usar synaptic en la versión desktop de desarrollo, para 
ver todas las opciones posibles y poder comparar los paquetes instalados en cada una.
Primero de todo instalaremos las herramientas de programación, siempre necesarias, y taskel 
que nos permitirá  seleccionar  los paquetes del servidor LAMP desde synaptic.  Sería el proceso 
equivalente  a  marcar  la  casilla  durante  la  instalación  pero  desde  synaptic  podremos  ver  que 
paquetes se instarán y agregar los que falten.
// herramientas de programacion
sudo apt-get install build-essential
// activar en synaptic instalación de paquetes por tarea
sudo apt-get install tasksel
Vamos  a  Sistema/Administración/Gestor  de  paquetes  Synaptic  en  el  menú  superior  de 
Ubuntu.
Se abre la aplicación como podemos observar en la primera imagen y seleccionamos editar y 
marcar paquetes por tarea.
A continuación seleccionamos el  paquete  LAMP Server,  podemos ver  la  descripción  de 
paquetes que se instalarán.
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Figura C.1 Synaptic, seleccionar paquetes por tarea.
Figura C.2 Marcar LAMP Server.
109
Alfonso Bocanegra de Luis
Siguiendo  las  guias  mencionadas  y  los  paquetes  que  se  instalan  con  esta  opción 
determinamos que paquetes son necesarios instalar desde consola, por ejemplo si no contamos con 
sistema  gráfico,  y  que  paquetes  no  son  necesarios  (los  quitamos)  o  se  instalan  como  extras.  
También  agregamos  paquetes  opcionales  que  son  necesarios  para  que  moodle  se  instale 
correctamente. 
En negrita, los paquetes finales que instalaremos mediante apt-get para cada programa de 
nuestro servidor. Resumimos el proceso como sigue:
// apache2: 
// quitamos(apache2.2-bin)
// agregamos(apache2-doc libexpat1)
// extras(apache2.2-bin libaprutil1-dbd-sqlite3 libaprutil1-ldap)
sudo apt-get install apache2 apache2-mpm-prefork apache2-utils apache2.2-common 
apache2-doc libexpat1 libapr1 libaprutil1
// php5:  
// agregamos(php5 php5-sqlite) 
// sugeridos(php-pear php5-dev) 
// extras(autoconf automake autotools-dev libltdl-dev libssl-dev libtool m4 shtool 
zlib1g-dev)
sudo apt-get install libapache2-mod-php5 php5-common php5-cli php-pear php5-dev 
php5-mysql php5-sqlite
// mysql: 
// agregamos(mysql-server-5.1 mysql-client libmysqlclient16-dev) 
// quitamos(mysql-5.1)
// extra(libdb-mysql-perl libdbi-perl libhtml-template-perl libnet-daemon-perl libplrpc-perl  
mysql-client-core-5.1 mysql-server-core-5.1)
sudo  apt-get  install  mysql-client-5.1  mysql-server-5.1  mysql-server  mysql-client  
libmysqlclient16-dev libmysqlclient-dev libapache2-mod-auth-mysql
Además de los  paquetes  del  servidor  LAMP es necesario  instalar  phpmyadmin que nos 
permitirá acceder a nuestras bases de datos y operarlas manualmente agregando, modificando o 
eliminando registros.
// phpmyadmin: 
//  extra(dbconfig-common javascript-common  libjs-mootools  libmcrypt4  mysql-gui-tools-
common mysql-query-browser php5-gd php5-mcrypt wwwconfig-common)
sudo apt-get install mysql-admin phpmyadmin
Tambien resulta útil webalizer o programas equivalentes para consultar las estadísticas web 
de los usuarios que visiten nuestros portal (número, procedencia etc).
//webalizer:
sudo apt-get install webalizer
Por último paquetes que requiere moodle durante su instalación.
//dependecias de moodle no instaladas previamente:
sudo apt-get install php5-curl php5-xmlrpc php5-intl
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ANEXO D    Instalación Moodle
En primer lugar necesitamos descargar moodle de moodle.org junto con el idioma español  y 
agregaremos los paquetes del plugin que usará el cliente android para conectar. Estos paquetes estan 
en desarrollo y aún no forman parte de la versión final de moodle.
Es  necesario  descargar  Moodle  2.0.6  o  posterior  para  que  el  plugin  sea  compatible. 
Agregados  a  las  fuentes  de moodle  2.0 el  plugin  y el  idioma español  copiaremos  la  carpeta  a 
/var/www (requerirá permisos de superusuario).
En la web del proyecto Moodbile.org encontraremos la última versión de Moodbile Server 
que incluye actualmente el cliente HTML5 también. Simplemente habrá que copiar los archivos que 
lo componen en la carpeta de moodle.
Si  ya  contamos  con  una  instalación  previa  en  el  momento  de  copiar  los  archivos  de 
Moodbile Server sólo debemos  ir  a Administración del sitio – Notificaciones y dejar que Moodle 
lo instale. En caso contrario, si hemos copiado los archivos en la carpeta y aún no hemos instalado 
Moodle,  una  vez  instalado  Moodle  deberemos  activar  el  plugin  en  Administración  del  sitio  – 
Complementos – Servicios Web – Moodbile Server Plugin.
Una vez copiada  la  carpeta  de moodle  (renombrada como  moodock)  podremos acceder 
mediante un navegador como Firefox o Chrome con la dirección:  localhost/moodock para que 
comience el proceso de instalación.
Si no cuentas con un entorno gráfico es posible agregarlo mediante:
apt-get install gnome-core xorg language-pack-es laguage-pack-gnome-es
Para acceder al entorno gráfico desde el servidor usaremos la instrucción:
startx
Antes de explicar en que consiste esta instalación he de comentar que cuento con el nombre 
de dominio moodock.org para mi propio servidor de desarrollo y que el proyecto cuenta con uno 
público en moodbile.org.
Resumimos un poco la información necesaria para la gestión del dominio que  me ofrece 
hospedajeydominios.com:
 Instrucciones de DNS
La  primera  columna  llamada  Subdominio  sirve  para  especificar  el  tercer  nivel  del  nombre  de 
dominio xxxx.moodock.org, también llamado "hosts", para indicarle donde dirigirlo. Por ejemplo:
"www" indicaría "www.moodock.org"
"foro" indicaría "foro.moodock.org". 
"ftp" para indicar tu dirección de ftp "ftp.moodock.org".
"@" que tus visitantes puedan entrar a la Web simplemente escribiendo 'a secas' "moodock.org".
"*" hará que cualquiercosa.moodock.org resuelva al servidor, salvo que ya esté definida.
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Leyenda para las distintas opciones: 
Tipo de Entrada
(Record Type) 
Entradas validas en la dirección
A
(Address)
Debe ser la dirección IP del servidor donde este alojada tu página, por ejemplo si estas alojado con 
nosotros en la máquina .39 sería "216.17.103.39".
MXE
(Mail Easy)
Debe  ser  la  dirección  IP  del  servidor  de  correo(email),  por  ejemplo  "216.17.103.39".  (No  es 
obligatoria)
MX
(Mail)
Puede ser el host name de correo bajo este dominio ( ejemplo, "mail3") o el nombre del servidor de 
correo (for example, "mail.yahoo.com."). (No es obligatoria)
CNAME
(Alias)
Como el  nombre  índica  sirve  para  crear  alias,  incluso  de  dominios  que  no  te  pertenecen.  por 
ejemplo hacer que mail.ardock.com sea lo mismo que pone mail.yahoo.com
URL 
Redirect/Frame
Sirve para  redirigir  el  dominio  a  otra  Web de Internet  o  Frame,  tienes  que poner  la  dirección 
completa, por ejemplo "http://usuarios.lycos.es/miweb/".
Dicho esto, antes de comenzar a instalar el servidor moodock accediendo desde el navegador 
a /localhost/moodock, comentar que tambien es posible acceder mediante moodock.moodock.org 
debido a que hemos configurado un dominio virtual en  el servidor apache. La instalación no tiene 
mucho que comentar.
Figura D.1 Seleccionar idioma.
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Figura D.2 Confirmar rutas.
Figura D.3 Seleccionar controlador de base de datos mysqli.
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Antes de indicar los ajustes de la base de datos es necesario que creemos la base de datos y 
el usuario mediante phpmyadmin.
Figura D.4 Ajustes de base de datos.
Figura D.5 Acceder a phpMyAdmin con cuenta de administrador.
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Desde phpMyAdmin crearemos la base de datos y le agregaremos el usuario que usaremos 
en la instalación de moodle.
Figura D.6 Crear la base de datos de moodock.
Figura D.7 Agregar usuario.
Figura D.8 Agregar usuario II.
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Deberemos  asignarle  todos  los  privilegios  al  usuario  creado  y  usarlos  en  el  paso  de  la 
instalación reflejado en la Figura D.4 anteriormente. 
Figura D.9 Añadir todos los privilegios al usuario para la base de datos.
Si no es posible crear el fichero config.php (seguramente por falta de permisos de escritura) 
se  nos  pedirá  que  lo  hagamos  de  forma  manual  mostrándonos  por  pantalla  el  contenido  que 
debemos insertar en el nuevo fichero. 
En las imagenes usamos moodock2 porque hemos repetido la instalación para documentar el 
proceso pero realmente usaremos la primera instalación.
           cd /var/www/moodock
           gedit config.php
Hacen falta permisos de superusuario para realizar esta tarea mediante sudo o su.
Figura D.10 Crear el fichero config.php.
Además deberemos aceptar la licencia GPL para acto seguido el sistema compruebe que el 
entorno cumple los requisitos mínimos para la instalación.
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Figura D.11 Aceptar Licencia GPL.
Figura D.12 Cumplimiento de requisitos mínimos.
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A continuación  se  procede  a  instalar  el  sistema,  tarda  un  poco al  principio.  En alguna 
ocasión se ha llegado colgar y he tenido que empezar desde cero aunque es muy posible que se 
debiera  a  las  modificaciones  de  archivos  que  realizaba  para  agregar  el  plugin  al  principio  del 
desarrollo.
Figura D.13 Inicio de instalación de modulos.
...
Figura D.14 Final de instalación de modulos.
Si la instalación ha tenido éxito, pulsamos continuar y  se nos pedirán los datos para una 
cuenta de administrador del servidor moodock.
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Figura D.15 Cuenta de administrador de Moodock.
Para finalizar se nos preguntará el nombre del sitio y su versión corta.
Figura D.16 Nombres del sitio.
Si todo ha ido bien aparecerá la ventana principal de moodock en la que estaremos validados 
con la cuenta del administrador pudiendo desde este momento crear otros usuarios o configurar el 
sitio entrando en “administración del sitio” o editar la apariencia o contenidos mediante “activar 
edición”.
Para más detalle sobre las distintas opciones de configuración o creación de contenidos se 
puede consultar el libro del perefecto webmaster antes mencionado y que aparece en la bibliografía 
o la propia web de moodle.
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Figura D.17 Primer acceso al sitio Moodock.
En este punto instalaremos el plugin o lo activaremos en función de si los archivos se han 
copiado antes o después de instalar Moodbile como hemos comentado antes.
Si  ya  contamos  con  una  instalación  previa  en  el  momento  de  copiar  los  archivos  de 
Moodbile Server sólo debemos  ir  a Administración del sitio – Notificaciones y dejar que Moodle 
lo instale. En caso contrario, si hemos copiado los archivos en la carpeta y aún no hemos instalado 
Moodle,  una  vez  instalado  Moodle  deberemos  activar  el  plugin  en  Administración  del  sitio  – 
Complementos – Servicios Web – Moodbile Server Plugin.
Si además queremos utilizar autenticación por Oauth usando alguno de los protocolos que lo 
permiten en el cliente será necesario también registrarlo como herramienta en nuestro servidor. De 
este modo se generararán las claves que necesitará el cliente para firmar peticiones mediante Oauth, 
los llamados en ingés ConsumerKey y Consumer Secret.
Para ello iremos a Administración del sitio – Complementos – Autenticación – Oauth y 
pulsaremos  registrar  nueva  herramienta  rellenando  los  campos  necesarios  como  en  la  imagen 
siguiente.
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Figura D.18. Registrar aplicación para Oauth.
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