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VIDEOJUEGO CONTROLADO POR LOS GESTOS Y MOVIMIENTOS DE LA MANO 
DERECHA 
El presente proyecto de investigación, está dirigido a desarrollar un videojuego,  controlado  por la 
mano derecha del ser humano. Tanto el diseño de personajes y escenarios, así como el flujo del mismo 
están dirigidos a niños, en etapa de aprendizaje; enfocado a reforzar el reconocimiento de objetos 
simples basados en su forma y color. 
Para la interacción entre el jugador y la máquina, se hará uso de la Realidad Aumentada, además de 
técnicas de Reconocimiento de Patrones y Procesamiento de Imágenes. 
Este trabajo abarca las etapas de diseño, programación, pruebas y finalmente el estudio económico de 
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PLANTEAMIENTO DEL PROBLEMA Y MARCO TEÓRICO 
1.1 Planteamiento del problema 
Desarrollar un videojuego que será manejado por los gestos de la mano derecha, 
enfocado a reforzar el aprendizaje, en cuanto a la identificación de los objetos por 
medio de la asociación de su forma y color, mediante el uso de un computador y una 
cámara web. 
1.1.1.  Antecedentes 
La realidad aumentada consiste en añadir objetos o entornos virtuales a un escenario 
real, permitiéndole al usuario interactuar con estos, como si fueran reales. Los 
videojuegos que involucran realidad aumentada, están en crecimiento e industrias 
especializadas como Nintendo, Play Station, están incorporando esta tecnología en 
sus consolas, es por esto que cada vez los juegos son más realistas y  tienen una 
interacción más directa con el ser humano, haciéndolos mucho más dinámicos. 
La interfaz hombre máquina ha ido evolucionando, desde los periféricos como el 
mouse, teclado; luego las pantallas táctiles, hasta la actualidad donde la tendencia es 
controlar las aplicaciones por medio de los movimientos y los gestos del ser humano, 
los cuales son capturados en imágenes que son procesadas por medio de 
controladores y cámaras como es el caso del Kinect de Microsoft. 
Por otra parte, el software educativo constituye una herramienta importante en la 
afianciación del conocimiento, ya que este usa recursos como imágenes, sonidos 
(canciones) y juegos, que constituyen un lenguaje más amigable y natural, 
especialmente, si nos referimos a los más pequeños, y el reconocimiento de sí 
mismos y del entorno que los rodea, en donde  la forma y el color de cada objeto son 
las primeras características que se observan y aprenden. 
1.1.2.  Justificación  
Debido a que el contacto de los niños con la tecnología es cada vez más temprano, y 
dado que esta es parte de su diario vivir, por qué no utilizarla como instrumento de 
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aprendizaje cotidiano?; desarrollando herramientas que además de entretener, 
eduquen; existen un sinnúmero de posibilidades en el campo del software educativo, 
pero debido a que hablamos de niños de edad corta, cuyo aprendizaje se logra a base 
de repeticiones y juegos, se requiere de una aplicación que además de llamar su 
atención, sea lo más dinámica e interactiva posible, y que mejor manera de hacerlo 
que usando su propio cuerpo como control; logrando con esto que se desarrolle la 
parte cognoscitiva, y también la coordinación mano-ojo. 
Además se busca que la tecnología, que nos brinda una nueva forma de interactuar 
con las máquinas, llegue al común de las personas, que este tipo de aplicaciones 
puedan usarse sin la necesidad de invertir grandes sumas de dinero, en la compra de 
consolas comerciales, utilizando herramientas cotidianas en hogares y escuelas, 
como son: un computador y una cámara web. 
1.1.3.  Objetivo General 
Desarrollar e implementar un videojuego controlado por los gestos y movimientos de 
la mano derecha del  ser humano. 
1.1.4.  Objetivos Específicos 
 Enfocar el diseño del videojuego a niños en edad escolar, que sirva como 
respaldo en el aprendizaje y reconocimiento de formas y colores. 
 Implementar un algoritmo que sea capaz de seguir los movimientos y de 
reconocer los gestos de la mano derecha del ser humano e introducir este 
algoritmo para manejar el videojuego, esto utilizando algunas rutinas 
programadas en la librería OpenCV. 
 Realizar un estudio económico y financiero para medir la viabilidad de la 
implementación del videojuego. 
 
1.1.5.  Alcance 
En el videojuego, las figuras que se presentarán tendrán formas y colores básicos, el 
control de juego lo proporcionarán los movimientos y gestos de la mano derecha 
capturados por medio de una cámara web; solo podrá intervenir un jugador a la vez; 
para su funcionamiento requerirá de una instalación local previa en el computador, la 
técnica que se utilizará para jugar es la de arrastrar y soltar, al ser una aplicación que 
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usa Visión Artificial, requerirá de un ambiente controlado para funcionar de manera 
eficiente, es decir; se controlarán aspectos como iluminación, distancia de la cámara 
al jugador, fondos contrastantes, colores etc., si fuere necesario. 
1.1.6.  Metodología 
 Diseño de la Investigación 
Para desarrollar el presente proyecto, se utilizará el modelo de ingeniería de software  
en Espiral, el cual consiste en organizar las actividades del desarrollo en forma de 
bucle o espiral, comenzando por la parte interior de la misma, esto hace que el 
trabajo sea evolutivo, es decir que la funcionalidad del proyecto vaya 
incrementándose en cada iteración. 
Este modelo consta de 4 tareas principales, las cuales se deben llevar a cabo en cada 
ciclo, llamadas también “regiones de tareas”, estas son: 
a. Determinación de objetivos: 
Esta tarea consiste en especificar los recursos y las necesidades del proyecto a 
obtener, así como las limitaciones del mismo, en otras palabras, es la planificación 
inicial.  
 
b. Análisis de riesgo 




Con un panorama claro, se desarrolla el prototipo inicial del proyecto y definimos la 
vialidad del desarrollo de la siguiente etapa incremental y de ser procedente la 
planificamos.  
 
d. Desarrollo y pruebas 
Teniendo el prototipo respectivo, se proceden a realizar pruebas, tomando en cuenta 








1.2. Marco Teórico 
En el desarrollo de este proyecto están implicadas varias definiciones y técnicas, que 
serán descritas de manera breve a continuación. 
1.2.1.  La Realidad Aumentada (RA) 
La técnica de la realidad aumentada consiste en reemplazar o añadir elementos 
virtuales; que no existen físicamente, al entorno real, usando dispositivos como 
computadores, teléfonos móviles, entre otros. 
Esto con el fin de crear un entorno con muchos más recursos de los originales, 
combinado entre lo digital y lo físico, utilizada la mayoría de veces para lograr una 
interacción mucho más dinámica y directa entre hombre y máquina; esto, con la 
ayudad de técnicas de Visión Computacional tales como el reconocimiento y 




Gráfico 1: Ejemplo de Realidad Aumentada 
Fuente: www.larealidad-aumentada.blogspot.com 
1.2.2.  Visión Computacional 
La Visión Computacional o Visión Artificial es un subcampo de la Inteligencia 
Artificial que trata de alguna manera de simular en una máquina, el proceso con el 
que los humanos percibimos el entorno que nos rodea por medio de nuestros ojos, la 
                                                          
1
 www.larealidad-aumentada.blogspot.com 
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forma en la que procesamos la información adquirida, identificamos objetos, 
ambientes, rostros, etc., y finalmente la toma de decisiones frente a lo observado; 
esta disciplina abarca varios temas que van desde el procesamiento o tratamiento de 
imágenes a la construcción de redes neuronales, que permitan hacer procesos 
automáticos creando un cierto nivel de  inteligencia artificial. 
1.2.3.  Espacio de Color 
Desde el punto de vista humano, el color se percibe como la combinación de los tres 
colores primarios reflectados por la luz; Rojo (R), Verde (G), Azul (B), de los cuales 
se derivan los colores secundarios Cyan (Verde+Azul), Magenta (Rojo+Azul) y 
Amarillo (Verde+Rojo). 
 
Gráfico 2: Colores primarios y secundarios. 
Un modelo de color facilita la especificación de un color al estandarizarlo de alguna 
manera, generalmente esta representación se da de forma matemática, y cada color 
posee tres o cuatro valores llevados a un sistema de coordenadas con el mismo 
número de dimensiones, en donde cada combinación de color es un punto en este 
espacio definido. 
Existen varios modelos de color, entre estos: RGB, CMYK, YUV, YIQ, HSI, HSV, 
etc., cada uno tiene características propias y por ende una utilidad, pero el modelo de 
color al que nos referiremos para el desarrollo del presente proyecto es el RGB. 
 El Modelo de color RGB 
Este espacio de color se representa con coordenadas cartesianas, generando un 
subespacio en forma de tetraedro,  en el cual las componentes espectrales primarias 
se localizan en tres esquinas, las secundarias en otras tres, y adicionalmente los 
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colores negro y blanco, se localizan en el origen y en la parte más lejana del sistema 
respectivamente, la diagonal formada entre estos dos últimos colores representa la 
escala de grises, lo dicho se representa en la siguiente figura. 
 
 
Gráfico 3 : Tetraedro del modelo RGB 
1.2.4.  Segmentación de Imágenes 
La segmentación, es un proceso utilizado para dividir una imagen digital en partes o 
regiones de interés, las cuales son grupos de pixeles que poseen una o varias 
características comunes, tales como el color, la intensidad, la textura, etc., esta 
separación se lleva a cabo con el objeto de simplificar el análisis que se desea hacer 
sobre la imagen, haciendo que cada pixel tenga una “etiqueta” con la cual pueda 
identificarse y clasificarse en uno de los grupos o clases que conforman la totalidad 
de la imagen. 
 Segmentación por canales 
Los pixeles de una imagen en color están constituidos por canales o componentes, 
una manera de segmentar este tipo de imágenes es separar cada uno de estos canales 
en imágenes diferentes tomando en cuenta la intensidad de cada uno de estos en cada 
pixel, las imágenes resultantes estarán en escala de grises y serán del mismo tamaño 
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que la original, solo que monocromáticas, cabe decir que la suma de estas imágenes 





Gráfico 4: Separación en canales RGB de la imagen superior izquierda 
 
En el gráfico anterior se puede observar que en los pixeles donde el valor del canal es 
mayor, el tono de gris en la respectiva imagen ya separada, es mucho más claro. 
1.2.5.  Extracción de Regiones 
 Binarización de Imágenes 
El proceso de binarización de imágenes tiene como objeto transformar una imagen 
en escala de grises a una con solo dos colores: blanco y negro, esto se logra gracias al 
uso de un valor de umbral,  con el cual se define si cada pixel perteneciente a la 
                                                          
2
 http://es.wikipedia.org/wiki/Canal_(imagen_digital) 
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imagen es del uno o del otro color, haciendo una comparación entre la intensidad gris 
del pixel y el valor de dicho umbral. 
 
 
Matemáticamente, definimos la función: 
 
 (   )  {
      (   )   
      (   )   
 
 
Donde, U es el valor de umbral designado y f(x,y) es la intensidad de gris del pixel 
en la posición (x,y) de la imagen. 
Es decir, que si la intensidad del pixel es menor o igual al umbral se le asigna 0 
(color negro), mientras que si es mayor se le asigna 1 (color blanco), gráficamente, 
esto se puede representar con la función Escalón Unitario: 
 
 
Gráfico 5: Representación de la función de binarización por umbral 
 
 Definición del valor de umbral 
Un buen valor del umbral es clave para la binarización de la imagen, una manera 
efectiva de encontrar dicho valor es por medio de la observación y análisis del 
histograma de la imagen, que no es más que una función discreta que contiene la 
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información de los niveles de intensidad y el número de pixeles que poseen estas 
intensidades, a lo largo de ella. 
 
 
Gráfico 6: Imagen gris con alto contraste y su histograma 
El uso de esta técnica es efectivo cuando las condiciones de contraste entre lo que se 
desea extraer y lo que no, es notable, como se observa en la gráfica al existir un 
contraste alto en una imagen, por ejemplo, entre el fondo y los objetos de interés, la 
definición del valor del umbral se facilita, ya que el histograma tiende a presentar 
grupos marcados y es sencillo determinar qué valor de intensidad nos servirá de 
techo para separarlos, sin embargo existe también un valor estándar, que es 128 si las 
intensidades varían de 0 a 255. 
 
 Detección de Bordes 
Los pixeles de borde son pixeles alrededor de los cuales existe una gran variación en 
la intensidad del gris, sin importar si la imagen analizada presenta ruido, lo que se 
quiere es localizar los elementos presentes en la escena, pero en la práctica es muy 
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común que exista ruido y que este ruido genere la aparición de bordes falsos, por lo 
que un buen algoritmo de detección debe primero tratar de eliminar el ruido presente. 
En otros términos un borde es una cadena de pixeles conectados que cumplen con la 
condición descrita anteriormente. 
 
 Uso del operador derivada en la detección de bordes 
 La mayoría de algoritmos de localización de bordes se basa en el uso del operador 
derivada, específicamente en el análisis conjunto de la primera y segunda derivadas.  
Si revisamos una gráfica de los niveles de intensidad en una línea horizontal de 
pixeles de una imagen, vemos que al existir un cambio brusco en los niveles de gris 
(borde) la gráfica toma la forma de una rampa, con base en esta observación, se 
puede decir que en los lugares donde el nivel de gris es constante la primera derivada 
es cero, mientras que en la parte donde se produce el cambio esta derivada es 
constante; de la segunda derivada se puede afirmar que, tiene un valor de cero 
excepto en las partes donde comienza y finaliza el cambio, en dicho tramo la segunda 
derivada presenta un paso por cero. Dicho esto se define que la presencia de un borde 
se produce al existir un importante cambio en el valor de la primera derivada y un 
cambio de signo en la segunda derivada. 
Podemos observar lo afirmado: 
 




Gráfico 7: Grafica del concepto de primera y segunda derivada en la extracción de bordes, redibujo 
del  libro de Pajares: Visión por Computador, Capitulo 6 
 
Con base en los conceptos anteriormente mencionados se definen varios operadores 
usados para extraer bordes, entre estos están el operador Gradiente, Sobel, Prewitt, 
Roberts, kirst, Robinson, Frei-Chen y sus derivados, en cuanto a la segunda derivada 
podemos nombrar el operador Laplaciana y Laplaciana de Gauss entre los más 
usados. Algunos de los algoritmos basados en estos operadores incluyen también el 
cierre de contorno de regiones como el algoritmo de  Canny.
3
 
1.2.6.  Descriptores de Región 
Una vez extraídas las regiones de interés de una imagen, podemos proceder con un 
análisis más profundo, existen varias maneras de describir las regiones o figuras, una 
de ellas es el uso de los llamados descriptores. 
                                                          
3 Pajares, Gonzalo (2007). Visión por Computador: Imágenes Digitales y Aplicaciones, capítulo 6: 
Extracción de Bordes, Esquinas y Puntos de Interés, pag 146 
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Un descriptor ideal debe proporcionar información suficiente sobre el elemento y 
generalmente debe tener independencia del tamaño, posición y orientación, ya que 
este estudio servirá para un posterior proceso de reconocimiento y clasificación. 
Los descriptores de forma son elementos cuantitativos que describen de manera 
semántica una región, basados en la geometría de su contorno, para el presente 
proyecto usaremos los llamados momentos como métricas. 
 
 Momentos 
Los Momentos constituyen un grupo de parámetros que detallan la geometría de una 
región basados en su orientación, tamaño, posición y forma. 
 
Si tenemos una imagen digital cuyos pixeles tienen una intensidad representada por 
I(x,y), y donde x e y representan las posiciones respectivas de cada uno de ellos en la 
imagen; sus momentos respectivos de orden p+q se definen en general como: 
     ∑∑ 
   
 
   
 (   )
 
   
 
Siendo, M (ancho) y N (alto), las dimensiones en pixeles de la imagen.  
Así, si I es una imagen binaria, donde un pixel pintado tiene el valor de 1, los pixeles 
de fondo un valor de 0, y requerimos el momento de orden 0, se definiría como: 
     ∑∑ (   )
 
   
 
   
 
En este caso el  momento cero constituiría el área de la región. 
 Momentos Centrales 
Debido a que un buen descriptor requiere independencia de la posición del objeto, 
los momentos se pueden calcular en función de su centro de gravedad, y se definen 
como: 
     ∑∑(   ̅)
 
 
   
 
   
(   ̅)  (   ) 
Siendo ( ̅  ̅), el centro de gravedad del objeto. 
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 ̅  
    
   
           ̅  
    
   
 
Además, estos momentos pueden normalizarse para un mejor análisis:
4
 
    
   
   
           
   
 
                  
 
 Momentos Invariantes de Hu 
 
Los momentos propuestos por Hu en 1962, se obtienen a partir de los momentos 
centrales normalizados de orden 2 y 3, son 7 momentos que son insensibles a los 
cambios de posición, tamaño y ángulo. 
 
Se definen de la siguiente manera: 
 
           
   (       )
      
  
   (        )
  (        )
  
   (       )
  (       )
  
   (        )(       ),(       )
   (       )
 -  (     
   )(       ), (       )
  (       )
 -  
   (       ),(       )
  (       )
 -      (       )(       )  
   (        )(       ),(       )
   (       )
 -  (     
   )(       ), (       )
  (       )
 -  
 
Cabe aclarar, que estos momentos aportan información de una manera muy irregular, 







1.2.7.  Reconocimiento de Patrones 
                                                          
4
 Martín ,Marcos 2002, Descriptores de Imagen, pag 2-3 
5
 Pajares, Gonzalo 2007. Visión por Computador: Imágenes Digitales y Aplicaciones, Capítulo 9: 
Descripción de Regiones, pag 261-263 
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El reconocimiento de patrones tiene como objetivo clasificar los objetos en ciertos 
grupos o clases, existen varias maneras de enfocar esta técnica: la estadística 
(decisión), la sintáctica (estructural), el reconocimiento por apariencia y la basada en 
las redes neuronales. Las técnicas que usan redes neuronales y la estadística usan 
modelos o patrones de los que se extraen características numéricas, mientras que las 
técnicas sintácticas se basan en las relaciones geométrica asociadas a la forma que 
tienen, y las que se enfocan en la apariencia toma en cuenta algunos puntos de las 
anteriores. 
Como ejemplos de aplicación de las técnicas de reconocimiento tenemos el 
reconocimiento de caracteres, reconocimiento de voz, clasificación de señales de 
radar, control de calidad de productos como frutas, elementos industriales, controles 
biométricos (reconocimiento iris, huellas dactilares, rostros) de empleados, 
reconocimiento de firmas, entre otros. 
 
 
Gráfico 8: Reconocimiento Biométrico 
Fuente: http://www.publico.es/390429/internet-se-queda-con-tu-cara 
 
Para este proyecto se utilizarán técnicas estadísticas, por lo que se requerirán las 











 La etapa de entrenamiento consiste en extraer datos de varios ejemplares de cada 
una de las clases en las que se desea clasificar, los cuales proporcionarán los 
cuantificadores que caracterizarán a dicho grupo de los demás, este grupo de 
ejemplares debe ser lo más variado y numeroso posible, esto quiere decir, que las 
muestras deben tener diferente ángulo, posición, y tamaño;  ya que mientras más 
datos de entrenamiento se le proporcione al clasificador más efectivo será. 
Observamos, lo que serían unos ejemplos de muestras: 
 
 
Gráfico 9: Ejemplos de muestras de tres clases de objetos 
  
Una vez extraídas las características de los objetos de muestreo, se procede a elegir 
un algoritmo de clasificación apropiado. 
 
 Clasificador Euclidiano:  
Un clasificador euclidiano es un clasificador basado en la distancia que de manera 
intuitiva se define para calcular el tamaño del segmento de recta que une dos puntos; 
es decir que: 
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Si tenemos dos vectores de n dimensiones, llamados X e Y, con componentes xi y yi  
respectivamente, donde   *        +, la distancia euclidiana entre estos puntos 
sería: 
 (   )  [∑(     )
 
 






Ahora definimos el siguiente algoritmo para explicar el funcionamiento de un 
clasificador euclidiano: 
 
1. Se define una muestra de patrones, la cual estará previamente clasificada en p 
clases {C1, C2, C3,…, Cp}, siendo Ci la clase con la que se ha etiquetado a los 
objetos de muestreo. 
2. Basándonos en la muestra anterior definimos un patrón representante para cada 
clase Ci, este se define como:    
 
 
∑         donde k es el número de 
elementos que pertenecen a Ci. 
 
3. Ahora, si tenemos un patrón X, cuya dimensión es n, y cuya clase es 
desconocida, usamos la distancia euclidiana para clasificarlo como perteneciente 
a una clase Ci , si se cumple que: 
 
    (    )   (    )            
 
Es decir que, se elige a Ci, como la clase a la que pertenece el patrón X si la distancia 
de este, al patrón representante de Ci es la menor de las distancias calculadas entre el 
todos los patrones representantes de las clases Cj, incluida Ci  y el desconocido X. 
 
Este clasificador, posee algunas limitaciones, ya que las clases en las que se divide la 
muestra deben ser linealmente separables, además la muestra de la que se obtiene el 






                                                          
6
 López, Yanez Itzama 2011, Teoría y Aplicaciones del Clasificador Asociativo Gamma, pag. 11-12 






En la etapa de test o prueba, se toman los datos de la muestra tomada en la etapa 
anterior (entrenamiento), mediante esta etapa se mide la eficiencia del clasificador 
tomando los resultados para cada objeto de prueba perteneciente a la clase Ci como 
sigue: 
 
Positivos: Objetos de clase Ci clasificados correctamente como Ci. 
Falsos Positivos: Objetos de clase Cj clasificados erróneamente como Ci. 
Negativos: Objetos de clase Ci clasificados como pertenecientes a otra clase. 
 
Luego de obtener los resultados en esta etapa, se proceden a hacer las modificaciones 
correspondientes tanto en los parámetros que se usan para definir la clase y sus 
correspondientes cálculos, como en el número de objetos que intervienen en la 
muestra de entrenamiento. 
 
 Método de los Vecinos más cercanos (knn) 
El método de los vecinos más cercanos (k-nearest-neightbours), es una técnica de 
clasificación supervisada, que consiste en determinar la probabilidad de que un 
elemento dado X, pertenezca a la clase Ci; basados en un conjunto de prototipos o 
elementos de entrenamiento; de manera semejante al clasificador euclidiano.  
Esta técnica necesita también de un vector característico, para definir tanto los 
elementos de entrenamiento como para el elemento de prueba, generalmente, 
también se basa en la distancia euclidiana para realizar la clasificación;  la principal 
diferencia con el mencionado clasificador, es que este no determina la clase del 
objeto de test basado únicamente en la clase del objeto de entrenamiento con el que 
tiene la mínima distancia; si no que lo hace tomando un grupo de los prototipos más 
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En el siguiente gráfico, podemos observar lo dicho anteriormente: 
 
Gráfico 10: Método de clasificación Knn 
Fuente: http://es.wikipedia.org/wiki/Knn 
 
Como se puede observar el círculo verde (objeto a clasificar), tiene como vecinos 
más cercanos a 2 triángulos (clase1) y un cuadrado (clase 2), por ende, será 
clasificado como triángulo (clase 1). 
Debido a que las posibilidades de error disminuyen al tener más elementos en los 
cuales basar la decisión, este método proporciona una mayor seguridad a la hora del 
reconocimiento de objetos, aunque sigue presentando la misma limitación, de 











                                                          
7
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ESTUDIO Y DISEÑO DEL FLUJO DEL VIDEOJUEGO 
2.1.  Técnica de Juego 
El presente proyecto está dirigido al público infantil, por esto tanto el flujo del juego 
como el escenario donde este se desenvuelve deben ser sencillos, claros y 
entretenidos; teniendo en cuenta estos aspectos, además del objetivo principal, que es 
el de reforzar el conocimiento en la tarea de identificación de los objetos de acuerdo 
a su forma y color; se ha elegido como técnica de juego, la de “arrastrar y soltar”, es 
decir que el jugador deberá identificar una figura propuesta, de entre varias 
posibilidades presentadas, deberá tomarla y arrastrarla hasta llegar a una posición 
establecida, para soltarla nuevamente. 
En la siguiente figura se muestran los gestos definidos para controlar el juego y sus 
respectivas interpretaciones. 
 
Gráfico 11: Signos usados en el videojuego e interpretaciones 
2.2.  Flujo del juego 
A continuación se describe el manejo del juego: 
a. En primera instancia aparecerá una pantalla de detección, se procederá a 
identificar la presencia de la mano derecha, si esta es detectada, avanza a la 
pantalla de juego, caso contrario el juego quedará detenido en este punto. 
 
 





Figura 1: Flujo de Juego interpretación 1 
 
b. Una vez dentro de la pantalla de juego, se comenzará a contabilizar el tiempo 
transcurrido en segundos y minutos, se identificará tanto la posición como los 
gestos que realiza la mano en tiempo real. 
 
c. De manera paralela, aparecerán en la pantalla algunas figuras con variadas 
formas y colores, elegidas de forma aleatoria, estas se moverán de manera 




Figura 2: Flujo de Juego interpretación 2 
d. Se mostrará también una matriz o molde de empate, la cual indicará la figura que 
debe seleccionarse de entre todas las presentadas, este cambiará de forma y color 
de modo aleatorio, transcurridos unos pocos segundos, si no existe ninguna 









Figura 3: Flujo de Juego interpretación 3 
e. Para que el jugador pueda elegir o atrapar una figura, deberá usar el gesto 
mencionado en el Gráfico 11: Signos usados en el videojuego e 
interpretaciones, y deberá colocarse en una posición que esté dentro de los 
límites de la figura deseada, manteniendo dicho gesto deberá llevarla hacia la 
posición donde se encuentra ubicado el molde o matriz. 
 
 
Figura 4: Flujo de juego interpretación 4 
 
f. Una vez ubicado bajo el molde, el jugador deberá realizar el gesto 
correspondiente, para soltar la figura. 
 
g. Si la figura seleccionada es la correcta el puntaje se incrementará, caso contrario 
aumentará la contabilización de errores, en ambas situaciones (acierto o error) el 










Figura 5: Flujo de juego interpretación 5 
h. Existe un número máximo de errores en cada nivel, si el jugador supera este 
valor, automáticamente perderá el juego, si al contrario supera todos los niveles 
con éxito y tiene una puntuación alta, se procederá a guardar su nombre en la 
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Figura 6: Diagrama de flujo del desarrollo de juego 
2.3. Niveles 
Nivel 1: Las figuras geométricas propuestas para elegir, se mueven a una velocidad 
moderada, estas pueden ser de 3 formas y 3 colores distintos, estas características se 
mantienen a lo largo de todo el trayecto horizontal. 
Nivel 2: Las figuras propuestas para elegir, se mueven a una mayor velocidad, estas 
pueden ser de 3 formas y 5 colores distintos, estas características se mantienen a lo 
largo de todo el trayecto horizontal. 
Nivel 3: La velocidad de movimiento de las figuras es mucho más rápida estas 
pueden ser de 5 formas y 7 colores distintos, estas características cambian durante el 
trayecto horizontal que siguen. 
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El jugador podrá subir de nivel, si alcanza el número de empates (aciertos) 
requeridos por cada uno de ellos, a continuación una tabla que resume esta y las 
anteriores características. 












Nivel 1 Lenta 3 3 No 5 
Nivel 2 Moderada 3 5 No 12 
Nivel 3 Rápida 5 7 Si 15 
 
Tabla 1: Resumen de Características por niveles 
 
2.4. Sistema de Puntuación 
El sistema de puntuación, está basado en la contabilización de errores o aciertos y 
considera también el tiempo de duración del juego. 
Por esto, se debe definir qué significa tener un acierto o un error, en la partida. 
 Acierto: Se considera un acierto si la figura arrastrada se suelta en la posición 
correcta, bajo el molde, y esta es la correcta tanto en forma como en color. 
 Error: Se considera error si la figura que está siendo arrastrada se suelta en una 
posición incorrecta,  es decir, fuera de la matriz; o si esta se suelta en la posición 
correcta pero no corresponde a la forma y color requeridas. 
El puntaje iniciará en 0, y por cada acierto este se incrementará en 100 puntos, al 
existir un error, no habrá ningún cambio en el mismo, pero se sumará a los errores 
cometidos, estos se contarán por cada nivel, mientras que los aciertos se contarán de 
manera acumulativa durante toda la partida.  
Al finalizar, ya sea por pérdida, al llegar al número máximo de errores; o por 
terminar de jugar los tres niveles, al puntaje obtenido se le sumará una cantidad 
proporcional correspondiente a la división de 1000 para el tiempo transcurrido en 
milisegundos y multiplicado por el número de aciertos obtenidos, de tal forma que, a 
menor tiempo transcurrido mayor puntaje extra. 




2.5. Estructura de la Interfaz del videojuego 
En el siguiente diagrama se muestra la estructura de la interfaz del videojuego, se 
describen además las pantallas que se presentarán. 
 
Figura 7: Organigrama de la estructura de interfaz 
Pantalla Principal 
La entrada principal del juego consta de tres opciones: una entrada secundaria hacia 
la pantalla de instrucciones, una hacia la pantalla de ranking o lista de mejores 
puntuados y la entrada hacia el juego en sí.  
Pantalla Instrucciones 
En esta pantalla se describe el procedimiento que se debe seguir para jugar, está 
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Pantalla de Ranking 
En esta pantalla se presenta una lista de los mejores cinco jugadores, es decir, los que 
tienen las cinco puntuaciones más altas, además de un botón de retorno a la entrada 
principal. 
Pantalla de Detección 
Es la primera pantalla que aparece al presionar el botón de jugar, aquí es donde se 
detecta la presencia de la mano derecha para proceder con el desarrollo del juego, 
mientras esto no suceda no se podrá continuar. 
Pantalla de Juego 
Aquí es donde el juego se desarrolla, aquí se podrá visualizar además, el avance de 
los niveles, el puntaje, y el tiempo transcurrido. 
Pantalla de Pausa 
En esta pantalla se decide si reanudar el juego en el punto donde se lo pausó, o se 
regresa a la pantalla de inicio. 
Pantalla de Puntaje Alto 
Sin importar el punto donde se encuentre el juego, si el jugador pierde o finaliza la 
partida con un puntaje que está entre los más altos se presenta esta pantalla en donde 
se pide el ingreso del nombre del jugador para registrarlo en el ranking. 
Pantalla de Pérdida 
Se presenta cuando el jugador excede el número de errores permitidos, tiene un 
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2.6. Diseño Gráfico del Juego 
2.6.1.  Colores y Figuras 
Las formas geométricas básicas y los colores elegidos para identificar, son los 
siguientes: 
 
Figura 11: Formas geométricas elegidas para el juego. 
 
 
Figura 12: Colores que intervendrán en el juego 
 
2.6.2.  Diseño Personaje Principal 
Cuando se crea un personaje principal, se busca de alguna manera, que el público 
hacia el que va dirigido, se identifique con él, ya sea por sus características físicas o 
por los objetivos que este tiene dentro de la historia.  
 
En este caso nuestro personaje principal, es un robot llamado “Figu”, el cual 
constituye también  el nombre del juego; cuyas características son las de un niño: 
estatura pequeña, ojos y cabeza grandes, actitud alegre y sonriente, el cual trabaja en 
una especie de laboratorio industrial, rodeado de maquinaria y es el encargado de 
manejar una banda por donde se transportan las figuras hasta la matriz (molde), que 
se encarga de verificar que las piezas requeridas para la producción de la fábrica sean 
las correctas. 
 
Teniendo en cuenta estos aspectos se procede a realizar un boceto que se acerque al 
perfil propuesto: 














Gráfico 12: Primeros bocetos personaje principal “Figu” 
 
El siguiente paso es digitalizar los bocetos, añadiendo, quitando o fusionando sus  



















Gráfico 13: Evolución del personaje “Figu” 




2.6.3.  Diseño del Logotipo 
 
 
Gráfico 14: Logotipo del juego "Figu" 
Se diseñó el logotipo en base al personaje principal, dado que es un robot se 
colocaron tuercas metálicas en las partes laterales; además que las letras que 
conforman el nombre son planas y con rasgos rectos, de manera similar a las formas 
geométricas básicas. 
Los colores que se eligieron, son varios y son colores vivos, que expresan alegría y 
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2.6.4.  Diseño de Escenarios 
Siguiendo la misma línea industrial y fusionándola con elementos cotidianos en el 
entorno de los niños, como los de las aulas escolares. 
 Fondos 
Para las pantallas principales (inicio, ranking, instrucciones, juego) se utilizó un 
fondo de pizarra azul y para las secundarias (pausa, fin de juego, puntaje, pérdida) 









 Diseño de elementos de Juego 
Matriz o molde: En la cual se presentará la figura que debe ser elegida, en la 
pantalla inferior, mientras que en la pantalla superior se mostrará el resultado del 
empate (acierto o error). 
 
Gráfico 17: Matriz o molde de figuras 
 
 
Gráfico 16: Texturas  para fondos de escenarios 




Jugador: El jugador estará representado por un icono en forma de mano abierta o 
cerrada, según el gesto realizado por la mano real. 
 
 
Gráfico 18: Iconos para representar al jugador 
Figuras: Las figuras geométricas, tendrán un efecto metálico para simular piezas 
para producción industrial. 
 
Gráfico 19: Ejemplos de figuras con textura metálica 
Brazos Metálicos: Serán los encargados de sostener y transportar a las figuras a lo 
ancho del escenario, hasta que sean atrapadas por el jugador. 
 













Máquina Verificadora: Máquina a donde se deberá llevar el objeto   atrapado para 
verificar que este sea el correcto. 
 
Gráfico 21: Diseño máquina verificadora de objetos 
 
Banda transportadora: Este elemento se encargará de llevar a la figura   atrapada 
en la dirección que le indique el jugador, es decir; que colocará el objeto en la 
posición donde se encuentre la mano del jugador, mientras este la tenga atrapada, la 
banda estará colocada justo debajo de la maquina verificadora. 
 
 













 Diseño de pantallas  
Utilizando los elementos mencionados anteriormente, se diseñaron las pantallas para 
cada estado del juego. 
 
Gráfico 23: Pantalla de Inicio 
 









Gráfico 25: Pantalla de Juego Acción Atrapar Figura 
 











Gráfico 27: Pantalla de Ranking 
 
 











Gráfico 29: Pantalla de Fin de Juego 
 











Gráfico 31: Pantalla de Pérdida 
 
 











IMPLEMENTACIÓN DEL VIDEOJUEGO 
El presente proyecto se desarrollará en el IDE (Entorno de Desarrollo Integrado) 
Visual Studio con plataforma .NET, en lenguaje C/C++, con una estructura de 
programación (POO) orientada a objetos. Adicionalmente se usará la librería para 
videojuegos 2D: Allegro 5.0. 
3.1. Librería Allegro 5.0 
Es una librería dirigida al desarrollo de videojuegos en 2 dimensiones, es un 
acrónimo de Allegro Low Level Game Routines (Rutinas de Bajo Nivel para 
videojuegos Allegro), está programada en lenguaje C, y posee funciones para el 
manejo de imágenes, sonidos, textos, temporizadores; y dispositivos de entrada como 
mouse, teclado, joystick, entre otros. 
 
Gráfico 33: Logotipo de AllegroWiki 
Fuente: http://wiki.allegro.cc/ 
 
La última versión de esta librería es la 5.0 que está implementada bajo tecnología 
OpenGL o Direct3D, es decir, con aceleración por hardware.  
 
Allegro posee un conjunto de bibliotecas adicionales llamadas “Addons” que  dan 
soporte y facilitan el uso de varios formatos para imágenes (BMP, PCX, PNG y JPEG), 
fuentes (TTF), códecs de sonido (Ogg y FLAC). 
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 Instalación de Allegro 5.0 en Visual Studio 3.1.1.
Teniendo previamente instalado Visual Studio (VS), el primer paso es descargarse la 
librería Allegro en versión binaria para Windows y de acuerdo a la versión de VS 
que se haya instalado previamente, del siguiente enlace: https://www.allegro.cc/files/, 
luego se extrae el paquete de archivo descargados en una ubicación conocida. 
Para que la librería Allegro funcione en nuestro proyecto tenemos que agregarla al 
mismo, siguiendo estos pasos: 
 
- Abrir Visual Studio y crear un nuevo proyecto vacío 
 
Gráfico 34: Ventana Nuevo Proyecto Visual Studio 2010 
 
- Lo siguiente es ir a la ventana de propiedades y vincular el proyecto a la librería 
Allegro, haciendo clic derecho sobre el nombre del proyecto, en la ventana del 
explorador de  soluciones, propiedades, en esta ventana configuramos como 
sigue: 
 Bajo Configuration Properties->C/C++->General, 
ingresar c:\allegro\include en Additional Include Directories. 
 En Configuration Properties->Linker->General, 
ingresar c:\allegro\lib en Additional Library Directories. 
 Bajo Configuration Properties->Linker->Input, agregar allegro-5.0.x-
monolith-md-debug.lib a Additional Dependencies. 
 Bajo Configuration Properties->Debugging, 
ingresar PATH=c:\allegro\bin;%PATH% en Environment. 
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 Click en aplicar 
 Luego realizar los pasos anteriores cambiando la opción de configuración por 
release, a excepción del ítem en Additional Dependecies en donde se deberá 
ingresar: allegro-5.0.x-monolith-md.lib. 
Cabe aclarar que las “.x” colocadas en los pasos anteriores se deben reemplazar por 
la respectiva versión que se está enlazando. 
 
Gráfico 35: Ventana Propiedades de Proyecto Visual Studio 2010 
- Ahora que ya está vinculada la librería Allegro al proyecto, podemos utilizarla 
agregando las llamadas a las cabeceras según las necesidades que tengamos, 

















  Inicialización de pantalla y librerías adicionales (addons) 3.1.2.
Para crear un juego, una vez instaladas las librerías allegro, es necesario inicializar el 
propio Allegro, la pantalla donde se visualizará el mismo,  las librerías adicionales, 
un temporizador y los controladores de eventos y dispositivos, para ello se debe 
colocar el siguiente código: 
ALLEGRO_DISPLAY *display = NULL; //putero al objeto 
display(pantalla) 
ALLEGRO_EVENT_QUEUE *event_queue = NULL; //puntero al manejador de 
eventos 
ALLEGRO_TIMER *timer = NULL; //puntero al temporizador del juego 
if(!al_init()) //inicializacion de allegro  
return -1; 
display = al_create_display(WIDTH, HEIGHT);//creacion del objeto 
display 




//Allegro instalación de módulos 
al_init_primitives_addon(); //módulo para dibujo de primitivas 
al_install_keyboard(); //módulo para manejo del teclado 
al_install_mouse(); //módulo para manejo de mouse 
al_install_audio(); //módulo para manejo de audio 
al_init_image_addon();//módulo para manejo de imágenes 
al_init_font_addon();//módulo para manejo de fuentes 
al_init_ttf_addon();//módulo para manejo de fuentes ttf(true type 
font) 
al_init_acodec_addon();//módulo decodificación de audio8 
 
  Animaciones 3.1.3.
Para las animaciones de los personajes, se han usado “sprites”, que no son más que 
una serie de imágenes que ilustran un movimiento y son pasadas de manera 
secuencial, para crear una animación. 
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Para usar los sprites con Allegro, se deben cargar las imágenes de la secuencia en los 
frames de una variable de tipo puntero a matriz de bitmap para luego acceder a ellas 
por medio de sus índices. Suponiendo que las imágenes del vuelo de dragones 
mostradas, tienen un nombre secuencial, el código sería el siguiente: 
 
ALLEGRO_BITMAP *image[maxFrame]; //Declaración variable donde 
maxFrame es el número de imágenes a cargar 
 
//carga de frames 
image[0] = al_load_bitmap("fliegt w0000.bmp"); 
image[1] = al_load_bitmap("fliegt w0001.bmp"); 
image[2] = al_load_bitmap("fliegt w0002.bmp"); 
image[3] = al_load_bitmap("fliegt w0003.bmp"); 
image[4] = al_load_bitmap("fliegt w0004.bmp"); 
image[5] = al_load_bitmap("fliegt w0005.bmp"); 
image[6] = al_load_bitmap("fliegt w0006.bmp"); 
image[7] = al_load_bitmap("fliegt w0007.bmp"); 
image[curFrame] //para acceder a un determinado frame (curFrame) 
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3.2. Estructura de Clases del proyecto 
Teniendo en cuenta el flujo del videojuego, además tomando como referencia base la 
estructura propuesta por el portal Fix By Proximity en su curso “2D Game 
Developement Course” publicados en el siguiente link: 
http://fixbyproximity.com/2d-game-development-course/; con estos antecedentes se 
ha armado una estructura de clases, en donde existe una clase padre llamada 
GameObject, que contiene todos los atributos y métodos comunes de las clases hijas; 





A continuación se presenta el diagrama de clases: 
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+Init(entrada x : float, entrada y : float, entrada velx : float, entrada dirX : float) : void





















+Init(entrada x : float, entrada y : float, entrada image : ALLEGRO_BITMAP *, entrada width : float, entrada 







+Init(entrada x : float, entrada y : float, entrada image : ALLEGRO_BITMAP *, entrada width : 






+Init(entrada x : float, entrada y : float, entrada type : int, entrada color : int) : void
+UpdateRef(entrada forma : int, entrada color : int, entrada nivel : int) : void
+Render() : void
+Change(entrada forma : int, entrada color : int, entrada nivel : int) : void
+GetPosHidX() : float
+GetPosHidY() : float
+SetPosHidX(entrada nHidX : float) : void







+Init(entrada x : float, entrada y : float, entrada type : int, entrada color : int, entrada image : 








+Init(entrada x : float, entrada y : float, entrada image : ALLEGRO_BITMAP *, entrada idbutton : int, entrada width : 
float, entrada height : float) : void
+Render(entrada posmx : float, entrada posmy : float, entrada font : ALLEGRO_FONT *) : void
+Update() : void
+SetIdButton(entrada nidbutton : float) : void
+GetIdButton() : int
+SetColorText(entrada ncolor : ALLEGRO_COLOR) : void
+GetColorText() : ALLEGRO_COLOR




-sound : ALLEGRO_SAMPLE *
Button
 
Figura 8: Diagrama de Clases del Videojuego 





3.3. Implementación de Clases 
Una vez instalados e inicializados los componentes de Allegro se implementaron las 
correspondientes clases, descritas en el diagrama de la Figura 8: Diagrama de 
Clases del Videojuego, con sus respectivos atributos y métodos, el código fuente de 
estas se adjunta en el ANEXO 1; con sus respectivos comentarios. 
 
Todas las clases interactúan entre sí, por medio de la clase “main” o clase principal, 
cuyo código fuente se encuentra en el ANEXO 2 del proyecto, en esta clase donde se 
determinan los estados en los que se puede encontrar el juego, a continuación se 




/ Click Boton Play
PLAYING
RANKINGHELP




cuando: Ha pasado todos los niveles
 
















RECONOCIMIENTO DE LA MANO DERECHA 
4.1.  Librería Open CV 
Para la implementación del algoritmo de reconocimiento de la mano derecha, se hará 
uso de la librería de Visión Computacional Open CV, en la versión 2.4. 
Open CV es una librería gratis y de código abierto, tanto para uso comercial como 
para propósitos académicos, tiene soporte para plataformas Windows, Linux, Mac 
OS, iOS y Android, además de que posee interfaces para ser utilizada con lenguajes 
como C++, C, Python y Java. Esta librería está  enfocada al desarrollo de 
aplicaciones en tiempo real con alta eficiencia, es una compilación de algoritmos de 
Visión Computacional y Procesamiento de Imágenes. 
  Open CV y Visual Studio 4.1.1.
Para usar OpenCV en la plataforma Visual Studio 2010, el primer paso  es 
descargarse dicha librería para plataforma Windows, de la página oficial:  
http://www.opencv.org/ ; una vez descargada se la debe extraer en el disco local, en 
un directorio conocido, puede ser: C:/OpenCV2.4/ 
Para poder usarla en un proyecto de Visual Studio, se debe crear un nuevo  proyecto 
vacío e ir a la ventana de propiedades del mismo, donde se deben agregar las 
referencias a los archivos binarios de la librería de la siguiente manera: 




Gráfico 37: Ventana Propiedades de Proyecto Visual Studio 2010 
Además de agregar la referencia a la ruta donde están los archivos dll de OpenCV, en 
el campo “Linker”. 
 
Gráfico 38: Ventana Librerías adicionales de Proyecto, Visual Studio 2010 
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Ahora resta incluir los archivos encabezados en la clase principal del proyecto para 





4.2. Metodología para la Implementación del Algoritmo de Reconocimiento 
A continuación se muestra el flujograma que muestra la metodología a seguir para la 


























Figura 10: Flujograma del Algoritmo de reconocimiento 
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  Preparación del Escenario y Obtención de imágenes 4.2.1.
 Preparación del Escenario 
Debido a que, para aplicar una técnica de reconocimiento de patrones, se requiere de 
una buena segmentación previa, se hace necesario tener un control sobre todos los 
posibles escenarios en donde se desenvolverá la aplicación, y debido a que hablamos 
de que estos son innumerables en el entorno real, se observa que una manera de 
lograrlo es limitando el número de elementos variables que intervienen en el entorno, 
por ello se ha diseñado un esquema estándar de escenario para que el proyecto pueda 
aplicarse con una alta eficiencia. 
En la siguiente figura observamos el diagrama del esquema propuesto: 
 
Figura 11: Diagrama de Escenario Estándar 




Si se observa el esquema anterior en detalle, se nota que existe una altura definida 
(62cm) desde la base hasta el eje horizontal del soporte donde se sostiene la cámara 
web, la misma que tiene un ángulo cenital (vista superior), paralelo a la mesa de 
trabajo, además, existe cierta distancia horizontal (29cm) entre el poste del soporte y 
el lente de la cámara; de esta forma se logra que la vista superior que proporciona el 
dispositivo, abarque toda la mesa de trabajo, y podamos mover la mano derecha 
dentro de los límites de la misma, sin restricciones. 
Finalmente, definimos la mesa de trabajo como una lámina tamaño A3 en cartulina 
de color negro, dispuesta de manera horizontal, esto con el fin de lograr el mayor 
contraste posible entre la mano y el fondo, que constituirán la imagen que será 
procesada por el computador en tiempo real al transcurrir el juego. Esta es una 
manera de acelerar el tiempo de respuesta en el reconocimiento, debido a la  
disminución de operaciones de tratamiento de imágenes que suelen ser las que 
demandan más recursos del computador. 
En la siguiente imagen observamos el escenario final armado: 
 
Gráfico 39: Imagen de Escenario Real 
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 Obtención de Imágenes 
La obtención de las imágenes se hace por medio de una cámara web marca Genius, 
modelo Face Cam 321, de 8MP de resolución. Usando la librería OpenCV, 
capturamos los frames de la cámara cada cierto intervalo de tiempo y asignamos a 
una matriz para procesarla. 
 
Gráfico 40: Cámara web Genius FaceCam 321
12 
Para realizar el reconocimiento de patrones, elegimos un algoritmo que requiere 
obtener muestras para una fase previa de entrenamiento, es por esto que se obtienen 
un grupo de imágenes para los tres gestos que se desea reconocer, variándolas en 
términos de escalamiento, rotación y traslación, además que fueron tomadas a un 
grupo de personas de distinta contextura y edad, para tener un mayor rango de 
fiabilidad a la hora de realizar pruebas. 
 
Gráfico 41: Fotografías Iniciales gestos de la mano derecha 
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Para mejorar el proceso de segmentación se decidió usar un guante rojo como 
elemento de ayuda, además que se eligió el espacio de color RGB para trabajar, ya 
que la cámara web, nos proporciona imágenes en espacio BGR. 
  Segmentación 4.2.2.
 Escenario Inicial y Problemas de Iluminación 
Inicialmente, como ya se mencionó, se utilizó un guante de color rojo para cubrir la 
mano derecha y un fondo celeste, para lograr un mayor contraste, el proceso de 
separación consistía en aislar todos los pixeles rojos de la imagen de entrada y así 
obtener una imagen binaria en donde el fondo era negro y la mano estaba formada 
por todos los pixeles rojos convertidos a pixeles blancos; pero al presentarse cambios 
en la iluminación algunos pixeles que correspondían a la mano eran clasificados 
como fondo, produciendo una deficiente segmentación, debido a que el guante rojo 
producía tanto sombras (colores negros) y brillos (colores blancos) en la zona 
interna. Por esta razón se decidió estructurar otro escenario que brindara mayor 
seguridad a la hora de la segmentación. 
 Cambio de escenario y Segmentación por canales 
Con el fin de solucionar el problema descrito anteriormente y además con la 
intención de eliminar componentes adicionales, como el guante rojo, se armó un 
escenario en donde el fondo es el más obscuro posible (color negro), para que el 
color de la piel de la mano sea altamente contrastante, y ya que el espacio de color 
original que proporciona el dispositivo de entrada es el RGB, se decidió no 
transformar a otro espacio y probar con  una segmentación por canales, analizada en 
el Capítulo 1.   
Luego de hacer los cambios al escenario, se procedió a elegir uno de los canales, en 










Gráfico 42: Imagen Original tomada por la cámara Web 
 












Gráfico 44: Separación de la imagen por el canal verde(G) 
 
Gráfico 45: Separación de la imagen por el canal rojo (R) 
Como se puede observar, la imagen correspondiente a la separación por canal rojo es 
en donde más contraste existe, por ello este es el canal elegido para trabajar, la razón 
por la que esto sucede, es porque el ser humano está compuesto por sangre, esta es de 
color rojo y la piel tiende a brillar en este color. 
Se realizaron varias pruebas con cambios de iluminación y se obtuvieron resultados 
satisfactorios en la gran mayoría de casos, cabe aclarar que el jugador no debe llevar 
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ningún artículo en la mano, como anillos o pulseras, ya que esto perjudicaría el 
proceso. 
 Binarización de la imagen 
Como se vio en el Capítulo 1, ya obtenida una imagen muy bien contrastada en color 
gris, el siguiente paso para separar el fondo de los elementos de interés, es binarizar 
la imagen, en este caso, usaremos el método de binarización por umbral, explicado 
también  anteriormente. 
Para ello, se observaron los histogramas de las imágenes separadas por el canal rojo, 
escogidas para el entrenamiento, y para un tamaño muestral de n=45, se obtuvo un 
umbral de binarización promedio de 170, cabe recalcar que este umbral es óptimo en 
la gran mayoría de imágenes siempre y cuando se cumpla con unas condiciones de 
iluminación equilibradas, es decir no tener ni brillo, ni obscuridad excesivos. 
Se puede observar el resultado, luego de aplicar la operación de binarización con el 
umbral escogido. 
 











Gráfico 47: Imagen Binarizada con umbral 170 
  Extracción de Características 4.2.3.
Para continuar con el proceso de extracción de características, primero, se debe 
eliminar en lo posible, el ruido de la imagen resultante de la binarización por umbral, 
esto se logra utilizando dos operaciones morfológicas: la dilatación (para cerrar 
agujeros negros) y erosión (para eliminar el ruido restante, puntos blancos aislados), 
en ese mismo orden. A continuación observamos las imágenes de muestra en las 
etapas mencionadas: 
 
Gráfico 48: Imagen luego de aplicar operación Dilatación 
 





Gráfico 49: Imagen luego de aplicar operación erosión 
 Extracción de bordes 
Luego de esto, se deben extraer los bordes de la mano para luego proceder a calcular 
los respectivos momentos invariantes de Hu, con la ayuda de openCV, el cual posee 
un método ya implementado para extraerlos, basado en la técnica de gradiente, 
descrita en el Capítulo 1, esta función es:  
cvFindContours(img2,storage,&first_contour); 
Cabe recalcar, que los momentos de Hu son descriptores de región, no de bordes, 
pero es necesario extraer previamente los contornos de la imagen, ya que OpenCV 
requiere de ellos para realizar dichos cálculos. 












Gráfico 50: Resultado de la extracción de bordes 
 Extracción de los momentos invariantes de Hu 
Luego de obtener el contorno de la mano, se pueden realizar los cálculos de los 
momentos invariantes de Hu, OpenCV tiene implementado ya este proceso, y para 
ejecutarlo se utilizan las siguientes funciones: 
CvMoments Moments; //calcula los momentos de Hu 
CvHuMoments HuMoments; 
cvContourMoments(first_contour, &Moments); //first_contour:contorno 
de la mano 
cvGetHuMoments(&Moments, &HuMoments); //Obtiene los momentos de Hu y 
los almacena 











Luego de realizar los primeros cálculos observamos que los momentos de Hu tenían 
valores demasiado bajos, estos iban incluso por debajo de 1*10-
12
, por lo que se 
decidió, multiplicarlos por un valor de 10*10
12
, siendo estos últimos los valores 
utilizados para el entrenamiento. 
El proceso anterior se lo realizó para cada una de las muestras recogidas de cada 
gesto a reconocer, y los resultados se almacenaron en diferentes documentos de texto 
plano (.txt). Obteniendo los siguientes resultados, para una muestra pequeña de n=5: 
Gesto 1: Mano Abierta (soltar) 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1,13E+05 2,05E-01 2,49E-02 1,39E-03 1,37E-11 -8,14E-07 1,11E-21 
2 1,12E+05 1,79E+00 2,39E-01 2,97E-02 -2,14E-09 3,03E-05 3,57E-09 
3 1,13E+05 4,71E-01 1,08E-01 2,28E-03 -5,43E-11 3,49E-07 -2,46E-11 
4 1,13E+05 3,50E-01 5,51E-02 6,98E-03 2,28E-10 -2,78E-06 1,47E-12 
5 1,13E+05 2,09E-01 5,65E-03 2,85E-04 3,73E-11 1,17E-06 4,73E-11 
Tabla 2: Momentos de Hu gesto 1 
Gesto 2: Mano Lateral (atrapar) 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1,26E+05 0.0369813 0.000955523 0.00125699 2,98E-03 9,87E+00 2,28E-02 
2 1,24E+05 0.0214929 0.00130364 0.00136968 1,40E-02 8,17E+00 2,71E-02 
3 1,27E+05 0.0380428 0.000870859 0.00173402 2,14E-02 0.000132755 2,83E-02 
4 1,21E+04 0.0221271 0.000350381 0.00113383 7,80E-03 6,62E+00 9,00E-03 
5 1,26E+05 0.0158909 0.000763899 0.00161421 1,83E-02 8,04E+00 2,36E-02 
Tabla 3: Momentos Hu Gesto 3 
Gesto 3: Gesto en V (Salir) 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1,14E+05 0.0595051 0.000430153 8,19E+00 2,56E-04 8,13E-01 1,71E-05 
2 1,10E+05 0.0401669 0.00178975 0.000142791 1,06E-03 9,98E-01 -5,68E-04 
3 1,09E+05 0.0330603 0.00361399 0.000190435 2,15E-03 1,01E+00 -1,52E-03 
4 1,21E+05 0.0743316 0.0045235 0.000555762 1,40E-02 5,61E+00 -4,28E-03 
5 1,01E+05 0.0126728 0.000121498 3,40E-01 1,00E-06 1,43E-02 -5,62E-08 
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Tabla 4: Momentos Hu Gesto 3 
 
  Método de clasificación KNN 4.2.4.
Luego de obtener los 7 momentos de Hu, y por ende los vectores representativos de  
cada imagen de muestra, se procedió con las etapas de entrenamiento y prueba, para 
el método de clasificación de los vecinos más cercanos. Ya que OpenCV tiene 
implementado este método de clasificación estadístico, se tomaron los datos 
almacenados para formar el grupo de prototipos o elementos muestra de clase, 
almacenándolos en forma de matrices: 
Mat trainingClasses(48,1,CV_32FC1); //matriz de definición de clases 
para cada dato 
Mat trainingDatas(48,7,CV_32FC1); //matriz de datos de muestreo 
 
//se llenan los elementos de la matriz con los datos de cada gesto 
trainingDatas.at<float>(i,0) = Hu1; 
trainingDatas.at<float>(i,1) = Hu2; 
trainingDatas.at<float>(i,2) = Hu3; 
trainingDatas.at<float>(i,3) = Hu4; 
trainingDatas.at<float>(i,4) = Hu5; 
trainingDatas.at<float>(i,5) = Hu6; 
trainingDatas.at<float>(i,6) = Hu7; 
trainingClasses.at<float>(i,0) = 1; 
 
Una vez almacenados los datos en las matrices, se procede a crear el objeto de 
entrenamiento kNearest, por medio de la siguiente funcion: 
 
KNearest *knn= new KNearest(trainingDatas,trainingClasses,Mat()); 
 
Luego de procesar la imagen procedente de la cámara web y obtener de la misma 
manera que en los datos de muestra los momentos invariantes de Hu, se procede a 
almacenar estos datos en una matriz de test: 
 
Mat testData; 
testData.at<float>(0,0) = testHu1; 
testData.at<float>(0,1) = testHu2; 
testData.at<float>(0,2) = testHu3; 
testData.at<float>(0,3) = testHu4; 
Videojuego controlado por la mano derecha 
61 
 
testData.at<float>(0,4) = testHu5; 
testData.at<float>(0,5) = testHu6; 
testData.at<float>(0,6) = testHu7; 
 
Para obtener la clase con la que se ha clasificado al gesto obtenido de la cámara se 
utiliza la función: 
knn->find_nearest(testData,4); 
 
La cual toma el objeto de entrenamiento knn para determinar la clase, partiendo de la 
distancia entre los datos de test y los almacenados anteriormente, tomando en cuenta 
a los 4 vecinos más cercanos. 
 
4.2.4. Resultados Primeras Pruebas 
Luego de realizar los primeros test de reconocimiento, se obtuvieron los siguientes 





Gesto 1: Mano Abierta 96% 1% 3% 
Gesto 2: Mano Lateral 83% 5% 12% 
Gesto 3: Mano en V 80% 4% 16% 
 
Tabla 5: Resultados de test de reconocimiento 
 Problemas Encontrados 
Uno de los inconvenientes encontrados durante las primeras pruebas, fue justamente 
el desequilibrio que existe entre los valores de los momentos de Hu, esto implica que 
el cálculo de las distancias entre los vectores de prueba y el vector característico de 
cada clase, sufra una gran variación, cuando se cambiaba el valor de determinados 
momentos, esto provocaba una mala clasificación, ya que unos momentos aportaban 
más peso que otros. 
 Normalización de Momentos 
Por causa de los problemas mencionados anteriormente, se buscó una manera de que 
los 7 momentos de Hu tuvieran un equilibrio en cuanto al peso que proporcionaban 
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en el cálculo de la distancia, y se llegó a la conclusión de que para esto,  se 
necesitaba una mejor normalización de sus valores. 
Dado que los valores encontrados, siguen siendo demasiado bajos, antes de proceder 
con la normalización se realiza un cálculo previo con logaritmos, para cada 
momento, como sigue: 
Hu1=abs(log(abs(Hu1))) 
Por medio de esta fórmula se obtuvieron momentos con valores más legibles y 
manejables, que con la aplicada anteriormente (*10
12
). 
Ahora de acuerdo al texto del Libro de Pajares, la manera correcta de normalizar los 
momentos de Hu, se da mediante las siguientes fórmulas: 
      
         
   
         
  
         
  
         
  
         
  
         
  
Donde Ci, representa cada momento de Hu calculado con la formula anteriormente 
mencionada. 
Como puede apreciarse, al normalizar los momentos de Hu, el aporte que cada uno 
de ellos puede dar, es equilibrado.
13
 
  Resultados Pruebas Finales 4.2.5.
Finalmente luego de aplicar la normalización de los momentos para cada muestra, se 
obtuvieron los siguientes valores, solo para observación se presentarán los resultados 
                                                          
13
 Pajares, Gonzalo 2007. Visión por Computador: Imágenes Digitales y Aplicaciones, Capítulo 9: 
Descripción de Regiones, pag 261-263 
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de una muestra de n=5, la muestra real se realizó sobre un tamaño de 45 muestras por 
cada gesto: 
Gesto 1: Mano Abierta 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1 419.251 83.302 978.564 188.438 118.949 226.213 
2 1 419.719 83.351 979.153 188.551 119.039 226.124 
3 1 419.135 833.677 978.795 188.505 118.977 227.457 
4 1 396.106 803.428 946.108 182.116 114.788 207.948 
5 1 393.474 858.175 998.679 192.722 119.803 223.249 
Tabla 6: Momentos Hu Normalizados Gesto 1 
 
Gesto 2: Mano Lateral 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1 245.271 514.624 569.122 111.127 694.247 137.211 
2 1 253.646 51.548 578.159 112.527 706.668 138.217 
3 1 263.929 503.089 572.826 111.139 708.024 133.186 
4 1 296.179 507.429 592.346 114.503 781.946 128.772 
5 1 321.221 640.469 765.415 147.509 98.567 157.196 
Tabla 7: Momentos Hu Normalizados Gesto 2 
 
Gesto 3: Mano en V 
 
Hu1 Hu2 Hu3 Hu4 Hu5 Hu6 Hu7 
1 1 313.873 642.722 73.912 143.377 969.419 156.174 
2 1 301.483 801.934 780.331 159.108 948.802 162.774 
3 1 295.601 710.401 814.935 15.796 106.533 173.966 
4 1 314.433 821.184 768.393 158.025 936.512 162.522 
5 1 315.839 694.541 759.041 148.606 967.402 175.638 
Tabla 8: Momentos Hu Gesto 3 
Luego de realizar la recolección de datos respectiva, se procedió a realizar pruebas 
finales obteniendo lo siguiente: 
 







Gesto 1: Mano Abierta 99% 0% 1% 
Gesto 2: Mano Lateral 98% 0% 2% 
Gesto 3: Mano en V 95% 2% 3% 
 
Tabla 9: Resultados de pruebas finales 
Como se observa, los resultados son altamente satisfactorios y los tres gestos se 
clasifican correctamente. 
4.3. Integración del reconocimiento de mano con el Videojuego 
  Hilos de Ejecución 4.3.1.
14
Un hilo de ejecución, no es más que un subproceso, que puede ser planificado por 
el sistema operativo, que le permite a una aplicación realizar varias tareas de manera 
simultánea, las mismas que pueden compartir una serie de recursos tales como el 
espacio de memoria, los archivos abiertos, etc.; y a su vez también modificarlos. 
 
Figura 12: Diagrama de hilos de ejecución 
Fuente: http://www.monografias.com/trabajos51/sincro-comunicacion/sincro-comunicacion2.shtml 
 
                                                          
14 http://es.wikipedia.org/wiki/Hilo_de_ejecuci%C3%B3n 
 




  Estructura integrada del Videojuego 4.3.2.
A la hora de integrar el algoritmo de reconocimiento con el videojuego, se presentó 
una dificultad, en cuanto al uso simultáneo de las librerías Allegro y OpenCV, 
debido a que ambas librerías usan aceleración por hardware, y esto implica que 
mientras una de ellas opera en una parte de la memoria, la otra no puede hacerlo en 
el mismo lugar. 
Es por ello, que se debió optar por usar una programación paralela mediante el uso 
de hilos, de esta manera cada procedimiento corre de manera independiente, y 
mediante el uso de variables globales compartidas, se logra visualizar los cambios en 
el juego en tiempo real. 
El algoritmo de reconocimiento le proporciona a la parte gráfica la posición del 
centro de la mano del jugador y la clase a la que pertenece, es decir el gesto que esta 
está realizando, es por esto que en la clase “main” se lanza el procedimiento de 
reconocimiento en un hilo paralelo al procedimiento gráfico principal, el hilo corre 
en un ciclo que es infinito hasta que se sale de la aplicación, por ello toma las 
imágenes de la cámara web y las procesa en tiempo real. 
Creación del hilo de Ejecución: 
 
THandlei = CreateThread(NULL,0,reconocer,&param,0,&TIdi); 




Función que realiza el procedimiento de reconocimiento de mano paralelo: 
DWORD WINAPI reconocer(LPVOID param)  
{ 
  DWORD n = *(DWORD*)param; 
  while(sigue){ 
  ProcesarImagen(); 
  } 
  return 0; 
} 
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  Cambios de Escala 4.3.3.
La imagen obtenida desde la cámara web, tiene dimensiones de 640x480 pixeles, 
mientras que la ventana del videojuego posee dimensiones indefinidas que dependen 
del equipo donde se ejecute, es decir que tomará el ancho y el alto de la pantalla 
donde se presente, por esta razón a la imagen obtenida por la webcam se le aplica 
una redimensión en función del equipo que se usa. 
























Debido a que el presente proyecto no está dirigido a generar beneficios tangibles o 
económicos, el análisis económico está dirigido a estudiar el costo que tendría la 
ejecución del mismo. 
El siguiente estudio, presenta los valores necesarios para ejecutar el proyecto de 
manera individual, los costos pueden variar al cambiar los modelos y/o marcas de los 
equipos, así como el tipo de licencias de software utilizadas para su implementación. 
5.1.   Análisis de Costo de Proyecto: 
El análisis de costo del proyecto requiere de una inversión fija que se subdivide en 
costos de equipo, costos de software, costos de puesta en marcha: 
  Costo de Hardware (Equipo) 5.1.1.
Descripción Costo 
Ordenador (Intel core i7, 3Ghz, 6 RAM) $ 1150,00 
Camara Web Genius Face Cam 321, 8MP $     20,00 
Subtotal $ 1170,00 
Tabla 10: Costo del Hardware 
 
  Costo de Software 5.1.2.
Descripción Costo 
Licencia Sistema Operativo Windows 7 Ultimate $ 150,00 
Licencia Librerías Open CV $      0,00 
Licencia Visual Studio 2010 Express Edition $      0,00 
Licencia Librerías Allegro $      0,00 
Subtotal $ 150,00 
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Tabla 11: Costo del Software 
 
  Costo de la puesta en marcha 5.1.3.
Descripción Costo 
Soporte para sostener webcam $ 5,00 
Mesa de referencia(cartulina negra A2) $ 0,50 
Consumo Luz Eléctrica Mensual $ 5,00 
Subtotal $ 10,50 
Tabla 12: Costo de la puesta en marcha 
5.2. Costo Total del Proyecto 
Descripción Costo 
Subtotal Equipos $ 1170,00 
Subtotal Software $   150,00 
Subtotal Puesta en marcha $     10,50 
Inversión Fija $ 1330,50 
Tabla 13: Costo total del proyecto 
 
Sumando los subtotales del costo de equipos, software y la inversión necesaria para 
poner el proyecto en marcha, obtenemos el valor de  “Mil Trescientos Treinta 














CONCLUSIONES Y RECOMENDACIONES 
CONCLUSIONES: 
1. Para trabajar con clasificadores estadísticos, los cuales hacen uso de elementos 
de muestra en la etapa de entrenamiento; es necesario contar con un número alto 
de ejemplares, con esto se logra una mayor eficiencia en la clasificación. 
2. Una iluminación adecuada es importante en el proceso de detección y 
reconocimiento de objetos, en el cual el constraste entre los objetos de interés y 
el entorno es determinante. 
3. Para usar un clasificador basado en la distancia Euclidiana en el reconocimiento 
de patrones, es necesario que dichos gestos tengan una diferencia notable entre 
sí. 
4. Para reconocer patrones basados en descriptores de forma como los Momentos 
de Hu, además de obtener la mayor cantidad de muestras posibles para el 
entrenamiento es importante variar la ambientación o condiciones, en las que 
estas se toman. 
5. El diseño gráfico de videojuegos (personajes y escenarios) debe contener 
elementos cotidianos para el público hacia el que va dirigido, así se logra una 
identificación con el mismo, y por ende este tendrá una mayor acogida. 
6. Para la programación de procedimientos paralelos que deben ejecutarse en 




1. Es recomendable el uso de librerías externas, ya que facilitan la implementación 
de las estructuras más complejas. 
2. Para abaratar el costo del presente proyecto, se pueden plantear varias 
alternativas como el uso de código libre (sin licencia), o dispositivos más 
baratos. 
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3. Gracias a la aparición de librerías gráficas web, en un futuro, podría 
implementarse un proyecto similar con mucha más portabilidad, es decir, en la 
web. 
4. Una gran mejora para el presente proyecto, podría darse en cuanto al control del 
escenario donde este se desenvuelve, podrían implementarse algoritmos más 
eficientes en el reconocimiento de la mano, y hacer que la aplicación se maneje 
capturando imágenes en donde exista ruido y otros elementos, es decir; en un 
































Aprendizaje.  Adquisición de conocimientos, especialmente en algún arte u oficio. 
Aplicación. Empleo o puesta en práctica de un conocimiento o principio, a fin de 
conseguir un determinado fin. 
Algoritmo. Conjunto ordenado y finito de operaciones que permite hallar la solución 
de un problema. 
B 
Binarización. Proceso para obtener una imagen en blanco y negro. 
 
C 
Consola. Panel de control y mandos de máquinas, sistemas electrónicos o 
informáticos. 
Cognoscitivo. Que es capaz de conocer o comprender. 
 
D 
Descriptor. Característica para describir un objeto. 
 
E 
Estadística. Ciencia que utiliza conjuntos de datos numéricos para obtener 
inferencias basadas en el cálculo de probabilidades. 
 
F 
Flujograma. Es la representación gráfica del algoritmo o proceso. 
Frame. Fotograma o cuadro, una imagen particular dentro de una sucesión de 
imágenes que componen una animación. 
 
 




Interfaz. Zona de comunicación o acción de un sistema sobre otro. 
Implementación. Poner en funcionamiento, aplicar los métodos y medidas 
necesarios para llevar algo a cabo. 
IDE. Es un entorno de programación que ha sido empaquetado como un programa de 
aplicación. 
L 
Logotipo. Distintivo o emblema formado por letras, abreviaturas, etc., peculiar de 
una empresa, marca, producto. 
Librería. Es un conjunto de implementaciones funcionales, codificadas en un 
lenguaje de programación, que ofrece una interfaz bien definida para la 
funcionalidad que se invoca. 
M 
Métrica. Medida. 
Morfológicas. Que se basa en la forma. 
 
O 
Operador. Símbolo matemático que señala las operaciones que van a realizarse. 
 
P 
Patrón. Modelo que sirve de muestra para sacar otra cosa igual. 
Procesamiento. Tratamiento de la información 
Pixel. Un píxel o pixel, plural píxeles, es la menor unidad homogénea en color que 
forma parte de una imagen digital, ya sea esta una fotografía, un fotograma de vídeo 
o un gráfico. 
Prototipo. Un Prototipo es un ejemplar o primer molde en que se fabrica una figura 
u otra cosa. 
R 
Reconocimiento. Distinción de una persona o cosa entre las demás por sus rasgos o 
características. 
 




Seguimiento. Reconstrucción de la trayectoria dejada por el paso o movimiento de 
un objeto a través de un detector. 
Segmentación. División de algo en segmentos o partes. 
U 
Umbral. El umbral es la cantidad mínima de intensidad (cantidad de color)  
requerida para realizar un proceso. 
V 
Videojuego. Juego electrónico para ordenador. 
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  int ID; 
  bool alive; 
  bool collidable; 
  int COLORES; 
  int FORMAS; 
  int dragObject; 
 
 protected: 
  float x; 
  float y; 
  float width; 
  float height; 
  float screenWidth; 
  float screenHeight; 
 
  float velX; 
 
  int dirX; 
 
  int boundX; 
  int boundY; 
 
  int maxFrame; 
  int curFrame; 
  int frameCount; 
  int frameDelay; 
  int frameWidth; 
  int frameHeight; 
  int animationColumns; 
  int animationDirection; 
  float distancia; 
 




  //contructor 
  GameObject(); 
  //destructor 
  void virtual Destroy(); 
 
  //inicializa propiedades del objeto 
  void Init(float x, float y, float velX, int dirX, int 
boundX, int boundY); 
  //actualiza la propiedades del objeto 
  void virtual Update(); 
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     //dibuja el objeto 
  void virtual Render(); 
 
  // 
  void virtual UpdateRef(int forma, int color, int nivel); 
 
  float GetX() {return x;}//Obtiene la posicion x del 
objeto 
  float GetY() {return y;}//Obtiene la posicion y del 
objeto 
 
  void SetX(float x) {GameObject::x = x;}//Asigna el valor 
de la posicion x del objeto 
  void SetY(float y) {GameObject::y = y;}//Asigna el valor 
de la posicion y del objeto 
 
  int GetBoundX() {return boundX;}//Obtiene el limite en x 
del objeto 
  int GetBoundY() {return boundY;}//Obtiene el limite en x 
del objeto 
 
  int GetID() {return ID;}//Obtiene el id del objeto 
  void SetID(int ID) {GameObject::ID = ID;}//Asigna un id 
al objeto 
 
  bool GetAlive() {return alive;}//Averigua si el objeto 
tiene vida o no  
  void SetAlive(bool alive) {GameObject::alive = 
alive;}//Determina si el objeto tiene vida o no  
 
  bool GetCollidable() {return collidable;}//Averigua si 
el objeto puede colisionar o no  
  void SetCollidable(bool collidable) 
{GameObject::collidable = collidable;}//Determina si el objeto puede 
colisionar o no  
 
  bool CheckCollisions(GameObject *otherObject);//Averigua 
si el objeto colisionable choca con otro 
  void virtual Collided(int objectID);// 
  bool Collidable();// 
 
  //PARA LAS CARACTERISTICAS DEL OBJETO FIGURAS Y MOLDE 
  void SetType(int ntype){GameObject::FORMAS=ntype;} 
  int GetType(){return GameObject::FORMAS;} 
  void SetColor(int ncolor){GameObject::COLORES=ncolor;} 
  int GetColor(){return GameObject::COLORES;} 
 
  ///metodos para obtener y cambiar el valor actual de la 
Velocidad en X 
  void SetVelX(int velx){GameObject::velX=velx;} 
  int GetVelX(){return GameObject::velX;} 
 
  ///obtener la direccion en x del objeto 
  int GetDirX(){return GameObject::dirX;} 
 
  //calcula las posiciones ocultas de los objetos  
  void virtual CalcHiddenPos(){} 
   
  //Detecta si ha existido un empate entre la figura 
arrastrada y la matriz 
  bool virtual Match(GameObject * go){return false;} 
 
  //Metodo para cambiar la forma y el color de los objetos 
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  void virtual Change(); 
 
 
  //Metodos para obtener y definir el ancho y el alto del 
objeto 
  void SetWidth(int nwidth){GameObject::width=nwidth;}; 
  int GetWidth(){return GameObject::width;}; 
  void SetHeight(int 
nheight){GameObject::height=nheight;}; 
  int GetHeight(){return GameObject::height;}; 
 
  //Metodos para obtener la distancia que debe desplazarse 
los objetos 
  void SetDistancia(float 
ladistancia){distancia=ladistancia;}; 
  float GetDistancia(){return distancia;}; 
 
  // 
  void SetScreenWidth(int 
nwidth){GameObject::screenWidth=nwidth;}; 
  int GetScreenWidth(){return GameObject::screenWidth;}; 
  void SetScreenHeight(int 
nheight){GameObject::screenHeight=nheight;}; 






//definicion del metodo constructor de la clase gameobject 
GameObject::GameObject() 
{ 
 x = 0; 
 y = 0; 
 
 velX = 0; 
 dirX = 0; 
 
 boundX = 0; 
 boundY = 0; 
 
 maxFrame = 0; 
 curFrame = 0; 
 frameCount = 0; 
 frameDelay = 0; 
 frameWidth = 0; 
 frameHeight = 0; 
 animationColumns = 0; 
 animationDirection = 0; 
 
 image = NULL; 
 
 alive = true; 
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//definicion del metodo de inicializacion de la clase gameobject 
void GameObject::Init(float x, float y, float velX, int dirX, int 
boundX, int boundY) 
{ 
 GameObject::x = x; 
 GameObject::y = y; 
 
 GameObject::velX = velX; 
 
 GameObject::dirX = dirX; 
 
 GameObject::boundX = boundX; 














//definicion del metodo para detectar una colision de la clase 
gameobject 
bool GameObject::CheckCollisions(GameObject *otherObject) 
{ 
 float oX = otherObject->GetX(); 
 float oY = otherObject->GetY(); 
 
 int obX = otherObject->GetBoundX(); 
 int obY = otherObject->GetBoundY(); 
 
 if( x + boundX > oX - obX && 
  x - boundX < oX + obX && 
  y + boundY > oY - obY && 
  y - boundY < oY + obY) 
  return true; 
 else 











 //cambie yo 



















  int poshidX; 
  int poshidY; 
  ALLEGRO_BITMAP *mascara; 
 
 public: 
  Figures(); 
  void Destroy(); 
  void Init(float nx,float ny,int type,int color,float 
screenWidth,float screenHeight); 
  void UpdateRef(int forma, int color,int nivel); 
  void Render(); 
  void Change(int forma,int color,int nivel); 
  int GetPosHidX(){return Figures::poshidX;}; 
  int GetPosHidY(){return Figures::poshidY;}; 
  void SetPosHidX(float nHidX){Figures::poshidX=nHidX;}; 
  void SetPosHidY(float nHidY){Figures::poshidY=nHidY;}; 
  void SetMas(ALLEGRO_BITMAP 
*masc){Figures::mascara=masc;}; 






















 float xReal=0; 
 if(ntype==0) 
 { 
  int base=110; 
  int altura=90; 
  GameObject::SetWidth(base); 
  GameObject::SetHeight(altura); 
  xReal=nx-(base/2); 
  Figures::SetMas(al_load_bitmap("images/masTria.png")); 
 } 
 else if(ntype==1) 
 { 
  int lado=110; 
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  GameObject::SetWidth(lado); 
  GameObject::SetHeight(lado); 
  xReal=nx-(lado/2); 
  Figures::SetMas(al_load_bitmap("images/masCuad.png")); 
 } 
 else if(ntype==2) 
 { 
  int ancho=110; 
  int largo=70; 
  GameObject::SetWidth(ancho); 
  GameObject::SetHeight(largo); 
  xReal=nx-(ancho/2); 
  Figures::SetMas(al_load_bitmap("images/masRect.png")); 
 } 
 else if(ntype==3) 
 { 
  int diametro=110; 
  GameObject::SetWidth(diametro); 
  GameObject::SetHeight(diametro); 
  xReal=nx-(diametro/2); 
  Figures::SetMas(al_load_bitmap("images/masCir.png")); 
 } 
 else if(ntype==4) 
 { 
  int radioMayor=130; 
  int radioMenor=110; 
  GameObject::SetWidth(radioMenor); 
  GameObject::SetHeight(radioMayor); 
  xReal=nx-(radioMenor/2); 




 maxFrame = 3; 
 curFrame = 0; 
 frameWidth = 46; 
 frameHeight = 41; 
 animationColumns = 3; 











 ALLEGRO_COLOR colorfill=al_map_rgb(0, 0, 255); 
 switch(GameObject::GetColor()) 
 { 
  case 0: 
   colorfill=al_map_rgb(255, 0, 0);break; 
  case 1: 
   colorfill=al_map_rgb(0, 255, 0);break; 
  case 2: 
   colorfill=al_map_rgb(0, 0, 255);break; 
  case 3: 
   colorfill=al_map_rgb(255, 255, 0);break; 
  case 4: 
   colorfill=al_map_rgb(0, 255, 255);break; 
  case 5: 
Videojuego controlado por la mano derecha 
83 
 
   colorfill=al_map_rgb(255, 0, 255);break; 
  case 6: 

































void Figures::UpdateRef(int nforma, int ncolor, int nivel) 
{ 
  //printf("%d\n",color); 
  y=Figures::GetPosHidY(); 
  x=Figures::GetPosHidX(); 







   Figures::Change(nforma,ncolor,nivel); 
} 
void Figures::Change(int nforma, int ncolor,int nivel) 
{ 
 int form; 
 int col; 
 int ls1,li1,ls2,li2; 
 int dif; 
 if(nivel==0){dif=1;} 






  ls1=LAST2; 




  li1=0; 
 if(ls2>LAST) 
  ls2=LAST; 
 if(li2<0) 











  int base=110; 
  int altura=90; 
  GameObject::SetWidth(base); 
  GameObject::SetHeight(altura); 
  Figures::mascara=al_load_bitmap("images/masTria.png"); 
 } 
 else if(form==1) 
 { 
  int lado=110; 
  GameObject::SetWidth(lado); 
  GameObject::SetHeight(lado); 
  Figures::mascara=al_load_bitmap("images/masCuad.png"); 
 } 
 else if(form==2) 
 { 
  int ancho=110; 
  int largo=70; 
  GameObject::SetWidth(ancho); 
  GameObject::SetHeight(largo); 
  Figures::mascara=al_load_bitmap("images/masRect.png"); 
 } 
 else if(form==3) 
 { 
  int diametro=110; 
  GameObject::SetWidth(diametro); 
  GameObject::SetHeight(diametro); 
  Figures::mascara=al_load_bitmap("images/masCir.png"); 
 } 
 else if(form==4) 
 { 
  int radioMayor=130; 
  int radioMenor=110; 
  GameObject::SetWidth(radioMenor); 
  GameObject::SetHeight(radioMayor); 






















class Matrix:public GameObject 
{ 
private: 
 int width; 
 int height; 
 
public: 
  Matrix(); 
  void Destroy(); 
  void Init(int nx,int ny,int type,int 
color,ALLEGRO_BITMAP *image,int width, int height,float 
screenWidth,float screenHeight); 
  void Update(); 
  void Render(); 
  void Change(); 














void Matrix::Init(int nx, int ny ,int ntype,int 









 maxFrame = 3; 
 curFrame = 0; 
 frameWidth = 46; 
 frameHeight = 41; 
 animationColumns = 3; 





 if(img != NULL) 








 //renderiza el objeto y el color de la placa 
 ALLEGRO_COLOR colorfill; 
 switch(GameObject::GetColor()) 
 { 
  case 0: 
   colorfill=al_map_rgb(255, 0, 0);break; 
  case 1: 
   colorfill=al_map_rgb(0, 255, 0);break; 
  case 2: 
   colorfill=al_map_rgb(0, 0, 255);break; 
  case 3: 
   colorfill=al_map_rgb(255, 255, 0);break; 
  case 4: 
   colorfill=al_map_rgb(0, 255, 255);break; 
  case 5: 
   colorfill=al_map_rgb(255, 0, 255);break; 
  case 6: 





 float referenciax=GameObject::GetScreenWidth()-285; 
 float referenciay=GameObject::GetScreenHeight()-172; 
 al_draw_circle(referenciax,referenciay,1,colorfill,1); 
 if(GameObject::GetType()==0){ 
   
  int base=90; 




  } 
 else if(GameObject::GetType()==1){ 
   




  } 
 else if(GameObject::GetType()==2){ 
  int ancho=90; 
  int largo=50; 




  } 
 else if(GameObject::GetType()==3){ 
  




   
 } 
 else if(GameObject::GetType()==4) 
 { 
  int radioMenor=70; 
  int radioMayor=90; 
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 int form = (rand() % LAST); 




bool Matrix::Match(GameObject *figura) 
{ 
 //if(figura->GetX() >GameObject::GetX() && figura->GetX() 
<(GameObject::GetX()+GameObject::GetWidth()) && figura->GetY() > 
GameObject::GetY() && figura->GetY() <(GameObject::GetY() 
+GameObject::GetHeight()))  
 if(figura->GetX() >GameObject::GetX() && figura->GetX() 
<(GameObject::GetX()+GameObject::GetWidth())) 
 {   
  if(figura->GetColor()==GameObject::GetColor()&&figura-
>GetType()==GameObject::GetType()) 
   return true; 
  else 
   return false; 
 } 









class Arms: public GameObject 
{ 
 private: 
  int number; 
  int animationRow; 
 
 public: 
  Arms(); 
  void Destroy(); 
  void Init(int nx, int ny, ALLEGRO_BITMAP *image,int 
nwidth,int nheight,float screenW,float screenH); 
  void Update(); 
  void Render(); 

















void Arms::Init(int nx, int ny, ALLEGRO_BITMAP *image,int nwidth,int 
nheight,float screenW, float screenH) 
{ 
 GameObject::Init(nx, ny , 3, 1, 10, 12); 
 SetID(ARMS); 
 maxFrame = 3; 
 curFrame = 0; 
 frameWidth = 46; 
 frameHeight = 41; 
 animationColumns = 3; 





 animationRow = 1; 
 
 if(image != NULL) 












  x += velX*dirX; 


















class Button:public GameObject 
{ 
 private: 
  int idButton; 
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  ALLEGRO_COLOR colorText; 
  int width; 
  int height; 
  bool visited; 
  ALLEGRO_SAMPLE *sound; 
 
 public: 
  Button(); 
  void Destroy(); 
  void Init(int nx,int ny, ALLEGRO_BITMAP *image,int 
idButton,int width,int height); 
  bool isHover(int posmx,int posmy); 
  void Render(int posmx,int posmy,ALLEGRO_FONT *font); 
  void Update(); 
  void SetIdButton(int idbtn){Button::idButton=idbtn;}; 
  int GetIdButton(){return idButton;}; 
  void SetColorText(ALLEGRO_COLOR 
colortext){Button::colorText=colortext;}; 
  ALLEGRO_COLOR GetColorText(){return Button::colorText;}; 
  void SetWidthButton(int width){Button::width=width;}; 
  int GetWidthButton(){return width;}; 
  void SetHeightButton(int 
height){Button::height=height;}; 
  int GetHeightButton(){return height;}; 














void Button::Init(int nx, int ny, ALLEGRO_BITMAP *image,int 
idButton,int width,int height) 
{ 
 GameObject::Init(nx, ny, 4, 1, 10, 12); 
 SetID(BUTTON); 
 maxFrame = 3; 
 curFrame = 0; 
 frameWidth = 46; 
 frameHeight = 41; 
 animationColumns = 3; 
 animationDirection = 1; 
 SetColorText(al_map_rgb(255,255,255)); 
 if(image != NULL) 
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   Button::visited=true; 
  } 
  Button::SetColorText(al_map_rgb(255,255,255)); 
  if(Button::GetIdButton()==4) 
  
 Button::image=al_load_bitmap("images/regresarhover.png"); 
  else if(Button::GetIdButton()==5) 
  
 Button::image=al_load_bitmap("images/btn_okhover.png"); 
  else if(Button::GetIdButton()==6) 
  
 Button::image=al_load_bitmap("images/botonJDN_h.png"); 
  else if(Button::GetIdButton()==7) 
  
 Button::image=al_load_bitmap("images/botonMP_h.png"); 






  Button::visited=false; 
  if(Button::GetIdButton()==3) 
   Button::SetColorText(al_map_rgb(0,0,0)); 
  else 
  Button::SetColorText(al_map_rgb(20,20,20)); 
  if(Button::GetIdButton()==4) 
  
 Button::image=al_load_bitmap("images/regresar.png"); 
  else if(Button::GetIdButton()==5) 
   Button::image=al_load_bitmap("images/btn_ok.png"); 
  else if(Button::GetIdButton()==6) 
  
 Button::image=al_load_bitmap("images/botonJDN.png"); 
  else if(Button::GetIdButton()==7) 
  
 Button::image=al_load_bitmap("images/botonMP.png"); 









 else if(Button::GetIdButton()==2) 
 al_draw_textf(font,Button::GetColorText(),x+14,y+32,ALLEGRO_AL
IGN_LEFT,"INSTRUCCIONES"); 
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bool Button::isHover(int posMX,int posMY) 
{ 
 if(posMX >x && posMX <(x +width) && posMY > y && posMY 
<(y+height))  
 {  
  return true; 
 } 










class Bands: public GameObject 
{ 
 private: 
  int number; 
  int animationRow; 
  float distancia; 
 
 public: 
  Bands(); 
  void Destroy(); 
  void Init(int nx, int ny, ALLEGRO_BITMAP *image,int 
nwidth,int nheight); 
  void Update(); 














void Bands::Init(int nx, int ny, ALLEGRO_BITMAP *image,int 
nwidth,int nheight) 
{ 
 GameObject::Init(nx, ny ,2, 1, 10, 12); 
 SetID(BANDS); 
 maxFrame = 3; 
 curFrame = 0; 
 frameWidth = 46; 
 frameHeight = 41; 
 animationColumns = 3; 
 animationDirection = 1; 
 GameObject::SetWidth(nwidth); 
 GameObject::SetHeight(nheight); 
 animationRow = 1; 
 GameObject::SetDistancia(0); 
 
 if(image != NULL) 
  Bands::image = image; 












  int cuantasbandas=(WIDTH/GameObject::GetWidth())+2; 
  float midistancia=GameObject::GetDistancia(); 
  if(distancia!=0) 
  GameObject::SetX(GameObject::GetX()+midistancia); 
  if(x>WIDTH) 
  GameObject::SetX(GameObject::GetX()-
(cuantasbandas*GameObject::GetWidth())); 

















































































using namespace cv; 
using namespace std; 
 
 











std::list<GameObject *>::iterator iter; 
std::list<Button *>buttons; 










ALLEGRO_BITMAP *armsImage = NULL; 
































































































GameObject * chosenFigure; 
 































bool IsDrag(int mx, int my, int ms, int cual,int gmX, int gmY,int 









void CrearBackground(int color); 
void CrearMenuSuperior(); 
void LoadLostScene(); 







DWORD WINAPI reconocer(LPVOID param)  
{ 
  DWORD n = *(DWORD*)param; 
  while(sigue){ 
  ProcesarImagen(); 
  } 
  return 0; 
} 
 




int main(int argc, char **argv) 
{ 
 
 //variables para ejecutar el hilo 
  DWORD TIdi; 
  HANDLE THandlei; 




 //variables de entorno 
 bool done = false; 
 bool redraw=true; 
 
 //Variables Allegro 
 ALLEGRO_DISPLAY *display = NULL; 
 ALLEGRO_DISPLAY_MODE   disp_data; 
 ALLEGRO_EVENT_QUEUE *event_queue = NULL; 
 ALLEGRO_TIMER *timer = NULL; 
 
 //Funciones de inicializacion de Allegro 
 if(!al_init()) 
  return -1; 
 
  






 al_init_font_addon();// initialize the font addon 
 al_init_ttf_addon();// initialize the ttf (True Type Font) 
addon 
 al_init_acodec_addon();//initialize the audio codec addon 
 







    display = al_create_display(WIDTH,HEIGHT); 
 //display = al_create_display(WIDTH,HEIGHT);  
 //creacion del objeto display 
 
 if(!display)        
  //Evalua si el objeto display se creo correctamente 





 //carga de imagenes 



























































    atrapar=al_load_bitmap("images/atrapar.png"); 
    soltando=al_load_bitmap("images/soltando.png"); 
    saliendo=al_load_bitmap("images/saliendo.png"); 

















 event_queue = al_create_event_queue(); 
 timer = al_create_timer(1.0 / FPS); 
 













 //Entrena el metodo de knn  













 THandlei = CreateThread(NULL,0,reconocer,&param,0,&TIdi); 
 //Esperamos a que acaben todos los threads 






  ALLEGRO_EVENT ev; 
  al_wait_for_event(event_queue,&ev); 
  if(ev.type == ALLEGRO_EVENT_DISPLAY_CLOSE){ 
   sigue=false; 
   done = true; 
  } 
  else if(ev.type == ALLEGRO_EVENT_KEY_DOWN) 
  { 
   switch(ev.keyboard.keycode) 
   { 
    case ALLEGRO_KEY_ESCAPE: 
     if(gameState!=TITLE){ 
        gameState=TITLE; 
        al_stop_sample(&ft); 
        
al_play_sample(fondotitle,0.6f,ALLEGRO_AUDIO_PAN_NONE,1,ALLEGRO_PLAY
MODE_LOOP,&ft); 
        framestitle=0; 
        ypelota=-100; 
        sonidoPelota=false; 
        sigue=false; 
     } 
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     else{ 
      done = true; 
      sigue=false; 
     } 
       
     break; 
    case ALLEGRO_KEY_BACKSPACE: 
     int tam=minombre.length(); 
     string anterior=minombre.substr(0,tam-
1); 
     minombre=anterior; 
     break; 
   } 
  } 
  else if(ev.type==ALLEGRO_EVENT_KEY_CHAR) 
  { 
   //printf("%d",ev.keyboard.unichar); 
   if(gameState==LOST||gameState==FIN) 
   { 
    if((int)ev.keyboard.unichar!=8) 
       minombre+=ev.keyboard.unichar; 
   } 
  } 
  else if(ev.type == ALLEGRO_EVENT_TIMER) 
  { 
   redraw=true; 
   framestitle++; 
   if(gameState==DETECT) 
   { 
    al_stop_sample(&fp); 
    framesdetect++; 
    //if(framesdetect%5==0) 
    FindKnn(); 
    //ProcesarImagen(); 
    if(framesdetect==15) 
    { 
     if(manoabierta>1){ 
      conteo-=1; 
     
 al_play_sample(al_load_sample("sounds/boton.ogg"),1.4f,1.0f,1,
ALLEGRO_PLAYMODE_ONCE,0); 
     }  
     framesdetect=0; 
    } 
    if(conteo==-1){gameState=PLAYING; 
al_play_sample(fondoplaying,0.5f,0,1,ALLEGRO_PLAYMODE_LOOP,&fp); 
    } 
   } 
   else if(gameState==PLAYING) 
   { 
    //play y stop de sonidos 
    al_stop_sample(&ft); 
    framesrecord+=1; 
    frameseg+=1; 
    FindKnn(); 
    //if(frameseg==5){ 
     ///ProcesarImagen(); 
     //frameseg=0; 
    //} 
    if(framesrecord==29) 
    { 
     if(transicion) 
      espera-=1; 
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     timerecordseg+=1; 
     timeWait+=1; 
    
 if(timerecordseg==60){timerecordmin+=1;timerecordseg=0;} 
     framesrecord=0; 
    } 
    int cual=0; 
    //desde aqui para cambio de nivel 
    if(transicion) 
    { 
     if(espera==0){ 
      transicion=false; 
      espera=5; 
     } 
    } 
    else 
    { 
    for(iter = objects.begin(); iter != 
objects.end(); ++iter) 
    { 
    if(nivel>=1) 
     (*iter)->SetVelX(4.2f); 
    if(nivel>=2) 
     esperaCambioPlaca=3; 
    if((*iter)->GetID()==2) 
    { 
      if(timeWait==esperaCambioPlaca) 
      { 
       if(dragObject==-1){ 
        (*iter)->Change(); 
       
 al_play_sample(cambiosonido,1.8f,ALLEGRO_AUDIO_PAN_NONE,1,ALLE
GRO_PLAYMODE_ONCE,0); 
       } 
         
       timeWait=0; 
      } 
      colorActual=(*iter)->GetColor(); 
      formaActual=(*iter)->GetType(); 
      //printf("%d-
%d\n",colorActual,formaActual); 
    } 
    else if((*iter)->GetID()==1) 
    { 
     (*iter)->CalcHiddenPos(); 
     if(dragObject==-1) 
     { 
     
 if(IsDrag(mouseX,mouseY,mouseState,cual,(*iter)-
>GetX(),(*iter)->GetY(),(*iter)->GetWidth(),(*iter)->GetHeight())) 
      { 
       chosenFigure=*iter; 
       if((*iter)-
>GetY()+distanciaBajada<(HEIGHT-(*iter)->GetHeight()-60)){ 
        (*iter)-
>SetY((*iter)->GetY()+distanciaBajada); 
        distanciaBajada+=1; 
       
 if(posicionAnterior==0) 
       
 posicionAnterior=(*iter)->GetX();} 
 else{ 
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           (*iter)->SetY(HEIGHT-(*iter)->GetHeight()-60);(*iter)-
>SetX(mouseX-((*iter)->GetWidth()/2))  
 distanciaHoriz=mouseX-posicionAnterior;    
 posicionAnterior=mouseX; 




       } 
      } 
 else{ 
  if(esperarayorojo==0) 
  (*iter)->UpdateRef(formaActual,colorActual,nivel);} 
        
 }else{ 
  if(dragObject==cual&&mouseState==0){ 
   if((*iter)->GetY()+distanciaBajada<(HEIGHT-
(*iter)->GetHeight()-60)){ 
   (*iter)->SetY((*iter)->GetY()+distanciaBajada); 
   distanciaBajada+=1; 
if(posicionAnterior==0){ 





       
 distanciaHoriz=mouseX-posicionAnterior; 
       
 posicionAnterior=mouseX; 
        if(distanciaBajada>0) 
       
 al_play_sample(caidasonido,1.5f,ALLEGRO_AUDIO_PAN_NONE,1,ALLEG
RO_PLAYMODE_ONCE,0); 
        distanciaBajada=0; 
       } 
      } 
      else 
       (*iter)-
>UpdateRef(formaActual,colorActual,nivel); 
     } 
      } 
    else if((*iter)->GetID()==6) 
    { 
      
     if(distanciaHoriz!=0){ 
      (*iter)-
>SetDistancia(distanciaHoriz); 
      (*iter)->Update(); 
      //if(abs(distanciaHoriz)>20) 
     
 //al_play_sample(bandasonido,0.4,0,1, 
ALLEGRO_PLAYMODE_ONCE,0); 
     } 
    } 
      else 
      (*iter)->Update(); 
      cual++; 
      } 
   } 
     } 
   else if(gameState==TITLE) 
   { 
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    al_stop_sample(&fp); 
    for(iter2 = buttons.begin(); iter2 != 
buttons.end(); ++iter2) 
    { 
     (*iter2)->Update(); 
    } 
   } 
   else if(gameState==SALIR) 
   { 
    al_stop_sample(&fp); 
    framessalir++; 
    //if(framessalir%5==0){ 
    //ProcesarImagen(); 
    FindKnn(); 
    //framessalir=0; 
    //} 
   } 
  } 
  else if(ev.type==ALLEGRO_EVENT_MOUSE_BUTTON_DOWN) 
  { 
    if(gameState!=PLAYING) 
    mouseState=DOWN; 
    //printf("x: %i\n",mouseX); 
  } 
  else if(ev.type==ALLEGRO_EVENT_MOUSE_BUTTON_UP) 
  { 
   mouseState=UP; 
   /*if(gameState==PLAYING) 
   {*/ 
    /*if(dragObject!=-1) 
    {  
     if(objects.front()->GetID()==2) 
     { 
      bool resultado=objects.front()-
>Match(chosenFigure); 
      if(resultado==false) 
      { 
       errores+=1; 
       if(errores==maxerrores){ 
        float 
sobrantes=timerecordmin+(timerecordseg/60); 
       
 puntaje+=1000/sobrantes; 
       
 gameState=LOST;errores=0; 
        aciertos=0; 
        nivel=FACIL; 
        timerecordmin=0; 
        timerecordseg=0; 
       } 
      } 
      else 
      { 
       puntaje+=100; 
       objects.front()->Change(); 
       aciertos+=1; 
       timeWait=0; 
       if(aciertos>=5 && 
nivel==FACIL) 
       {nivel=MEDIO;errores=0;} 
       else 
if(aciertos>=12&&nivel==MEDIO) 
       {nivel=AVANZADO;errores=0;} 
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       else 
if(aciertos>15&&nivel==AVANZADO){ 
        float 
sobrantes=timerecordmin+(timerecordseg/60); 
        gameState=FIN; 
       
 puntaje+=1000/sobrantes; 
       } 
      }  
     } 
     dragObject=-1; 
    }*/ 
   /*} 
   else*/ if(gameState==TITLE) 
   { 
    for(iter2 = buttons.begin(); iter2 != 
buttons.end(); ++iter2) 
    { 
     if((*iter2)->isHover(mouseX,mouseY)) 
     { 
      if((*iter2)->GetIdButton()==1) 
      { 
       gameState=RANKING; 
       CargarLista(); 
      } 
      else if((*iter2)-
>GetIdButton()==2) 
      { 
       gameState=HELP; 
      } 
      else if((*iter2)-
>GetIdButton()==3) 
      { 
       gameState=DETECT; 
      
 //al_play_sample(fondotitle,0.6f,0,1,ALLEGRO_PLAYMODE_LOOP,&ft
); 
       //gameState=PLAYING; 
       puntaje=0; 
       frameseg=0; 
       timerecordmin=0; 
       timerecordseg=0; 
       manoabierta=0; 
       manocerrada=0; 
       manosalir=0; 
       errores=0; 
       aciertos=0; 
       conteo=4; 
      } 
     } 
    } 
   } 
   else 
   { 
    if(btn_regresar->isHover(mouseX,mouseY)){ 
     if(btn_regresar->GetVisitedButton()) 
     { 
     gameState=TITLE; 
     framestitle=0; 
     ypelota=-200; 
     sonidoPelota=false; 
    
 pelota=al_load_bitmap("images/pelota.png"); 
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     paso=1; 
     } 
    } 
    if(btn_ok->isHover(mouseX,mouseY)) 
    { 
     if(btn_ok->GetVisitedButton()) 
     GuardarPuntaje(); 
    } 
    if(btn_JugarDeNuevo-
>isHover(mouseX,mouseY)){ 
     if(btn_JugarDeNuevo-
>GetVisitedButton()){ 
     gameState=DETECT; 
    
 //al_play_sample(fondotitle,0.6f,0,1,ALLEGRO_PLAYMODE_LOOP,&ft
); 
     conteo=4; 
     puntaje=0; 
     timerecordmin=0; 
     timerecordseg=0; 
     errores=0; 
     aciertos=0; 
     manoabierta=0; 
     manocerrada=0; 
     manosalir=0; 
     } 
    } 
    if(btn_MenuPrincipal-
>isHover(mouseX,mouseY)){ 
     if(btn_MenuPrincipal-
>GetVisitedButton()){ 
     
 if(gameState==FIN||gameState==LOST){ 
       if(minombre!=""){ 
       GuardarPuntaje(); 
       } 
       gameState=TITLE; 
       framestitle=0; 
       ypelota=-200; 
       paso=1; 
       sonidoPelota=false; 
      } 
     } 
    } 
    if(btn_Paso->isHover(mouseX,mouseY)){ 
     if(btn_Paso->GetVisitedButton()){ 
      if(paso+1>5) 
       paso=1; 
      else 
       paso+=1; 
     } 
    } 
   } 
   //mouseX=0; 
   //mouseY=0; 
  } 
  if(ev.type==ALLEGRO_EVENT_MOUSE_AXES) 
  { 
   if(gameState!=PLAYING) 
   { 
    mouseX=ev.mouse.x; 
    mouseY=ev.mouse.y; 
   } 
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  } 
  if(redraw && al_is_event_queue_empty(event_queue)) 
  { 
   if(gameState==TITLE) 
   { 
    redraw = false; 
    //al_draw_bitmap(titleImage,0,0,0); 
    CrearBackground(1); 
    al_draw_textf(font,al_map_rgb(255, 255, 
255),WIDTH-400,5,0,"PARA SALIR PRESIONA ESCAPE"); 
    al_draw_bitmap(circuitos,(WIDTH/2-
50),(HEIGHT/2)-(al_get_bitmap_height(circuitos)/2),0); 
    //al_draw_bitmap(camino,((WIDTH-
900)/2),((HEIGHT-615)/2)+480,0); 
    al_draw_bitmap(camino,(WIDTH/2)-
al_get_bitmap_width(camino)+230,(HEIGHT/2)+200,0); 
     
    for(iter2 = buttons.begin(); iter2 != 
buttons.end(); ++iter2) 
    { 
     if((*iter2)->GetIdButton()==3) 
      (*iter2)-
>Render(mouseX,mouseY,font4); 
     else if((*iter2)->GetIdButton()==2) 
     (*iter2)->Render(mouseX,mouseY,font2); 
     else 
     (*iter2)->Render(mouseX,mouseY,font3); 
    } 
    int posYPelota=ypelota+(2*framestitle); 
    if(posYPelota<(HEIGHT/2)-50){ 
    ypelota=posYPelota; 
    al_draw_bitmap(figu,(WIDTH/2)-
al_get_bitmap_width(figu),(HEIGHT/2)-
(al_get_bitmap_height(figu)/2),0); 
    al_draw_bitmap(pelota,(WIDTH/2)-
al_get_bitmap_width(figu)-15,ypelota,0); 
    } 
    else{ 
    ypelota=(HEIGHT/2)-50; 
    if(!sonidoPelota){ 
    
 al_play_sample(caidasonido,1.2f,ALLEGRO_AUDIO_PAN_NONE,1,ALLEG
RO_PLAYMODE_ONCE,0); 
     al_draw_bitmap(figu,(WIDTH/2)-
al_get_bitmap_width(figu),(HEIGHT/2)-
(al_get_bitmap_height(figu)/2),0); 
     sonidoPelota=true; 
    } 
     
    else 
     al_draw_bitmap(figu,(WIDTH/2)-
al_get_bitmap_width(figu),(HEIGHT/2)-
(al_get_bitmap_height(figu)/2),0); 
    al_draw_bitmap(pelotaMano,(WIDTH/2)-
al_get_bitmap_width(figu)-45,ypelota,0); 
    } 
    if(framestitle>=0&&framestitle<125){ 
     if(framestitle>=100&&framestitle<110){ 




    }else if(framestitle==125) 
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    framestitle=0; 
   } 
   else if(gameState==DETECT) 
   { 
    redraw=false; 
    CrearBackground(2); 
    al_draw_bitmap(fondoGeneral,(WIDTH-
al_get_bitmap_width(fondoGeneral))/2,30,0); 
    al_draw_textf(font,al_map_rgb(255, 255, 
255),WIDTH-400,5,0,"PARA SALIR PRESIONA ESCAPE"); 
    if(conteo==4) 
    { 
    
 al_draw_text(font2,al_map_rgb(8,137,230),(WIDTH/2)-
170,245,0,"Detectando Mano"); 
     if(framesdetect>0&&framesdetect<10) 
      
al_draw_bitmap(manoBrillante,(WIDTH/2)-
(al_get_bitmap_width(manoBrillante)/2),HEIGHT/2,0); 
     else if(framesdetect==15) 
     framesdetect=0; 
    } 
    else 
    { 
     al_draw_bitmap(manoBlanca,(WIDTH/2)-
(al_get_bitmap_width(manoBlanca)/2),HEIGHT/2,0); 
     if(conteo==0) 
    
 al_draw_text(font2,al_map_rgb(8,137,230),(WIDTH/2)-
80,245,0,"Listo!!"); 
     else{ 
     
 al_draw_textf(font4,al_map_rgb(97,98,100),(WIDTH/2)-
2,(HEIGHT/2)+120,0,"%i",conteo); 
     
 al_draw_text(font2,al_map_rgb(8,137,230),(WIDTH/2)-
170,245,0,"Detectando Mano"); 
     } 
    } 
   } 
   else if(gameState==PLAYING) 
   { 
     
    redraw = false; 
    //CrearBackground(2); 
    //DrawMainScene(); 
    float 
proporcion=WIDTH/al_get_bitmap_width(fondoFabrica); 




    al_draw_bitmap(maquina1,WIDTH/2-
al_get_bitmap_width(maquina1),HEIGHT/2-85,0); 
    al_draw_bitmap(maquina2,WIDTH-
al_get_bitmap_width(maquina2),HEIGHT-al_get_bitmap_height(maquina2)-
30-al_get_bitmap_height(bandpiece),0); 
    //al_draw_bitmap(fondoFabrica,(WIDTH-
al_get_bitmap_width(fondoFabrica))/2,(HEIGHT-
al_get_bitmap_height(fondoFabrica))/2,0); 
    CrearMenuSuperior(); 
    for(iter = objects.begin(); iter != 
objects.end(); ++iter) 
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    { 
     (*iter)->Render(); 
    } 
    if(esperarayorojo>0){ 
     esperarayorojo++; 
     al_draw_bitmap(rayorojo,(WIDTH/2)-
(al_get_bitmap_width(rayorojo)/2),HEIGHT-
(al_get_bitmap_height(rayorojo))-4,0); 
     al_draw_bitmap(aciertopan,(WIDTH-
260),HEIGHT-350,0); 
     if(esperarayorojo==20) 
        esperarayorojo=0; 
    }else if(esperaerror>0){ 
     esperaerror++; 
     al_draw_bitmap(errorpan,(WIDTH-
245),HEIGHT-340,0); 
     if(esperaerror==20) 
        esperaerror=0; 
    } 
    else{ 
     if(timerecordseg%2==0)  
      al_draw_bitmap(senalpan,(WIDTH-
260),HEIGHT-330,0); 
     else 
      al_draw_bitmap(senalpan2,(WIDTH-
265),HEIGHT-330,0); 
    } 
      
 
    if(estadoMano==0) 
     al_draw_bitmap(openhand,mipunto.x-
(al_get_bitmap_width(openhand)/2),mipunto.y-
(al_get_bitmap_height(openhand)/2),0); 
    else if(estadoMano==1) 
     //al_draw_bitmap(closehand,mipunto.x-
(al_get_bitmap_width(closehand)/2),mipunto.y-
(al_get_bitmap_height(closehand)/2),0); 
     al_draw_bitmap(closehand,mipunto.x-
(al_get_bitmap_width(closehand)/2),HEIGHT-
(al_get_bitmap_height(bandpiece))-10,0); 
    if(transicion) 
    { 
     chosenFigure->SetY(HEIGHT-340); 
    
 al_draw_filled_rounded_rectangle(WIDTH/2-250,HEIGHT/2-
140,WIDTH/2+250,HEIGHT/2+140,10,10,al_map_rgb(20,20,20)); 
    
 al_draw_textf(font8,al_map_rgb(117,231,0),WIDTH/2-
120,HEIGHT/2-50,0,"NIVEL %i",nivel+1); 
    
 al_draw_textf(font8,al_map_rgb(117,231,0),WIDTH/2-
25,HEIGHT/2+20,0,"%i",espera); 
    } 
   } 
   else if(gameState==RANKING) 
   { 
    redraw = false; 
    CrearBackground(1); 
    int posrefx=(WIDTH-900)/2; 
    int posrefy=(HEIGHT-615)/2; 
   
 al_draw_bitmap(rankImage,posrefx+0,posrefy+0,0); 
    btn_regresar->Render(mouseX,mouseY,font2); 
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    int cuantos=0; 
    int xInicial=posrefy+150; 
    for (std::map<int,string>::reverse_iterator 
it=nombrePlayer.rbegin(); it!=nombrePlayer.rend(); ++it) 
    { 
     if(cuantos<5) 
     {  
      //printf("%s\n",nombreh.c_str()); 
      al_draw_textf(font, 
al_map_rgb(75,172,198),posrefx+200,xInicial+(62*cuantos),ALLEGRO_ALI
GN_LEFT,"%s - %i puntos.",it->second.c_str(),it->first); 
      if(cuantos==4) 
       limitepuntaje=it->first; 
      cuantos++; 
     } 
    } 
   } 
   else if(gameState==HELP) 
   { 
    redraw = false; 
    CrearBackground(1); 
    int posrefx=(WIDTH-
al_get_bitmap_width(fondoInstruc))/2; 
    int posrefy=(HEIGHT-
al_get_bitmap_height(fondoInstruc))/2; 
   
 al_draw_bitmap(fondoInstruc,posrefx,posrefy,0); 
    if(paso==1){ 
    
 al_draw_bitmap(ins1,posrefx+165,posrefy+105,0); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+165,0,"Coloca tu mano derecha sobre la mesa de trabajo y espera 
a"); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+192,0,"que termine la cuenta regresiva."); 
    
 al_draw_bitmap(detectando,posrefx+145,posrefy+250,0); 
    
 al_draw_bitmap(mesatrabajo,posrefx+605,posrefy+370,0); 
    } 
    else if(paso==2){ 
    
 al_draw_bitmap(ins2,posrefx+165,posrefy+105,0); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+165,0,"Mueve tu mano a lo ancho de la mesa y mira tu posicion, 
observa la pantalla inferior"); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+192,0,"y escoge la figura correspondinte de las que pasan, para 
atraparla cambia tu gesto al del grafico."); 
    
 al_draw_bitmap(atrapando,posrefx+175,posrefy+250,0); 
    
 al_draw_bitmap(atrapar,posrefx+625,posrefy+370,0); 
    } 
    else if(paso==3){ 
    
 al_draw_bitmap(ins3,posrefx+165,posrefy+105,0); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
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y+165,0,"Manten el gesto de atrapar y lleva la figura, bajo la 
maquina del centro, sin equivocarte,"); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+192,0,"cuando estes alli sueltala, regresando al gesto 
anterior."); 
    
 al_draw_bitmap(soltando,posrefx+185,posrefy+250,0); 
    
 al_draw_bitmap(mesatrabajo,posrefx+605,posrefy+370,0); 
    } 
    else if(paso==4){ 
    
 al_draw_bitmap(ins4,posrefx+165,posrefy+105,0); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+165,0,"Haz esto lo mas rapido que puedas, si deseas salir cambia 
al gesto de abajo"); 
    
 al_draw_textf(font7,al_map_rgb(255,255,255),posrefx+260,posref
y+192,0,"aparecera una pantalla de espera."); 
    
 al_draw_bitmap(saliendo,posrefx+185,posrefy+250,0); 
    
 al_draw_bitmap(salir,posrefx+625,posrefy+370,0); 
    } 
    else if(paso==5){ 
    
 al_draw_bitmap(ins5,posrefx+165,posrefy+105,0); 
    
 al_draw_bitmap(diver,posrefx+300,posrefy+150,0); 
    } 
    btn_regresar->Render(mouseX,mouseY,font2); 
    btn_Paso->Render(mouseX,mouseY,font2); 
   } 
   else if(gameState==LOST) 
   { 
    redraw=false; 
    al_stop_sample(&fp); 
    //puse para probar 
    ///FinJuego(); 
    /// 
    //if(puntaje>1) 
    if(puntaje>limitepuntaje) 
     PuntajeAlto(); 
    else{ 
     //printf("%d-
%d",puntaje,limitepuntaje); 
    
 //al_draw_text(font,al_map_rgb(75,172,198),30,HEIGHT/2,0,"LO 
SIENTO, PERDISTE....INTENTALO DE NUEVO!"); 
     CrearBackground(2); 
     al_draw_bitmap(fondoLost,(WIDTH-
al_get_bitmap_width(fondoLost))/2,30,0); 
     btn_JugarDeNuevo-
>Render(mouseX,mouseY,NULL); 
     btn_MenuPrincipal-
>Render(mouseX,mouseY,NULL); 
     //printf("LO SIENTO, 
PERDISTE....\nINTENTALO DE NUEVO!\n"); 
    } 
   } 
   else if(gameState==FIN) 
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   { 
    redraw=false; 
    al_stop_sample(&fp); 
    if(puntaje>limitepuntaje) 
       PuntajeAlto(); 
    else 
       FinJuego(); 
   } 
   else if(gameState==SALIR) 
   { 
    al_stop_sample(&fp); 
    CrearBackground(2); 
    al_draw_textf(font,al_map_rgb(255, 255, 
255),WIDTH-400,5,0,"PARA SALIR PRESIONA ESCAPE"); 
    al_draw_bitmap(fondoGeneral,(WIDTH-
al_get_bitmap_width(fondoGeneral))/2,30,0); 
   
 al_draw_text(font2,al_map_rgb(239,69,53),(WIDTH/2)-
150,245,0,"Juego Detenido"); 
    al_draw_bitmap(reanudar,(WIDTH/2)-
(al_get_bitmap_width(reanudar)/2),450,0); 
   } 
   al_flip_display(); 
   al_clear_to_color(al_map_rgb(0,0,0)); 




 al_destroy_display(display);//destroy our display object 
 
 
 ///destruccion de elementos 
 for(iter = objects.begin(); iter != objects.end(); ) 
 { 
  (*iter)->Destroy(); 
  delete (*iter); 
  iter = objects.erase(iter); 
 } 
 for(iter2 = buttons.begin(); iter2 != buttons.end(); ) 
 { 
  (*iter2)->Destroy(); 
  delete (*iter2); 


























































     al_destroy_bitmap(atrapar); 
    al_destroy_bitmap(soltando); 
    al_destroy_bitmap(saliendo); 



















 return 0; 
} 
 








 //nivel inicial 
 nivel=FACIL; 
 int narms=3; 
 int nfigures=3; 
 mouseState=UP; 
 armsImage = al_load_bitmap("images/arm2.png"); 
 int anchoArm=al_get_bitmap_width(armsImage); 
 int altoArm=al_get_bitmap_height(armsImage); 
 int octavo=WIDTH/8; 
 FORMAS primeraForma; 
 COLORES primerColor; 
 
 //creacion de la matriz que servirá como placa-molde 
 matImage = al_load_bitmap("images/matriz.png"); 
 FORMAS test3 = static_cast<FORMAS>(rand() % LAST); 
 primeraForma=test3; 
 COLORES test4 = static_cast<COLORES>(rand() % LAST2); 
 primerColor=test4; 
 printf("Forma Placa: %i\n",test3); 
 printf("Color Placa: %i\n",test4); 
 mat=new Matrix(); 
 int anchoplaca=al_get_bitmap_width(matImage); 
 int altoplaca=al_get_bitmap_height(matImage); 
 int posX=(WIDTH-anchoplaca)/2+8; 









 //creacion de la banda movil para llevar los objetos a la 
placa 
 int anchoBanda=al_get_bitmap_width(bandpiece); 
 int altoBanda=al_get_bitmap_height(bandpiece); 
 int posBandaX=-anchoBanda; 
 for(int k=0;k<=WIDTH+anchoBanda;k++) 
 { 
  band=new Bands(); 
  band->Init(posBandaX,HEIGHT-
80,bandpiece,anchoBanda,altoBanda); 
  posBandaX+=anchoBanda; 
  objects.push_back(band); 
 } 
 
 //creacion de las figuras iniciales 




  //FORMAS test = static_cast<FORMAS>(rand() % LAST); 
  //COLORES test2 = static_cast<COLORES>(rand() % LAST2); 
  COLORES test2 = static_cast<COLORES>(rand() % (j+1)); 
   
  //printf("Forma: %i\n",test); 
  printf("Color: %i\n",test2); 
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  objects.push_back(fig); 
 } 
 
 //creacion de los brazos mecanicos que sostienen las figuras 
 for(int i=0;i<narms;i++) 
 { 








//metodo que analiza si el objeto esta siendo arrastrado 
bool IsDrag(int posMouseX, int posMouseY,int mimouseState,int 
cual,int gmX,int gmY,int miancho, int mialto) 
{ 
 //printf("%d-%d-%d",posMouseX,posMouseY,mimouseState); 
 if(posMouseX >gmX && posMouseX <(gmX + miancho) && posMouseY > 
gmY && posMouseY <(gmY +mialto) && mouseState==0)  
 {   
   dragObject=cual; 
   printf("dragObject:%d\n",cual); 
   return true; 
 } 







 //boton historial 
 //metodo para hacer un background en la ventana 
 
 Button *btn_historial=new Button(); 
 int posrefx=(WIDTH-900)/2; 






 //boton instrucciones 







 //boton play 









 int posrefx=(WIDTH-900)/2; 
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 int posrefy=(HEIGHT-615)/2; 








 int posrefx=(WIDTH-900)/2; 
 int posrefy=(HEIGHT-615)/2; 












 int posrefx=(WIDTH-900)/2; 
 int posrefy=(HEIGHT-615)/2; 








 int posrefx=(WIDTH-al_get_bitmap_width(fondoLost))/2; 
 int posrefy=(HEIGHT-al_get_bitmap_width(fondoLost))/2; 
 btn_JugarDeNuevo=new Button(); 













 int contador=0; 
 if(doc==NULL) 
 { 
  doc=fopen("ranking/ranking.txt","r"); 
  //printf("fichero abierto"); 
  if(doc!=NULL) 
  { 
   printf("fichero abierto"); 
   char nombre[20]; 
   int puntos=0; 
   int id=0; 
   while(!feof(doc))  
   { 
    fscanf(doc,"%i%s%i",&id,nombre,&puntos); 
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    //printf("%s tiene %i\n",nombre,puntos); 
    nombrePlayer[puntos]=nombre; 
    //printf("%s\n",nombrePlayer[puntos]); 
   } 
   fclose(doc); 
   doc=NULL; 
  } 
   
 } 
 int cuantos=0; 
 for (std::map<int,string>::reverse_iterator 
it=nombrePlayer.rbegin(); it!=nombrePlayer.rend(); ++it) 
 { 
  if(cuantos<5) 
  {  
   if(cuantos==4) 
    limitepuntaje=it->first; 
   cuantos++; 




///Ventana que pide el nombre del usuario para guardar el puntaje 
void PuntajeAlto() 
{ 












 char texto[10]; 
    sprintf(texto, "%d", puntaje); 
 string cadena="\n8 "+minombre+" "+texto; 
 if(doc==NULL) 
 { 
  doc=fopen("ranking/ranking.txt","a"); 
  if(doc!=NULL) 
  { 
   fputs(cadena.c_str(),doc); 
   fclose(doc); 
   doc=NULL; 
   gameState=TITLE; 
   framestitle=0; 
   minombre=""; 
  } 
  else 

















void CrearBackground(int color) 
{ 
 ALLEGRO_BITMAP *mifondo; 
 if(color==1) 
  mifondo=fondo_image; 
 else if(color==2) 




  for(int m=0;m-
al_get_bitmap_height(fondo_image)<=HEIGHT;m+=al_get_bitmap_height(mi
fondo)) 
  { 
   al_draw_bitmap(mifondo,n,m,0); 









  al_draw_bitmap(fondomenu,m,0,0); 
 //dibuja el icono de tiempo 
 al_draw_bitmap(iconotiempo,5,5,0); 

















 //dibuja el nivel en el que se encuentran el jugador 
 al_draw_text(font5, 










 IplImage* des; 
 int n_height=WIDTH/1.333333; 





    cvResize(img,des,CV_INTER_LINEAR); 
 IplImage* gray=cvCreateImage(cvGetSize(des),8,1); 
 cvSplit(des,NULL,NULL,gray,NULL); 




 CvMemStorage* storage = cvCreateMemStorage(); 
 CvSeq* first_contour = NULL; 
 cvFindContours(gray,storage,&first_contour); 
 //calcula los momentos de hu 
 CvMoments Moments; 
 CvHuMoments HuMoments; 
 // calculate moments; calculate humoments 
 if(first_contour) 
 { 
 cvContourMoments(first_contour, &Moments); 
















 CvRect r=cvBoundingRect(first_contour,0); 
 testData.at<float>(0,0) = testHu1; 
 testData.at<float>(0,1) = testHu2; 
 testData.at<float>(0,2) = testHu3; 
 testData.at<float>(0,3) = testHu4; 
 testData.at<float>(0,4) = testHu5; 
 testData.at<float>(0,5) = testHu6; 












  if(gameState==PLAYING && manosalir==15) 
  { 
  printf("Salir\n"); 
  manocerrada=0; 
  manoabierta=0; 
  manosalir=0; 
  estadoMano=-1; 
  gameState=SALIR; 






  } 
  else if(gameState==SALIR && manosalir==60) 
  { 
   manosalir=0; 
   manoabierta=0; 
   manocerrada=0; 
   estadoMano=-1; 
   gameState=TITLE; 
  } 
  else 
   manosalir++; 
 } 
 else if(clase==1) 
 { 
      if(manoabierta==3&&gameState!=SALIR){ 
   printf("Es mano abierta\n"); 
   manocerrada=0; 
   manoabierta=0; 
   manosalir=0; 
   mipunto.x=centrox; 
   mouseX=mipunto.x; 
   mouseY=mipunto.y; 
   estadoMano=0; 
   if(mouseState==DOWN){ 
   mouseState=UP; 
 
   //resetea la distancia que debe recorrer la banda 
   distanciaHoriz=0; 
   posicionAnterior=0; 
   if(dragObject!=-1) 
   {  
    if(objects.front()->GetID()==2) 
    { 
     bool resultado=objects.front()-
>Match(chosenFigure); 
     if(resultado==false) 
        { 
    
 al_play_sample(errorsonido,1.0f,0,1,ALLEGRO_PLAYMODE_ONCE,0); 
     if(distanciaBajada==0){ 
      errores+=1; 
         esperaerror=1; 
     } 
     if(errores==maxerrores){ 
      float 
sobrantes=timerecordmin+(timerecordseg/60); 
      puntaje+=1000/sobrantes; 
      gameState=LOST; 
     
 al_play_sample(fondotitle,0.6f,0,1,ALLEGRO_PLAYMODE_LOOP,&ft); 
      errores=0; 
      aciertos=0; 
      nivel=FACIL; 
      manoabierta=0; 
      manocerrada=0; 
      manosalir=0; 
      timerecordmin=0; 
      timerecordseg=0; 
     } 
    } 
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    else 
    { 
    
 al_play_sample(aciertosonido,1.8f,0,1,ALLEGRO_PLAYMODE_ONCE,0)
; 
     puntaje+=100; 
     aciertos+=1; 
     chosenFigure->SetX(objects.front()-
>GetX()+(chosenFigure->GetWidth()/2)-20); 
     objects.front()->Change(); 
    
 al_play_sample(cambiosonido,1.8f,ALLEGRO_AUDIO_PAN_NONE,1,ALLE
GRO_PLAYMODE_ONCE,0); 
   esperarayorojo=1; 
   timeWait=0; 
   if(aciertos>=5 && nivel==FACIL){ 
      transicion=true; 
      nivel=MEDIO;errores=0; 
     } 
   else if(aciertos>=12&&nivel==MEDIO){ 
      transicion=true; 
      nivel=AVANZADO;errores=0; 
     } 
   else if(aciertos>15&&nivel==AVANZADO){ 
      float 
sobrantes=timerecordmin+(timerecordseg/60); 
      gameState=FIN; 
     
 al_play_sample(fondotitle,0.6f,ALLEGRO_AUDIO_PAN_NONE,1,ALLEGR
O_PLAYMODE_LOOP,&ft); 
      puntaje+=1000/sobrantes; 
      aciertos=0; 
      errores=0; 
      manoabierta=0; 
      manocerrada=0; 
      manosalir=0; 
     } 
    } 
    } 
    dragObject=-1; 
   } 
   } 
  } 
  else if(gameState==SALIR&&manoabierta==30) 
  { 
    manoabierta=0; 
    manocerrada=0; 
    manosalir=0;  
    gameState=PLAYING; 
   
 al_play_sample(fondoplaying,0.5f,0,1,ALLEGRO_PLAYMODE_LOOP,&fp
); 
  } 
  else 
   manoabierta++; 
 } 
 else if(clase==2) 
 { 
  if(manocerrada==3){ 
   printf("Es mano cerrada\n"); 
   manocerrada=0; 
   manoabierta=0; 
   manosalir=0; 
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   estadoMano=1; 
   mipunto.x=centrox; 
   mouseX=mipunto.x; 
   mouseY=mipunto.y; 
   if(mouseState==UP) 
    mouseState=DOWN; 
  } 
  else 





 Mat trainingClasses(48,1,CV_32FC1); 
 Mat trainingDatas(48,7,CV_32FC1); 
 if(doc3==NULL) 
 { 
  doc3=fopen("datostraining/data1.txt","r"); 
  //printf("fichero abierto"); 
  if(doc3!=NULL) 
  { 
   //printf("fichero 1 abierto\n"); 
   int i=0; 
   while(!feof(doc3))  
   { 
 fscanf(doc3,"%f%f%f%f%f%f%f",&Hu1,&Hu2,&Hu3,&Hu4,&Hu5,&Hu6,&Hu
7); 
    trainingDatas.at<float>(i,0) = Hu1; 
                trainingDatas.at<float>(i,1) = Hu2; 
    trainingDatas.at<float>(i,2) = Hu3; 
    trainingDatas.at<float>(i,3) = Hu4; 
    trainingDatas.at<float>(i,4) = Hu5; 
    trainingDatas.at<float>(i,5) = Hu6; 
    trainingDatas.at<float>(i,6) = Hu7; 
    trainingClasses.at<float>(i,0) = 1; 
    i++; 
   } 
   fclose(doc3); 
   doc3=fopen("datostraining/gesto2.txt","r"); 
   //printf("fichero 2 abierto\n"); 
   while(!feof(doc3)) 
   { 
 fscanf(doc3,"%f%f%f%f%f%f%f",&Hu1,&Hu2,&Hu3,&Hu4,&Hu5,&Hu6,&Hu
7); 
    trainingDatas.at<float>(i,0) = Hu1; 
                trainingDatas.at<float>(i,1) = Hu2; 
    trainingDatas.at<float>(i,2) = Hu3; 
    trainingDatas.at<float>(i,3) = Hu4; 
    trainingDatas.at<float>(i,4) = Hu5; 
    trainingDatas.at<float>(i,5) = Hu6; 
    trainingDatas.at<float>(i,6) = Hu7; 
    trainingClasses.at<float>(i,0) = 2; 
    i++; 
   } 
   fclose(doc3); 
   doc3=fopen("datostraining/gesto3.txt","r"); 
   //printf("fichero 3 abierto\n"); 
   while(!feof(doc3)) 
   { 
fscanf(doc3,"%f%f%f%f%f%f%f",&Hu1,&Hu2,&Hu3,&Hu4,&Hu5,&Hu6,&Hu7); 
    trainingDatas.at<float>(i,0) = Hu1; 
                trainingDatas.at<float>(i,1) = Hu2; 
    trainingDatas.at<float>(i,2) = Hu3; 
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    trainingDatas.at<float>(i,3) = Hu4; 
    trainingDatas.at<float>(i,4) = Hu5; 
    trainingDatas.at<float>(i,5) = Hu6; 
    trainingDatas.at<float>(i,6) = Hu7; 
    trainingClasses.at<float>(i,0) = 3; 
    i++; 
   } 
   fclose(doc3); 
   doc3=NULL; 
   knn= new 
KNearest(trainingDatas,trainingClasses,Mat()); 
  } 
 } 
} 
 
