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Resumen
Este artículo presenta el desarrollo de sistemas de con-
trol utilizando tecnologías de generación automática de
código. Como caso practico se ha tomado el sistema bola-
plato de la maquata comercial Amazing ball, a partir de
la cual se han diseñado varios controladores para regular
el sistema o para que el sistema siga una trayectoria so-
bre el plato. Como herramienta de programación se ha
utilizado E4Coder, un generador automático de código
de reciente lanzamiento en el mercado.
1. Introducción
El proceso tradicional para desarrollar código de sis-
temas de control embebidos se basa en el modelado
y simulación del sistema y la posterior programación
manual. A medida que aumenta la complejidad de los
sistemas, este tipo procedimiento consume más recur-
sos y la probabilidad de errores de origen humano se
hace más alta.
Por este motivo, la tendencia es la utilización de herra-
mientas de generación de código automático que, desde
modelos descritos en niveles de abstracción altos, como
puede ser un diagrama de bloques, producen el código
máquina a implementar sobre el sistema empotrado.
Este proyecto expone el diseño de una aplicación de
control de tiempo real mediante este tipo de tecnología.
El caso práctico desarrollado consiste en un sistema bola-
plato, un sistema no lineal e inestable, controlado vía un
sistema microprocesador.
2. Generación automática de código
El proceso tradicional para desarrollar el código de
sistemas de control embebidos se basa en el modelado
y simulación del sistema y posteriormente la programa-
ción manual.
A medida que los sistemas se vuelven más complejos,
a causa de la cantidad de funcionalidades y componen-
tes que se incorporan, este proceso se vuelve más lento
y no garantiza el correcto comportamiento del sistema,
pues la probabilidad de aparición de errores humanos
se multiplica.
Esta situación requiere herramientas para ayudar a
los desarrolladores a conllevar dicha complejidad. Las
herramientas de generación automática de código ayu-
dan al programador produciendo código a partir de la
descripción del sistema en un nivel de abstracción alto,
mediante herramientas que permiten el modelado de
sistemas complejos en un entorno virtual para su diseño
y validación, para luego generar, desde el mismo modelo,
el código a utilizar [1]-[3]. De este modo se evita duplicar
el esfuerzo sobre un mismo diseño, primero realizar el
modelo y después programarlo.
No obstante, este tipo de herramientas aún no está ex-
tendido, pues el código obtenido acostumbra a ser largo
y de difícil comprensión. Además, el coste del aprendi-
zaje, así como el coste de la herramienta en sí y de su
mantenimiento, no siempre superan los beneficios que
ésta conlleva[4].
2.1. E4Coder Code Generator
E4Coder [5] es un conjunto de herramientas gráficas,
lanzada al mercado en octubre de 2012, para simular y
generar código destinado a ejecutarse en sistemas em-
potrados trabajando de forma independiente o en un
entorno de tiempo real.
E4Coder genera código a partir de diagramas de blo-
ques. El grupo de bloques proporcionado por la herra-
mienta para el diseño y la generación de código se pue-
den dividir en las categorías:
Bloques relacionados con herramientas externas:
Estos bloques trabajan en simulación ejecutando
programas en la misma máquina para gestionar las
entradas y salidas de simulación.
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Bloques de utilidades: Proporcionan funciones úti-
les disponibles para la simulación y la generación
de código.
Bloque de propiedades de la generación de código:
Este bloque almacena la configuración e los pará-
metros necesarios para la generación de código.
Bloques de E/S: Los bloques genéricos que se pue-
den mapear a periféricos externos.
En la figura 2.1 se pueden ver algunos de estos bloques
específicos.
Figura 1: Bloques específicos de la herramienta de gene-
ración de código E4Coder
2.2. Uso de la generación automática de có-
digo en este proyecto
En la figura 2.2 se muestra el procedimiento utilizado
en este proyecto para la generación y validación de los
controladores diseñados para el sistema bola-plato.
Figura 2: Diagr. del procedimiento de diseño utilizado
Tomando como partida el modelo de la planta, se di-
señan los controladores para las aplicaciones específicas
que se deseen llevar a cabo (llevar la bola a un punto
de equilibrio, seguir una referencia, etc.) y se emplean
técnicas de simulación para la validación de los sistemas
de control.
Una vez simulado, y por lo tanto validado el controla-
dor en esta primera etapa, empieza la segunda, en la que
se genera el código del sistema de control y se descarga
en el dispositivo de destino.
Una vez descargado el código, se reajusta el diseño
del controlador para corregir los posibles errores que
se hayan cometido en el diseño hasta que se considere
correcto el comportamiento sobre la maqueta.
3. Estudio del sistema bola-plato
3.1. Descripción del sistema bola-plato:
Amazing ball
La maqueta Amazing ball es un sistema completo, lis-
to para usar, diseñado por Evidence srl.[6] enfocado para
la enseñanza y el aprendizaje de control en tiempo real,
que permite al usuario explorar diferentes técnicas de
control para mantener la bola en posición de equilibrio
sobre un plato oscilante controlado por dos servomoto-
res y una pantalla táctil.
Figura 3: Maqueta Amazing ball, sistema bola-plato
El sistema físico consiste en un plato de ace-
ro que pivota sobre una articulación central, sobre
el cual hay depositada una pantalla táctil de alta
resolución que proporciona la posición de la bo-
la en tiempo real. Dos servomotores unidos al pla-
to controlan el ángulo de giro del mismo sobre
las coordenadas x e y .
Los algoritmos de control que se diseñen, corren sobre
un microcontrolador Microchip dsPIC®33F montado so-
bre una placa FLEX Light Base Board. El dispositivo
tiene hardware específico para adquirir la posición de la
bola y para generar las señales de control para los PWM
(modulador de ancho de pulso). La ejecución en tiempo
real está asegurada por el kernel de ERIKA Enterprise [7],
un sistema operativo de tiempo real para microcontrola-
dores.
3.2. Modelado de la planta
El modelo del sistema se elabora tomando como par-
tida el diagrama de cuerpo libre del sistema (figura 4), en
el que se ha omitido la fricción entre el plato y la bola, y
los tipos de movimiento que experimenta la bola:
1. Cuerpo rígido uniforme con movimiento de roda-
miento suave.
2. Partícula en movimiento que sigue una trayectoria
circular.
Aplicando la formulación de Lagrange-Euler [8]-[10]
a cada una de las componentes del movimiento sobre
las coordenadas x e y (variables x, y , θx y θy ) se obtiene
las ecuaciones que describen el comportamiento del
sistema (1)-(4).
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Figura 4: Diagrama de cuerpo libre del sistema bola-plato
x¨ = m
Ie
R2
+m
[
xθ˙2x + y θ˙x θ˙y + g sinθx
]
(1)
y¨ = m
Ie
R2
+m
[
y θ˙2y +xθ˙x θ˙y + g sinθy
]
(2)
θ¨x = 1
Ie +mx2
[Tx
−m (2xx˙θ˙x + x˙ y θ˙y +x y˙ θ˙y +x y θ¨y − g x cosθx)] (3)
θ¨y = 1
Ie +my2
[Ty
−m (2y y˙ θ˙y + x˙ y θ˙x +x y˙ θ˙x +x y θ¨x − g y cosθy )] (4)
Para controlar el sistema se necesitan entradas de con-
trol, las cuales se definen como U = [UA UB ]T , que co-
rresponden a θ¨x y θ¨y , además de las variables del espacio
estado que describen el sistema:
x1 = x
x2 = x˙
x3 = θx
x4 = θ˙x
x5 = y
x6 = y˙
x7 = θy
x8 = θ˙y
La dinámica de la bola y el plato en espacio de estados
se muestra en (5). Se puede comprobar que el sistema
es no lineal, pues la dependencia entre variables de es-
tados es no lineal, y que existe acoplamiento entre las
componentes x e y en la velocidad lineal.

x˙1
x˙2
x˙3
x˙4
x˙5
x˙6
x˙7
x˙8

=

x2
5
7
(
x1x
2
4 +x4x5x8+ g sin x3
)
x4
0
x6
5
7
(
x5x
2
8 +x1x4x8+ g sin x7
)
x8
0

+

0 0
0 0
0 0
1 0
0 0
0 0
0 0
0 1

U
(5)
Para facilitar el diseño del controlador se asume que
la bola siempre mantendrá contacto con el plato y que
no patina al moverse, lo que implica que la aceleración
de rotación del plato y, por lo tanto, también la velocidad
angular del plato, serán bajas. Gracias a esta asunción,
se puede omitir el término de acople entre coordenadas
y dividir el modelo en dos subsitemas que permiten con-
trolar de forma independiente las dos componentes del
movimiento.
Movimiento sobre el eje x.

x˙1
x˙2
x˙3
x˙4
=

x2
5
7
(
x1x
2
4 + g sin x3
)
x4
0
+

0
0
0
1
UA (6)
Movimiento sobre el eje y .

x˙5
x˙6
x˙7
x˙8
=

x6
5
7
(
x5x
2
8 + g sin x7
)
x8
0
+

0
0
0
1
UB (7)
4. Diseño de los controladores para
el sistema bola-plato
Este apartado presenta los controladores que se han
diseñado, tanto para regular el sistema y como para que
el sistema siga una señal de referencia.
4.1. Puntos de equilibrio naturales
El primer paso para diseñar el controlador del sistema
es determinar los puntos de equilibro que existen en este.
Un punto de equilibrio natural es aquel en los que el
estado no cambia. En este caso el sistema tiene infinitos
puntos de equilibrio, cualquier posición sobre el plato es
punto de equilibrio siempre y cuando la velocidad lineal
de la bola, y el ángulo de giro y la velocidad angular del
plato sean nulos.
x1
x2 = 0
x3 = 0
x4 = 0
x5
x6 = 0
x7 = 0
x8 = 0
(8)
4.2. Aproximación lineal del sistema bola-
plato alrededor de un punto de equili-
brio
Tal y como se explica en la memoria del proyecto, se
ha realizado la aproximación lineal del sistema alrede-
dor del punto (0,0,0,0,0,0,0,0), el centro del plato. El
modelo lineal obtenido también se pude dividir en dos
subsistemas que se pueden controlar de forma indepen-
diente.
Movimiento sobre el eje x.

x˙1
x˙2
x˙3
x˙4
=

0 1 0 0
0 0 57 g 0
0 0 0 1
0 0 0 0


x1
x2
x3
x4
+

0
0
0
1
UA (9)
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Movimiento sobre el eje y .
x˙5
x˙6
x˙7
x˙8
=

0 1 0 0
0 0 57 g 0
0 0 0 1
0 0 0 0


x5
x6
x7
x8
+

0
0
0
1
UB
(10)
4.3. Simplificación del modelo de la planta
Tal y como se explica en la memoria, el modelo presen-
tado hasta ahora es válido para unos actuadores distintos
a los disponibles en la maqueta Amazing ball. Para obte-
ner un modelo acorde al sistema bola-plato utilizado en
el proyecto, se simplifica el modelo completo del sistema
(ecuaciones 9 y 10) a:
x˙1
x˙2
x˙3
x˙4
=

0 1 0 0
0 0 0 0
0 0 0 1
0 0 0 0


x1
x2
x3
x4
+

0 0
5
7 g 0
0 0
0 57 g

[
Ux
Uy
]
(11)
Una vez visto esto, siguiendo el mismo argumento, se
puede recorrer el camino inverso para obtener el modelo
no lineal de la planta:

x˙1
x˙2
x˙3
x˙4
=

x2
5
7
[
x1U˙ 2x +x5U˙xU˙y + g sinUx
]
x6
5
7
[
x5U˙ 2y +x1U˙xU˙y + g sinUy
]
 (12)
En este nuevo modelo simplificado, las variables de
estado se renombran de la siguiente forma:
x1 = x
x2 = x˙
x3 = y
x4 = y˙
(13)
4.4. Realimentación de estado: regulación
Las matrices que describen el sistema(11), tanto para
la coordenada x del movimiento como la y , son:
A =
[
0 1
0 0
]
B =
[
0
− 57 g
]
C = [ 1 0 ] (14)
A partir de estas ecuaciones se puede calcular la fun-
ción de transferencia del sistema en lazo abierto, la cual
tiene dos polos en cero. Frente a esta situación se hace
evidente la necesidad de un controlador que lleve el sis-
tema a la estabilidad. El primer controlador diseñado
se consigue realimentando el sistema con una señal de
control que cumple:
uk =−Kd x (15)
4.4.1. Asignación de polos
El regulador se ha diseñado utilizando el método de
asignación de polos [11]-[12]. Los polos en lazo cerrado
y el periodo de muestreo escogidos para este controla-
dor son:
s1,2 =−5,72±4,89 j h = 80ms (16)
Una vez seleccionado el periodo de muestreo, se pasa
el sistema bola-plato en espacio de estados de tiempo
continuo a tiempo discreto. Las matrices que describen
el sistema en tiempo discreto se muestran en (17).
Ad =
[
1 0,08
0 1
]
Bd =
[
0,02242
0,5606
]
Cd =
[
1 0
]
(17)
Del mismo modo, los polos del sistema en lazo cerrado
también tienen que pasar por el proceso de discretiza-
ción. Los polos del sistema en tiempo discreto son:
polos_di s = [ 0,5850+0,2413 j 0,5850−0,2413 j ]
Como el sistema es controlable, a partir de los polos
del sistema en lazo cerrado en tiempo discreto, se puede
definir la matriz de realimentación de estados Kd a través
de la fórmula de Ackermann:
Kd =
[
5,1387 1,2751
]
(18)
4.4.2. Observador de estado de orden completo
En el sistema físico hay variables de estado no dispo-
nibles para su medición, en concreto la única variable
que se puede medir es la posición de la bola. Para poder
aplicar el controlador diseñado se hace necesaria la adi-
ción de un observador de estado al sistema. Conociendo
la entrada, la salida y la dinámica del sistema, se puede
estimar el valor de las variables que no se pueden medir.
Los polos del observador en tiempo discreto seleccio-
nados son:
polos_obs = [ 0,2 0,2 ]
Como el sistema es observable, a partir de los polos del
observador en tiempo discreto, se puede definir la matriz
de ganancias del observador H a través de la fórmula de
Ackermann:
H =
[
1,6
8
]
4.5. Seguimiento de señales de referencia:
tracking
En este apartado se han diseñado dos controladores
para el seguimiento de señales de referencia.
Las matrices que definen el sistema de seguimiento
con control feedforward son:
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Nx =
[
1
0
]
Nu = [0]
Y las matrices que definen el sistema de seguimiento
con control integral son:
K d = [ 10,3934 1,6530 ] Ki = [1,6941] (19)
5. Simulación de los controladores
Se han realizado varias simulaciones para compro-
bar la dinámica del sistema y el funcionamiento de los
controladores diseñados. En primer lugar tenemos la res-
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Figura 5: Respuesta del sist. en lazo abierto
puesta del sistema en lazo abierto sobre la coordenada
x (figura 5), siendo igual para la coordenada y . Se veri-
fica que el sistema es inestable, pues todas las variables
de estado implicadas incrementan indefinidamente sin
alcanzar ningún punto de equilibrio.
A continuación se comprueba el funcionamiento del
controlador para regulación sobre el modelo no lineal
de la planta con y sin acoplamiento. De este modo se
verifica que la simplificación correspondiente al acopla-
miento es correcta.
La respuesta del sistema con y sin acoplamiento, para
una condición inicial de 0,3m se muestra en la figura 6.
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Figura 6: Respuesta del sist. no lineal con y sin acopla-
miento
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Figura 7: Respuesta del sist. no lineal con realimentación
estados estimados
Se aprecia que las dos respuestas son prácticamente
iguales, aunque que hay una pequeña diferencia entre
las dos causada por el término del acoplamiento. Como
esta diferencia es mínima se concluye que la simplifi-
cación del acoplamiento no implica introducir un error
excesivo en el sistema y que se puede tratar el sistema
completo como dos subsistemas independientes.
También se verifica el comportamiento del controla-
dor del sistema con realimentación de estados observa-
dos. La respuesta del sistema para una condición inicial
de la posición de la bola de 0,3m se muestra en la figura
7.
Por último, se presenta la respuesta del sistema de
tracking con control feedforward a una señal de referen-
cia de onda cuadrada.
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Figura 8: Respuesta del sist. no lineal con tracking feed-
forward
6. Proceso de la generación de códi-
go y juego de pruebas
Esta sección se divide en dos subsecciones que pre-
sentan el proceso de generación automática de código
mediante la herramienta E4Coder y el conjunto de prue-
bas experimentales llevadas a cabo para validar los con-
troladores diseñados.
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Figura 9: Diagrama de bloques principal del sistema bola-
plato para E4Coder
Figura 10: Primer paso en la generación de codigo me-
diante E4Coder
6.1. Proceso de generación automática de
código
La generación automática de código mediante
E4Coder empieza en el diagrama de bloques de Scicos
que se desee implementar, por ejemplo el de la figura 9,
seleccionando el bloque CG USER PREF y entrando en
el menú E4Coder Code Generator del menú de Scicos.
Este bloque almacena las preferencias del proceso de
generación de código.
La primera ventana una vez empezado el proceso de
generación de código (figura 10) permite configurar los
parámetro globales para la generación:
Project name: El nombre del proyecto.
Output directory: La ruta de la carpeta donde se
generará el código.
Scope: Indica el tipo de generación se llevará a cabo,
del diagrama de bloques entero o de subbloques en
el mismo diagrama. Project type: Permite seleccio-
nar el entorno de ejecución de destino. Las posibili-
dades son como librería, para producir código sin
referencias a tareas o a sistemas operativos (cuando
se selecciona este tipo de proyecto, los pasos 2 y 3
se eluden), o para el sistema operativo OSEK/VDX
de Erika Enterprise, Linux o Windows.
En el siguiente paso (figura 11) se definen las tareas
del proceso, pudiendo añadir y/o editar tareas. Hay que
tener en cuenta que añadir tareas solamente se permite
cuando la generación de código es sobre subbloques. Los
parámetros que se pueden modificar en este panel son:
Task name: el nombre de la tarea.
Task period: el periodo de ejecución de la tarea.
Task priority: la prioridad de ejecución de la tarea.
Task offset: el tiempo inicial después del cual la tarea
empezará a ejecutarse.
En la misma pantalla también hay disponible un me-
nú para configurar diferentes opciones del compilador
en función del sistema operativo seleccionado en el pri-
mer paso.
Figura 11: Segundo paso en la generación de código me-
diante E4Coder
El tercer paso (figura 12) presenta los diferentes dis-
positivos de destino disponibles y el mapeo entre los
bloques de entrada y salida del diagrama de bloques con
los periféricos del dispositivo elegido.
Figura 12: Tercer paso en la generación de código me-
diante E4Coder
El cuarto paso en el proceso de generación automática
de código es el de configuración de símbolos para perso-
nalizar el nombre de las variables del código a generar
(figura 14).
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Figura 14: Cuarto paso en la generación automática de
código mediante E4Coder
Por último, el paso adicional para la generación de
código de subbloques se muestra en la figura 15. Esta
ventana permite habilitar y deshabilitar los diferentes
subbloques para la generación de código y relacionarlos
con las tareas definidas en el sistema.
Una vez hechos todos los pasos, E4Coder genera au-
tomáticamente el código C para controlar el sistema y
también lo compila, obteniendo el fichero ejecutable
para descargar en el dispositivo de destino.
6.2. Juego de pruebas
Todos los diseños empiezan desde el diagrama de pri-
mer nivel de la figura 9, en el que hay un subbloque
llamado “ball & plate”, dentro del cual se implementan
los controladores diseñados, y el bloque del reloj del sis-
tema que provee el tiempo de muestreo para el resto del
sistema.
El diagrama de bloques completo del controlador para
la generación de código se muestra en la figura 13. En
este esquema se pueden ver dos líneas de control, una
para la coordenada x y otra para la coordenada y del
movimiento.
Empezando por la izquierda, el primer bloque corres-
Figura 15: Paso adicional en la generación automática
de código mediante E4Coder
ponde al periférico de la pantalla táctil de la maqueta
bola-plato. Este bloque adquiere la posición de la bola y
provee las dos coordenadas de la posición al sistema de
control. Los siguientes dos bloques realizan una conver-
sión de entero a real y la conversión de la posición de la
bola de píxels a metros. El siguiente bloque realiza una
función de filtrado para disminuir el ruido de la señal de
posición adquirida.
El bloque “Controller & Observer” implementa tanto
el control como el observador. Los dos últimos bloques
realizan la conversión de radianes a grados y una co-
rrección del ángulo del plato debida a la morfología del
sistema.
6.3. Resultados
De los diferentes sistemas de control implementados,
las dos pruebas de regulación funcionan perfectamente,
la bola se estabiliza en el centro del plato, y el sistema de
tracking sigue las trayectorias satisfactoriamente.
Lamentablemente la herramienta de generación auto-
mática de código E4Coder no permite aún la incorpora-
ción a de bloques de comunicación entre el dispositivo
de destino y un PC, como podrían ser bloques de comu-
Figura 13: Diagrama de bloques completo del sistema bola-plato con observador para E4Coder
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nicación UDP o RS-232, y no se pueden mostrar gráficas
que verifiquen el comportamiento.
No obstante, en la url <https://drive.google.com/
folderview?id=0B0ch3ct-2603eXpfdFRnelFGSmM&usp=
sharing>, hay disponibles para su consulta algunos
vídeos del comportamiento del sistema.
7. Conclusiones
A continuación se presentan las conclusiones que se
han producido en la realización de este proyecto.
Se ha cumplido el objetivo principal de este proyec-
to, controlar el sistema bola-plato utilizando herra-
mientas de generación automática de código y a
partir de técnicas de control no lineal.
Se ha visto que el modelo completo de la planta del
sistema bola-plato no es apropiado para la maque-
ta Amazing ball. En función de las características
físicas de los actuadores se debe adaptar el modelo
para obtener la señal de control apropiada.
Se ha demostrado que la aproximación lineal alrede-
dor de un punto de equilibrio para la aplicación de
técnicas de control lineal es válida para el sistema
bola-plato.
En este proyecto se ha mostrado el proceso de di-
seño de controladores mediante herramientas de
generación de código. Se ha comprobado que este
tipo de tecnología ofrece herramientas potentes y
flexibles que facilitan en gran medida el diseño y la
evaluación de sistemas de control embebidos.
La herramienta de generación de código E4Coder
utilizada en este trabajo, es una herramienta nueva
que aún está bajo desarrollo y que presenta ciertas
limitaciones. Estas limitaciones, como puede ser el
impedimento del uso de matrices en los modelos
para E4Coder, han ralentizado en gran medida el
avance de este proyecto.
Se ha constatado que poner en marcha el sistema
de generación automática de código requiere una
gran curva de aprendizaje. Por lo tanto, este proceso
aportará abundantes beneficios en el caso de rea-
lizar diseño de sistemas de control empotrados de
gran complejidad o en el caso la realización de gran
variedad de diseños.
A raíz de las conclusiones obtenidas, se proponen las
líneas futuras líneas de trabajo siguiente:
La aplicación de otras técnicas de control sobre la
maqueta del sistema bola-plato, como puede ser
el control basado en Lyapunov o la linealización
exacta por realimentación de estados.
La utilización de otros generadores de código con
funcionalidades para sistemas de tiempo real, pa-
ra comparar diferentes herramientas de la misma
clase sobre una única aplicación. De este modo se
pueden comparar resultados así como la facilidad
de uso, las opciones de generación de código, el
código, etc. obtenido, etc.
Continuar trabajando con la herramienta E4Coder
a medida que aparecen en el mercado nuevas ver-
siones, pudiendo así comprobar si incluye nuevas
utilidades que faciliten el uso del programador.
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