The software process landscape is rich in complexity and many alternative software development approaches have emerged over the past 40 years. However, no single software development approach is universally implemented and it seems likely that no single approach can be universally useful. One of the primary reasons that no single approach is universally useful is that no two software development settings are identical. We have assembled a team of recognized academics, who together with industrial collaborators, plan to map the complex world of software processes with the context of software development projects. The results of our initial mapping efforts, reported in this paper, demonstrate that although there are challenges in an undertaking such as this, the outcomes are potentially of considerable value to both software researchers and practitioners.
Introduction
When compared with some of the more established engineering disciplines, it has been claimed that the profession of software engineering can be considered to be in its youth [1] . However, arguments to the contrary also exist: that the practice of software development may already be quite mature [2] , and that software engineering may not be a true engineering discipline at all [3] . Whether software development is or is not a true engineering discipline may for many practitioners represent an academic debate. In practice, software development is beset with many challenges and constraints. The variety of problems to which software is proposed as a solution is very broad, and the tooling and materials employed in software development are constantly evolving.
Nonetheless, many general models and frameworks for software development have been published, and some of these approaches have proven to be beneficial.
Owing to the rich variety of software development settings (for example: the nature of the application being developed, team size, requirements volatility), the implementation of a set of practices for software development may be quite different from one setting to another. Process capability and maturity frameworks (CMFs), such as CMMI-DEV [4] and ISO/IEC 15504 [5] , recognize that different implementations of software processes are possible and provide mechanisms for assessing any given implementation. Furthermore, CMFs also provide a roadmap for process improvement. However, evidence of the benefits of CMFs is predominately restricted to larger organisations [6], [7] . Limited evidence of the benefits of CMFs for smaller software development settings also exists [8-10]. However, it has been suggested that such approaches may not be suited to the needs of small software development organizations -and it would appear that in practice, smaller organizations tend not to adopt CMFs.
Together with other so-called traditional approaches, such as Quality Management Standards (e.g. ISO-9001), CMFs have been criticized for being overly restrictive (or heavy) in terms of their ability to support the innovative and speculative nature of software development [11] . As a result, the Agile Manifesto [12] was devised as an alternative philosophy to developing software, addressing some of the limitations of traditional approaches. In particular, the agile manifesto emphasizes the need for working software over extensive documentation, while also promoting the frequent delivery of smaller usable features rather than waiting a long time to deliver a single large system. A number of agile software development approaches, generally termed agile methodologies, have been developed [13] , [14] . Furthermore, published studies have demonstrated the benefits of adopting an agile software development approach, including increased productivity, improved time to market [15] and reduced code defect densities [16] . While the advent of agile methodologies has delivered benefits to software development initiatives, it has also been noted that the general philosophy may suffer from a number of limitations. For example, it has been argued that agile development methodologies may require a very skilled software developer, a premium developer [17] , and that some approaches place an impractical demand on customer collaboration [18] .
The preceding paragraphs describe just a small subset of the approaches to software development (herein termed Improvement Reference Models (IRMs)) that have been proposed over the past few decades. And despite the benefits of each individual approach, no single approach has been universally adopted. Rather, software development projects and organizations appear to choose a base model that works for them, thereafter adapting and changing their specific processes to address their own specific needs [19] . Therefore, the basic requirement of a software development process is that it "should fit the needs of the project" [20] . Although it is relatively straightforward to understand that a software development process should
