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Abstrakt
Předmětem této práce je návrh a implementace aplikace pro systém Android, která zachy-
tává respektive monitoruje DNS síťový provoz a také umožňuje načítat PCAP soubory.
Nezávisle na vstupu poskytuje možnost přehledně zobrazit data jednotlivých paketů síťo-
vého provozu. Zachycená data mohou být ukládána a to do PCAP souboru, který lze později
pomocí této aplikace otevřít.
Abstract
Subject of this thesis is design and implementation of aplication for Android system that
captures and monitors DNS network traffic and also allows to load PCAP files. Indepen-
dently of input this application gives the option to clearly show data of individual network
traffic packets. Captured data could be also saved to PCAP files, these can be later opened
with this application.
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Kapitola 1
Úvod
Zachytávání a monitoring provozu je velmi důležitou součástí práce se síťovou infrastruk-
turou. Na základě zachycených dat, lze síť optimalizovat, ladit a ověřovat její bezpečnost.
Na poli osobních počítačů jsou aplikace umožňující zachytávání a monitoring sítě velmi
rozšířené. Zvyšující se technologická úroveň mobilních zařízení ovšem umožnuje vývoj to-
hoto typu aplikací i na mobilní platformě. Tento trend přináší možnost provádět základní
analýzu síťového provozu i za pomoci telefonu. Jediným požadavkem je možnost zařízení
připojit se k síťi (u mobilních zařízení výhradně pomocí technologie Wi-Fi).
Tématem této práce je právě vývoj mobilní aplikace pro zachytávání a monitoring se
zaměřením na protokol DNS. Protokol DNS představuje důležitou součást
”
běžné“ síťové
komunikace. Prohlížení webového obsahu, odesílání elektronické pošty, to a mnohé další jsou
klasické příklady síťové komunikace, která zpravidla při svém fungování využívá protokolu
DNS.
Síťová komunikace protokolu DNS je poměrně obsáhlá a tak byl hlavní důraz při vývoji
této aplikace kladen na přehlednost a srozumitelné zobrazení velkého množství informací.
Tato snaha byla také velmi ovlivněna velikostí a rozlišením displejů, které jsou u mobilních
zařízení násobně menší jak u osobních počítačů.
Mobilní zařízení podobně jako osobní počítače mohou mít různé operační systémy. Tato
aplikace je vyvíjena pro operační systém Android respektive pro zařízení tento systém
využívající.
Kapitola 2. se zabývá teoretickým popisem architektury a protokolu systému DNS. V ka-
pitole číslo 3 je nastíněn návrh aplikace a jeho opodstatnění. Je popsána logická struktura
aplikace a vnitřní datová organizace zpracovaných PCAP souborů. Následuje 4 kapitola je-
jíž hlavní obsah je tvořen popisem samotné implementace aplikace. V závěru této kapitoly
je popsán způsob testování aplikace a je zde také obsaženo pojednání o dalších možnostech
vývoje. Poslední částí této práce je kapitola 5, která bilancuje a hodnotí proces tvorby
výsledné aplikace.
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Kapitola 2
Domain Name System (DNS)
Hlavním cílem mé práce je zachytávání a monitoring Domain Name System[1, str. 235] (dále
DNS) provozu. DNS je celosvětově distribuovaná databáze, která slouží k překladu IP[8]
adres na doménová jména a nazpět, a to na základě stejnojmenného protokolu (protokol
DNS[5]) a hierarchické sítě DNS serverů.
2.1 Architektura DNS
Jmenný prostor sítě internet je rozdělen do tzn. domén, tedy skupin jmen, které k sobě
logicky patří (např. vutbr.cz). V rámci domény je možná existence tzn. subdomén, jedná se
o další specifikaci doménového jména (např. fit.vutbr.cz). Ovšem vzhledem k architektuře
DNS systému je důležitější existence DNS zón, jenž vyjadřují část jmenného prostoru,
kterou
”
spravuje“ jeden server. To znamená, že je nezávislá na členění do domén (může
obsahovat více domén nebo jen část jedné domény).
Přes pojem DNS zóna se dostáváme k samotné architektuře DNS systému, která je
tvořena 2 základními prvky, klient DNS (resolver) a server DNS (name server).
2.2 Klient DNS
Klient DNS respektive
”
resolver“ se zabývá překladem IP adres a doménových jmen (rezo-
luce viz 2.3). Hlavní funkčnost spočívá ve formulaci konkrétního dotazu, který je odeslán
na DNS server.
2.3 Rezoluce DNS dotazů
Rezolucí [1, str. 241] nazýváme proces hledání odpovědi. Rezoluce začíná odesláním dotazu
na DNS server. Další postup se liší podle typu dotazu. Rozlišujeme 2 typy dotazů:
• Rekurzivní dotaz - Server přijme dotaz a musí na něj nalézt odpověď, pokud není
server autoritativní pro danou doménu, musí se rekurzivně dotazovat dalších serverů.
Pokud nelze autoritativní odpověď nalézt je navrácena chyba.
• Iterativní dotaz - Server přijme dotaz a odpoví
”
nejlépe“ jak umí. Klient buď přijme
autoritativní odpověď anebo dostává seznam serverů, které jsou k dotazované doméně
nejblíže a musí jim sám odeslat nový dotaz.
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2.4 Server DNS
Server systému DNS respektive
”
name server“ uchovává data z prostoru doménových jmen
(neboli zónu). Jeho hlavním úkolem je odpovídat na dotazy DNS klienta. Podle uložených
dat rozlišujeme více druhů DNS serverů:
• Primární - Udržuje data o své zóně.
• Sekundární - Kopíruje data primárního serveru a slouží jako jakási alternativa pokud
je například primární server vytížený.
• Caching only - Na rozdíl od primárního a sekundárního serveru neposkytuje auto-
ritativní odpovědi, ale
”
pouze“ ukládá DNS data, která jím prochází.
• Root name - V principu stejný jako primární server, ale uchovává záznamy o root
doméně (např.
”
.cz“,
”
.com“).
2.5 Typy záznamů
Veškeré informace na DNS serverech jsou uloženy v podobě tzn. zdrojových vět (Resource
records RR) DNS [5]. Všechny zdrojové věty mají jednotný formát:
• NAME - Doménové jméno.
• TYPE - Typ záznamu (viz. 2.1).
• CLASS - Třída věty (
”
IN“ - internet, CH - chaos, HS - hesoid).
• TTL - Doba (v sekundách) po kterou je záznam platný.
• RDLENGTH - 16 bitové číslo definující délku pole RDATA.
• RDATA - Data ve tvaru řetězce, které nemají předem definovanou délku a specifický
formát.
Typ záznamu Obsah pole RDATA
A IPv4 adresa.
NS Doménové jméno autoritativního serveru pro danou doménu.
CNAME Doménové jméno jako synonymum k NAME.
SOA Uvození DNS zóny.
PTR Doménové jméno (využíván pro reverzní překlad).
MX 16 bitové pole s preferencí a za ním následující doménové
jméno mailového serveru.
TXT Textový řetězec obsahující popis.
AAAA IPv6 adresa.
Tabulka 2.1: Základní typy zdrojových vět.
V praxi je nutné rozlišovat řádově více typů zdrojových vět, zde jsou však uvedeny
pouze typy
”
základní“, respektive nejčastěji se vyskytující při sítové komunikaci.
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2.6 Protokol DNS
Služba DNS pracuje na základě jednoduchého protokolu, a tím je protokol DNS. Tento
protokol je postaven na principu zasílání dotazů a příjmu odpovědí na základě zaslaných
dotazů. Jedná se o protokol aplikační vrstvy, z čehož vyplívá, že přenos samotných paketů
mu zajišťuje vrstva transportní. Konkrétně 2 transportní protokoly TCP[9] (Transmission
Control Protocol) a UDP[7] (User Datagram Protocol), a to s tím specifikem, že dotaz
i odpověď jsou vždy přenášeny stejným protokolem.
Protokol UDP je využíván pro přenos běžných dotazů, zatímco TCP je využit při pře-
nosu dat o zóně, v rámci komunikace mezi servery. Délka UDP paketu je omezena na pevně
danou velikost 512B. Ne všechny odpovědi se musí do této omezené velikosti vlézt. Z tohoto
důvodu existuje možnost umístit do paketu protokolu UDP část dat, která nepřesahuje ve-
likost 512B a zbývající data odeslat pomocí protokolu TCP. Tato situace je signalizována
pomocí nastavení hodnoty bitu TC(Truncated) v záhlaví paketu na log. 1.
2.6.1 DNS query
DNS query[1, str. 272] je elementární částí protokolu DNS. Poskytuje množinu základ-
ních operací pro získávání informací z DNS serverů. Tudíž je využíván především v rámci
komunikace
”
klient-server“, nejčastěji při tzn. rezoluci (viz 2.3).
Formát DNS paketu
Dotaz i odpověď používá jednotný formát paketu. Paket vždy obsahuje záhlaví (header),
ale může obsahovat až 4 další sekce.
Záhlaví DNS paketu má pevně definovanou velikost i strukturu. Jeho velikost je 12B.
První 2B slouží pro uložení identifikátoru zprávy, jenž slouží pro párování dotazu s odpovědí.
Další 2B obsahují řídící bity, které popisují parametry DNS paketu. Na základě řídících
bitů, lze například určit, zda se jedná o odpověď, resp. dotaz, informací je ovšem obsaženo
mnohem více (viz A.1).
Dále se v záhlaví nacházejí čtyři pole o velikosti 2B, obsahující počet vět v sekcích, které
následují za záhlavím. Konkrétně se jedná o:
• QDCOUNT - Počet vět dotazu.
• ANCOUNT - Počet vět odpovědi.
• NSCOUNT - Počet vět sekce, obsahující odkazy na autoritativní jmenné servery.
• ARCOUNT - Počet vět doplňujících informací.
Sekce dotazu
DNS dotazy (DNS query) obsahují pouze sekci dotazu (QDCOUNT = 1). Ta obsahuje 3
pole:
• QNAME - Obsahuje doménové jméno.
• QTYPE - Specifikuje typ dotazu, ten úzce souvisí s typy RR záznamů (viz. 2.2).
• QCLASS - Třída dotazu (pro potřeby této práce je relevantní pouze hodnota 1, tzn.
internet).
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Typ Číselná hodnota Význam
A 1 Požadavek na získání IPv4 adresy.
NS 2 Požadavek na získání autoritativních name serverů.
CNAME 5 Požadavek na získání věty CNAME.
SOA 6 Požadavek na získání věty SOA.
PTR 12 Požadavek na získání PTR věty.
MX 15 Požadavek na získání věty MX.
TXT 16 Požadavek na získání TXT věty.
AAAA[11] 28 Požadavek na získání IPv6 adresy.
* 255 Požadavek na získání všech vět.
Tabulka 2.2: Typy dotazů.
Obdobně jako u tabulky základních zdrojových typů, jsou zde uvedeny pouze ty nejob-
vyklejší typy dotazů.
Sekce odpovědi
Vedle záhlaví a zopakované sekce dotazu, paket odpovědi obsahuje další 3 sekce, které
v sobě uchovávají data, specifická pro odpověď. Což ovšem neznamená pouze odpověď na
konkrétní
”
požadavek“ DNS dotazu, ale i dodatečná a mnohdy pro rezoluci velmi důležitá
data.
• Sekce autoritativních serverů obsahuje jména name serverů, která jsou uvedena
ve větách NS.
• Sekce doplňkových údajů obsahuje adresy autoritativních jmenných serverů.
• Sekce odpovědi obsahuje data požadovaná dotazem.
V těchto sekcích se nacházejí pouze RR záznamy různých typů, jejichž formát byl již
dříve popsán (viz. 2.5). Počet těchto záznamů může být libovolný a je uveden v hlavičce
(viz 2.6.1).
2.6.2 DNS update
DNS update[13] je část DNS protokolu jejímž hlavním významem je vzdálená úprava/edi-
tace DNS serveru. Obsahuje množinu operací, která umožnuje upravovat záznamy v DNS
databázi. Zde je výčet možných operací:
• Přidání jedné nebo více vět do zónového souboru.
• Zrušení jedné nebo více vět ze zónového souboru.
• Nelze ovšem vytvářet nové zóny, zóny lze pouze upravovat.
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2.6.3 DNS notify
DNS notify[12] pakety protokolu DNS slouží k informování slave serverů1 o změně dat
v zóně. Tyto pakety jsou využívány pouze při komunikaci mezi DNS servery a snižují dobu,
po kterou jsou data na slave serveru nekonzistentní (změna není provedena až po vypršení
platnosti záznamů na slave serveru, ale bezprostředně po přijetí zprávy DNS notify).
Skutečnost, že se jedná o Notify paket, značí nastavení typu zprávy (Opcode) na NO-
TIFY (hodnota 4). Pro paket DNS notify nejsou využita všechna pole, ta která nejsou
využita, musí být nulována (naplněna binárními nulami). Mezi využitá pole patří NAME,
CLASS, TYPE a RDATA změněných vět v zóně.
2.6.4 Komprese DNS paketu
Za účelem zmenšení objemu DNS paketů je využita komprese, pracující na principu nahra-
zení opakujících se doménových jmen pouze jedním výskytem doménového jména. Násle-
dující výskyty tohoto doménového jména obsahují pouze referenci na první výskyt. Výskyt
komprese u doménového jména lze zjistit na základě přítomnosti log. 1 v úvodních 2 bitech
doménového jména [5, viz 4.1.4.].
2.7 Soubor PCAP
Obrázek 2.1: Struktura PCAP souboru.
Data odchycených paketů jsou uchována v souborech formátu
”
PCAP“. PCAP soubory
vždy začínají globálním záhlavím, které je následováno 0 až n záznamy pro každý odchycený
paket (viz 2.1). Zpracování těchto souborů je jednou z hlavních naplní této práce, a proto
je důležité seznámit se s jejich strukturou.
2.7.1 Globální záhlaví
Globální záhlaví obsahuje obecné informace o PCAP souboru, skládá se z 6 polí:
• Pole magic number slouží k detekci formátu souboru a řazení bajtů v něm.
• Pole version major/version minor slouží k označení verze souboru.
• Pole thiszone obsahuje údaj o posunu času v sekundách oproti UTC 2.
• Pole sigfigs obsahuje údaj o přesnosti časového razítka (praxí je nastavit toto pole
na hodnotu 0).
• Pole snaplen obsahuje údaj o maximální velikost zachycených dat.
• Pole network typ hlavičky linkové vrstvy.
1 Slave server, je typ DNS serveru, který sám neprovádí překlad, ale posílá požadavek na překlad svému
Forwarderu (server, který pro něj překlad provádí).
2UTC neboli Coordinated Universal Time je standardizované časové pásmo, vzhledem k němuž se počítá
časový posun v různých časových zónách.
7
2.7.2 Záhlaví paketu
Každý odchycený paket začíná hlavičkou, která má tento formát:
• Pole ts sec obsahuje časové razítko, neboli čas kdy byl paket zachycen.
• Pole ts usec obsahuje časový údaj v mikrosekundách, kdy byl paket zachycen.
• Pole incl len obsahuje údaj o počtu zachycených Bajtů paketu.
• Pole orig len obsahuje údaj o
”
opravdové“ velikosti paketu, tak jak byl fyzicky ob-
sažen na síti.
2.7.3 Data paketu
Bezprostředně za záhlavím paketu následují samotná data paketu, která mají velikost danou
polem incl len. Data jsou uložena v původní binární podobě a nejsou nijak měněna.
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Kapitola 3
Návrh aplikace
Tato kapitola pojednává o návrhu aplikace a popisuje
”
motivaci“ za návrhem jednotlivých
prvků. Je popsán nejen koncept struktury aplikace, ale také grafického uživatelského roz-
hraní (dále GUI). Zmíněn je i návrh vnitřní datové reprezentace klíčových prvků aplikace.
3.1 Požadovaná funkčnost aplikace
Výsledná aplikace musí zajištovat tuto funkčnost, resp. splňovat tyto požadavky:
• Načtení externích PCAP souborů.
• Zachytávání sítového DNS provozu.
• Možnost uložení zachyceného sítového provozu do PCAP souboru.
• Přehledné zobrazení načtených/zachycených paketů.
• Zobrazení původní binární reprezentace paketu v přehledné formě.
3.2 Návrh struktury aplikace
Vzhledem k rozsahu aplikace, bylo nutné vymezit určité logické bloky, které ve vzájemné
spolupráci zajištují požadovanou funkčnost aplikace.
Aplikace je jasně rozdělena na 3 hlavní části a to: grafické uživatelské rozhraní (3.1
obdélníky modré barvy), zpracování/zachycení PCAP souboru (3.1 obdélníky žluté barvy)
a poslední speciální část pro ukládání zachyceného DNS sítového provozu (3.1 obdélník
zelené barvy).
Tyto části jsou dále děleny na dílčí logické bloky a jejich vzájemná interakce tvoří životní
cyklus aplikace.
3.3 Zpracování PCAP souboru a zachytávání sítové provozu
Základní myšlenkou této části je návrh univerzálního parseru PCAP souboru, který lze
použít nezávisle na tom, zdali byl načten PCAP soubor z paměti nebo zachycen sítový
provoz. Tento parser má pevně definované vstupní rozhraní, jímž je libovolný PCAP soubor
obsahující pakety protokolu DNS. Z toho vyplývá, že i při odchytávání síťového provozu, je
na
”
pozadí“ ukládán dočasný PCAP soubor, který je poté parserem zpracován.
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Obrázek 3.1: Životní cyklus aplikace.
3.3.1 Návrh datové reprezentace zpracovaného PCAP souboru
Výstupem parseru jsou data s pevně danou strukturou, což umožnuje efektivní práci při
jejich zobrazování.
Obrázek 3.2: Návrh organizace dat.
Hlavní jednotkou, po které lze dělit data PCAP souboru je jeden paket (viz 2.7). Z této
skutečnosti vychází návrh datové reprezentace, jejímž základem je pole uchovávající pa-
kety. Jednotlivé položky pole se odkazují na konkrétní objekt paketu, jehož data jsou dále
strukturována.
Objekt paketu přímo obsahuje atributy hlavičky a dotazu. Problém nastává při uložení
sekce odpovědi, sekce autoritativních serverů a sekce doplňkových údajů. V těchto sekcích
je možný výskyt více než jedné položky, což brání v možnosti přímého uložení v rámci
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objektu paketu.
Struktura sekce odpovědi, autoritativních serverů a doplňkových údajů je totožná, tudíž
bude návrh jejich datové organizace nastíněn na příkladu sekce odpovědi.
Obrázek 3.3: Návrh organizace dat sekce odpovědi.
Odpovědi jsou organizovány do pole, jehož položky odkazují na konkrétní objekty od-
povědi. Ty přímo obsahují data odpovědi uložená ve svých atributech s jednou výjimkou a
tou je položka RDATA (viz 2.5).
Položka RDATA není uložena v rámci odpovědi, ale je obsažena ve specifickém objektu a
to z důvodu, výskytu různých struktur této položky. Na základě typu odpovědi je vytvořen
(instanciován) vhodný objekt pro uložení položky RDATA.
Obrázek 3.4: Struktura záznamů SOA a MX.
Jako názorný příklad může sloužit rozdílná struktura položky RDATA DNS odpovědi
typu SOA (start of a zone of authority)[4, str. 65] a MX (mail exchange)[4, str. 108].
3.3.2 Zachytávání sítového provozu
Pro zachytávání sítového provozu využívám paketového analyzéru TCPDUMP [6, str. 219],
který pracuje jako aplikace příkazové řádky. Tento analyzátor je šířen pod
”
svobodnou“
BSD licencí [3] a tudíž je jeho použití v této aplikaci přijatelné. Jeho spouštění je, ovšem
možné pouze s právy super uživatele z toho vyplývá, že pro možnost zachytávání je nutné,
aby měl uživatel na svém zařízení možnost tato práva poskytnout.
TCPDUMP poskytuje širokou škálu možností filtrování síťového provozu což umožnuje
zachytávat pouze pakety, které jsou z hlediska této aplikace
”
zajímavé“, tedy pakety DNS
komunikace. Dále je možné definovat počet paketů, které mají být zachyceny. Pomocí této
vlastnosti je možné limitovat maximální možný počet zachycených paketů a předejít tak
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zahlcení a praktické nepoužitelnosti aplikace (zobrazení řádově stovek a více paketů je sice
možné, ale značně nepřehledné a uživatelsky nepřívětivé).
3.4 Grafické uživatelské rozhraní
Návrh GUI, představoval veliké úskalí a byl v rámci návrhu celé aplikace zásadní. Je totiž
nutné co nejpřehledněji zobrazit veliké kvantum informací a přitom jimi uživatele nezahltit
a umožnit mu se v nich rychle zorientovat. Nejen z tohoto důvodu, je GUI rozděleno na 3
stěžejní části.
3.4.1 Úvodní menu
Tato část GUI je zobrazena po spuštění aplikace a slouží
”
pouze“ jako jakýsi rozcestník.
Uživatel zde může volit mezi těmito nabídkami:
1. Načtení externích PCAP souborů z paměti.
2. Zachycení sítového DNS provozu.
3. Uložení zachyceného sítového provozu do PCAP souboru.
Při zvolení 2. a 3. nabídky může uživatel pomocí posuvníku ovlivnit počet paketů, které
budou zachytávány. Během samotného procesu zachytávání je zobrazen tzn.
”
spinner“,
který uživatele informuje o probíhající události.
V rámci úvodního menu je v případech načtení a uložení PCAP souboru nutné zobrazit
dialog, umožňující uživateli vytvořit nový soubor, popřípadě najít existující soubor ve stro-
mové struktuře souborového systému. K tomu je využita externí knihovna aFileDialog 1,
která je šířena pod licencí
”
GNU Lesser GPL“ [3].
3.4.2 Seznam paketů
Při zobrazování PCAP souboru je zásadní snadná navigace mezi jednotlivými pakety. Právě
k tomu slouží seznam paketů, který zobrazuje pouze základní informace jako Ip adresa a
port příjemce respektive odesílatele, dále také obsahuje pořadové číslo, které je v rámci
zobrazení PCAP souboru pevně spjato s daným paketem. Jednotlivé položky seznamu jsou
barevně odlišeny pro vyšší přehlednost.
Aplikace počítá i s větším počtem paketů, jejichž seznam by se nevlezl na
”
jednu
obrazovku“, tudíž se lze v rámci seznamu posunovat neboli
”
scrollovat“. Po zvolení kon-
krétní položky seznamu je otevřen detail zvoleného paketu.
3.4.3 Detailní zobrazení paketu
Jak již název napovídá detailní zobrazení paketu se stará o zobrazení jednotlivých paketů a
všech jejich zachycených dat. Jednotlivá data jsou přehledně zobrazena a to jak v původní
binární reprezentaci tak převedená do pro uživatele
”
čitelné“ podoby. Příkladem může být
zobrazení doménového jména jako řetězce, ale i jako sekvence binárních dat v hexadecimální
podobě. Jednotlivá zobrazená data jsou doplněna o popis a jsou rozdělena do sekcí podle
toho, do které částí DNS paketu patří (např. hlavička, dotaz, atp.).
1https://code.google.com/p/afiledialog/
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Mezi jednotlivými pakety je možné se přepínat a to i za pomoci návratu na seznam
paketů (viz 3.4.2).
3.5 Uložení PCAP souboru
Pro úplnost je nutné uvést poslední dílčí část návrhu aplikace a tou je
”
uložení PCAP
souboru“. Tato část aplikace má jediný úkol a to, uložit načtená data PCAP souboru
v binární podobě do nového souboru. K uložení respektive vytvoření souboru jsou využity
standardní vstupně/výstupní operace.
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Kapitola 4
Implementace a vyhodnocení
Tato kapitola popisuje jednotlivé fáze vývoje a implementace. Aplikace je implementována
v programovacím jazyce Java SE 7 a jazyce C (je využita možnost spouštění nativního kódu
”
JNI“). Implementace probíhala na operačních systémech Windows 8 a Linux (distribuce
Ubuntu 13.10
”
Saucy Salamander“).
4.1 Struktura aplikace
Implementační struktura aplikace pevně navazuje na návrh a co nejpřesněji
”
kopíruje“
předem navrženou strukturu. Jelikož je aplikace vyvíjena pro platformu Android, je vhodné
strukturu aplikace popsat na klasických a nezbytných prvcích aplikací této platformy.
4.1.1 Aktivity
Aktivita [2, str. 83] je speciální druh třídy aplikací na platformě Android, která obsahuje
tzn. pohledy (speciální případ aktivity bez pohledu se nazývá služba). Pohled [2, str. 93]
umožnuje definovat vzhled grafického uživatelského rozhraní jednotlivých aktivit nebo jejich
částí. Následuje seznam aktivit této aplikace.
• Main.java - Stará se obsluhu grafických prvků úvodního menu a na základě uživa-
telského vstupu volá příslušné metody a aktivity.
• DisplayPacketList.java - Tvoří seznam načtených paketů a po kliknutí na kon-
krétní záznam seznamu volá aktivitu zobrazující detail paketu.
• DisplayParsedData.java - Tato aktivita detailně zobrazuje data jednotlivých pa-
ketů.
• MyListAdapter.java - Adaptér seznamu paketů. Určuje hodnotu a vzhled jednotli-
vých položek seznamu.
4.1.2 Třídy
Dále je uveden seznam tříd, které nejsou přímo propojeny s GUI:
• Parser.java - Načítá PCAP soubor, zpracuje jej a uloží veškerá data do objektu
třídy
”
Packet“.
14
• Packet.java - Slouží pro ukládání dat jednotlivých paketů a poskytuje sadu metod
pro přístup k nim.
• MX.java, SOA.java, adt. - Skupina tříd sloužících pro uložení specifických struktur
položky RDATA (viz 2.5).
4.1.3 Android Manifest
Jako každá aplikace na platformě Android i tato aplikace obsahuje v kořenové složce soubor
AndroidManifest.xml [2, str. 62]. Jak již přípona souboru napovídá, jedná se o soubor ve
formátu XML, který definuje základní vlastnosti aplikace, jako jsou podporované verze
systému Android, seznam aktivit aplikace a mnohé další.
4.2 Zpracování PCAP souboru
Tato část implementace je uvedena jako první záměrně a to z důvodu, že na rozdíl od zbytku
aplikace je naprogramována v jazyce C. Hlavním důvodem je nutnost práce s knihovnou
Libpcap, která je knihovnou jazyka C.
4.2.1 Java Native Interface
Java Native Interface (dále JNI)[10] vytváří rozhraní, které umožňuje koexistenci a spo-
lupráci kódu běžícím na virtuálním stroji Javy a nativního kódu naspaného v jazyce C
(v obecné rovině nejen v něm, ale pro účely naší aplikace se jednalo pouze o jazyk C). Díky
JNI bylo možné využít knihovnu Libpcap, která nabízí celou škálu funkcí a struktur pro
práci s PCAP soubory.
4.2.2 Deklarace nativní metody
public native int openFi l e ( S t r ing f i l ename , int type , int actPacket ) ;
Listing 4.1: Deklarace nativní metody.
Program napsaný v jazyce C vystupuje v Java kódu aplikace jako metoda určité třídy.
V našem případě se jedná o metodu třídy
”
Parser“. Metoda je pouze deklarována, neobsa-
huje tělo, to se nachází až v kódu programu jazyka C.
4.2.3 Soubory nativního kódu
Všechny soubory nativního kódu se nachází ve složce
”
jni“, která je součástí kořenové složky
aplikace. V případě této aplikace obsahuje 3 soubory:
• Android.mk Slouží, jako tzn.
”
makefile“ pomocí kterého lze nativní kód překládat.
Jsou zde uvedeny zdrojové soubory, připojené knihovny (libpcap) i to, že samotný
program vystupuje jako sdílená knihovna.
• com spurny dnssniffer Parser.h Definuje rozhraní sdílené knihovny, tzn. jaké pa-
rametry budou předány nativnímu kódu, dále určuje jazyk, ve kterém je nativní kód
zapsán (c/c++).
• com spurny dnssniffer Parser.c Obsahuje kód nativní části této aplikace zapsaný
v jazyce C.
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4.2.4 Načtení souboru
Nyní se dostáváme k samotné implementaci nativního kódu. Před zpracováním PCAP sou-
boru jej bylo nutné otevřít, k tomu byla využita stadardní fukce fopen(filename) (jméno
souboru, je předáno jako jeden z paramatrů nativního kódu). Aby bylo soubor možné tímto
způsobem otevřít, musí aplikace vyžádat práva pro provádění vstupně/výstupních operací.
<uses−permis s ion android:name="android.permission.READ_EXTERNAL_STORAGE" />
<uses−permis s ion android:name="android.permission.WRITE_EXTERNAL_STORAGE" />
Listing 4.2: Vyžádání práv pro V/V operace.
A to vložením výše uvedených klauzulí (4.2) do souboru AndroidManifest.xml (viz
4.1.3).
4.2.5 Načtení paketu
Při prvním volání nativního kódu dochází k vyhodnocení počtu paketů, tento počet je poté
vrácen jako návratová hodnota. Každé další volání nativního kódu je prováděno v cyklu
pro každý paket zvlášť. To znamená, že jsou jednotlivé pakety zpracovávány odděleně. Tuto
konstrukci bylo nutné zavést, kvůli omezením JNI, která se projevovala při načítání většího
množství paketů v jednom
”
běhu“ nativního kódu.
/∗ nas taven i handleru ∗/
i f ( ( handle = p c a p f o p e n o f f l i n e ( pf , e r rbu f ) ) == NULL ) { return EHAND; }
/∗ Zpracovani paketu , k t e r e se nachaze j i v˜pcap souboru ∗/
while ( packet = pcap next ( handle ,& header ) ) {
i f ( type == 0) {
/∗ Poc i tad l o paketu ∗/
numberOfPackets++; continue ;
} else {
/∗ Preskoceni na a k t u a l n i pake t ∗/
i f ( actPacket != 0) { actPacket−−; continue ; }
}
. . .
}
/∗ uzavren i handleru ∗/
pc ap c l o s e ( handle ) ;
Listing 4.3: Načítání jednotlivých paketů.
Tento úsek kódu ukazuje, jak byla implementována výše uvedená konstrukce na straně
nativního kódu. Pokud je hodnota proměnné type (jedná se o parametr předaný do nativ-
ního kódu) rovna nule, cyklus načítající pakety pouze vyhodnocuje jejich počet a neprovádí,
žádný další výpočet, či zpracování. Při nastavení jakékoliv jiné hodnoty v proměnné type,
dojde k
”
přeskočení“ na aktuální paket (jeho pozice je udána parametrem actPacket). Ten
je následně zpracováván.
K načtení jednoho paketu je využita funkce knihovny Libpcap pcap_next(handle,&header).
Parametr handle obsahuje takzvaný
”
handler“, jenž je nezbytný pro načtení paketu. Pa-
rametr &header slouží jako ukazatel na hlavičku načteného paketu. A v proměnné packet
jsou po načtení uložena samotná binární data paketu.
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4.2.6 Základní zpracování paketu
V nativním kódu je prováděno pouze základní zpracování paketu. Ethernetová hlavička je
ignorována a nezpracovávají se její data, jsou pro účely této aplikace nepotřebná. Data
Ip hlavičky jsou získána přetypováním určitého úseku binárních dat na datovou strukturu
odpovídající reálné struktuře Ip hlavičky. Podobný postup je uplatněný i při zpracování
UDP hlavičky. Údaje z těchto hlaviček, které nás
”
zajímají“ jsou čísla portů a Ip adresy.
A to jak odesílatele, tak příjemce. Zbytek může být pro účely této aplikace ignorován.
Následují pouze samotná binární data paketu, která jsou uchována v proměnné datového
typu *u_char (v našem případě se jedná o pole Bajtů). Další zpracování resp. parsování
v rámci nativního kódu neprobíhá.
Veškerá data, jsou předána mimo nativní kód k dalšímu zpracování.
4.2.7 Předání zpracovaných dat
Data zpracovaná v nativní metodě je nutné
”
vrátit“ do kódu jazyka Java. Pomocí návratové
hodnoty by to bylo komplikované (potřeba předat více proměnných). Řešení se naskýtá
v možnosti volat metody jazyka Java z nativního kódu.
j o b j e c t addPacket (JNIEnv ∗env , j o b j e c t obj ) {
j c l a s s p a r s e r c l a s s = (∗ env )−>GetObjectClass ( env , obj ) ;
jmethodID add = (∗ env )−>GetMethodID ( env , p a r s e r c l a s s , "addPacketToArray" ,
"()Lcom/spurny/dnssniffer/Packet;" ) ;
return (∗ env )−>CallObjectMethod ( env , obj , add ) ;
}
Listing 4.4: Tvorba nového objektu třídy packet.
Po zpracování paketu je z nativního kódu volána metoda
”
addPacketToArray“ třídy
”
Parser“. Ta vytvoří nový objekt třídy packet, zařadí jej do pole již zachycených paketů a
vrací ukazatel na daný objekt viz 4.4.
Na obdobném principu funguje i naplnění tohoto objektu daty získanými v nativním
kódu. Jsou volány metody jazyka Java, třídy
”
Packet“, které slouží pro naplnění instančních
proměnných hodnotami. Tímto způsobem jsou
”
odeslány“ Ip adresy, čísla portů a binární
data paketu.
4.3 Parsování paketu
Parsování paketu implementuje třída
”
Parser“ (dále pouze Parser). Konstruktor této třídy
obsahuje veškerou implementaci pro úplné zpracování PCAP souboru. Tudíž při tvorbě
instance této třídy (volání konstruktoru) je PCAP soubor načten, rozparsován a veškerá
načtená data jsou uložena jako pole objektů třídy
”
Packet“. Pokud je PCAP soubor chybný,
neexistuje, nebo nastane jiná chyba, je při inicializaci vyvolána výjimka.
Jako první je volána nativní metoda openFile, která zajistí tvorbu pole objektů třídy
”
Packet“ (viz 4.2.7). Tyto objekty mají většinu instančních proměnných nedefinovaných.
Nativní kód inicializoval pouze atributy Ip adres, portů a atribut binární reprezentace dat
paketu. Naplnění dalších instančních proměnných objektů třídy
”
Packet“ provádí právě
Parser. Ten pracuje pouze s načtenými binárními daty jednotlivých paketů a na základě
jejich rozparsování
”
naplňuje“ nedefinované instanční proměnné.
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Implementace parsování není nijak složitá, ale spíše velice repetitivní. Tudíž další popis
implementace parseru bude koncipován jako přehled klíčových částí implementace.
4.3.1 Převody datových reprezentací
Při parsování paketů, jsou klíčovými operacemi převody mezi různými datovými repre-
zentacemi. Data paketu jsou uložena jako pole Bajtů, tuto reprezentaci považujeme jako
výchozí.
• K převodu pole bajtů na řetězec
”
obsahující“ jednotlivé bity (bity jsou reprezentovány
jako znaky
”
0“ a
”
1“), slouží metoda toBinary.
• Převod z pole bajtů na numerickou hodnotu je využita statická metoda jazyka JAVA
Integer.parseInt v kombinaci s metodou toBinary.
• Pro převod z pole Bajtů na řetězec je třeba vytvořit nový řetězec s nastaveným
kódováním na
”
UTF-8“. Tento převod v praxi vypadá následovně:
string = new String(byteField,
’’
UTF-8‘‘);
4.3.2 Zpracování doménového jména
Převod z binární na textovou reprezentaci u doménového jména je nejčastější
”
operace“ při
parsování DNS paketů.
V Parseru se o tento převod stará metoda DNSDomainName. Prvním úskalím tohoto
převodu je formát binární reprezentace doménového jména, které je zapsáno jako
”
x0 < string > . . . xn−1 < string > xn“, kde ”xn“ značí délku následujícího řetězce. Např.
doménové jméno
”
fit.vutbr.cz“ bude zapsáno jako
”
3fit5vutbr2cz0“. Z tohoto důvodu nelze
použít klasickou konverzi z binární reprezentace na řetězec.
Namísto toho metoda DNSDomainName obsahuje cyklus, v kterém je nejprve zjištěna
délka následujícího řetězce a poté je daný řetězec převeden z binární formy. Pokud je délka
následujícího řetězce nulová, cyklus je ukončen a je navráceno načtené doménové jméno
společně s jeho pozicí v paketu (navrácení dvou hodnot vyžaduje existenci pomocné třídy
”
DomainName“, která umožnuje vytvářet objekty obsahující 2 atributy a to doménové
jméno a pozici v paketu).
Pozici v paketu je nutné vracet kvůli druhému úskalí při převodu doménové jména. Tím
úskalím je komprese doménových jmen v rámci DNS paketu (viz 2.6.4). Pokud je binární
hodnota délky následujícího řetězce doménové jména po převodu do desítkové soustavy větší
jak 192, značí to, že došlo ke kompresi. Pozici doménového jména lze vyčíst z posledních
14 bitů prvních 2 Bajtů doménového jména.
Pokud byla zjištěna komprese, je rekurzivně volána metoda DNSDomainName s nově na-
stavenou pozicí doménového jména v binární reprezentaci DNS paketu.
4.3.3 Zpracování položky RDATA
Každá zdrojová věta obsahuje položku RDATA (viz 2.5), která uchovává data dané věty.
O zpracování a uložení položek RDATA se stará metoda parseRdata, která musí imple-
mentovat zpracování různých typů těchto položek.
Nejprve je na základě typu záznamu zdrojové věty (viz 2.5) určeno jakým způsobem má
být konkrétní položka RDATA zpracována, poté je nutné data zpracované položky uložit.
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Uložení položek RDATA je ovšem z důvodů rozdílné struktury problematické. Výhodné
by bylo tyto položky uložit v rámci jednoho pole, což je ovšem zdánlivě nemožné, právě
díky rozdílné struktuře (například IP adresa je uložena jako samostatný řetězec, zatímco
položka typu SOA je uložena v rámci objektu třídy
”
SOA“).
Řešením je zavedení pole objektů třídy
”
Object“ (toto pole se nachází v rámci třídy
”
Packet“). Třída
”
Object“ je předkem všech tříd jazyka JAVA i těch uživatelsky definova-
ných, díky této vlastnosti, je možné v tomto poli uchovat jakýkoliv objekt a to i objekty
různých tříd zároveň.
4.4 Implementace úvodního menu
O implementaci úvodního menu se stará aktivita Main (Main.java) jejíž pohled tvoří roz-
vržení(layout) main.xml. GUI resp. pohled (view) této aktivity obsahuje pouze 3 tlačítka a
jeden posuvník (seek bar). Pro obsluhu tlačítek a posuvníku, je nutné
”
zaregistrovat“ tak-
zvané obslužné metody, které jsou volány po provedení určité akce (např. kliknutí, změna
hodnoty, atp.). Další text bude pojednávat právě o implementaci těchto obslužných metod.
4.4.1 Otevření PCAP souboru
Tlačítko pro otevření PCAP souboru má jako svou obslužnou metodu zaregistrovánu me-
todu openFile, která je volána po kliknutí na toto tlačítko.
Tato metoda musí nejprve od uživatele získat název souboru, který má být otevřen.
K tomu je využita již dříve zmíněná externí knihovna aFileDialog (viz 3.4.1).
In tent i n t e n t = new In tent ( this , F i l eChoose rAct iv i ty . class ) ;
/∗ Povolene pripony souboru ∗/
i n t e n t . putExtra ( F i l eChoose rAct iv i ty . INPUT REGEX FILTER, ".*cap|.*pcap" ) ;
this . s t a r t A c t i v i t y F o r R e s u l t ( intent , 0) ;
Listing 4.5: Spuštění aktivity externí knihovny aFileDialog.
Výše uvedený kód ukazuje způsob spuštění aktivity externí knihovny aFileDialog,
která slouží pro nalezení jména respektive cesty k souboru.
Na platformě Android se obecně nové aktivity spouštějí pomocí tzn.
”
intentu“. Intent
umožnuje předat aktivitě i hodnoty určitých proměnných a to pomocí metody putExtra,
jejímiž parametry jsou unikátní název reprezentující předávanou hodnotu a samotná hod-
nota. Jakmile je intent vytvořen je možné pomocí něj spustit novou aktivitu.
Poté co uživatel vybere požadovaný soubor s povolenou příponou (
”
*.cap“ nebo
”
*.pcap“),
je volána metoda onActivityResult (volání je vnitřně zajištěno aktivitou knihovny aFileDialog).
Tato metoda má již k dispozici úplnou cestu zvoleného souboru. V tomto místě imple-
mentace je volána aktivita DisplayPacketList pro zobrazení seznamu načtených paketů.
Volané aktivitě je předán řetězec obsahující cestu k souboru.
4.4.2 Zachytávání sítového provozu
Zbývající 2 tlačítka úvodního menu mají společnou obslužnou metodu capturePcap. Jak
již z jejího názvu vyplívá, základní funkčností této metody je zachytávání sítového provozu.
K tomu je využita konzolová aplikace TCPDUMP (viz 3.3.2).
Jelikož zachytávání DNS sítového provozu probíhá předem neznámou dobu, je nutné
metodu obstarávající zachytávání volat v novém vláknu, které je vyčleněno z normálního
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životního cyklu aplikace. Tento postup zajistí, nemožnost neúmyslného přerušení odchytá-
vání při změně stavu aplikace (například přechod do stavu
”
pauzy“ po přepnutí do jiné
aplikace).
Metoda callComandLine zajištuje zápis příkazů do příkazové řádky a umožnuje tak
spouštění aplikace TCPDUMP.
Process p roce s s = Runtime . getRuntime ( ) . exec ("su" ) ;
Listing 4.6: Vyžádání práv
”
super uživatele“.
Před samotným spuštěním zachytávání je nutné vyžádat potřebná práva
”
super uživatele“.
Bez nichž nelze spouštět aplikaci TCPDUMP. Poté co jsou práva aplikaci přidělena, je volána
příkazová řádka.
DataOutputStream os = new DataOutputStream ( proce s s . getOutputStream ( ) ) ;
/∗ p r i k a z k t e r y posi lam na pr ikazovou radku ∗/
St r ing command = "/system/xbin/tcpdump -c " + packetsToCaputure + "-s 0 -w"
+ Environment . ge tExte rna lS to rageDi r ec to ry ( ) + "/temp/dnssniffer_temp_file.cap
port 53" ;
/∗ Zapis pr i kazu ∗/
os . wr i teBytes (command + "\n" ) ;
Listing 4.7: Zápis příkazu do příkazové řádky.
Výše uvedený úryvek kódu ukazuje způsob zápisu příkazu do příkazové řádky. Hlavní
částí, je tvorba samotného příkazu. Ten se skládá z těchto prvků:
• /system/xbin/tcpdump - Cesta k aplikaci TCPDUMP.
• -c packetsToCaputure - Pomocí přepínače -c lze nastavit počet paketů, které mají
být zachyceny. Tento počet je uchován v rámci atributu packetsToCaputure, ten
obsahuje vždy hodnotu danou aktuální pozicí posuvníku úvodního menu.
• -s 0 Nastavení maximální velikosti zachyceného souboru na defaultní hodnotu (veli-
kost 65535b).
• -w <cesta> Hodnota tohoto přepínače určuje místo v souborovém systému, kde má
být uložen výsledný PCAP soubor. Ten je ukládán do složky určené pro dočasné
soubory.
• port 53 Tento parametr značí, že chceme zachytávat pouze DNS provoz (číslo portu
DNS služby je 53).
Zatímco probíhá zachytávání paketů, je pomocí příkazu process.waitFor() další vy-
konávání programu spuštěného vlákna pozastaveno. Tento stav přetrvává do doby než je
zachytávání sítového DNS provozu dokončeno. Poté
”
běh“ vlákna končí a je provedena
jedna z následujících operací:
• Pokud byla metoda capturePcap zavolána po kliknutí na tlačítko
”
Capture from
network“ je spuštěna aktivita DisplayPacketList. A pomocí intentu je jí
”
odeslána“
cesta k dočasně uloženému souboru.
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• V opačném případě je nutné zachycená data DNS provozu uložit do souboru na místo
určené uživatelem. Výběr souboru a načtení jeho názvu a cesty k němu, probíhá
obdobně jako u
”
Otevření PCAP souboru“ (viz 4.4.1) s tím rozdílem, že je povo-
lena možnost vytvářet nové soubory. Poté co je znám cíl uložení odchyceného PCAP
souboru dojde k jeho vyjmutí ze složky
”
Temp“ a přesunutí na zadanou pozici v sou-
borovém systému.
Obrázek 4.1: Nalevo zobrazen tzn.
”
spinner“ značící průběh zachytávání. Vpravo
”
toast“
informující o dokončení zachytávání.
Nedílnou součástí zachytávání sítového provozu je i vizualizace
”
stavu“ aplikace. V době
kdy je aplikace ve stavu zachytávání (běží vlákno metody callComandLine) je zobrazen tzn.
”
spinner“. Jehož součástí je také tlačítko umožňující zastavit probíhající zachytávání a to
pomocí odeslání přerušení běžícímu vláknu, které na něj zareaguje zastavením své činnosti.
Poté, co je zachytávání úspěšně dokončeno je zobrazena zpráva o tom, že byly DNS
pakety zachyceny. Tato zpráva je implementována jako tzn.
”
Toast“, to je obdélníkový
objekt obsahující text. Jehož významnou vlastností je, že se vždy zobrazí, i když je volán
z aplikace, která není na popředí.
4.5 Zobrazení seznamu paketů
Ať již po načtení z paměti či zachycení je známa cesta k PCAP souboru. Nyní je nutné tento
soubor zpracovat a to tak, že je vytvořen objekt třídy
”
Parser“ a konstruktoru je předána
cesta k souboru (viz 4.3). V tuto chvíli máme přístup k poli objektů třídy
”
Packet“. Právě
přehledné zobrazení těchto paketů, je hlavním cílem aktivity DisplayPacketList, která
bude popsána v této kapitole.
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Pohled (view) této aktivity je tvořen lineárním rozložením, které obsahuje seznam neboli
”
list view“.
<Pořadové č í s l o> . From: <ip adresa o d e s í l a t e l e>/<port o d e s í l a t e l e> \n
To: <ip adresa př í j emce>/<port př í j emce>
Listing 4.8: Formát řetězce položky seznamu.
Položky tohoto seznamu je nutné
”
naplnit“ hodnotami. Za tímto účelem je vytvořeno pole
řetězců, které obsahuje řetězce o výše uvedeném formátu (viz 4.9). Položky seznamu lze
naplnit hodnotami z tohoto pole pomocí takzvaného Adaptéru.
4.5.1 Adaptér ”MyListAdapter“
Pomocí
”
defaultního“ adaptéru platformy Android lze naplnit položky listu na základě
pole řetězců, ale toto řešení již neumožnuje implementovat žádná další rozšíření. Za účelem
přehlednosti aplikace je vhodné jednotlivé řádky seznamu barevně odlišit a právě z tohoto
důvodu bylo nutné implementovat adaptér MyListAdapter.
Ten položky seznamu naplní hodnotami a ještě podle toho zdali se jedná o sudý nebo
lichý řádek, nastaví tomuto řádku příslušnou barvu.
4.5.2 Přechod na detailní zobrazení Paketu
Položky seznamu paketů mají podobně jako tlačítka úvodního menu přidělenu obsluž-
nou metodu, která je volána při kliknutí na danou položku. Tato metoda se jmenuje
onItemClick a jako jeden ze svých parametrů obdrží, index položky, na kterou bylo klik-
nuto. Tento parametr je klíčový při volání aktivity DisplayParsedData (ta slouží pro de-
tailní zobrazení konkrétního paketu), je jí předán a určuje jaký paket má být zobrazen.
4.6 Detailní zobrazení paketů
Aktivita DisplayParsedData se stará o detailní zobrazení DNS paketů. Jedná se o nej-
rozsáhlejší a nejkomplexnější aktivitu. Jejímž hlavním cílem je přehledně zobrazit všechna
zpracovaná data. Přesněji řečeno, zobrazit data uložená v objektech třídy
”
Packet“.
4.6.1 Změna aktuálně zobrazeného paketu
Přepínání mezi zobrazeními jednotlivých paketů bylo implementováno pomocí takzvaných
”
karet“. Využití karet v této aplikaci ovšem není standardní. Klasicky se rozhraní využíva-
jící karty skládá z 2 dílčích částí:
• Seznam karet - Jedná se o seznam, který se v rámci GUI dané aktivity nachází na
nejvyšší pozici a umožnuje přepínání mezi jednotlivými kartami.
• Obsah karet - Obsah karty jak již název napovídá, může obsahovat jakékoliv další
rozhraní respektive obsah. Při změně karty se mění i obsah.
Tato aktivita využívá pouze seznam karet a obsah karet je schovaný, není využit.
Hlavní myšlenkou této implementace je zachování vysoké efektivity při zobrazování velkého
množství dat. Nejlépe lze toto řešení opodstatnit a popsat na příkladu. Při vyšším počtu
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paketů, které je nutné zobrazit se vícenásobně negeneruje stejný pohled obsahu karty, ale
tento pohled je pouze jeden a při změně karty jsou do něj pouze dosazena data odpovídající
zvolené kartě.
Generování seznamu karet
Seznam karet je nutné dynamicky generovat, protože dopředu není znám počet paketů, které
budou zachyceny respektive načteny z PCAP souboru. Kód implementující tuto
”
operaci“
se nachází přímo v metodě
”
onCreate“ tudíž je zaručeno, že budou karty vygenerovány při
startu aktivity. Každé kartě je nutné povinně přiřadit tyto tři vlastnosti:
• Identifikátor - Každá karta musí mít unikátní identifikátor, pod kterým v rámci
programu aplikace vystupuje.
• Obsah karty - Jak již bylo uvedeno, obsah karet není využit. Tudíž je kartám přiřazen
”
prázdný“ pohled.
• Popis karty - Aby bylo možné jednotlivé karty od sebe odlišit a jednoduše určit
jejich obsah. Mají vygenerované karty nastaven popisek tohoto formátu:
<pořadové číslo>. <dotaz/odpověď> Typ: <typ dotazu>.
Reakce na změnu karty
Při změně karty se musí zobrazit i odpovídající obsah. Při standardním využití karet by
bylo toto chování implicitní. Z důvodů specifické práce s kartami v této aktivitě, máme
k dispozici pouze jeden pohled reprezentující obsah karty. Při změně karty do něj musí být
dosazeny odpovídající hodnoty.
tabs . setOnTabChangedListener (new OnTabChangeListener ( ) {
pub l i c void onTabChanged ( St r ing tabId ) {
/∗ metoda s t a r a j i c i se o zobrazen i zvo leneho paketu ∗/
d i sp layPacket ( tabId ) ;
}
}) ;
Listing 4.9: Obslužná metoda změny karty.
K zjištění zdali došlo ke změně karty je využit objekt třídy OnTabChangedListener.
Reakce na změnu karty je obsažena v metodě onTabChanged, která jako parametr příjme
identifikátor karty na kterou uživatel kliknul. O zobrazení samotného paketu se pak stará
metoda displayPacket, která na základě předaného identifikátoru dokáže určit, který paket
má být zobrazen.
4.6.2 Zobrazení paketu
Zobrazení obsahu konkrétního paketu zajištuje metoda displayPacket ta pracuje v ná-
vaznosti na pohled activity_display_parsed_data, jenž obsahuje definici grafického roz-
vržení.
Obsah karty je organizován pomocí takzvaného tabulkového rozložení (table layout),
které má 2 sloupce. Jednotlivé řádky tabulky obsahují:
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• Oddělovač sekce - Dílčí sekce DNS dotazu jsou odděleny
”
nadpisem“ dané sekce.
Jedná se se textové pole (TextView), které zasahuje do obou sloupců tabulky. Přesahu
přes oba sloupce tabulky je docíleno pomocí klauzule android:layout_span=’2’
v definici textového pole.
• Zobrazení hodnoty - Zobrazení hodnoty je implementováno pomocí 2 textových polí.
První zobrazuje význam hodnoty, např.
”
id“,
”
type“,
”
class“ a následující obsahuje
konkrétní hodnotu.
• Seznam karet - DNS sekce odpovědi, autoritativních serverů a doplňkových údajů
může obsahovat více položek, mezi nimiž je nutné mít možnost přepínat. Je zde vyu-
žita obdobná implementace jako u změny aktuálně zobrazeného paketu (viz 4.6.1).
• Nadpis zobrazení binárních dat - Podobně jako oddělovač sekce je tento řádek
tabulky tvořen textovým polem zasahujícím přes oba sloupce tabulky. Jeho významem
je
”
uvození“ zobrazení binárních dat.
• Zobrazení binárních dat - Binární data uložená jako pole bajtů jsou nejprve pře-
vedena do hexadecimální řetězcové formy pomocí metody bytesToHex. Poté jsou zob-
razena v jediném textovém poli zasahujícím přes celý řádek tabulky.
4.6.3 Zobrazení binární reprezentace
Při kliknutí na libovolnou hodnotu je vyznačena její binární reprezentatace.
Zvýraznění textu
Barevné zvýraznění řetězce nebo jeho části implementuje metoda addFontStyle. Ta od-
straní původní řetězec v textovém poli kde je hodnota uchována, uloží si jeho hodnotu a
nahradí ho řetězcem upraveným.
Do uloženého řetězce jsou vloženy html značky <font color=’#21ABCD’> a </font>.
Toto řešení může působit kuriózně, ale je to velice elegantní způsob jak zvýraznit v případě
potřeby jen část řetězce. Zažitými postupy lze jednoduše ovlivnit vlastnosti celého obsahu
textového pole, ale ne jeho části.
textViewElement . setText (Html . fromHtml ( h i g h l i g h t S t r i n g ) ) ;
Listing 4.10: Zápis upraveného řetězce.
Upravený řetězec je zpátky do textového pole vložen pomocí metody setText, která je
volána v kombinaci s metodou Html.fromHtml. Ta zajistí, že budou html značky vyhodno-
ceny a bude ovlivněno formátování textu.
Reakce na kliknutí
Všechna textová pole obsahující hodnotu, musí reagovat na událost kliknutí vyvoláním
příslušné obslužné metody.
a n d r o i d : c l i c k a b l e="true"
andro id :onCl i ck="onClickMethod"
Listing 4.11: Nastavení obslužné metody.
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Výše uvedený kód ukazuje 2 klauzule pomocí, kterých je možné textovému poli zaregis-
trovat obslužnou metodu přímo v definici textového pole.
Obslužná metoda musí nejprve zjistit, zdali je v daný moment zvýrazněno nějaké jiné
textové pole v rámci stejné sekce DNS paketu. To zjistí pomocí jednoho z
”
příznaků
zvýraznění“ (jedná se o instanční proměnné aktivity DisplayParsedData, které obsahují
příznak, zdali je v dané sekci zvýrazněno jakékoliv textové pole). Pokud v dané sekci existuje
jiné zvýrazněné textové pole, musí být jeho zvýraznění zrušeno.
Před samotným zvýrazněním řetězce v textovém poli, je jeho hodnota uložena pro pří-
pad, že bude označeno jiné pole dané sekce a vznikne potřeba jeho původní hodnotu obnovit.
Nyní je volána dříve zmíněná metoda addFontStyle pomocí, které je nejdříve zvýrazněn
text samotného textového pole, v němž se hodnota nachází a poté je zvýrazněna i výseč
v textovém poli binárních dat. Velikost i pozice zvýrazněné výseče je předem známá a to
díky pevně dané struktuře DNS paketů.
4.7 Vyhodnocení a testování aplikace
Aplikace DnsSniffer byla testována v průběhu vývoje a to na fyzickém zařízení
”
Sony
Experia M“, které obsahuje systém Android 4.1.2. Ve finální fázi byla využita možnost
vývojové sady Android SDK emulovat zařízení systému Android. Díky tomu byla aplikace
otestována na virtuálních zařízeních systému Android s odlišnými verzemi tohoto systému,
ale i různými velikostmi displejů (jiná rozlišení).
Při odhalování
”
skrytých“ chyb (tzn.
”
bugů“) byla hojně využita možnost
”
debugování“
aplikace pomocí nástroje debug vývojového prostředí Eclipse. Která umožnuje zastavit
provádění kódu na jeho libovolném řádku. A posléze lze další provádění
”
krokovat“ neboli
vykonávat jednotlivé atomické operace kódu po krocích. Hlavní výhodou tohoto přístupu
k ladění aplikace, je možnost zobrazit aktuální hodnoty všech objektů a instančních pro-
měnných v libovolném místě provádění kódu.
Obrázek 4.2: Zobrazení vláken aplikace v nástroji TraceView
Během vývoje aplikace byla nutná práce s vlákny. Jejich správnou a požadovanou fun-
kčnost bylo možné testovat pomocí nástroje Traceview, který graficky zobrazuje jednotlivé
aktivity probíhající napříč všemi vlákny aplikace (viz 4.2).
4.7.1 Efektivita zpracování PCAP souboru
Jak již bylo zmíněno klíčovou operací celé aplikace je zpracování PCAP souboru. O její
vykonání se stará třída Parser. Tvorba instance této třídy (zajištuje zpracování PCAP
souboru) vystupuje, co se týče rychlosti provádění kódu aplikace jako takzvané
”
úzké hrdlo“.
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Z důvodu
”
linearity parsování“1 nelze efektivně využít možnosti zpracování pomocí více
vláken respektive více procesů. Aby byla zachována plynulost běhu aplikace, musel být kód
této operace pokud možno co nejefektivnější.
Při vývoji kódu třídy Parser bylo provedeno mnoho měření a na základě jejich výsledků
byla hledána nejoptimálnější implementace. Níže uvedený graf (viz 4.3) ukazuje finální čas
(v milisekundách), který je potřebný pro zpracování různě velikých PCAP souborů. Měření
bylo provedeno pomocí nástroje Dalvik Debug Monitor Server (DDMS) na fyzickém za-
řízení Sony Experia M.
Obrázek 4.3: Grafické zobrazení poměru počtu paketů PCAP souboru vůči času nutnému
na jejich zpracování.
Výsledný čas i při vyšším počtu paketů zůstává na přijatelné hranici, kdy je při běžném
využívání aplikace doba zpracování téměř nepostřehnutelná.
4.7.2 Možnosti vylepšení a dalšího vývoje
Hlavním směrem dalšího vývoje aplikace by mohla být podpora více protokolů síťové ko-
munikace. Tento rozvoj by ovšem vyžadoval nutnost upravit strukturu aplikace. Úprava
by zahrnovala přidání parseru daného protokolu a tvorbu pohledu, který by byl využit
při zobrazování zpracovaných dat. Základní zpracování a načtení PCAP souboru je ovšem
univerzální a při případném rozšíření o jiné protokoly by jej nebylo potřeba zásadně měnit.
Významnou oblastí pro rozvoj je další optimalizace grafického rozhraní uživatele. Delší
testování aplikace s větší skupinou uživatelů, by pravděpodobně odhalilo prostor pro zle-
pšení. A to na základě analýzy chování uživatelů při práci s grafickým rozhraním.
1Jednotlivé sekce DNS paketu nelze parsovat nezávisle na sobě, protože není dopředu známa jejich velikost
(výjimkou je hlavička DNS paketu). Bez známosti velikosti předchozí sekce nelze určit pozici, na které se
nachází začátek aktuální sekce. Toto omezení vyžaduje postupné zpracování jednotlivých sekcí.
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V současné implementaci je vyžadována přítomnost externí konzolové aplikace TCPDUMP.
Při dalším vývoji by bylo vhodné využití externí aplikace nahradit programovým řešením,
které by bylo přímou součástí aplikace. Podle dostupných zdrojů je v době, kdy byla tato
práce napsána využití programového řešení s využitím knihovny libpcap a tcpdump je ve
stádiu experimentálním. Tudíž bylo využití aplikace TCPDUMP vhodné a stabilní řešení.
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Kapitola 5
Závěr
Cílem této práce bylo vytvořit aplikaci umožňující zachytávat a monitorovat DNS síťový
provoz na platformě Android. Výsledkem implementace zadání je aplikace systému Android
s názvem DnsSniffer.
Aplikace uživateli nabízí volbu vstupu dat a umožnuje načtená popřípadě zachycená
data také ukládat. Veškerá práce se soubory využívá uživatelsky přívětivé ovládání pomocí
nabídky zobrazující složky a soubory dané úrovně souborového systému. Prvním z možných
vstupů je PCAP soubor obsahující data služby DNS. Druhá možnost je přímé zachytávání
DNS síťového provozu.
Výstupem aplikace je strukturované grafické zobrazení zpracovaných dat s popisem je-
jich významu. Grafické zpracování aplikace se snaží o co nejvyšší přehlednost a pohodlnost
při práci. Důraz je kladen na snadné rozlišení jednotlivých položek a možnost co nejlepší
orientace mezi jednotlivými pakety při zobrazování jejich většího množství. S tím je spojena
implementace 2 druhů zobrazení zpracovaného vstupu. Těmi jsou zobrazení seznamu paketů
a detailní zobrazení paketu.
Mimo grafické zobrazení je také možné zachycená data ukládat to souboru. Uložený
soubor je plně kompatibilní s touto aplikací, ale lze jej také otevřít ve všech aplikacích
podporujících soubory formátu PCAP.
Práce na této aplikaci byla velmi přínosnou zkušeností, obnášela nutnost
”
ovládat“
programovací jazyky Java a C, dále také značkovací jazyk XML, který sloužil k definici
GUI aplikace. Požadavek na znalost více programovacích jazyků nebyl jediným přínosem.
I relativně značný rozsah aplikace byl novou zkušeností, která obnášena nutnost navrhnout
strukturu aplikace před samotným programováním. Důležitou část vývoje aplikace tvořila
implementace GUI a právě interakce GUI s aplikačním kódem mi
”
odhalila“ nové principy
při vývoji aplikací.
Využití knihovny libpcap vyžadovalo kross-kompilaci pro platformu Android i tato
kompilace byla novou zkušeností, která dále rozšířila mé povědomí o existenci různých
platforem a možnosti přenosu kódu mezi nimi.
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Dodatek A
Tabulka řídících bitů DNS hlavičky
Pole Velikost (b) Význam a hodnoty
QR 1 Určuje zda-li je zpráva dotaz či odpověď.
0 - dotaz
1 - odpověď
Opcode 4 Typ otázky.
0 - standardní otázka
1 - inverzní otázka
2 - otázka na status
4 - notify otázka
5 - update otázka
AA 1 Určuje zda-li je odpověď autoritativní nebo neautoritativní.
0 - neautoritativní odpověď
1 - autoritativní odpověď
TC 1 Došlo k oříznutí odpovědi na 512B.
0 - odpověď nebyla oříznuta
1 - odpověď byla oříznuta
RD 1 Nastavení zda-li je požadován rekurzivní překlad.
0 - rekurzivní překlad není požadován
1 - rekurzivní překlad je požadován
RA 1 Server oznamuje zda-li rekurzivní překlad podporuje.
0 - rekurzivní překlad není podporován
1 - rekurzivní překlad je podporován
Z 3 Rezervováno pro budoucí použití.
Nedefinováno.
Rcode 4 Výsledkový kód odpovědi.
0 - Bez chyby
1 - Chyba ve formátu dotazu.
2 - Server neumí odpovědět.
3 - Jméno z dotazu neexistuje (negativní odpověď).
4 - Server nepodporuje tento typ dotazu.
5 - Server odmítá odpovědět.
Tabulka A.1: Řídící bity záhlaví DNS paketu.
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Dodatek B
Obsah CD
app_source Složka obsahující zdrojové kódy aplikace.
examples Složka obsahující ukázkové PCAP soubory.
thesis Složka obsahující text práce a jeho zdrojové soubory.
dnssniffer.apk Instalační soubor aplikace Dnssniffer.
readme.pdf Pdf obsahující návod k instalaci a ovládání aplikace.
tcpdump Soubor konzolové aplikace TCPDUMP.
Tabulka B.1: Obsah přiloženého CD.
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Dodatek C
Instalace a návod k ovládání
aplikace Dnssniffer
C.1 Instalace aplikace
Prvním důležitým krokem je instalace konzolové aplikace TCPDUMP, která je nezbytná pro
korektní běh aplikace. Tato instalace je krokově popsána v následujícím seznamu:
1. Stáhnutí a instalace aplikací BusyBox1 a TerminalEmulator2 z obchodu
”
Google
Play“. Obě aplikace jsou bezplatné.
2. Překopírování souboru tcpdump, který se nachází na přiloženém CD, do vnitřního
uložiště telefonu.
3. Otevření aplikace Terminal emulator a zadání následujících příkazů:
• Su - Vyžádání práv
”
super uživatele“.
• mount -o remount, rw /system - Změna práv pro práci se složkou \system.
• cp <cesta>/tcpdump /system/xbin - Překopírování souboru tcpdump do sys-
témové složky. Část příkazu zaznačenou jako <cesta> je nutné nahradit cestou
k souboru tcpdump na konkrétním zařízení (typicky se jedná o /sdcard/).
• chmod 777 tcpdump - Nastavení práv souboru tcpdump.
Po dokončení instalace konzolové aplikace TCPDUMP je možné naistalovat samotnou apli-
kaci Dnssniffer. Na přiloženém CD se nachází soubor dnssniffer.apk po jehož otevření
na telefonu se aplikace nainstaluje.
1https://play.google.com/store/apps/details?id=stericson.busybox
2https://play.google.com/store/apps/details?id=jackpal.androidterm
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C.2 Ovládání aplikace
Po spuštění aplikace je zobrazeno hlavní menu, ve kterém je možné volit ze tří nabídek a
pomocí posuvníku ovlivňovat počet zachycených paketů.
C.2.1 Otevření PCAP souboru
Obrázek C.1: Výběr souboru.
Po kliknutí na první tlačítko úvodního menu s popisem Open PCAP from a File je
zobrazen seznam umožňující vybrat soubor pro otevření.
Obrázek C.2: Nalevo seznam zachycených paketů. Napravo chybové hlášení.
Výběr konkrétního soboru vyvolá zobrazení seznamu Paketů, které daný PCAP soubor
obsahoval. Pokud byl otevřen soubor, který není validním PCAP souborem obsahujícím
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DNS pakety je zobrazeno chybové hlášení a aplikace se
”
vrací“ zpátky do úvodního menu.
V případě, že bylo načtení PCAP souboru úspěšné a byl zobrazen seznam načtených
paketů. Kliknutí na libovolnou položku seznamu vyvolá detailní zobrazení zvoleného paketu.
Obrázek C.3: Detailní zobrazení paketu.
Jednotlivé prvky detailního zobrazení PCAP souboru jsou nastíněny na obrázku (C.8)
obsahujícím číselné body, na něž se odkazuje následující seznam:
1. Posuvná nabídka sloužící ke změně aktuálně zobrazeného paketu.
2. Jednotlivé sekce paketu jsou odděleny a zároveň předznamenány nadpisem.
3. Při
”
poklepnutí“ na hodnotu libovolné položky, je tato položka vybrána.
4. Pokud je některá položka vybrána, jsou její data vyznačena v hexadecimální repre-
zentaci původních binárních dat dané sekce.
5. Obsahuje vyznačené bity, v rámci 2B binární reprezentace tzn.
”
řídících bitů“ hla-
vičky.
6. Sekce odpovědi, autoritativních serverů a doplňkových údajů, může obsahovat více
položek. Pomocí posuvné nabídky, lze mezi jednotlivými položkami přepínat.
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C.2.2 Zachycení sítového provozu
Po klinutí na druhé (PCAP from a Network) respektive třetí (Capture and safe PCAP file)
tlačítko úvodního menu je v případě, že je mobilní zařízení připojeno k libovolné síti pomocí
Wi-Fi, zahájeno zachytávání sítového provozu. Počet paketů k zachycení je možné měnit
pomocí posuvníku v úvodním menu.
Obrázek C.4: Nalevo dialog upozorňující na neexistující připojení. Napravo ukázka nabídky
nastavení telefonu.
Pokud připojení neexistuje je uživatel vyzván pomocí dialogu k jeho vytvoření. Po-
kud zvolí možnost
”
Settings“ je zobrazena nabídka nastavení telefonu. Volba možnosti
”
Cancel“ ukončuje zachytávání.
Obrázek C.5: Zobrazení spinneru.
Průběh úspěšně spuštěného zachytávání je signalizován pomocí tzn. spinneru. Ten ob-
sahuje tlačítko umožňující zachytávání kdykoliv zastavit. Během zachytávání je možné apli-
kaci minimalizovat a přejít například do webového prohlížeče a načítáním WWW stránek
generovat DNS síťový provoz.
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Obrázek C.6: Dokončené zachytávání.
O dokončení zachytávání aplikace informuje pomocí
”
vyskakovací“ zprávy (tzn. Toast),
která je zobrazena i v případě, že samotná aplikace Dnssniffer je minimalizována.
Po dokončení zachytávání sítového provozu je na základě tlačítka, které bylo zmáčknuto
v úvodním menu vyvolána jedna ze dvou
”
akcí“. První z nich je zobrazení zachyceného
provozu. Ovládání aplikace v tomto případě je naprosto totožné s již popsaným zobrazením
PCAP souboru.
Obrázek C.7: Nalevo výběr souboru. Napravo tvorba nového souboru.
Druhou situaci představuje volba uživatele zachycená data uložit do PCAP souboru. Po
dokončení zachytávání je zobrazen seznam souborů umožňující vybrat soubor pro uložení
popřípadě nový soubor vytvořit.
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C.2.3 Uložení zobrazovaného PCAP souboru
Obrázek C.8: Alternativní možnost uložení PCAP souboru.
Aplikace umožnuje uložit PCAP soubor, nejen pomocí volby v hlavním menu. Pokud je
zachycený respektive otevřený PCAP soubor
”
zobrazován“, je možnost ho pomocí nabídky
v kontextovém menu uložit.
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