Abstract-Some areas in computer science are characterized by a shared base structure for data artifacts (e.g., list, table, tree, graph, model), and dedicated languages for transforming this structure. We observe that in several of these languages it is possible to identify a clear correspondence between some elements in the transformation code and the output they generate. Conversely given an element in an output artifact it is often possible to immediately trace the transformation parts that are responsible for its creation.
I. INTRODUCTION
Different areas in computer science study the representation of information by a shared base data structure. Example of well-known structures are trees in program transformation, tables in databases, models in model-driven engineering. Academia and industry have proposed, for each one of such structures, dedicated transformation languages, with the promise of facilitating development and maintenance of transformation code.
Since the main objective of transformation programs is the construction of the target artifact, the relation between program elements and produced target elements has primary importance. In some cases (e.g., in template-based transformation languages [1] ) the language fosters an explicit correspondence between the structure of the code and the structure of the resulting target artifact. In other cases the transformation code organization mirrors the structure of the output schema. For instance some rule-based model transformation languages are characterized by target-oriented rule organization [1] , with one rule for each target element type and rules nested according to the containment hierarchy in the target artifact (e.g., if the target metamodel has an A element in which B elements can be nested, then the rule for creating As will contain the rule for creating Bs). Finally, rule-based languages like ATL [2] exhibit a fine-grained correspondence between output elements and program expressions: given a property of the target model it is always possible to identify the source code expression (i.e., in an ATL binding) that is responsible for its computation.
While some correspondence between transformation elements and output elements can be observed across several other kinds of transformation languages, the exact meaning and granularity of this correspondence can greatly vary from one language to another. In this paper we provide the formal definition of a cross-language property, which we name additivity, that aims to give a formal underpinning to this intuitive correspondence. This forms a base which should simplify the development of some new formal results on languages with additivity. In defining additivity for a language we abstract from the full semantics of its constructs but we focus on the relation between code elements and output elements. The underlying idea is that if a program construct is fully responsible for the creation of an output element, then the program obtained by removing that construct will not produce that element.
In the following we first provide a formal and abstract definition of additivity (Sec. II), and we give an overview of its possible uses in practice (Sec. III). We exemplify additivity on a first model transformation language (Sec. IV). Then we elaborate the details and implications of our definition (Sec. V). We provide a full formal instantiation of these concepts on a second example (Sec. VI). In Sec. VII we briefly discuss examples of additivity in other languages. We conclude the paper by comparing with related work (Sec. VIII) and drawing final conclusions (Sec. IX).
Note that an application of additivity, that we illustrate in the paragraph entitled "Partial Translation" in Sec. III, is described in detail in Hidaka and Tisi [3] (currently under review). In [3] the additivity of a language is just assumed and not thoroughly reasoned about as we do in the present paper. The focus in [3] is on showing how to interoperate unidirectional transformation languages with bidirectional transformation languages in two different technical spaces and to formally show wellbehavedness of the integrated system.
II. ADDITIVITY IN A NUTSHELL
Intuitively, we talk of additivity when, by "cutting-out" a certain part of a program, we obtain a subprogram that generates a suboutput of the original program. Of course the removed part cannot be arbitrary. In this section we introduce the basic formal definitions for additivity, and delay to the rest of the paper a more detailed formal treatment.
We limit our discussion to programs that take an input of type S and produce values of type T . We call this class of programs transformations and denote with t ∈ L that a transformation t is written in a language L. Then we denote the interpretation of a transformation as [[t] ] : S → T , and application of the transformation as [[t]]x ∈ T for the input x ∈ S. For simplicity in this paper we consider only wellformed transformations and disregard the possibility of runtime exceptions (i.e., any execution error) that would make the result undefined.
We need also a formal definition of what suboutput means, but we keep it abstract to allow for wide applicability to different domains: we define the suboutput relation as a partial order between data of type T , denoted by T . Depending on the domain, T would typically correspond to sublist, subtree, subgraph, etc.
Then we define a semantic containment partial order
Sem L between transformations, analogous to the concept of query containment in the database community (see, e.g., Abiteboul et al. [4] ). Formally, we state that a transformation t semantically contains a transformation t if t always produces a suboutput of t when applied to the same input:
Note that the study on query containment in the database community shows that it is generally undecidable whether an arbitrary given pair of transformations have this relationship. However in this paper, instead of such arbitrary pairs, we are interested in particular pairs of transformations, that have a clear syntactic relation: one transformation is obtained from the other, by adding or removing a syntactic element (e.g., statement, rule, expression) in a particular position. Formally, we assume to have a purely syntactic partial order between transformation programs that we name syntactic containment Syn L . This syntactic relationship helps us reason about the semantic containment.
Finally, we can provide the first key definition of additive containment. A transformation is additively contained in another, if it is both syntactically and semantically contained in it. Formally:
In the rest of the paper we will extensively reason about the position in the program where we manipulate transformations. We will use the standard notion of context C that appears in popular texts of programming language semantics like Winskel [5, Chapter 11] . Each context is associated to a corresponding hole in the program on which the manipulation takes place. C[e] denotes a context with its hole filled with a program fragment e. We denote with C[ ] : U that the context C has type U , meaning that only elements of type U can fill the corresponding hole. The position of context holes in the program is inductively defined according to the syntax of the language.
We will be interested only in additive contexts, i.e. positions in the transformation code where manipulations produce additively contained programs: for that context) will always produce a program that is additively contained in the original one.
Note that most contexts are not additive, since adding syntactic elements to a program has generally complex effects on the output (i.e., not simply additions). Moreover, while additivity is a form of covariance of code and output, some contexts may even exhibit contravariance, i.e., e 1 Syn L
We show an example of such contexts in Sec. VI.
III. MAKING USE OF ADDITIVITY
Some model transformation languages already have one or several constructs that generate additive contexts. In the next sections we will show that this is the case for declarative ATL and UnQL [7] . These languages have been designed without relying on the additivity concept, which had not been defined yet. The reason why they nonetheless exhibit some level of additivity seems to be that this concept is linked to other desirable properties such as modularity. This section presents some possible advantages and applications for additivity. Of course, all of these could be (or have already been) achieved with good engineering, and without relying on an explicit definition of additivity. However, having a precise formal framework describing this property should make them easier to achieve, to generalize, and to explain. We expect new applications to be discovered as additivity is further studied, and as new transformation languages are designed to be additive. Link to Modularity. Modularity is a desirable property of transformation languages. It makes it easier to reuse parts of transformations. Modularity is increased when coupling between transformation modules (e.g., rules) is decreased. Additivity has a strong requirement on coupling between modules: any module may be removed while keeping the transformation executable. Such a low coupling implies that a given module (e.g., rule, pattern element, binding) of a transformation can be removed, added, or replaced without requiring changes to the rest of the transformation. Therefore, having additivity implies having a relatively high level of modularity. Modules may still depend on each other implicitly, but may not explicitly reference each other. In rule-based transformation languages, this is related to the notion of implicit rule call [8] . Such a level of modularity notably enables mechanisms like transformation superimposition [9, 10] . Transformation Change Impact Analysis. Additivity goes beyond low coupling: each module must be linked to a specific part of the target model. Thus, programmers can know what part of a target model are created (or connected) because of the presence of a given module. This makes it easier for them to understand the impact of transformation changes. Ultimately, tools that analyze the impact of transformation changes could rely on additivity. Such tools could create and use fine-grained traces between transformation constructs and target model elements. Transformation-level Incrementality. Once the impact of a change to a transformation can be precisely identified, it becomes possible to act on it. For instance, given a model transformation change, a tool relying on additivity could derive a corresponding target model change. Leveraging the notation in Sec. II, let t ∈ L be a transformation, x ∈ S a source model, and y ∈ T the corresponding target model. Instead of denoting transformation interpretation with [[t] ], let us further consider an explicit interpretation function f : L → S → T that takes a transformation, and a source model as input, and returns a target model as output. We can write: y = ftx to denote the application of f to both the transformation, and the source model. Typically, incremental transformation engines react to source model changes by performing corresponding target model changes. With explicit interpretation function f the transformation becomes just another input on which incrementality can be performed. Partial Translation. One of our main applications of additivity is partial translation of ATL to UnQL, to achieve a partial bidirectionalization of ATL [3] . ATL's additive contexts are leveraged to remove corresponding rules, output pattern elements and bindings that include language constructs for which no rule for compilation to UnQL is available. Additivity ensures that the rest of the ATL transformation produces submodels of the output of the original ATL transformation, and so does the UnQL transformation that is translated from the projected ATL transformation, so that the updates to that target submodel are reflected to the source model through backward UnQL transformation. Partiality allows users to make use of the unidirectional language with full expressive power in the forward direction of the transformation, while updates on part of the target model are automatically backpropagable. Language Alignment. In Sec. V we will describe the lattice induced by additive containment on a transformation language. Given two transformation languages with appropriate additivity contexts, we can design a translator between them as a homomorphism between their additive containment lattices.
This has the benefit of enhancing the modularity of the translator. E.g., the translator can be developed incrementally, by concentrating at each step on translating different additivity modules.
In the previous example of ATL-to-UnQL translation, although additivity of UnQL is not strictly required for this bidirectionalization, we can build a translator that actually preserves the partial order of the two languages. This means that we can further project the ATL transformation to reduce the part of the target model for which the updates are subject to backward propagation. This may open the opportunity for fine-grained write access control of target models. Divide and Conquer. The level of modularity achievable with language constructs exhibiting additivity should also be useful in any divide and conquer execution strategy. For instance, parallelization or distribution of model transformation could leverage the fact that additivity links specific parts of a transformation to specific parts of a target model. In a map-reduce context, this would correspond to the first step: map. Additivity does not explicitly help with the reduce phase, but this should be achievable with appropriate trace information. Additionally, such a divide and conquer strategy could possibly be applied to transformation verification.
IV. EXAMPLE 1: ATL
In this section we show how the concept of additivity can be instantiated on rule-based transformation languages, by applying the previous definitions to the ATL language. Language constructs in which additivity is not instantiated are also exemplified.
We refer to a simple example inspired from the Class2Relational case study [11] 2 , the de-facto standard example for model transformations, but simplified and adapted for illustrative purpose 3 to t : Relational ! Table   16 ( name< −c . name , col< −c . attr , Note that ATL rules implicitly interact for generating crossreferences among target model elements. E.g., at line 16 the binding col<-c.attr states that the columns (col) of the table to generate correspond to the attributes (attr) of the matched class (c). In practice, it is the result of the transformation of these attributes, by any rule (SingleValuedAttribute2Column here), which will be added as a column of the table.
Because of space constraints, in this article we discuss only the main features of the ATL language, exemplified in Listing 1. For an illustration of the complete language we refer the reader to [2] .
Additivity in ATL.
In ATL there is a clear correspondence between language elements and the part of the output they are responsible for. For instance the binding in line 17 is responsible for the creation of the key link in Fig. 2b : if we remove the binding and execute the resulting subtransformation, we obtain the same model in Fig. 2b , without the key link. This reasoning applies to all bindings, but also to elements in output patterns or to full rules. For instance the DataType2Type rule (lines 6-11) is fully responsible for the generation of the Type element in Fig. 2b .
We formalize this concept by instantiating the definitions from Sec. II. Executing the transformation in Listing 1 without the grey part (Class2Relational Note that guards are not generally included in an additive context, e.g., removing the guard from a rule does not reduce the transformation output. Of course an additive context (e.g. for rules) may normally include non-additive contexts (e.g. for guards). However, there is no harm in the existence of such non-additive contexts, since they are kept unchanged when the surrounding additive contexts are manipulated. Moreover a deeper analysis of the OCL functional language may reveal other additive contexts within the guard expression (e.g. parts of the guard that can be removed guaranteeing the generation of a submodel 4 ). While we limit the discussion of this section to the transformational part of the ATL language, we will present a full example of additivity in functional languages in Sec. VI.
Moreover, ATL includes a type of rules that are activated only if explicitly called (i.e. lazy rules). Lazy rules can not be simply removed from the transformation, since this would leave an incorrect program with dangling rule invocations. However lazy rules are additive as they can be replaced with empty rules (the minimum element Z U of Syn L for their context), and the resulting transformation will be semantically contained in the original one. Finally, additivity requires that the imperative part of ATL is not used, but this does not reduce the expressive power of ATL because its declarative part is already computationally universal [13] .
V. ADDITIVITY AND COMPOSITIONALITY
In this section we highlight mathematical structures in the semantics of transformation languages, related to additivity. Our main purpose is giving some insight into the relation between additivity and compositionality in the semantics. Moreover, detecting such structures in the transformation language semantics may practically help in the task of identifying additivity in existing languages.
In particular: 1) we discuss the special case of additivity at the top level of the transformation and its relation to transformation composition, 2) we describe the structure of additive contexts with some guidelines for their identification, 3) we introduce the notion of lattice of transformations as the global picture of the complete set of additively contained transformations.
Additivity and Transformation Composition: Our underlying general intuition behind additivity is that the interpretation of a composite transformation can be divided into those of component transformations followed by the combination of their results, i.e.,
or analog, where ⊕ is the union-like language construct that combines two transformations, while ⊗ is an operator of the target data model to combine the results. Then, if 
When the interpretation of a language is defined in terms of interpretations of the subexpressions, like in property (DC) but in a deeper context, we can identify order preserving contexts to induce the additive containment from that in such subexpressions. It is not so uncommon to find such compositional semantics (e.g., UnCAL has such compositionality as we see in Sec. VI). Then this compositionality can be combined with monoid structures to build the relation Add L from those in the subexpressions, since, as a corollary, for a partial order preserving context C of type U which constitutes monoid Lattice of Transformations: Since by (SC) the interpretation of the transformation language preserves partial orders, we have a homomorphism from transformations to outputs. Further, we consider the lattice of transformations and the lattice of outputs, where edges in the former lattice represent Add L and in the latter T . Then, due to additive contexts, we have a homomorphism that preserves partial orders from the lattice of transformations to the lattice of outputs, where edges in the former lattice also represent syntactic operations on constructs in the additive contexts. In the former lattice, we fix a given running (correct) transformation to form the complete (convex) lattice for it with the given transformation at the top, and reason about removing part of the transformation to produce a suboutput. Figure 3 shows the lattice derived from an ATL transformation consisting of two rules, each of which has one input pattern element and an output pattern element with two bindings (the headers of the transformations are omitted for simplicity). The top of the lattice is the complete transformation. Each edge represents partial order 
VI. EXAMPLE 2: UNQL
GRoundTram is an integrated framework for developing well-behaved bidirectional graph transformations expressed in the language UnQL [7] . Figure 4 shows the syntax of UnQL. It has templates (T ) at the top level to produce rooted graphs with labeled (L) branches ({L : T, . . . , L : T }), union of templates (T ∪ T ), graph variable reference ($g), conditionals, SQL-like select (select) queries with bindings (B), and structural recursion (sfun). Bindings include graph pattern matching (Gp in $g) and Boolean conditions (BC). Conditions include the usual logical connectives, label equality and emptiness check isEmpty(T ) which is false if there is at least one edge reachable from the root of the graph generated by T . Label expressions include label constants and label variables ($l ) bound by the label patterns in the graph patterns and the argument of structural recursion. Graph patterns bind the entire subgraph $g or labels on the branches and following subgraphs {Lp : Gp, . . . , Lp : Gp}. Label patterns may include regular expressions of the labels (Rp) along the path traversing multiple edges.
Listing 2 shows the UnQL transformation that corresponds to the ATL transformation in Listing 1 except the part with gray background. It transforms the graph encoding of the Class model in Fig. 2a to the graph encoding of the Relational model in 2b, without the dotted part.
The transformation consists of structural recursion functions (sfuns). In the listing, the last definition (function 
).e)(e) { structural recursion application } l ::= a | $l { label (a ∈ Label ) and label variable } , and UnQL queries and constructs tree structures. So intuitively, more template means bigger outputs. Since UnQL is translated into its core language UnCAL, identification of additive contexts requires reasoning about those of UnCAL, so we do this in the following.
and sfun owner_SingleAttribute2Column({owner: $g }) 6 = {owner:Class2Relational($g )} 
Listing 2: Class2Relational(Class2Table part) transformation in UnQL Additivity of UnCAL: UnCAL is functional and compositional, having compositional semantics with direct interpretation of subexpressions. Therefore, as we discussed in Sec. V, we reason about Prop. 2 to identify additive contexts in UnCAL, through its monotonically increasing fragment.
We first introduce the syntax (Fig. 5 ) and its semantics. In the following, DB X Y denotes graphs with the set X and Y of input and output markers, respectively, where input markers label roots and X is omitted if it is a singleton of unique default & while output markers label nodes that are to be connected with other identically labeled roots, and Y is omitted when empty.
There We call the first and second operand of rec body and argument, respectively. We use $db as a special global variable to represent the input of the graph transformation.
Now we introduce a type system (Fig. 6 ) to statically reason about monotonicity, based on which we build additive contexts. Our reasoning about monotonicity with respect to graph is a generalization of Buneman et al. [7] in the sense that we also consider (1) decreasing fragment, (2) boolean expressions, and (3) a separate type system. The operator φ is defined by the table in the figure, where +, −, 0 respectively means monotonically increasing, decreasing and no change with respect to the input. ? means undefined and unused in our identification of additive context. We extend the notion of monotonicity to the boolean expressions by setting F ≺ T.
The environment Γ stores the monotonicity of graph variables (M-VREF) and initialized with {$db → 0} at the top level, since we fix the graph while manipulating transformations. The monotonicities of the three nullary constructors are 0 (M-EMP,M-OMRK,M-GEMP) since they are independent from the input. The three binary constructors behave identically (M-UNI,M-DUNI,M-APND): monotonicities are preserved when those of the operands agree, or either of the two is 0; unknown (?) if disagree. Structural recursion rec as a binary expression behaves similarly (M-REC). Note that the graph variable $g inherits the monotonicity of the argument. 
VII. ADDITIVITY IN OTHER LANGUAGES
Sec. IV and Sec. VI have presented detailed analyses of additivity in (respectively) ATL and UnQL. In the present section, we briefly discuss examples of additivity in other transformation languages. The purpose is to show that additivity is not limited to ATL and UnQL. However, detailed analyses of additivity in these languages is beyond the scope of this paper.
The most natural example of additivity in common use is provided by template-based transformation languages [1] . A template can be thought of as the combination of two parts: 1) a static part contains excerpts of the target artifact that are directly copied to output, 2) metacode is run at template instantiation time to compute the variable parts. The static part of the template is typically additive. E.g., in a model-totext transformation language, by removing a static excerpt we obtain a template that always creates sub-strings of the original template.
It is harder to find additive contexts in QVT-Relation [15] than it is in ATL. First, QVT-Relation transformations may be multidirectional. Therefore the notions of source and target models only make sense once a choice of direction has been made, or if the transformation is unidirectional. Although QVT-Relation is declarative, it heavily relies on explicit rule references. The only rules (called relations) that can be executed without an explicit reference from another rule are top relations. However, even top relations may be explicitly referenced from other relations. Top relations are additive but they need to be replaced with empty rules when they are referenced by other relations. As for property template items, although they are similar to ATL bindings, they can actually also appear in source patterns. Therefore, they may only be additive if they are part of a target pattern.
VTGG, first proposed by Jakob and Schürr [16] and formalized later [17] , is a restriction of TGG [18] for declarative definition of updatable model views. The restrictions are: every class rule for each view metamodel are independent and thus can be applied in any order, and association rules are independent of any other association rules. This suggests that class rules are additive at the top level while they constitute additive contexts for their corresponding association rules.
We can look for more specific additive containments in several model transformation languages. For instance, in the UML-RSDS language [19] , a rule R j is independent of preceding rules R 1 , ..., R j−1 in a transformation T , if the write frame of R j is disjoint from the read and write frames of each R i , i < j. Provided that the rule does not delete target objects, there is a semantic containment of the transformation with rules R 1 to R j−1 in the complete transformation. This constitutes an additive containment in the sense of this paper.
In general, it is not possible to find useful additive contexts in imperative languages since they do not impose restrictions preventing non-monotonic side effects on the output. For instance, a statement may undo what a previous statement did. However, additivity may appear when some constraints are added to the code. For instance, if the output of a program is limited to its standard output as a monotonically growing list of characters, then removing any print statement would result in a reduced output. This basically corresponds to what one can achieve in the case of template-based languages.
VIII. RELATED WORK
A recent study by Stevens [20] mentions partial transformation with a different meaning, since her partiality refers to the idea of tolerating imperfect consistency between source and target. Her notion of subspace is interesting; subspace is a subset of the domain or codomain of the transformation in which the user agreed to stay during update propagation. The subspace also characterizes the degree of consistency in that an element within a subspace is more/less compatible than the others outside the subspace. In our setting, the target subspace consists of the subset of the codomain covered by target models that are generated by the subtransformation.
Similarly to us, Terrell [21] studies the modularization of model transformations by a divide and conquer approach. However he focuses on ordered model transformations, i.e. the case in which source models and target models are ordered by a containment hierarchy, and sub-transformations can be defined at different levels of this hierarchy. W.r.t. his work, we put the focus on the relation among the transformation syntax and the output artefact.
Our notion of additivity is similar to the notion of query containment (e.g., Abiteboul et al. [4] ) in the database community. Query q contains q means for every database d the set of tuples q (d) (result of applying q to d) includes q(d). Whether two given arbitrary queries have containment relationship can be undecidable depending on the class of the queries, while we reason about syntactic manipulation on a given transformation by removing part of the transformation to obtain another one that is contained by the original one.
The notion of traceability we frequently mentioned in this paper (e.g., correspondence between program fragments and target model elements), has been extensively studied across different communities as the notion of provenance [22] .
Kelsen et al. [23] provided their own notion of submodel and proposed an efficient decomposition algorithm. Their motivation was to comprehend complex models by decomposition. Our additivity could further enhance this comprehension at the transformation level. The major difference between our notion of submodel and theirs is that model elements in their submodel contain the same (collection of) non-reference features as those in the original model, while we also allow sub collection of features.
As we introduced in Sec. III, we leveraged the additivity contexts of ATL to partially bidirectionalize it [3] . A generic notion of partial order in transformation languages was proposed, and was instantiated for ATL. The notion of additive context was not defined, while the present paper makes it explicit, and explores additivity for several different languages, including their target language UnQL and its core language UnCAL.
IX. CONCLUSION AND FUTURE WORK
A formal characterization of the language features that make transformation languages effective is still missing. In this paper we try to shed some light on the correspondence between transformation code and resulting output, by introducing a simple but common property in transformation languages. This additivity property can be found in languages independently developed within different domains, making us believe it to be a fundamental property in transformation. In future work we want to study the relation of additivity with several independent results on modularization and parallelization of ATL and UnQL. We also want to study how additivity can be used to export such kind of results from one additive transformation language to another. Finally we want to extend our formalization to characterize not only sub-transformations but transformation partitioning and give a clear view of the divide and conquer approach fostered by transformation languages.
