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 1 Introducción
El siguiente documento describe el proceso llevado a cabo para migrar un videojuego 
realizado  en  el  Master  de  creación  de  videojuegos  impartido  por  la  Universitat 
Pompeu Fabra en el año 2003 a una plataforma GNU/Linux.
 2 Motivación
Demostrar que es posible desarrollar videojuegos en GNU/Linux sin ningún tipo de 
penalización, mostrar que GNU/Linux es un sistema suficientemente maduro para ser 
considerado una plataforma seria para el desarrollo de videojuegos.
 2.1 Motivación principal
Conseguir  un  ejecutable  del  juego  que  funcione  exactamente  igual  en  la  nueva 
plataforma como lo hacía en la plataforma original
 2.2 Motivación secundaria
Describir  el  proceso  seguido  para  que  ayude  a  convertir  a  GNU/Linux  en  una 
plataforma valida para el desarrollo y la publicación de videojuegos.
 3 Descripción
El documento describe el proceso seguido para llevar a cabo la migración. En una 
primera parte se describe los entornos de desarrollo usados, los sistema de control de 
versiones  y  la  distribución  GNU/Linux  usada  para  compilar  el  proyecto.  En  una 
segunda parte se describe el proceso para poder compilar el proyecto con la versión 
de GCC para Windows, unificación de proyectos, nombres, rutas ,etc. Y por último el 
proceso de para poder compilar  y ejecutar el proyecto en GNU/Linux. 
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 4 Planteamiento global
La migración se llevó a cabo en diferentes fases. En un primera fase el código fue 
portado a MinGW, versión de GCC para Windows que permite desarrollar aplicación 
nativas sin la necesidad de usar  herramientas propietarias.  El  objetivo es detectar 
errores  provocados  por  el  cambio  de  compilador.  Una  vez  llevado  a  cabo  la 
migración a MinGW se procedió al port a GNU/Linux donde se modifico el código 
existente y se desarrollo el código específico para esta plataforma. Como MinGW al 
igual que GCC no son entornos de desarrollo integrados (IDE) como lo es Microsoft 
Visual Studio, se decidió usar el IDE Eclipse y posteriormente CodeBlocks. Ambos 
IDEs  funcionan  tanto  en  Microsoft  Windows  como  en  GNU/Linux.  También  se 
describe  los  sistemas  de  control  de  versiones  que  se  han hecho servir.  Microsoft 
Visual Source Safe durante el desarrollo del videojuego y GIT durante la migración 
de éste.
La organización de esta  memoria  se  puede dividir  en cinco grandes  bloques.  Un 
primer bloque donde se describe los compiladores, entornos de desarrollo, control de 
versiones y distribución de GNU/Linux usada. Un segundo bloque donde se describe 
como se  migro  el  proyecto  entre  los  diferentes  IDEs  describiendo  como crear  y 
compilar  el  código  en  ellos.  Un  tercer  bloque  donde  se  describe  la  migración  a 
MinGW, detallando los problema encontrados y la soluciones adoptadas. Un cuarto 
bloque, la migración a GNU/Linux, donde se detalla los problemas encontrados y su 
soluciones.  Por último encontraremos apartados describiendo la planificación y el 
presupuesto económico del proyecto y las conclusiones que se han obtenido de él.
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 5 Entornos de desarrollo
En este punto se describirá cada uno de los compiladores y los entorno de desarrollo 
usados para la creación y la migración del proyecto.
 5.1 Compiladores
En este apartado se describen los compiladores usados durante el proyecto incluido el 
compilador inicial que se uso para desarrollar el videojuego, Visual C++ 6.0. MinGW 
fue usado en un primer port donde del mismo sistema operativo Windows XP y GCC 
en el port definitivo bajo GNU/Linux.
 5.1.1 Microsoft Visual Studio 6.0
Aunque este  punto  debería  describir  el  compilador  Microsoft  Visual  C++ 6.0,  lo 
cierto que al estar completamente integrado del IDE se ha decidido describir el IDE 
completo.
Se lanzó en 1998 y fue la última versión en ejecutarse en la plataforma Win9x. Los 
números  de  versión  de  todas  las  partes  constituyentes  pasaron  a  6.0,  incluyendo 
Visual  J++  y  Visual  InterDev  que  se  encontraban  en  las  versiones  1.1  y  1.0 
respectivamente. Esta versión fue la base para el sistema de desarrollo de Microsoft 
para los siguientes 4 años, en los que Microsoft migró su estrategia de desarrollo 
al .NET Framework.
Visual Studio 6.0 fue la última versión en que Visual Basic se incluía de la forma en 
que se conocía hasta entonces; versiones posteriores incorporarían una versión muy 
diferente del lenguaje con muchas mejoras, fruto de la plataforma .NET. También 
supuso la última versión en incluir Visual J++, que proporcionaba extensiones de la 
plataforma Java, lo que lo hacía incompatible con la versión de Sun Microsystems. 
Esto  acarreó  problemas  legales  a  Microsoft,  y  se  llegó  a  un  acuerdo  en  el  que 
Microsoft  dejaba de comercializar  herramientas de programación que utilizaran la 
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máquina virtual de Java.
Aunque el objetivo a largo plazo de Microsoft era unificar todas las herramientas en 
un único entorno, esta versión en realidad añadía un entorno más a Visual Studio 5.0: 
Visual J++ y Visual Interdev se separaban del entorno de Visual C++, al tiempo que 
Visual FoxPro y Visual Basic seguían manteniendo su entorno específico.
Estas  versión  usa  los  conceptos  workspace  y  proyectos.  Un  workspace  es  la 
estructura superior que permite englobar los diferente proyectos, los cuales, en su 
mayoría están relacionados mediante dependencias entre ellos. Durante la realización 
del máster se creo un único workspace al cual se le añadiría diferentes proyectos, 
según se avanzaba  en el máster. El resultado final es que se acabó desarrollando un 
pequeño framework sobre el que se desarrollaban los diferentes proyectos con los que 
se ponía en práctica los conceptos estudiados. Finalmente este workspace contendría 
también las librerías y el programa que daría lugar al videojuego.
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 5.1.2 MinGW
MinGW (Minimalist GNU for Windows), anteriormente conocido como MinGW32, 
es  una implementación de los compiladores GCC para la  plataforma Win32,  que 
permite migrar la capacidad de este compilador en entornos Windows. Es un fork de 
Cygwin en  su  versión  1.3.3.  Además  MinGW incluye  un conjunto  de  la  API  de 
Win32,  permitiendo  un  desarrollo  de  aplicaciones  nativas  para  esa  plataforma, 
pudiendo generar ejecutables y bibliotecas usando la API de Windows.
MinGW fue  creado  por  Colin  Peters,  el  1  de  julio  de  1998,  compilándolo  con 
Cygwin. La primera versión nativa de MinGW fue realizada por Jan-Jaap van der 
Heijden, quien también tuvo participación en el proyecto GCC. Mumit Khan estuvo a 
cargo del mantenimiento del proyecto e incluyó al compilador algunas características 
propias de Windows. Los archivos de cabecera del API de Windows fueron provistos 
por Anders Norlander.
Una de las  principales característica de MinGW es que no hace servir de librería C 
de GNU  (libc) pues en su intención de generar aplicaciones lo más nativas posibles 
utiliza la librería MS C Runtime (MSVCRT). Esto no sucede en otros lenguajes para 
los cuales si que hace servir las librerías GNU, como por ejemplo la librería libstdc++ 
para C++.
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Junto con MinGW encontramos MSYS (Minimal SYStem) que provee una migración 
nativo del entorno de linea de comandos. Éste incluye rxvt y una selección de las 
herramientas POSIX que permiten ejecutar los scripts autoconf. 
La versión del compilador finalmente usada fue la 4.5.0.  Esta versión no dispone de 
instalador y para ello es necesario realizar una instalación manual. Al tener instalada 
la versión 3.4.5 (la cual si dispone de instalador), la instalación de la nueva versión 
fue más sencilla. Tan solo requirió la descargar desde su web el script mingwdl.sh y 
ejecutarlo. Este script descarga los paquetes principales, los cuales luego deben ser 
descomprimidos en la carpeta que se use para su instalación.  Una vez ejecutado el 
script, la siguiente lista de paquetes es descargada:
• binutils  -2.20.1-2,  posteriormente  habría  que  instalar  la  versión  2.20.51-1. 
Paquete de ejecución. Colección de utilidades binarias.
• gcc-core-4.5.0-1: Paquete básico del compilador GNU C
• gcc-c++-4.5.0-1: Paquete del compilador GNU C++
• gmp-5.0.1-1:  Paquete de desarrollo y paquete de ejecución (librería dinámica): 
GNU multiple precision functions y su wrapper para C++
• libexpat-2.0.1-1: Paquete de ejecución (librería dinámica) para el tratamiento 
de expresiones regulares.
• libgcc-4.5.0-1: Paquete de ejecución (Librería dinámica) para el tratamiento de 
excepciones  entre  diferentes  modules  (por  ejemplo  diferentes  DLLs). 
Implementa  el  nuevo  tratamiento  de  excepciones  Dwarf,  cuya  principal 
característica es que solo tiene coste en rendimiento cuando la excepción es 
lanzada. Reemplaza al antiguo sistema SJLJ.
• libgomp-4.5.0-1: Paquete de ejecución (librería dinámica) de GNU OpenMP, 
interfaz  de  programación  de  aplicaciones  (API)  para  la  programación 
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multiproceso de memoria compartida en múltiples plataformas.
• mpc-0.8.1-1:  Paquetes  de  desarrollo  y  ejecución  para  el  tratamiento  de 
números complejos.
• mpfr-2.4.1-1:  Paquetes  de  desarrollo  y  ejecución  para  el  tratamiento  de 
números en coma flotante.
• pthread-2.8.0-3:   Paquetes  de  desarrollo  y ejecución para  el  tratamiento  de 
hijos de ejecución según el estandar POSIX.
• libssp-4.5.0-1:
• libstdc++-4.5.0-1: Paquetes de ejecución, librería dinámica de GNU C++
• mingwrt-3.18: Paquetes de desarrollo y ejecución.  Implementación libre del 
Microsoft C runtime.
• W32api-3.14: Paquetes de desarrollo y ejecución. Implementación libre de las 
cabeceras y librerías de la API Windows.
Además se llevo a cabo la instalación adicional de los siguiente paquetes:
• gdb-7.1-2: Paquete de ejecución con el GNU debugger.
Por último fue necesario descargar la versión o adaptación de la librería DirectX 8.0 
para  MinGW, la  cual  fue  incluida  dentro  del  workspace.  Esta  versión  puede  ser 
descargada desde el siguiente enlace:
http://alleg.sourceforge.net/files/dix80_mgw.zip
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 5.1.3 GCC
GNU Compiler  Collection  (conocido  como GCC)  es  un  sistema  de  compilación 
creado por el Proyecto GNU que soporta diferentes lenguajes de programación. GCC 
ha sido adoptado como el compilador estándar en la mayoría de los sistemas Unix 
modernos, como GNU/Linux, la familia BSD y Mac OS por ejemplo. GCC ha sido 
portado una gran variedad de arquitectura de procesadores y ha sido adoptado en un 
gran número diferente de herramientas comerciales.  GCC también esta disponible 
para un gran número de plataforma empotrables (embedded), entre ellas consolas de 
videojuegos, como PlayStation 2 o Dreamcast, o teléfonos moviles.
Originalmente llamado GNU C Compiler, pues unicamente compilaba código C, fue 
liberado en 1987 suportando a finales de ese año C++. Posteriormente se le añadiría 
la posibilidad otros lenguajes como Fortran, Pascal, Objective-C, Java y Ada.
La Free Software Foundation (FS) distribuye GCC bajo licencia GNU General Public 
License (GNU GPL). 
La versión del compilador usada para este proyecto ha sido 4.4.3. A diferencia de 
MinGW no ha requerido ningún proceso especial o adicional para la instalación o uso 
de éste.
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 5.2 IDEs
A Diferencia de Visual Studio, GCC no es un entorno integrado de desarrollo, no 
incluye un potente editor  y un depurador de código integrado. Pero afortunadamente 
existen soluciones que permiten solventar esta carencia.  Durante la migración del 
videojuego si hizo servir en un primer momento Eclipse y  posteriormente debido a la 
lentitud que presentaba se uso Codeblock.
 5.2.1 Eclipse
Eclipse es un entorno de desarrollo integrado de código abierto multiplataforma para 
desarrollar lo que el proyecto llama "Aplicaciones de Cliente Enriquecido", opuesto a 
las  aplicaciones  "Cliente-liviano"  basadas  en  navegadores.  Esta  plataforma, 
típicamente  ha  sido  usada  para  desarrollar  entornos  de  desarrollo  integrados  (del 
inglés IDE), como el IDE de Java llamado Java Development Toolkit (JDT) o el IDE 
de C/C++ llamada C/C++ Development Tooling (CDT).
Eclipse fue desarrollado originalmente por IBM como el sucesor de su familia de 
herramientas para VisualAge. Eclipse es ahora desarrollado por la Fundación Eclipse, 
una organización independiente sin ánimo de lucro que fomenta una comunidad de 
código abierto y un conjunto de productos complementarios, capacidades y servicios. 
La migración del proyecto comenzó usando la versión Galilleo de eclipse y la versión 
6.2.0 de CDT pero posteriormente se paso a la versión Hellios de eclipse y la versión 
7.0.0 de CDT en un intento de mejorar el rendimiento del IDE y solventar algunos 
bugs de éste.
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 5.2.2 Codeblocks
Code::Blocks es un entorno de desarrollo integrado libre y multiplataforma para el 
desarrollo de programas en lenguaje C++. Está basado en la plataforma de interfaces 
gráficas WxWidgets, lo cual quiere decir que puede usarse libremente en diversos 
sistemas operativos, y está licenciado bajo la Licencia pública general de GNU.
Debido a que Dev-C++ es un IDE para programar en C y C++ y está creado en 
Delphi, surgió la idea y necesidad de crear un IDE hecho en los lenguajes adecuados: 
C y C++. Con esta motivación se creó el IDE Code::Blocks.
Code::Blocks es un IDE construido como un núcleo altamente expansible mediante 
complementos  (plugins).  Actualmente  la  mayor  parte  de  la  funcionalidad  viene 
provista por los complementos incluidos de forma predeterminada.  No es un IDE 
autónomo  que  acepta  complementos,  sino  que  es  un  núcleo  abstracto  donde  los 
complementos se convierten en una parte vital del sistema. Esto lo convierte en una 
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plataforma muy dinámica y potente, no solo por la facilidad con que puede incluirse 
nueva  funcionalidad,  sino  por  la  capacidad  de  poder  usarla  para  construir  otras 
herramientas de desarrollo tan solo añadiendo complementos. 
La versión utilizada para este proyecto fue la versión 10.5 la cual puede ser instalada 
sin problemas en Windows simplemente descargando el programa desde la web e 
instalándolo.  Esto  no  es  posible  en  Ubuntu,  para  el  que  no  existe  un  paquete 
específico y la última versión disponible en el repositorio de Ubuntu es la versión 
8.02.    Para llevar a cabo la instalación de la versión 10.5 fue necesario primero 
instalar wxPython siguiendo el proceso descrito más abajo y posteriormente instalar 
el paquete de la versión de Codeblocks 10.5 para Debian.
Installing wxWidgets and wxPython On Ubuntu Or Debian
There are wxWidgets and wxPython packages in the standard software repositories for Debian and 
Ubuntu, but they are usually at least a few releases behind the current release, and in some 
cases many releases behind. Since many users prefer to use only packages installed from 
repositories (for easier package management) but still would like to have newest versions possible 
of their installed software, we have our own APT repository that is usually updated within a few 
days of each release. To use it to be able to keep your wx on the cutting edge release just follow 
these instructions.
1. The packages and the repository meta-data are digitally signed, so you'll need to import the 
key into your apt's list of trusted keys in order to not get warnings about it.
curl http://apt.wxwidgets.org/key.asc | sudo apt-key add - 
2. Add the following lines to your /etc/apt/sources.list file (or use the "software sources" 
program under the "system" menu). Replace the "DIST" text with whatever is appropriate 
for your system. (See the table below for a list of supported distributions and architectures.)
# wxWidgets/wxPython repository at apt.wxwidgets.org
deb http://apt.wxwidgets.org/ DIST-wx main
deb-src http://apt.wxwidgets.org/ DIST-wx main  
For example, if your distro is Ubuntu Gutsy, then you would use the following 
configuration statements:
# wxWidgets/wxPython repository at apt.wxwidgets.org
deb http://apt.wxwidgets.org/ gutsy-wx main
deb-src http://apt.wxwidgets.org/ gutsy-wx main  
3. Run the this command to update your local copy of the package meta-data.
sudo apt-get update  
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4. You can now use your favorite package selection tool to install or upgrade the wxWidgets 
and wxPython packages. Here's how to do it with apt-get:
sudo apt-get install python-wxgtk2.8 python-wxtools wx2.8-i18n
The packages libwxgtk2.8-dev and libgtk2.0-dev may need to be installed if a 3rd party 
application requires wxWidgets when building from source.
sudo apt-get install python-wxgtk2.8 python-wxtools wx2.8-i18n 
libwxgtk2.8-dev libgtk2.0-dev
These packages (and their dependencies) will replace earlier versions of wxPython and 
wxGTK in the same ReleaseSeries that may have been installed previously. There are a few 
other wx packages as well, but those listed above and their dependencies are the core that 
are needed for use with wxPython.
Tras instalar wxPython, la instalación del paquete de Debian en Ubuntu fue sencillo 
ya  que  el  propio  sistema  detecta  automáticamente  que  es  un  paquete  debían 
ofrediendote la posibilidad de instalarlo.
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 6 GNU/Linux
Para este proyecto se ha usado la distribución de Ubuntu, exactamente la versión 
10.04  Desktop  Eddition  32  bits.  Una  vez  acabada  la  instalación  por  defecto  se 
procedió a instalar los siguientes paquetes necesarios para poder compilar y ejecutar 
el proyecto:
• gcc: Paquete para la instalación del compilador, versión usada 4.4.3.
• g++: Paquete para la instalación del compilador de C++, versión usada 4.4.3.
• libmesa-gl-dev: Paquete con las cabeceras y las librerías de OpenGL.
• libglu1-mesa-dev: Paquete con las cabeceras y las librerías de las utilidades de 
OpenGL.
• libxxf86vm-dev: Paquete de extensiones de X11con las cabeceras y librerías 
para poder fijar diferentes modos gráficos.
Además se instalaron los siguiente paquetes:
• git-core: Paquete de instalación de la utilidad GIT para control de versión.
• openjdk-6-jre: Paquete de instalación para la ejecución de programa java.
Para llevar a cabo la instalación se uso el comando apt-get, ejemplo:
sudo apt-get install g++
La instalación de los IDE Eclipse y Codeblocks para GNU/Linux queda cubierta en 
los apartados anteriores.
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 7 Control de versiones
Este apartado describe los dos sistemas de control de versiones que se han utilizado. 
Durante la creación del proyecto se hizo servir Sourcesafe. Pero para el proceso de 
migración  a  GNU/Linux  se  optó  por  una  alternativa  open  source  y  que  fuese 
multiplataforma, uno de los que cumplían estas características era GIT.
El motivo de usar GIT y no otros quizás mas populares como SVN, es que GIT crea 
una copia entera del repositorio dentro de una carpeta del proyecto. Esto permite a 
efectos  prácticos  tener  un  repositorio  en  el  mismo  ordenador  sin  necesidad  de 
disponer  de  un servidor  dedicado a  ello.  Esta  solución nos  permitió  por  ejemplo 
copiar la carpeta completa del proyecto en otro ordenador y seguir trabajando con el 
control de cambios. O por ejemplo, era posible trabajar en GNU/Linux o en Windows 
sobre el mismo ordenador.
A continuación se  ofrece una breve descripción de ambos sistemas de control  de 
versiones.
 7.1 Sourcesafe
Microsoft  Visual  SourceSafe  (también  conocido  por  sus  siglas  VSS)  es  una 
herramienta  de  Control  de  versiones  que  forma parte  de Microsoft  Visual  Studio 
aunque está siendo sustituido por Visual Studio Team Foundation Server.
SourceSafe fue creado por la compañía americana One Tree Software a principios de 
los años noventa. Su primera versión fue la 3.1 coincidiendo con el mismo número de 
versión  del  sistema  operativo  Windows.  Microsoft  adquirió  los  derechos  sobre 
SourceSafe que era un programa de 16 bits y lo liberó en 1995 como un programa de 
32 bits, con la versión 4.0
SourceSafe es un sistema basado en un equipo anfitrión a diferencia de la mayoría de 
los programas de control de versiones que son basados en Cliente-Servidor donde el 
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repositorio de control de cambios reside en el equipo servidor y los clientes toman de 
allí  la  última  versión  para  modificarla  y  posteriormente  ingresarla  con  las 
modificaciones realizadas. Como en todos los programas de control de versiones, se 
basa en obtener una copia de trabajo ("check-out" o "desproteger"), realizar cambios 
sobre  la  copia  y  reingresarla  al  repositorio.  Para  lograr  el  acceso  compartido  al 
repositorio,  VSS emplea  el  protocolo de  archivos  compartidos  SMB lo  cual  crea 
algunos inconvenientes (ver Desventajas, más adelante).
 7.2 GIT
Git es un software de control de versiones diseñado por Linus Torvalds, pensando en 
la  eficiencia  y  la  confiabilidad  del  mantenimiento  de  versiones  de  aplicaciones 
cuando estas tienen un gran número archivos de código fuente. Al principio, Git se 
pensó como un motor de bajo nivel sobre el cual otros pudieran escribir el interfaz de 
usuario  o  front  end  como  Cogito  (software)  o  StGIT.  Sin  embargo,  Git  se  ha 
convertido desde entonces en un sistema de control de versiones con funcionalidad 
plena. Hay algunos proyectos de mucha relevancia que ya usan Git, en particular, el 
grupo de programación del núcleo Linux.
El mantenimiento del software Git está actualmente (2009) supervisado por Junio 
Hamano, quien recibe contribuciones al código de alrededor de 280 programadores.
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 8 Organización y gestión de los proyecto
En este  apartado  se  describe  lista  completa  de  proyectos  que  contiene  el  código 
original, cuales de ellos son los necesarios para migrar el videojuego, como se crea el 
workspace y los proyectos en los nuevos entornos de desarrollo: Eclipse, Codeblocks.
 8.1 Listado de proyectos
A continuación se describe la lista de proyectos con los que contaba el workspace 
original:
• AABsp:  Librería  para  el  tratamiento  del  arboles  BSP cuyos  planos  están 
alineados con los Ejes de coordenadas.
• AABsp  compiler:  Ejecutable  para  la  generación  de  arboles  AABSP.  Como 
entrada recibe un fichero exportado del 3DStudio MAX en formato ASE. Y 
como salida genera un fichero en formato propietario con sus datos en binario 
que  es  capaz  de  cargar  y  procesar  la  librería  AABsp.  Permite  además  la 
visualización del árbol resultante
• ASELib: Librería para el procesamiento de archivos en formato ASE.
• Avte: Ejecutable prototipo prueba de concepto.
• AvteLightmapper:  Ejecutable que genera lightmaps. Como entrada recibe un 
archivo .map generado con la herramienta exportadora (gamebuilder).
• AVTEngine: Ejecutable, el juego.
• Bsp: Librería para el tratamiento de BSP, en este caso los planos de corte son 
extraidos de la misma geometría.
• BspCompiler:  Ejecutable  para la  generación de arboles BSP.  Como entrada 
recibe  un fichero  exportado del  3DStudio  MAX en formato  ASE.  Y como 
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salida genera un fichero en formato propietario con sus datos en binario que es 
capaz de cargar y procesar la librería Bsp. Permite además la visualización del 
árbol resultante.
• Cal3D: Librería opensource para el tratamiento de animación esqueletal.
• Cal3DViewer: Ejecutable para la visualización de modelos generados para ser 
gestionados por la librería Cal3D.
• Cal3DWrap: Librería que hace de interfaz entre la aplicación, el juego, y la 
librería Cal3D. Proporciona una interfaz más sencilla y similar  a la usada para 
la librería MD2Lib la cual gestiona modelos de animación MD2. Este formato 
fue definido para el videojuego Quake2.
• Collision: Librería Que contiene funciones para la detección de intersecciones 
entre  diferentes  tipos  de  objetos  3d  como  triángulos,  lineas,  puntos,  cajas 
alineadas y no alineadas con los ejes, etc.
• Gamebuilder:  Plugin  para  el  3D studio  MAX que  permite  exportación  del 
mundo, no tan solo la geometría si no también los metadatos como posición del 
carácter  y  de  los  enemigos,  portales,  luces,  etc.  Este  plugin  no  trabaja 
directamente con 3D studio MAX sino que necesita de otro plugin: FlexPorter 
el cual hace de interfaz entre el 3D Studios MAX y GameBuilder.
• GlLib:  Esta  librería  contiene  el  código  del  framework  para  la  creación  de 
aplicaciones en Windows, el código para la inicialización de OpenGL así como 
una serie de funciones que facilitan la interacción con esta API, como la carga 
de texturas. También cuenta con el código para la gestión de las entradas de 
teclado y ratón a través de DirectX 8.0 Adicionamente cuenta con código para 
el tratamiento de strings, excepciones, colores, materiales, etc.
• glpng: Librería opensource para la carga de imágenes png en OpenGL.
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• GlSDK: Librería opensource, su nombre real Glprocs. Esta versión permite el 
uso de OpenGL hasta versión 1.4.1. Es de gran utilidad ya que Visual Studio 
6.0 solo da soporte hasta la versión 1.1.
• Lightmap, lightmap2: Ejecutables prototipos para la generación de lightmaps, 
no son funcionales.
• LooseOctree:   Librería para el tratamiento del arboles donde cada nodo tiene 8 
hijos.  Esta  versión permite  que no solo  las  ramas si  no también los nodos 
contengan geometría,  en  el  caso  de  los  nodos aquella  geometría  que  cruza 
alguno de los planos de corte de dicho nodo.
• LooseOctreeCompiler: Ejecutable para la generación de arboles que podrán ser 
tratados por la librería LooseOctree. La entrada es un archivo ASE, la salida es 
un archivo binario en formato propietario.
• MD2Lib: Librería para el tratamiento de archivos de animación de personajes 
MD2. Formato definido por ID Software y usado por primera vez en el juego 
Quake2.
• Octree: Librería para el tratamiento del arboles donde cada nodo tiene 8 hijos. 
Esta versión a diferencia de la librería LooseOctree no permite que  los nodos 
contengan geometría, de este mode los triángulos que cruzan algún plano de 
corte son cortados en al menos dos nuevo triángulos.
• OctreeCompiler:Ejecutable  para  la  generación  de  arboles  que  podrán  ser 
tratados por la librería Octree. La entrada es un archivo ASE, la salida es un 
archivo binario en formato propietario.
• Particles: Librería para el tratamiento de partículas. Permite definir sistemas de 
partículas vía scripts. Y posteriormente instanciarlos en la aplicación.
• Pnglib: Librería opensource para la lectura y escritura de imágenes en formato 
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png.
• PortalRender: Librería que implementa la técnica de portal rendering. Permite 
discernir que geometría se puede pintar y cual no.
• zlib: Librería opensource con las rutinas para comprimir y descomprimir datos 
usando el algoritmo DEFLATE.
No todos los proyectos son necesarios para genera el ejecutable del juego. Así que 
una de las primeras tareas fue seleccionar los proyecto estrictamente necesarios, para 
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Una vez se crease los nuevo entorno en Eclipse y Codeblocks estos proyecto serán 
los únicos que se migren.
 8.2 Creando entorno en Eclipse
Eclipse automáticamente detecta los compiladores instalados (MinGW o Cygwin en 
Windows). Por lo que no es necesario realizar alguna acción adicional.
 8.2.1 Creación del Workspace
Primero crearemos un workspace. Para ello basta con darle un directorio al Eclipse 
que el usara como workspace y dentro de él almacenará todos los proyectos. Si es la 
primera que se arranca el Eclipse, éste preguntará donde quieres alojar el workspace 
permitiéndonos  seleccionar  un  directorio.  En  caso  contrario  deberemos  elegir  la 
opción “Switch Workspace” dentro del menú File:
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 8.2.2 Creación del proyecto
Una vez tenemos creado el workspace, se procedió a crear los respectivos proyectos. 
Para ello se utilizó el wizard que dispone Eclipse. Creando siempre proyecto C++ 
Ejecutable o librería y siempre vacíos. La forma más rápida para ello fue copiar todos 
los directorios de los proyectos necesarios del workspace de Visual Studio, eliminado 
los directorios y archivos generados por el IDE de Microsoft al workspace de Eclipse. 
Luego se fue creando proyecto a proyecto y asociando los fuentes de cada proyecto. 
Para facilitar el mantenimiento los fuentes se copiaron dentro de la carpeta src de 
cada proyecto.
Primero elegimos el tipo de proyecto C++, en nuestro caso Executable Empty project 
o Static Library Empty project:
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Posteriormente seleccionamos las  configuraciones que tendrá el  proyecto.  En este 
caso seleccionamos ambas : Debug y Release.
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Este es el resultado final una vez se han creado todos los proyectos:
 8.2.3 Configurando el proyecto
Una vez creados todos los proyectos, estos deben ser configurados para que compilen 
correctamente. Se debe fijar las rutas de los archivos include que se usarán y en el  
caso del ejecutable también la ruta de las librería, así como el nombre de las librerías 
con las que se enlazará. 
Para abrir la ventana de configuración de un proyecto es necesario seleccionar éste y 
pulsar  botón derecho,  una  vez  aparece  el  menú contextual,  seleccionar  la  opción 
propiedades:
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Este pantalla nos permite ajustar diferentes propiedades del proyecto, desde variables 
de sistema, de entorno, diferentes rutas, elegir el compilador, el tipo de proyecto, etc. 
Pero para el caso que nos ocupa el apartado interesante es el que aparece dentro de 
Settings. Este apartado nos permite fijar los parámetros del compilador como rutas 
para los include, parámetros de optimización, etc. Estas opciones se pueden ajustar 
independiente para el código en C++ como para el código en C. La mayoría de los 
proyectos generan librerías por lo que únicamente fue necesario ajustar las rutas de 
los ficheros include y los parámetros de compilación tanto para la versión release 
como para la debug.
Para el caso del ejecutable nos permite además elegir las librerías de enlace y las 
rutas a ellas:
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Otro apartado importante  es  el  que  fija  las  referencias  entre  proyectos,  se  puede 
encontrar  dentro de  Project  References.  Tan solo el  proyecto AVTEngine,  el  que 
genera el ejecutable fue el único al que  hubo que fijar el resto de proyecto como 
dependientes para así poder compilar en el orden correcto todos los proyectos:
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 8.3 Creando entorno en Codeblocks
Debido  a  la  lentitud  del  IDE  eclipse  se  decidió  cambiar  a  a  Codeblocks  con  la 
esperanza de solventar este tema. Codeblocks sin ser el mejor IDE permite trabajar de 
forma cómoda. El modo de funcionamiento de Codeblocks es similar a Visual Studio, 
permite  crear  workspaces  donde  almacenar  los  proyectos  que  comparten 
dependencias. 
A diferencia Eclipse, primero se debe crear al menos un proyecto y posteriormente 
salvar el workspace. Se decidió con el cambio de IDE fusionar todos los proyectos en 
uno solo a excepción del proyecto AVTEngine. El objetivo era organizar mejor el 
código y hacerlo más manejable. Cada proyecto se almacenará dentro de una carpeta 
cuyo nombre es el antiguo nombre del proyecto. Este hecho obligó a ajustar las rutas 
de la mayoría de los includes y cambiar  las  rutas de las antiguas librerías  por la 
nueva. Los nombres de los dos nuevos proyectos son:  engine para el conjunto de 
librerías y avte para el ejecutable.
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Primero debemos elegir el tipo de proyecto a crear, en este caso se eligió “Empty 
project” pues ya se tiene el código escrito:
Simplemente muestra el wizard que ayuda a definir el proyecto:
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Fija las propiedades básicas del proyecto, rutas, etc:
Elegimos el compilador con el que se utilizará, en nuestro caso GNU GCC Compiler:
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Una vez hemos creado el primer proyecto podemos proceder a crear, en este caso 
grabar, el workspace:
Elegimos el directorio donde queremos grabarlo:
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Una vez creados ambos proyectos donde todos los proyecto que generan librería se 
han fusionado  en uno solo:
 8.3.1 Configurando el proyecto
Al igual  que anteriormente con Eclipse,  debemos configurar  el  proyecto antes de 
compilar.  Codeblocks  permite  modificar  una  gran  número  de  opciones,  permite 
decidir para que sistema operativo se generará el código, si se genera una librería 
dinámica, estática o un ejecutable, los flags del compilador, las ruta de los includes, 
los parámetros de compilación, la ruta de las librerías externas, etc. A continuación se 
describe cada unos de los parámetros ajustados:
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A través  del  menú  principal  seleccionamos  Projects->Properties  que  nos  permite 
acceder al dialogo de ajuste de propiedades del proyecto. Este dialogo dispone de 
diferentes tabs donde se reparten las diferentes opciones:
El primer tab nos permite fijar el nombre del proyecto, dejamos el ya definido, las 
plataformas para las que se compila, en este caso podemos dejarlo como está por 
defecto  (Windows,  GNU/Linux,  Mac)  o  seleccionar  las  dos  primera.  También 
podemos  indicarle  que  usaremos  nuestro  propio  Makefile,  en  este  caso  no  lo 
hacemos.  Permite  elegir  la  estrategia  para  el  tratamiento  de  las  cabeceras 
precompiladas  (dejamos  la  opción  por  defecto)  y  si  queremos  un  tratamiento 
diferente  para la  generación de  los archivos intermedios,  útil  en proyectos  largos 
donde existe más posibilidades de encontrar dos archivos fuente con nombres muy 
parecidos.
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El segundo tab es realmente interesante pues nos permite definir los diferentes targets 
que se generarán, las plataformas que soportará, el tipo de objecto generado (librería 
estática, dinámica, ejecutable). El nombre del objeto. Por último los archivos fuente 
que deben ser compilados para un target en particular. Se puede apreciar como como 
los archivos para GNU/Linux no son seleccionados para el target de Windows:
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Los siguientes tabs no son relevantes y no se modificación ninguna opción dejando 
los valores por defecto en caso de existir:
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Por ahora hemos definido las principales características del target pero no las rutas de 
los fichero de include o de las librerías externas, ni los flags de de compilación, etc. 
Para pode ajustar esas opciones hay que acceder al dialogo “Project build options”, a 
dicho dialogo se puede acceder desde  el dialogo anterior en el tab “build targets” 
pulsado en botón “Build options”. Este dialogo presenta diferentes tabs donde poder 
fijar las opciones de compilación, enlace, directorios, etc. 
Una  característica  de  este  dialog  es  que  nos  permite  seleccionar  por  target  pero 
también podemos seleccionar todos la vez, para ello debemos seleccionar el proyecto 
(en este caso la entrada engine). Esto nos permite fijar una configuración base común 
a todos los target para luego ir personalizando cada uno de ellos. Esta característica 
será usada en la configuración de los directorios include ya que son los mismo para 
todas las configuraciones.
El primer tab permite ajustar los flags de compilación. Básicamente dejaremos los 
flags  que  estan  activos  por  defecto  asegurándonos que el  target  Debug (tanto  de 
Windows y GNU/Linux) tenga activo el flag: Produce debuggin symbols [-g] y no lo 
estén aquellos que optimizan el código (-O2, -O3, etc).
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El segundo tab permite definir las librerías con las que se enlazará el proyecto:
El tab “Search directories” permite fijar los directorios para los archivos include, para 
las librerías y para otros recurso de compilación. 
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En el caso de los directorios de los directorios include, podemos definir un directorio 
común a todos los targets:
Y en el caso de las versión Windows nos definimos los adicionales, las rutas a las 
librerías DirectX 8.0. Para el caso de GNU/Linux no es necesario definir ninguna ruta 
adicional:
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En  los  siguientes  tabs:  “Pre/Post  build  steps”,  “Custom  variables”  y  “'Make' 
commands” no fue necesario realizar ningún ajuste:
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 9 Preparando la migración
A continuación se describe el proceso previo de migración que se llevo a cabo. Éste 
consistió en migrar el proyecto a MinGW usando como IDE Eclipse.  El objetivo era 
facilitar  la  migración a  GNU/Linux resolviendo previamente  todos  los  problemas 
asociados al cambio de compilador.
 9.1 Migración a MinGW
Una vez configurados los proyectos. Los primeros errores que aparecieron fueron los 
provocados por el cambio de compilador. Error encontrados:
• Eliminación de código no usado y de variables no usada
• Inicialización de variables
• Alcance de las variables definidas en la declaración de un bucle.
• Definición de funciones virtuales
• Declaración de funciones.
• Declaración de funciones sin declarar tipo de resultado retornado
• Estandarización de nombre de archivos y rutas
• Estandarización de nombre de recursos.
 9.2 Eliminación de código no usado y de variables no usadas
Existía parte del código, dentro de los proyectos necesarios,  que no era usado y que 
podía provocar problemas a la hora de ser migrado. Se decidió eliminar cuando se 
trataba de archivos enteros o comentar en caso de ser solo una parte del archivo. 
También se detecto bastantes variables que no eran usadas pero si declaradas o que 
simplemente almacenaban el  resultado de la llamada a una función pero cuyo no 
valor no era usado. Con el compilador de Microsoft esto no suponía ningún problema 
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pero  con  el  de  GNU  GCC  se  generaban  continuos  warnings,  este  efecto  estaba 
acentuado pues Eclipse activa por defecto el flag -Wall.
 9.3 Inicialización de variables
El proceso de inicialización de Visual Studio 6.0 y de GNU GCC es diferente, por 
ejemplo las variables float son inicializadas a 0 con VS6 mientras que con GNU GCC 
no lo son. Esto generó errores en la ejecución, sobre todo en el calculo de colisiones, 
que obligó a depurar el  código.  El  resultado final  fue la llamada a la función de 
inicialización para algunas variables.
 9.4 Alcance de las variables definidas en la declaración de un bucle
El alcance que da Visual C++ 6.0 de las variables declaradas en la definición de un 
bucle es completamente diferente al que da GNU GCC. Mientras GNU GCC no hace 
accesible estas variables fuera de dicho bucle, al igual que la versiones siguientes del 
compilador de Microsoft. Visual C++ 6.0 si que lo permite. Ejemplo:
for(int i=0; i<MAX_NODES;++i) {
//llevar a cabo cualquier trabajo
}
for(i=0;i<MAX_LINKS;++i) {
//llevar a cabo cualquier trabajo
}
Este código es completamente valido en Visual C++ 6.0 mientras que en GNU GCC 
o cualquier otro compilador moderno no es aceptable ya que la variable i definida en 
el primer bucle no es accesible en el segundo bucle y debería ser declarada de nuevo. 
Este problema aparece en diferentes partes del código en diferentes formas. La más 
frecuentes es la ya descrita pero también puede aparecer otras formas, ejemplo:
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Afortunadamente solventar este problema es sencillo tan solo hay que volver a definir 
la variable de nuevo entro del bucle o definir la fuera del bucle en el segundo caso. 
Este error se encontró una treintena de veces. 
 9.5 Tratamiento de los templates
Los templates tanto para clases como para funciones creados originariamente usaban 
la siguiente forma: template<class T>..... Esta forma por definición obliga 
a que T sea una clase, impidiendo que T sea un tipo como int, char, char*, etc. Pero 
Visual C++ 6.0 no implementa esta restricción y permitía que fuese cualquier tipo. Al 
migrar  el  código  a  GNU GCC este  código  generaba  errores  de  compilación.  La 
solución fue reemplazar class por typename. Ejemplo:
Código original:
template <class T> void SWAP(const T &a,const T &b) {
T tmp(a); a=b;b=tmp;
}
template <class T> T &ABS(const T &a,const T &b) {
return (a - b > 0 ? a-b:b-a);
}
template <class T> const T &MIN(const T &a,const T &b) {
return (a < b ? a : b);
}
template <class T> const T &MAX(const T &a,const T &b) {
return (a > b ? a : b);
}
template <class T> int SIGN(const T &a) {
return (a < 0 ? -1 : 1);
}
template <class T> int SIGNUM(const T &a) {
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return (a < 0 ? -1 : (a > 0 ? 1 : 0));
}
Código modificado para compilar en GNU GCC:
template <typename T> void SWAP(const T &a,const T &b) {
T tmp(a); a=b;b=tmp;
}
template < typename T> T &ABS(const T &a,const T &b) {
return (a - b > 0 ? a-b:b-a);
}
template < typename T> const T &MIN(const T &a,const T &b) {
return (a < b ? a : b);
}
template <typename T> const T &MAX(const T &a,const T &b) {
return (a > b ? a : b);
}
template <typename T> int SIGN(const T &a) {
return (a < 0 ? -1 : 1);
}
template <typename T> int SIGNUM(const T &a) {
return (a < 0 ? -1 : (a > 0 ? 1 : 0));
}
 9.6 Funciones virtuales puras
Las funciones  virtuales  puras  eran  definidas  usando el  define  NULL. Esto no es 
aceptado por GNU GCC, quizás porque NULL no estaba definido en el momento de 
compilación de dicho archivo. Se decidió reemplazar los NULL por 0, que además 








virtual int Render(const cVector3 &vPos) const = NULL;
#endif
virtual void Render(const cFrustum &oFrustum) const = NULL;
virtual void Render(const cVector3 &vPos,const cFrustum &oFrustum) const 
= NULL;
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virtual void LoadBin(FILE *pHandle,cLeafContainer *pContainer) = NULL;
virtual bool IsInner(const cVector3 &vPos) const {return 
m_BBox.IsInner(vPos);}
virtual float Intersect(const segment_t &segment,int &iLeaf,int &iFace) 
const = NULL;
virtual int Intersect(const bbox_t &boxCol,cListLeafFaces &leafFaces) 
const = NULL;
virtual int Intersect(const cFrustum &frustum,cListLeafFaces &leafFaces) 
const = NULL;
virtual OTN_TYPE GetType() const = NULL;








virtual int Render(const cVector3 &vPos) const = 0;
#endif
virtual void Render(const cFrustum &oFrustum) const = 0;
virtual void Render(const cVector3 &vPos, const cFrustum &oFrustum) const 
= 0;
virtual void LoadBin(FILE *pHandle, cLeafContainer *pContainer) = 0;
virtual bool IsInner(const cVector3 &vPos) const {
return m_BBox.IsInner(vPos);
}
virtual float Intersect(const segment_t &segment, int &iLeaf, int &iFace) 
const = 0;
virtual int Intersect(const bbox_t &boxCol, cListLeafFaces &leafFaces) 
const = 0;
virtual int Intersect(const cFrustum &frustum, cListLeafFaces &leafFaces) 
const = 0;
virtual OTN_TYPE GetType() const = 0;
virtual const bbox_t &GetBBox() const = 0;
};
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 9.7 Declaración de funciones sin declarar tipo de resultado retornado
Existían funciones que tanto en su declaración como en su definición no indicaban 
que tipo retornaban. Esta declaración era aceptada por Visual C++ 6.0, el cual fijaba 
como tipo por defecto int. Pero cuando se compiló con GNU GCC éste retornaba el 
error de “Default int type not allowed”. La solución consistió en añadir void como 
tipo retornado. Ejemplo:
Código aceptado por VS 6:





Código corregido para GNU GCC:





 9.8 Reemplazando defines no existentes
Los  defines  min y  max están  definidos  en  Visual  Studio  6.0  (archivo  include 
minmax.h)  pero no existen en GNU GCC como defines,  si  existen en el  port  de 
MinGW pero en lugar de estar definidos en el archivo minmax.h están definidos en el 
archivo windef.h. Igualmente esta solución no nos era valida así que se decidio crear 
las funciones template MIN y MAX para resolverlo. Posteriormente descubriría que 
estas  funciones  template  ya  están  definidas  en  la  STL en  el  archivo  algorithm. 
Funciones MIN, MAX en el archivo mtypes.h:
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template<typename T> const T &MIN(const T &a, const T &b) {
return (a < b ? a : b);
}
template<typename T> const T &MAX(const T &a, const T &b) {
return (a > b ? a : b);
}
 9.9 Estandarización de nombre de archivos y rutas
Llegados a este punto todos los problemas de compilación se habían solucionado y 
era  posible  compilar  y  ejecutar  el  videojuego  en  Microsoft  Windows XP usando 
MinGW.  Debido  a  que  el  tratamiento  de  los  archivos  que  hace  Windows  y 
GNU/Linux  es  diferente  en  lo  que  respecta  al  nombre  de  estos,  distinción  entre 
mayúsculas y minúsculas, juego de caracteres diferente,  codificación diferente. Se 
decidió definir un criterio común para el nombre de los archivos de código usados así 
como sus rutas. Se definió las siguientes reglas:
• Los nombres de los directorios estaría en minúsculas y no se permitiría ningún 
carácter a partir de los definidos en el juego de caracteres de Latin-1.
• Los  nombres  de  los  archivos  de  código  debería  tener  la  primera  letra  en 
mayúsculas y seguir en minúsculas. Si el nombre es el resultado de la unión de 
dos palabras ambas van unidas sin separación y la segunda palabra vuelve a 
comenzar en mayúsculas. Solo se aceptan caracteres definidos en el juego de 
caracteres de Latin-1.
 9.10 Estandarización de nombre de recursos
Esta  estandarización  de  nombre  también  afecto  a  los  recursos.  Pues  existían  los 
mismos problemas. Para ello lo primero que se hizo fue generar una lista exacta de 
los recursos que el videojuego hace servir. El motivo es que la carpeta contenedora de 
los recursos incluye muchos recursos no usados.  Para llevar a  cabo esta  tarea se 
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modificó el código de forma que imprimiese por pantalla cada uno de los recursos 
cargados con la ruta completa. Así de 180 recursos iniciales se detecto que solo se 
estaban  usando  137.  Se  procedió  a  eliminar  todos  los  recursos  no  usados  y 
posteriormente el resto de recursos fueron renombrados pasando todos los nombre a 
minúscula así como sus rutas.  
Una vez los nombre de los archivos fueron estandarizados se procedió a estudiar el 
sistema de carga de los recursos. Afortunadamente la gran mayoría de los recursos 
son gestionados por una clase:  ResourceManager,  esta clase es la responsable de 
gestionar dichos recursos eligiendo el metodo de carga adecuado para cada uno y 
guardando una relación entre nombre y copia en memoria del  recurso para evitar 
volver a cargar el recurso. La solución consistió en modificar el string con la ruta del 
archivo a cargar para que coincida con el nuevo nombre del archivos y se reemplaza 
la contrabarra por la barra  con separador de directorios. Esta solución consistió en 
añadir dos lineas de código:
Código original:
const cResource &cResourceMng::Load(RESOURCE_TYPE resType, const cStr &szName) 
{





void cResourceMng::Free(const cStr &szName) {
const cMapResourceIT &resIT = m_Map.find(szName);
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Código con la solución:
const cResource &cResourceMng::Load(RESOURCE_TYPE resType, const cStr &szName) 
{
//Normalizing the paths
cStr szTmp = szName;
szTmp.LowerCase();
szTmp.ReplaceChar('\\','/');





void cResourceMng::Free(const cStr &szName) {
//Normalizing the paths
cStr szTmp = szName;
szTmp.LowerCase();
szTmp.ReplaceChar('\\','/');
const cMapResourceIT &resIT = m_Map.find(szTmp);
 
Desafortunadamente no todos los recursos son gestionados por esta clase por lo que 
hubo que añadir más modificaciones. Se modificó todos los recursos de texto que 
contenía rutas y nombres de archivos. Los archivos afectados fueron:
• media/actors.ase:  Este  archivo  contiene  la  definición  de  cada  uno  de  los 
personajes y objetos que aparecen el  juego.  Por  definición se  entiende sus 
propiedades y los recursos gráficos que utilizan. Los nombres de las rutas a 
dichos recursos gráficos fueron normalizados. Son un total de 26 personajes y 
objetos. Dos propiedades hubo que cambiar: RENDER_MODEL que tiene dos 
parámetros el tipo de contenedor de la geometría del modelo y la ruta a este 
modelo. Este último parámetro fue modificado.
• media/icono.avte: Este archivo contiene la definición de los iconos usados en 
el HUD del videojuego. Cada icono viene definido por 4 propiedades posición, 
tamaño,  gráfico  activo  y  gráfico  inactivo.  Los  dos  últimos  parámetros  son 
rutas a los archivos y fueron los modificados.
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• media/nivel_one.avte: Este archivo define el nivel. La primera entrada indica 
el archivo contenedor de la geometría el resto define las posiciones de los 
personajes y objectos en la escena. La primera entrada fue modificada.
• media/cielo.ase: Este archivo es la solución rápida para implementar el cielo 
en el videojuego. Es una exportación en ascii  de la geometría del cielo así 
como las rutas a las texturas usadas. La propiedad *BITMAP fue la único fue 
modificada.
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 10 Migración a GNU/Linux
Llegado a este punto ya teníamos un videojuego que podía generarse en Microsoft 
Windows utilizando herramientas open source. Todos los problemas relacionados con 
el IDE, el compilador, nombres de archivos, rutas, tratamiento de recursos ya estaban 
solucionados. El siguiente paso era eliminar o modificar el código que era exclusivo 
para funcionar en Microsoft Windows.
A continuación se lista las diferentes puntos que hubo que modificar para conseguir la 
portabilidad del proyecto a GNU/Linux:
• Creación y gestión de la ventana de la aplicación.
• Gestión de las entradas del teclado y ratón.
• Gestión de los errores del sistema operativos mediante excepciones.
• Recuperación del timer del sistema.
 Afortunadamente como se utilizó la API de OpenGL para el tratamiento de gráficos 
no fue necesario llevar a cabo ninguna migración en este punto.
 10.1 Librerías en Linux
El proceso de creación y gestión de la ventana así como el proceso de asociación de 
esta  con la  API  de OpenGL y la  gestión del  ratón y  el  teclado usaban las  APIs 
propietarias  de  Microsoft  Windows  Win32,  WGL y  DirectX,  y  por  lo  tanto  no 
compatibles  con GNU/Linux.  Estas  API fueron reemplazadas  por  las  API  Xlib y 
GLX. La primera, X11, permite y la inicialización de la ventana y la gestión de las 
entradas, reemplazando a Win32 y DirectX. La segunda API, GLX, es el equivalente 
de WGL para GNU/Linux y sirve para crear el contexto de OpenGL de la aplicación 
y asociarlo con la ventana de la aplicación.
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 10.1.1 Xlib
Creada en 1985, Xlib es una librería que implementa el protocolo X Window System 
y está escrita en C. Contiene las funciones para poder interactuar con un servidor X. 
Con  estas  funciones  se  puede  escribir  programas  sin  la  necesidad  de  conocer  el 
protocolo  aunque por  regla  genera  pocas  aplicaciones  se  programan directamente 
sobre esta librería sino que utilizan librerías que a su vez hacen servir ésta, como por 
ejemplo GTK+, Motif.
Xlib permite crear ventana, escribir en ellas y recuperar eventos. La mayoría de las 
funciones  se  ejecutan  de  forma  asíncrona  aunque  pueden  ser  ejecutas  de  forma 
síncrona. Estas funciones puede agruparse en:
• Operaciones de conexión.
• Requerimientos al servidor.
• Operaciones de cliente.
Para el proyecto Xlib reemplazará las API Win32 para la creación e inicialización de 
la ventana y DirectX usada únicamente para la gestión de las entradas y salidas.
 10.1.2 GLX
GLX (cuyo acrónimo atiende a  "Extensión OpenGL para el  X Window System") 
provee  la  funcionalidad  para  conectar  OpenGL y  X  Window  System,  es  decir: 
permite a los programas que desean utilizar OpenGL hacerlo dentro de una ventana 
proporcionada por X Window System.
GLX fue creado por Silicon Graphics y está actualmente en la versión 1.4. GLX está 
incluido en la implementación X.Org Server del X Window System desde la versión 
X11R6.7.0 y en el proyecto Xfree86 desde la versión 4.0.
GLX consta de tres partes:
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• Una API que proporciona las  funciones de OpenGL a una aplicación de X 
Window System.
• Una  extensión  del  protocolo  X  que  permite  que  el  cliente  (la  aplicación 
OpenGL)  envíe  comandos  de  renderización  3D al  servidor  X  (el  software 
responsable de su visualización). El software del cliente y del servidor pueden 
estar ejecutándose en diferentes computadoras.
• Una extensión del servidor X que recibe los comandos de renderización del 
cliente y los pasa a una tarjeta aceleradora por hardware de gráficos 3D o los 
renderiza por software, usando generalmente la biblioteca Mesa (que es mucho 
más lenta).
Si  el  cliente  y  el  servidor  se  están  ejecutando  en  la  misma  computadora  y  hay 
disponible  una  tarjeta  aceleradora  de  gráficos  3D con  los  drivers  adecuados,  los 
últimos dos componentes de GLX pueden ser puenteados permitiendo al programa 
cliente tener acceso directo al hardware gráfico.
En proyecto GLX reemplazara la funcionalidad ofrecida por WGL. Se usará para 
inicializar OpenGL y vincularlo con la ventana de la aplicación y para la creación y 
gestión de las fuentes usadas en el juego.
 10.2 Gestión de la ventana
El proceso de creación y gestión de la ventana así como el proceso de asociación de 
esta con la API de OpenGL usaba las APIs propietarias de Window Win32 y WGL 
que no son compatibles con las librería X11 y GLX. Esta gestión se hacía dentro de la 
clases  CApp y  CRenderDevice.  La  primera  es  una clase  virtual  de  la  cual  debe 
heredar  la  clase  principal  del  videojuego.  La  segunda,  CRenderDevice,  es  la 
encargada de inicializar la API de OpenGL y enlazar la ventana de la aplicación con 
ella así como ofrecer una serie de métodos que complementan la API de OpenGL  La 
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solución fácil hubiera sido reemplazar éste código por el nuevo código para X11 y 
XGL. Pero se decidió guardar la compatibilidad con Windows. 
La solución escogida pasa por separar la funcionalidad de creación y gestión de la 
ventana del sistema así como la inicialización de OpenGL (propia de cada OS) en una 
nueva clase (CWindowX y  CWindowWin). Esta nueva clase heredaría de una clase 
abstracta  (CWindowGL)  que  proporcionaría  un  interfaz  común  a  la  aplicación: 
CWindowX11 es  la  implementación  para  GNU/Linux,  y  CWindowWin para 
Microsoft  Windows.  Los  siguientes  diagramas  de  capas  nos  permiten  ver  la 
interacción entre ellas y como se modificó para dar soporte a GNU/Linux. La capa 
azul pertenece al código propio del juego, la capa verde es la capa de código que 
reside  en  la  librería  o  librerías  y  la  capa  gris  corresponde  a  las  diferentes  APIs 
externas: OpenGL, Win32, X11, etc.
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A continuación puede verse los diagramas de clases y paquetes donde se describe la 
relación existente entre ellas y como se modifico para dar soporte a GNU/Linux. 
Representación UML original:
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Representación UML final:
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 10.3 Clase abstracta CWindowGL
En este apartado se describe la clase abstracta y cada unos de sus métodos. Como se 
ha comentado en el capítulo anterior,  CWindowGL es la clase abstracta que permite 
proporcionar una interfaz común a la aplicación independiente del sistema operativo 
sobre el que corre. Los métodos que definen este interfaz permite crear la ventana de 
la aplicación e inicializar la API de OpenGL asociándola con dicha ventana. Métodos 
definidos:
 10.3.1 Init
Crea la ventana según los parámetros de entrada e inicializa la API de OpenGL. 
Parámetros de entrada:
• szAppName: string, nombre de la aplicación y que se mostrará como titulo de 
la ventana.
• XRes: entero, Anchura inicial de la ventana.
• YRes: entero, altura inicial de la ventana.
• Bpp: entero, profundidad de color en bits, valores validos son 16 y 24.
• windowed: booleano, si es cierto la aplicación se inicia en modo ventana, en 
caso contrario se inicia en modo pantalla completa.
Parámetros de salida: No tiene
Notación C++:
virtual void Init(const cStr &szAppName, int XRes, int YRes, int Bpp, bool 
windowed) = 0;
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 10.3.2 Deinit
Cierra  la  ventana  liberando  los  recursos  tanto  de  la  ventana  como de  la  API  de 
OpenGL,  si  la  aplicación  se  está  ejecutando  a  pantalla  completa  recupera  la 
resolución original del escritorio.
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notacíon C++:
virtual void Deinit() = 0;
 10.3.3 Update
Permite realizar tareas como tratamientos de los mensajes de la GUI.
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notacíon C++:
virtual int Update(void) = 0;
 10.3.4 GetHandle
Recupera el manejador nativo del sistema que identifica la ventana del sistema.
Parámetros de entrada: No tiene.
Parámetros de salida: WinHandle
Notación C++:
virtual WinHandle GetHandle() const = 0;
El tipo WinHandle queda definido como void*. 
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Indica  si  la  aplicación  está  activa  o  se  ha  pedido  el  cierre  de  esta  por  parte  del 
usuario.
Parámetros de entrada: No tiene.
Parámetros de salida: 
• booleano: Cierto la aplicación está activa. Falso, el usuario a pedido cerrar la 
aplicación.
Notación C++:
virtual bool IsActive() const = 0;
 10.3.6 GetSize
Recupera el tamaño actual de la ventana.
Parámetros de entrada: No tiene.
Parámetros de salida:
• width: Anchura de la ventana.
• height: Altura de la ventana.
Notación C++:
virtual void GetSize(uint32_t& width, uint32_t& height) const = 0;
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 10.3.7 BuildSystemFont
Crea la fuente por defecto del sistema lista para ser pintada por la API de OpenGL. 
Esta fuente siempre existe y se usaba básicamente para mostrar información durante 
el proceso de depuración.
Parámetros de entrada: No tiene.
Parámetros de salida:
• entero: Identificador de la fuente de sistema.
Notación C++:
virtual uint BuildSystemFont() = 0;
 10.3.8 BuildFont
Crear una fuente lista para ser pintada por la API OpenGL a partir de las fuentes 
instaladas en el sistema.
Parámetros de entrada:
• szName: string, Nombre de la fuente.
• height: entero, altura de la fuente.
• Weight: entero, peso de la fuente
• flags, entero, flags que permiten fijar si es itálica, en negrita, subrayada, etc.
Parámetros de salida: Identificador de la fuente.
Notación en C++:
virtual uint BuildFont(const cStr &szName, int iHeight, int iWeight, long 
mFlags) = 0;
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 10.3.9 BeginScene
Permite a la aplicación indicar que va a comenzar a pintar un nuevo frame. 
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notación C++:
virtual void BeginScene() = 0;
 10.3.10 EndScene
Permite a la aplicación indicar que se ha finalizado de enviar la información para 
pintar el frame actual y que puede procederse a mostrar en pantalla.
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notación C++:
virtual void EndScene() = 0;
 10.4 Clase final CWindowWin
Esta clase implementa la clase interfaz CWindowGL y es usada cuando la aplicación 
se  ejecuta  en  Microsoft  Windows.  Para  crear  esta  clase  se  encapsuló  el  código 
original  de  inicialización  de  la  ventana  y  la  API  de  OpenGL dentro  de  ella.  La 
descripción detallada de esta clase queda fuera del alcance de esta memoria por lo 
que no se ha descrito.
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 10.5 Clase final CWindowX11
Esta clase implementa la clase interfaz CWindowGL y es usada cuando la aplicación 
se ejecuta en GNU/Linux. Esta clase hace servir las APIs X11 (Xlib) y XGL para 
crear la ventana de X11 e inicializar la API de OpenGL. A continuación se describe 






 10.5.1  Init
Primero recuperamos el display y la screen sobre el cual se creará la ventana. En este 
caso presuponemos que el display es 0 la screen la por defecto para ese display:
m_display = XOpenDisplay(0);
m_iScreen = DefaultScreen(m_display);
El siguiente paso consiste en recuperar el visual adecuado según los atributos que 
marca la aplicación.  Se ha definido dos grupos de atributos donde el segundo es 
usado si no es posible crear un visual con el primer grupo:
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/* attributes for a single buffered visual in RGBA format with at least
 * 4 bits per color and a 16 bit depth buffer */
static int attrListSgl[] = {
    GLX_RGBA,
    GLX_RED_SIZE, 4,
    GLX_GREEN_SIZE, 4,
    GLX_BLUE_SIZE, 4,
    GLX_DEPTH_SIZE, 4,
    None
};
/* attributes for a double buffered visual in RGBA format with at least
 * 4 bits per color and a 16 bit depth buffer */
 static int attrListDbl[] = {
    GLX_RGBA,
    GLX_DOUBLEBUFFER,
    GLX_RED_SIZE, 4,
    GLX_GREEN_SIZE, 4,
    GLX_BLUE_SIZE, 4,
    GLX_DEPTH_SIZE, 4,
    None
};
El grupo de atributos  attrListSgl, define un visual single buffer donde solo se tendrá 
en cuanta aquellos modos de color directo, se descartan los modos que usan paletas 
gráficas por ejemplo, la profundidad en bits para cada componente del color será al 
menos de 4 bits al igual que la de profundidad.
El grupo de atributos attrListDbl es igual pero en lugar de definir single buffer fuerza 
a que sea doble buffer.
Para  recuperar  un visual  que  cumpla  con alguno de  estos  grupos  de  atributos  se 
utiliza la llamada al metodo: glXChooseVisual:
// get an appropriate visual
XVisualInfo* vi = glXChooseVisual(m_display, m_iScreen, attrListDbl);
if (vi == NULL) {
vi = glXChooseVisual(m_display, m_iScreen, attrListSgl);
}
Una vez ya se tiene un visual apropiado se procede a crear el contexto adecuado y 
comprobamos que soporta direct rendering:
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// create a GLX context
m_glxContext = glXCreateContext(m_display, vi, 0, GL_TRUE);
if (!glXIsDirect(m_display, m_glxContext)) {
APP_EXCEPTION("cWindowGLX11::Init","Direct rendering is NOT enabled");
}
Siguiente paso es crear el colormap:
// create a color map
Colormap cmap = XCreateColormap(m_display, RootWindow(m_display, vi-
>screen),vi->visual, AllocNone);
Una vez creado el colormap ya es posible crear la ventana de la aplicación. Pero el 
proceso de creación varía si es a pantalla completa o no.
Crear la ventana en modo normal es más sencillo que a pantalla completa y tan solo 











CWBorderPixel | CWColormap | CWEventMask,
&m_winAttributes);
Crear  la  ventana  a  pantalla  completa  require  algo  más  de  código  debido  a  que 
primero hay que recuperar la lista de resoluciones soportadas por el monitor:
XF86VidModeModeInfo **modes;
XF86VidModeGetAllModeLines(m_display, m_iScreen, (int*)&iModeNum, &modes);
Recuperamos  el  modo actual  del  escritorio,  es  la  primera  entrada  en  el  array  de 
modos retornados:
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//save desktop-resolution before switching modes
m_vidModeDesktop = *modes[0];
Una vez tenemos la lista de modos disponibles escogemos aquel que mejor encaje 
con la resolución indicada por la aplicación:
uint32_t iBestMode=0, iBestHz=0, iModeNum;
for (uint32_t i = 0; i < iModeNum; i++) {
uint32_t iHz = (modes[i]->dotclock / 
modes[i]->htotal)*1024/modes[i]->vtotal;
if ((modes[i]->hdisplay == width) && 
(modes[i]->vdisplay == height) && 





En este caso se elige aquel modo cuyo ancho y alto sea igual al especificado por la 
aplicación y cuya frecuencia de refresco sea mayor.
Una vez elegida la nueva resolución procedemos a activarla:
XF86VidModeSwitchToMode(m_display, m_iScreen, modes[iBestMode]);
XF86VidModeSetViewPort(m_display, m_iScreen, 0, 0);
uint32_t iDisplayWidth = modes[iBestMode]->hdisplay;
uint32_t iDisplayHeight = modes[iBestMode]->vdisplay;
//Free the array of available modes
XFree(modes);
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Y finalmente creamos la ventana para el modo a pantalla completa:
// create a fullscreen window
m_winAttributes.override_redirect = true;













CWBorderPixel | CWColormap | CWEventMask | WOverrideRedirect,
&m_winAttributes);
}
Una vez ya tenemos la ventana creada registramos el evento to cierre de la ventana, 
fijamos las propiedades estándar, como nombre de la ventana, icono asociado, etc, 
mapeamos la ventana.
Atom wmDelete = XInternAtom(m_display, "WM_DELETE_WINDOW", true);
XSetWMProtocols(m_display, m_win, &wmDelete, 1);
XSetStandardProperties(m_display, m_win, title, title, None, NULL, 0, NULL);
XMapRaised(m_display, m_win);
Y por último Asociamos el contexto de OpenGL anteriormente creado con la ventana:
// connect the glx-context to the window
glXMakeCurrent(m_display, m_win, m_glxContext);
 10.5.2 DeInit
Para llevar a cabo este proceso basta con destruir el contexto de OpenGL, recuperar 
la resolución original del escritorio en caso de ejecutarse a pantalla completa, destruir 
la ventana, liberar recursos reservados durante la inicialización y cerrar el display.
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Destruyendo el contexto: primero se debe desasociar como contexto actual y luego se 
puede proceder a su destrucción:
glXMakeCurrent(m_display, None, NULL);
glXDestroyContext(m_display, m_glxContext);
Recuperamos el modo original del escritorio:
if (m_fullscreen) {
XF86VidModeSwitchToMode(m_display, m_iScreen, &m_vidModeDesktop);
XF86VidModeSetViewPort(m_display, m_iScreen, 0, 0);
}






Procesa los eventos de la cola de eventos pendientes y detecta si el usuario a pedido 
cerrar  la  aplicación.  Este  método también es responsable  de  invocar  al  gestor  de 
teclado y ratón para que pueda procesar dichos eventos.
Declaramos una variable tipo Xevent y definimos la condición del bucle para recorrer 
todos lo eventos pendientes de procesar:
XEvent event;
while (XPending(m_display) > 0) {
Recuperamos el evento de la cola:
XNextEvent(m_display, &event);
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Analizamos  el  tipo  de  eventos  para  detectar  si  hay  un  petición  de  cierre  de  la 
aplicación, en nuestro caso esta petición solo puede venir desde dos tipos de eventos 
diferentes: por pulsación de la tecla escape o por el comando WM_PROTOCOL de 

















Una vez el evento ha sido procesado es pasado al gestor de teclado y raton:




Este código puede ser suprimido, en una primera fase el teclado y el ratón eran leidos 
a  través  de la  cola  de eventos  pero posteriormente se  implemento  un sistema de 
polling y este código quedo obsoleto. Es mencionado pues aún aparece en el código 
del proyecto.
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 10.5.4 BuildSystemFont
Crea una fuente por defecto lista para ser usada por la API de OpenGL. Esta fuente es 
usada básicamente para mostrar información adicional durante la fase de desarrollo 
del juego. El nombre de la fuente de X11 es “fixed” por considerar que se encuentra 
en la mayoria de las distribuciones de GNU/Linux.
Primero recuperamos el identificador de la fuente X11. Utilizaremos el metodo xlib 
XloadQueryFont:
if (m_systemFont == NULL) {
m_systemFont = XLoadQueryFont(m_display, "fixed");
}
Generamos usando la API de OpenGL una display list que contendrá tantos bitmaps 
como caracteres tiene la fuente:
uint base = ::glGenLists(1);







A diferencia del método anterior éste permite crear una fuente en función del nombre 
de ella que se recibe como parámetro de entrada.  Esta función recibe un total de 
cuatro parámetros: el nombre de la fuente, altura, anchura, peso y  flags adicionales. 
Estos parámetros vienen fijados por compatibilidad con la API original escrita para 
Microsoft Windows. En GNU/Linux solo el primer parámetro es usado, nombre del 
fuente, ya que en el nombre de la fuente se definen el resto de propiedades, ejemplo 
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de fuente usada en el juego:
-monotype-arial-bold-i-normal—80-10-0-0-p-0-iso8859-15
El proceso de creación es exactamente igual al de BuildSystemFont por lo que no se 
describe el código paso a paso:
XFontStruct* fontStruct = XLoadQueryFont(m_display, szName.toString());
//Creamos la lista.
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 10.6 Gestión de las entradas
El proceso de gestión de las entradas, únicamente teclado y ratón, al igual que la 
gestión de la ventana usaba las APIs propietarias de Microsoft Windows: DirectX 8.0 
y Win32. Por lo que se tuvo que idear una forma para dar soporte a GNU/Linux 
buscando el mínimo impacto en el juego. 
La solución implementada es similar a la llevada a cabo para la gestión de la ventana. 
Se crea una clase abstracta que define el interfaz de comunicación entre la aplicación 
y el sistema de gestión de entradas. De esta clase abstracta heredan dos clases finales, 
una para cada sistema, invocándose una u otra dependiendo sobre que sistema se 
ejecuta el juego. Esta solución no fue suficiente ya que el juego en origen trataba las 
entradas de teclado de dos forma diferentes: una para la gestión del actor principal 
donde se hace un polling constante del teclado y una segunda donde se buscaba solo 
detectar  la  pulsación de determinadas teclas  para presentar  o  ocultar  determinada 
información de depuración. El primer sistema usa la API de DirectX mientras que el 
segundo hace servir la API de Win32. Se optó por unificar el método de lectura del 
teclado tanto en Windows como en GNU/Linux y para ello se creo una clase abstracta 
CInputEventTreater que debería ser implementada en el código de juego y que se 
encargaría de recibir eventos de pulsación o liberación de la teclas y de los botones 
del ratón. Esta clase sería finalmente implementada en la clase principal de juego 
CAVTEngine.
Los siguientes diagramas de capas nos permiten ver la interacción entre ellas y como 
se modificó para dar soporte a GNU/Linux. La capa azul pertenece al código propio 
del juego, la capa verde es la capa de código que reside en la librería o librerías y la 
capa gris corresponde a las diferentes APIs externas: DirectX, Win32, X11, etc.
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DirectX API Win32 API
Diagrama de capas final:
Aplicación (AVTE)
AVTEngine
(hereda de cInputEventTreater) 
CinputDevice (Interfaz, Clase abstracta)
CinputX11 (Singleton) CinputDX8 (Singleton)
X11 API DirectX API
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Diagrama UML original, que ayudar ver la relación entre las diferentes clases:
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Diagrama de clases final:
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 10.7 Clase abstracta CInputDevice
En este apartado se describe la clase abstracta y cada unos de sus métodos. Como se 
ha comentado en el capítulo anterior, CInputDevice es la clase abstracta que permite 
proporcionar una interfaz común a la aplicación independiente del sistema operativo 
sobre  el  que  corre.  Los  métodos  que  definen  este  interfaz  permite  inicializar  las 
diferentes  APIs  para  la  lectura  de  los  eventos  del  teclado  y  del  ratón  así  como 
recuperar sus estado en todo momento.. Métodos definidos:
 10.7.1 Init
Inicializa el sistema de gestión de teclado y ratón.
Parámetros de entrada:
• .window: apuntador a la clase CWindowGL 
• treater: apuntador a la clase CInputEventTreater
Parámetros de salida: No tiene
Notación C++:
virtual void Init(cWindowGL* window, cInputEventTreater* treater) = 0
 10.7.2 Shutdown
Cierra el sistema de gestión de teclado y ratón.
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notación C++:
virtual void ShutDown() = 0;
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 10.7.3 Update
Método que permite al sistema de gestión de teclado y ratón actualizar su estado, 
debe ser llamado periódicamente.
Parámetros de entrada: No tiene.
Parámetros de salida: No tiene.
Notación: C++
virtual void Update() = 0;
 10.7.4 KeyPressed
Método que permite recuperar el estado de un tecla.
Parámetros de entrada:
• keyId: entero con el identificador de la tecla.
Parámetros de salida: booleano, cierto si la tecla está pulsado, falso en caso contrario.
Notación C++:
virtual bool KeyPressed(unsigned ikeyId) const = 0;
 10.7.5 ButtonDown
Método que permite recuperar el estado del botón del ratón..
Parámetros de entrada:
• buttonId: entero con el identificador de la tecla.
Parámetros de salida: booleano, cierto si el botón está pulsado, falso en caso 
contrario.
Notación C++:
virtual bool ButtonDown(unsigned iButtonId) const = 0;
81
Portabilidad a Linux de un videojuego desarrollado en Windows XP
 10.7.6 GetAxisX
Recupera el desplazamiento relativo del ratón en el eje X desde la última 
actualización del sistema.
Parámetros de entrada: No tiene.
Parámetros de salida: entero, desplazamiento relativo.
Notación C++:
virtual int GetAxisX() = 0;
 10.7.7 GetAxisY
Recupera el desplazamiento relativo del ratón en el eje Y desde la última 
actualización del sistema.
Parámetros de entrada: No tiene.
Parámetros de salida: entero, desplazamiento relativo.
Notación C++:
virtual int GetAxisY() = 0;
 10.7.8 GetAxisZ
Recupera  el  desplazamiento  relativo  del  ratón  en  el  eje  Z  desde  la  última 
actualización  del  sistema.  Este  método  no  es  usado  en  el  juego  y  se  creo  por 
compatibilidad  con  la  API  original.  Su  implementación  en  GNU/Linux  siempre 
devuelve 0.
Parámetros de entrada: No tiene.
Parámetros de salida: entero, desplazamiento relativo.
Notación C++:
virtual int GetAxisX() = 0;
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 10.8 Clase final CInputDX8
Esta clase implementa la clase interfaz CInputDevice y es usada cuando la aplicación 
se  ejecuta  en  Microsoft  Windows.  Para  crear  esta  clase  se  encapsuló  el  código 
original  del  sistema de  gestión  de teclado y  ratón dentro  de  ella.  La descripción 
detallada de esta clase queda fuera del alcance de esta memoria por lo que no se ha 
descrito.
 10.9 Clase final CInputX11
Esta clase implementa la clase interfaz CInputDevice y es usada cuando la aplicación 
se ejecuta en GNU/Linux. Esta clase hace servir la APIs X11 (xlib) . A continuación 







Inicializa la API de X11 para poder leer el estado del teclado y del ratón. Además 
oculta el ratón en la ventana del videojuego:.
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Crea un bitmap vacío que se usará para representar el nuevo cursor del ratón:
static char noData[] = { 0,0,0,0,0,0,0,0 };




Crea el nuevo cursor a partir del bitmap anterior:










Una vez activado, liberamos el recurso que hemos usado durante el proceso:
XFreeCursor(m_winGL->GetDisplayX11(), invisibleCursor);
Forzamos control absoluto sobre el mouse. De esta forma el resto de aplicaciones no 
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Mediante  la  técnica  de  polling  esta  rutina  se  encarga  de  actualizar  el  estado  del 
teclado y del ratón,  es por ello que debe ser llamada desde el bucle principal de 
forma periódica. Una vez actualizados los estados de ambos dispositivos chequea que 
teclas  del  teclado  o  botones  del  ratón  han  cambiado  e  invoca  a  la  clase  que 
implementa el interfaz CinputEventTreater si es que existe.
Primero se  comprueba  que  la  ventana  que  tiene  el  foco  es  la  misma  que  la  del 
videojuego, en caso contrario el estado del teclado y del ratón se reinician:
XGetInputFocus(m_winGL->GetDisplayX11(), &winRoot, &status);
if (winRoot != m_winGL->GetWindowX11()) {
memset(m_maskPressed, 0, sizeof(m_maskPressed));
memset(m_oldMaskPressed, 0, sizeof(m_oldMaskPressed));
m_oldMouseStatus = m_mouseStatus = 0;
return;
}
Recuperamos el tamaño actual de la ventana y actualizamos el estado antiguo del 
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Como el videojuego trabaja en coordenadas relativas, al igual que la API de DirectX 
debemos  convertir  la  coordenadas  absolutas  que  retorna  la  API  de  X11  en 
coordenadas  relativas  y  restaurar  la  posición del  ratón en  la  ventana  para  así  no 
encontrarnos con problemas:
//Convertimos en coordenadas relativas
m_mouseIncX = childX - (width>>1);
m_mouseIncY = childY - (height>>1);










Las  primeras  implementaciones  fijaban  directamente  la  posición  del  ratón  en  el 
centro de la ventana pero esto hacía que su funcionamiento fuese los suficientemente 
fluido y se decidió desplazar el cursor justo las coordenadas relativas calculadas.
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Una vez se ha actualizado el estado de ambos dispositivos se procede a invocar a la 
clase que implementa el interfaz CinputEventTreater una vez por cada tecla o botón 
que haya cambiado su estado. Para lleva a cabo esta operación se compara los estados 
anterior y nuevo del ratón y del teclado:
if (m_pTreater!=NULL) {
for(unsigned i=0;i<sizeof(m_maskPressed)*8;++i) {





















Método privado que define la relación entre los identificadores de las teclas definidas 
en la clase abstracta CinputDevice y los que define la API  de X11. Esta función es 
llamada desde el constructor de la clase y es necesaria ya que se tomo la decisión de 
conservar los identificadores que usaba originalmente el juego y que provenían de los 
definidos por la API de Microsoft DirectX. El método inicializa un array donde para 
cada identificador de tecla de la API de DirectX le asocia el identificador que usa la 






















Retorna el estado de una tecla, en caso de estar pulsada retorna true, false en caso 
contrario.
Primero se comprueba que la tecla esté dentro del rango aceptado:
if (keycode > 255) {
return 0;
}
key = m_arrayCode[keycode] + 8;




Retorna el estado de un botón del ratón. En caso de estar pulsado retornará true, false 
en caso contrario.
Los botones del ratón al igual que el teclado no se encuentran mapeados de la misma 
forma, ya que mientras en la API de DirectX el botón central es el tercer botón y el  
botón de la derecha es el segundo botón en la API de X11 es justo al revés. 
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 10.10 Tratamiento de las excepciones
Tanto  las  librerías  como  la  aplicación  utilizan  el  sistema  de  excepciones  para 
comunicar  que se  ha producido un error  grave.  La aplicación es la  encargada de 
procesar dichas excepciones e informar al usuario el motivo del error. 
En origen existian cinco tipos de excepciones, para cada una de ellas existe una clase 
que las representa y que es instanciada cuando se produce un error:
• Generadas por la aplicación: Excepciones que lanzadas cuando la aplicación o 
las librerías detectan un error propio que no les permite continuar. La clase que 
la encapsula es: CExceptionAPP
• Generadas por la API de DirectX: Excepciones lanzadas cuando se produce un 
error  al  invocar  algún  método  dicha  API.  La  clase  que  la  encapsula  es: 
CExceptionDX8.
• Generada por la API de OpenGL: Excepciones lanzadas cuando se produce un 
error  al  invocar algún método de dicha API. La clase que la encapsula es 
CExceptionGL.
• Generada por el sistema operativo: Excepciones lanzadas cuando se produce 
un error al llamar algún método del sistema operativo, como abrir un fichero, 
etc. El nombre de la clase que la encapsula era en origen CexceptionWin.
• Generadas por la API de Cal3D: Excepciones lanzadas cuando se produce un 
error  al  invocar  algún  método  esta  API.  La  clase  que  encapsula  es: 
CExceptionCAL3D.
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Diagrama UML:
Cada  una  de  ellas  hereda  de  clase  abstracta  CException que  define  los  métodos 
abstractos  que  deben  ser  implementados  e  implementa  métodos  que  ayudan  al 
tratamiento de ellas:
De estos cinco tipos tan solo dos requerían cambios: las excepciones generadas por la 
API  de DirectX  y  las  generadas  por  el  sistema operativo,  que es  renombrada a 
CExceptionOS. La primera no supuso ningún problema ya que su código tan solo es 
invocado desde el sistema de gestión entradas cuando es ejecutado en Windows, por 
lo que se solucionó en el proceso de configuración del proyecto y posteriormente al 
encapsular el código gestión de entradas dentro de la clase CinputDX8, obviamente 
solo instanciada en Windows.
Se ha añadido un nuevo tipo de excepción para el tratamiento de errores de la API de 
X11  usada  en  las  clases  CInputX11 y  CwindowX11.  La  nueva  clase  se  llama 
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CExceptionX11.
Diagrama UML final:
 10.10.1 Excepciones del sistema operativo
Las excepciones generadas por el sistemas operativo estaban ligadas a las diferentes 
API de Windows y eran invocadas desde diferentes punto de las librerías y de la 
aplicación. Para solventar el problema no se decidió utilizar la misma técnica o una 
similar a la usada para el tratamiento de la ventana de la aplicación o el tratamiento 
de las entradas. En lugar de crear una clase exclusiva para tratar las excepciones del 
sistema  operativo  en  GNU/Linux  y  otra  en  Windows  se  optó  por  solventar  las 
diferencias de código mediante el uso de defines. Se recurrió a esta opción por ser la 
menos  intrusiva  y  por  que  las  modificaciones  eran  menores.  A continuación  se 
muestra el código modificado para funcionar en ambos sistemas operativos:
cExceptionOS::cExceptionOS(const cExceptionOS &_e) : cException(_e) {
m_iError = _e.m_iError;
}
cExceptionOS::cExceptionOS(const cStr &_szFile, 
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const int _line, 
const cStr &_szFunc) :
cException(_szFile, _line, _szFunc, "") {
#if defined(_WIN32)
m_iError = ::GetLastError();















cStr cExceptionOS::toString() const {
return ("Fichero: " + 
m_szFile +
"\nMetodo: " + 
m_szFunc + 
"\nLinea: " + 
cStr(m_iLine) + 
"\nError: " + 
cStr(m_iError) + 
"\nMensaje: " + m_szMsg);
}
const cStr &cExceptionOS::GetType() const {
return OS_EXCEPTION_TYPE;
}
int cExceptionOS::GetError() const {
return m_iError;
}
void cExceptionOS::setError(int i) {
::SetLastError(i);
}
Como  se  puede  ver  la  única  diferencia  estriba  en  el  modo  de  recuperar  el 
identificador de error producido y el texto asociado. Mientras Windows define su 
propio metodos:  GetLastError y   FormatMessage, en GNU/Linux se hace servir la 
variable  errno y  la  funcion  strerror.  Como  la  propia  clase  es  la  encargada  de 
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recuperar el error producido durante el proceso de instanciación de esta, la aplicación 
es  completamente  ajena  a  la  forma  en  que  son  recuperados  los  errores.  A 
continuación se muestra un ejemplo de su funcionamiento:
.
.




Una vez que la aplicación detecta que se ha producido un error instancia y lanza la 
excepción. Para simplificar el proceso toda excepción tiene asociada una macro que 
ayuda al proceso:
#define OS_EXCEPTION(a) {throw cExceptionOS(__FILE__,__LINE__,(a));}
Por último se optó por renombrar tanto la macro como la clase ya que sus nombre 
originales eran CWinException para la clase y WIN_EXCEPTION para la macro más 
ligados a Windows.
Una vez adaptada la clase que gestiona los errores del sistema operativo hubo que 
modificar  la  forma  en  que  estos  se  muestran  al  usuario.  En  origen  estos  son 
mostrados mediante el uso de un MessageBox que proporciona la API de Windows. 
La API de X11 carece de un método similar por lo que se decidió por mostrar el error 
directamente por consola en caso de ser lanzada desde la línea de comandos en parte 
por ser más fácil y en parte porque implementar una solución similar aunque no es 
compleja puede generar un error durante dicho proceso y acabar enmascarando el 
error real. 
La clase CException es la responsable de mostrar este MessageBox y por lo tanto fue 
modificada para funcionar en GNU/Linux. Solución adoptada fue similar a la llevada 
a cabo en la clase CExceptionOS, el uso de defines para activar  una parte de código 
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y desactivar otra. El método modificado fue toMessageBox:
void cException::toMessageBox() const {
#if defined(_WIN32)





Esta solución no es completa pues si se produce alguna excepción no controlada, esta 
no  sería  mostrada.  Para  ello  fue  necesario  modificar  también  el  código  de  la 
aplicación que recibe y procesa las excepciones para que las mostrase de igual modo 
que las excepciones controladas. A continuación se muestra el código que trata las 
excepciones por la aplicación:
try {











MessageBox(NULL, "Excepción no controlada", "UNKNOWN EXCEPTION", MB_OK);
#else




Como  se  puede  ver  la  excepciones  no  controladas  también  son  mostradas 
directamente por consola
En caso de implementar una solución similar a la de Windows, la funcionalidad que 
imitara  a  un  MessageBox  debería  ser  implementada  dentro  de  las  clases  finales 
CWindowWin y CwindowX11 y definida en la clase CWindow. De este modo la 
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clase CException sería completamente independiente al sistema operativo sobre el 
que se ejecuta.
 10.10.2 Excepciones para X11
La API de X11 informa de los errores de sus métodos mediante un manejador que 
debe  ser  sobrescrito.  Cuando  la  ejecución  de  un  método  de  dicha  API  falla,  el 
manejador es invocado recibiendo como parámetro el identificador de display y una 
estructura de datos donde se encuentra el código de error .  Una vez recuperado el 
código de error, la API de X11 ofrece un método para recuperar la cadena de texto 
asociada a dicho error:  XGetErrorText
Por lo tanto, el  primer paso para recuperar el error es proporcionar un manejador 
propio que sea invocado, este manejador no es más que una función cuya dirección 
de memoria debe ser pasada en el proceso de inicialización. En nuestro caso durante 
la creación del ventana de la aplicación, para ello se invoca el método de la API de 
X11 XsetErrorHandler. 
La gestión del manejador se reducir a recuperar el código error,  almacenarlo en una 
variable global e invocar al manejador original. Una vez la llamada a la función de la 
API de X11 ha finalizado,  el  código de la librería/aplicación comprueba el  valor 
almacenado en  esa  variable  global  y  en  caso  de  ser  un código de  error  lanza  la 
excepción. A continuación se muestra el código.
Función para instalar el nuevo manejador:
// Variable para almacenar la dirección del manejador anterior
static int (*X_handler)(Display *, XErrorEvent *) = NULL;
//Función invocada desde la creación de la ventana para





Portabilidad a Linux de un videojuego desarrollado en Windows XP
Función del nuevo manejador:
unsigned int g_errorX11 = Success;




A continuación se muestra el código la clase CExceptionX11:







cExceptionX11::cExceptionX11(const char* szFile, int iLine, const char* 












const cStr& cExceptionX11::GetType() const {
return X11_EXCEPTION_TYPE;
}
cStr cExceptionX11::toString() const {
return ("Fichero: " + m_szFile + 
"\nMetodo: " + m_szFunc + 
"\nLinea: " + cStr(m_iLine) + 
"\nError: " + cStr(int(m_error)) + 
"\nMensaje: " + m_szMsg);
}
96
Portabilidad a Linux de un videojuego desarrollado en Windows XP
 10.11 Recuperación del timer del sistema
El timer del sistema es usado en el videojuego para calcular el tiempo que ha pasado 
entre el frame actual y el anterior. Este tiempo es usado para el calculo de colisiones y 
la actualización de todos los caracteres del videojuego. En la solución para Microsoft 
Windows  se  usaban  dos  funciones:  GetTickCount y   timeGetSystemTime.  Estas 
funciones no existen en GNU/Linux por lo que hubo que buscar una alternativa a 
ellas. La función elegida para ambas fue clock_gettime. Mientras que las  funciones 
usan  como  unidad  de  medida  el  milisegundo,  la  rutina  de  GNU/Linux  usa  el 
nanosegundo. Para la solución implementada se creo la función getTimeMilis la cual 
reemplazaría a las funciones originales de Windows. Esta nueva función invoca al 
método de GNU/Linux o Windows según el sistema operativo en el que se ejecute. 













uint32_t uiSecs = ts.tv_sec  * 1000;
uint32_t uiNanoSecs = ts.tv_nsec / 1000000;
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 11 Configuración flags de compilación
Este  punto  describe  los  flags  usados  para  compilar  y  linkar  el  proyecto  en 
GNU/Linux. También muestra los recursos externos de compilación usados: archivos 
cabeceras y librerías.
En modo debug se usaron los siguentes flags:
• -g: Agregar información de debug.
• -Wall: Activa todos las alerta de compilación.
En modo release se usaron los siguientes flags:
• -Wall: Activa todos las alerta de compilación.
• -s: Elimina todos simbolos del archivo binario.
• -O2: Optimizar en velocidad.
Archivos cabecera usados:
• X11/Xdefs.h: Definiciones de tipos usados en la librería xlib.
• X11/Xlib.h: Declaración de los métodos de la librería xlib.
• linux/input.h: Definición del código de cada una de las teclas del teclado.
• X11/extensions/xf86vmode.h: Definición de métodos para inicializar la 
aplicación a pantalla completa.
• GL/glx.h: Definición de los métodos para la api GLX.
Librerías externas usadas:
• X11:Librería con los métodos de la librería xlib.
• Xxf86vm: Librería con los métodos para inicializar la aplicación a pantalla 
completa.
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• GLU: Librería con los métodos de apoyo a la API de OpenGL.
• GL: Librería con los métodos de la API de OpenGL.
• rt: Librería con los metodos de real time. El proyecto hacer servir el método 
clock_gettime.
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 12 Planificación y presupuesto económico
Este apartado describe la planificación y el presupuesto económico. A continuación 
se detalla la planificación del proyecto y el presupuesto económico:
 12.1 Planificación del proyecto
El estudio inicial de proyecto se realizó durante las primeras tres semanas. En ellas se 
intento localizar todos, o la gran mayoría, de los problemas que iban a aparecer y la 
solución a ellos. También se planifico los pasos a seguir para concluir con éxito el 
proyecto.
El proyecto está pensado para una dedicación mínima de 15 horas semanales. Las 
cuales  ha bastado para  llevar  a  cabo el  proyecto sin  retrasos.  El  hecho de  haber 
dedicado  las  tres  primeras  semanas  a  detectar  y  preparar  las  estrategia  fueron 
definitivas  para  poder  llevar  una  segunda  fase  de  implementación  sin  ningún 
contratiempo. A continuación se presentan los tiempos para cada una de las tareas:
• Estudio y planificación: 55 horas (3 semanas).
• Preparación del entorno y modificación del código: 190 horas (11 semanas).
• Memoria: 75 horas (4 semanas).
 12.2 Presupuesto económico
El  costo  de  proyecto  ha  sido  únicamente  los  recursos  humanos.  Todas  las 
herramientas usadas para llevar a cabo la migración son open source, incluidas las 
usadas para la creación de la memoria. Este hecho reduce sensiblemente el coste del 
proyecto. A continuación se detalla en cada unos de roles que se han hecho servir:
• Analista: 120€/h, 55h: 6600€.
• Desarrollador: 80€/h 190h: 15200€
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El total asciende: 21800€.
Las tarifas usadas son con las que oferta actualmente la empresa en la que trabajo.
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 13 Conclusiones
El hecho de llevar a cabo de la migración a GNU/Linux en dos fase bien diferencias, 
un primer port a MinGW en Windows XP y el segundo sobre GNU/Linux, permitió 
detectar  de  forma más  rápida y  precisa  lo  errores  introducidos  por  el  cambio  de 
compilador  permitiendo  iniciar  una  portabilidad  a  GNU/Linux  sabiendo  que  el 
código era completamente funcional.
Mientras que en Microsoft Windows fue necesario hacer servir diferentes APIs para 
la inicialización de la  ventana (WIN32),  la gestión de las  entradas  (DirectX) en 
GNU/Linux únicamente se hizo servir Xlib. Esto sin duda representa una gran ventaja 
debido  a  que  no  es  necesario  aprender  una  API  única  y  exclusivamente  para  el 
desarrollo de juegos. Además Xlib es la API básica para el desarrollo de aplicaciones 
de ventanas en los sistema Unix. 
El tratamiento de las fuentes difiere completamente en ambos sistemas y aunque se 
podría mejorar la forma en que son gestionadas por el videojuego, como el uso de 
estas se reduce a presentar un contador y poco más se decidió una solución rápida 
pero  poco  limpia  que  requiere  que  el  código  propio  de  la  aplicación  haga  un 
tratamiento diferente dependiendo del sistema operativo sobre el que corre. 
La  conclusión  que  se  puede  sacar  es  bien  clara:  No  existe  ningún  tipo  de 
impedimento técnico para el  desarrollo de juegos bajo la plataforma GNU/Linux. 
Aunque  pueda  parecer  que  el  tiempo  empleado  para  este  proyecto  puede  ser 
excesivamente alto o costoso hay que pensar que aquí se ha llevado un proceso de 
adaptación  de  un  juego  que  originalmente  no  estaba  pensado  para  ser 
multiplataforma.  Por lo que parte del  trabajo ha consistido en dotar  al  código de 
mecanismos que permitiese la portabilidad. Pero si este objetivo se define como parte 
de las especificaciones desde un principio,  la tarea para conseguirlo se reduce en 
tiempo y dinero considerablemente pues el código desde el principio estará diseñado 
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para dar soporte a más de una plataforma. Teniendo solo que invertir tiempo y dinero 
en el desarrollo del código especifico para esa plataforma.
Probablemente en un futuro cercano, con la llegada de las plataformas de descarga 
on-line, como por ejemplo steam, podamos ver como el desarrollo de videojuegos 
bajo esta plataforma crece permitiendo a los usuarios no necesitar tener instalado un 
sistema  operativo  propietario  tan  solo  por  la  necesidad  de  poder  disfrutar  de  su 
videojuego favorito.
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