Integrated Task and Motion Planning (ITMP) for mobile robots becomes a new trend. Most existing methods for ITMP either restrict to static environments or lack performance guarantees. This motivates us to use formal design methods for mobile robots ITMP in a dynamic environment with moving obstacles. Our basic idea is to synthesize a global integrated task and motion plan through composing simple local moves and actions, and to achieve its performance guarantee through modular and incremental verifications. The design consists of two steps. First, reactive motion controllers are designed and verified locally. Then, a global plan is built upon these certified controllers by concatenating them together. In particular, we model the controllers and verify their safety through formulating them as Differential Dynamic Logic (dL) formula. Furthermore, these proven safe controllers are abstracted in Counter Linear Temporal Logic over Constraint System CLTLB(D) and composed based on an encoding to Satisfiability Modulo Theories (SMT) that takes into account the geometric constraints. Since dL allows compositional verification, the sequential composition of the safe motion primitives also preserves safety properties. Illustrative examples are presented to show the effectiveness of the method.
I. INTRODUCTION
Traditionally, task and motion planning for mobile robots are designed separately, and they work in a hierarchical manner with a task planner sitting on top of motion planners. Task planning is usually carried on symbolically based on an abstracted view of physical environments that ignores details in geometric or physical constraints. Hence, it is possible that there is no feasible trajectory to achieve the derived mission plans. Therefore, a recent trend is towards an Integrated Task and Motion Planning (ITMP), see e.g., [4] , [8] , [24] , [12] , [13] , [23] , [14] , [11] , [19] , [9] and references therein.
Earlier efforts in ITMP, such as Asymov [4] and SMAP [20] , were still based on abstractions of the working environment and used a symbolic planner to provide a heuristic guidance to the motion planner. Recent work, such as [15] and [6] , introduced a "semantic attachment," i.e. a predicate that is solved by a motion planner, to the symbolic planner. An overview of the recent developments in the symbolic motion planning can be found in [14] , where the task planning problem is reduced to model checking. Since these methods are based on abstracted symbolic models of the environments, it is a common assumption that the working environment is known or static and the robot is the only moving object (or the robot itself carries other movable objects). However, in practice, a robot often shares its workspace with others robots or even humans, and the environment often changes over time in a way that is hard to predict. This motivates us to investigate the ITMP problem for mobile robots in a dynamic environment with moving obstacles.
Inspired by behavior based robotics [18] , we adopt a hierarchical planner consisting of two layers: global and local. Our basic idea is to synthesize a global and integrated task and motion plan through composing simple local moves and actions, and to achieve its performance guarantee through modular incremental verifications. The design consists of two steps. First, basic motion primitives are designed with verified performances. Then, a global plan is built upon these certified motion primitives. Since the method proposed here is of bottom-up and compositional nature, we call it CoSMoP (Composition of Safe Motion Primitives).
In the first step, we propose to use a formally verified motion controllers that we call safe motion primitives. These primitives are designed offline, modeled and verified in Differential Dynamic Logic (dL) [21] , for which verification software tools are available, e.g., KeYmaera [21] . In particular, we use the Dynamic Window Approach (DWA) [7] as obstacle avoidance motion primitives in this paper. DWA is a widely adopted and efficient approach for mobile robots to avoid collisions in uncertain and dynamic environments. The safety of an extended DWA on collision avoidance for moving obstacles has been formally proved in [17] using dL and hybrid system verification. With this proof, we can abstract them to the global layer, where the task and motion plans are integrated.
In the second step, those safe motion primitives are encoded to a Satisfiability Modulo Theories (SMT) solver as motion primitive constraints. This layer synthesizes a composition of pairs of actions (i.e. safe motion primitives) and waypoints (i.e. terminal positions), which is the sequential execution of actions that the robot must perform to ensure a task specification formally. The CoSMoP encodes an ITMP problem to the SMT by extending the Bounded Satisfiability Checking (BSC) [22] and using the Counter Linear Temporal Logic over Constraint System CLTLB(D) [2] language, a Linear Temporal Logic (LTL) extension. The BSC models consist of temporal logic rather than transition systems; thus, the problem encoding is more compact and elegant. Moreover, it was also shown that if the constraint system D is decidable, then so is the CLTLB(D), and it can be encoded to SMT [2] . Therefore, encoding the ITMP problem using CLTLB(D) language allows the description of a wide range of system properties in a problem that is decidable.
In summary, the contribution of this work is to provide an automatic synthesis that is provably safe even for unexpected moving obstacles that, to the best of our knowledge, has not been attempted before for ITMP:
• Unlike [18] , where the motion plan is not formally verified, in our approach, the performance of the resulting integrated task and motion plan is formally guaranteed. • Unlike [23] , [14] , we do not assume static environment and complete knowledge of the other moving agents that is required for verification of symbolic partitioned environments. • Unlike [19] , [15] , [14] , [9] , we do not assume a static environment where the robot is the only moving agent, which is assumed in these others ITMP approaches. • Unlike [3] , [18] , [17] , [1] , [10] , where only motion specifications are considered, we combine task and motion specifications that allow specifications such as moving objects in the environment. • Unlike [22] , [2] , we use CLTLB(D) for automatic synthesis instead of model checking. The rest of the paper is organized as follows. Section II presents some background for understanding CoSMoP approach. Section III defines the scenario and formulate the problem used in this work. Section IV introduces the CoSMoP design procedure. Section V presents the design of motion primitives for the scenario proposed here. Section VI presents how to synthesize a global and integrated plan using SMT solver. Section VII concludes the paper with a discussion and proposes possible future works.
II. PRELIMINARIES A. Counter Linear Temporal Logic Over Constraint System
We express the specification of an autonomous mobile robot using Counter Linear Temporal Logic Over Constraint System CLTLB(D) defined in [2] . This language is interpreted over Boolean terms p ∈ AP or arithmetic constraints R ∈ R belong to a general constraint system D, where AP is a set of atomic propositions and R is a set of arithmetic constraints. Thus, the semantics of a CLTLB(D) formula is given in terms of interpretations of a finite alphabet Σ ∈ {AP, R} on finite traces over a finite sequence ρ of consecutive instants of time with length K, meaning that ρ(k) is the interpretation of Σ at instant of time k ∈ N ρ , N ρ = {0, ..., K}. Moreover, the arithmetic terms of an arithmetic constraint R ∈ R are variables x over a domain D ∈ {Z, R} valuated at instants i and, thus, are called arithmetic temporal terms a.t.t., Definition 1 (Arithmetic Temporal Term). A CLTLB(D) arithmetic temporal term (a.t.t.) ϕ is defined as:
where and −1 stands for next and previous operator.
Therefore, a CLTLB(D) formula is a LTL formula over the a.t.t. defined as below.
where,
• p ∈ AP is a atomic proposition, and R ∈ R is a relation over the a.t.t. such as, for this work, we limit it to linear equalities or inequalities, i.e.
• , −1 , U and S stands for usual next, previous, until and since operators on finite traces, respectively.
Based on this grammar, it can also use others common abbreviations, including:
• Standard boolean, such as true, f alse, ∨ and →. • ♦φ that stands for trueUφ, and it means that φ eventually holds before the last instant (included).
• φ that stands for ¬♦¬φ, and it means that φ always holds until the last instant.
on finite trace is only true at last instant. Thus, it means that φ is true at the last instant of the sequence ρ. A CLTLB(D) formula is verified in a Bounded Satisfiability Checking (BSC) [22] . Hence, it is interpreted on a finite sequence ρ with length K. Therefore, ρ(k) p means that p holds true in the sequence ρ at instant k (p ρ(k)).
Definition 3 (Semantics). The semantics of a CLTLB(D)
formula φ at an instant k ∈ N ρ is as follows:
III. SCENE DESCRIPTION AND PROBLEM FORMULATION
As a motivating example, we consider a building with two way doors that an assistant robot needs to move objects with its gripper. The robot shares its workspace with other robots and humans, and we call this scenario Clean Up. The robot should be able to find and move those objects to designated areas through doors while stay inside the workspace.
In this scenario, each state robot state q r is a triple x, y, α representing the robot pose in 2D, where (x, y) ∈ Z 2 is the position in mm and α ∈ R is the heading angle in degrees. Yet, each object j state q j b is a triple x, y, p representing its 2D position (x, y) ∈ Z 2 in mm and a proposition p ∈ AP that holds true when the robot is carrying this object. Based on a given scenario, scene description provides basic information on robots and the environment they work in. 
that describe two robot poses q 1 and q 2 necessary to push and pass through this door, i.e. d j = q 1 , q 2 :
.., |B|} and b j = l that is abstracted as a square with length l. • Workspace W = x, y, l : the workspace dimension description, which is assumed to be a square with center at position (x, y) and length l.
Now, we can define the scene description for this particular scenario as shown below. This assistant robot must find an integrated task and motion plan that ensures a mission. We consider a formal bottom-up approach that features a two-layer hierarchical ITMP architecture as shown in Fig. 2 . The local layer implements certified reactive motion controllers such as the DWA proposed in [17] , which realize motion planning that guarantees safety requirements ψ saf e in dL incorporating all kinematic and geometric constraints for a dynamic environ- ment with moving obstacles. These controllers are designed offline and are abstracted to the global layer as motion primitives specifications φ P (M), in CLTLB(D). Thus, the safety requirements ψ saf e are incorporated into the global layer by the motion primitives specification φ P (M). The global layer generates a constraint system in the Constraint Generator based on scene description M and the task specification φ G , in CLTLB(D), and encode it to a SMT solver. If this constraint system is satisfiable, a plan that is a roadmap for the local layer is extracted to the local layer. We assume that M have geometric details about the environment enough for global layer to search for a satisfiable plan. Let Q r , Q b and Q π be a sequence of assigned values to robot and object states and assigned motion primitive at each instant k ∈ N ρ , respectively, we can formulate our problem as follows.
Problem 1. Given a scene description M, initial conditions, a global integrated task and motion specification φ G , local safety requirements ψ saf e , the trace length K, design a set U of motion primitives that satisfies ψ saf e in the local layer and respective motion primitives specifications φ P (M) and check if the specification φ G is satisfiable in the scene M using the controllers U. If yes, find a trace s with length K, where s(k) = q r (k), π(k) at instant k ∈ N = {1, ..., K}, q r (k) ∈ Q r is a robot state and π(k) ∈ Q π is a motion primitives at instant k such as π(k) defines what controller u ∈ U to take at q r (k − 1) to go to q r (k).
Note that we are restricted to take at most K actions for the task, therefore it is a bounded time planning problem. The motion primitives are abstract actions that a robot can execute, such as moving to some place, picking up objects and so on.
Definition 5 (Motion Primitive). The Motion Primitive Π ∈ P is formally defined as u, φ Π , where P is a set of abstract actions available to the global layer. The symbol u ∈ U is a reactive motion controller. The specification φ Π constrains the states q(k − 1) and q(k) such as q(k)
based on the Scene Description M when the robot takes u.
IV. COSMOP FRAMEWORK Basically the framework divides the Problem 1 into three subproblems. First, we design reactive motion controllers u i ∈ U : i ∈ N U = {1, ..., |N U |} to provide enough maneuvers for the robot to complete the given task. If it is needed, the design criterion is that each controller modeled as a hybrid program [21] α ui must formally ensure a safety property φ saf e ui after any execution, if the initial state is safe and satisfies the initial condition φ initial
Second, we abstract these controllers from the local to the global layer, i.e. to design the specification φ Π , in CLTLB(D) formulas, to enforce safety requirement after concatenation of designed motion primitives. We do so by ensuring that for any plan s of size K, where ∀π(k) ∈ Q π : π(k) ∈ P, u(k) ∈ π(k), the following two conditions hold.
• For each i ∈ N , φ saf e u(k) is satisfiable for at least one trajectory between q r (k − 1) and q r (k).
. This specification depends on the scene description M and the conjunction of all specifications φ Π is called the motion primitives specification φ P (M). Since the output of global layer is a sequence s, where each π(k) ∈ Q π assigns one of Π ∈ P. If φ P (M) constraints s to satisfy both conditions, then the reachable states after any execution of the controller u(k) will be constraint to satisfies φ saf e u(k) and it will satisfy φ initial u(k+1) ∧ φ saf e u(k+1) before execute the next controller u(k + 1). Therefore, the dL formula [21] of resulting plan s is Φ s ≡ φ initial u (1) ∧ φ saf e u(1) → [α u (1) ; ?(φ saf e u(1) ); ?(φ initial u(2) ∧ φ saf e u(2) ); α u(2) ; ...; α u(K) ]φ saf e u(K) .The following theorem formally proves that the composition of those motion primitives will also guarantee the safety properties ∀k ∈ N : φ saf e u(k) , after executing a plan. Proof. The dL formula of s that satisfies the specification φ P (M) is Φ s . By applying the rules [; ], [?] and → r [21] , we find the equivalent formula ∀k∈N φ initial
ui , the run s will satisfy safety property of all motion primitives.
Finally, the global layer encodes the CLTLB(D) task specifications φ G and φ P (M) into forms that are solvable by an SMT solver such as Z3 [5] , in the Constraint Generator shown in Fig. 2 . Encoding the ITMP problem using CLTLB(D) language allows the description of a wide range of system properties that the satisfiability problem is decidable. If the global layer specification is satisfiable, a plan s is then generated and extracted to the Motion Primitives Supervisor that enforces a sequential execution of this plan. In the following sections we will describe our framework in detail using the Clean Up example.
V. MOTION PRIMITIVES
In the Clean Up scenario, four motion controllers are needed so U = {u 1 , ..., u 4 } where u 1 = go to, u 2 = push the door, u 3 = pick up and u 4 = leave. The following subsection will introduce how to design their motion primitives using the controller go to as an example. The specifications that abstract the motion primitives u 2 = push the door (i.e. φ P ush ), u 3 = pick up (i.e. φ P ickU p ) and u 4 = (i.e. φ Leave ) leave are assumed to depend only on geometric constraints; thus, those safety specifications can be designed directly in CLTLB(D) language.
A. Go To
The first controller u to be designed is the local navigation function which avoids obstacles that can be moving at a velocity up to V . Since the global layer does not take into account the environment kinematics, the safety property must be verified at a local layer. We implement a Dynamic Window Approach [7] (DWA) algorithm based on the verification presented by Mitsch et. al. [17] .
At every cycle time, based on the robot's sensor readings about its current position and surrounding obstacles, the DWA uses circular trajectories determined uniquely by the robot translational v r and rotational ω r velocities. In summary, the algorithm is organized in two steps. (i) First it searches for a range of admissible (v r , ω r ) pair that results in safe trajectories that the robot can realize in a short time frame, which is called dynamic window. (ii) Then, it chooses a (v r , ω r ) pair in the dynamic window that maximizes the progress towards the goal.
The safety property that the DWA must satisfy is called Passive Safety Property φ ps [16] . This property means that the robot will never collide with the obstacle, or it will stop before collision.
is the maximum deceleration, and p r and p o are the position of the robot and the obstacle, respectively.
Finally, Mitsch et. al. [17] verified if this model ensures the Passive Safety Property φ ps using KeYmaera. Theorem 2. If the DWA algorithm modeled with the hybrid program dw ps starts in a state that satisfies φ ps , it will always satisfies it.
where ψ saf e,1 is the safety requirement for go to controller and dw ps is presented in the Model 1 in [17] . Now we move from the local layer to the global layer to abstract this controller. Since the safety property φ ps is an invariant property as well, it can be used as a constraint to ensure the safe motion primitive composition. Details like moving obstacles are omitted in the global layer, so we can assume that the minimum robot velocity is zero (v r > 0), and the known obstacles are static (V = 0), thus: Corollary 2.1. If there is a trajectory between the current and next states (q r and q r ), in which the robot can fits into, then there is, at least, one possible DWA passively safe trajectory.
Proof. If v r > 0 and V = 0, thus, if p r − p o > 0, then there exist at least one trajectory that can be executed by the DWA algorithm that φ ps holds true.
Hence, the Go To specification φ Π in CLTLB(D) should guarantee that there exists a trajectory free of obstacles if the initial q r and goal q r states should be to the left, right, below or above of all obstacles (i.e. r j
And similarly we have φ B
GoT o to avoid colliding into objects that are not being carried (i.e. ¬q j b .p). Thus, the initial q r and goal q r states should be to the left, right, below or above of all objects (i.e. r j
Additionally, the robot can only move inside the workspace (i.e. rin x ≡ (W.x − W.l 2 + a.l 2 ≤ q r .x ≤ W.x + W.l 2 − a.l 2 ) and rin y ≡ (W.y − W.l 2 + a.l 2 ≤ q r .y ≤ W.y + W.l 2 − a.l 2 )) and won't change any object state (i.e. p l static ≡ q l b .p = q l b .p when executing GoT o, so, we have,
VI. COMPOSITION OF MOTION PRIMITIVES
The Motion Primitive Specifications φ P (M) are the conjunctions of the specifications from each single motion primitive. For the Clean Up scenario, this specification is φ Clean
Leave . Now we can compose the motion primitives by encoding the Task Specification φ G and the Motion Primitive Specifications φ P (M) to Z3 SMT solver. If the specifications are satisfiable, the SMT solver will output a feasible plan s.
We encode only CLTLB(D) formulas with no nested path quantifiers, but it is possible to encode nested formulas as well [2] . Since Z3 is a decision procedure for the combination of quantifier-free first-order logic with theories for linear arithmetic [5] , we encode each state variable as an array whose size depends on the length of the trace K. For example, each robot state q r (k).x ∈ Q r and motion primitives π(k) ∈ Q π will be encoded as an array. Each object state is a two dimensional array (j, k) : j ∈ N B , for example, q j b (k).x ∈ Q b . Hence, the a.t.t. operator can be encoded by adding or subtracting the array index, for instance, q r .x ≡ q r (k + 1).x at instant k. Therefore, a state formula ψ, defined as ψ ≡ p | R(ϕ 1 , ϕ 2 , ..., ϕ n ) | ¬ψ | ψ 1 ∧ ψ 2 , can be encoded to quantifier-free first-order logic formulas Ψ(k), where k ∈ N ρ is the instant that ψ holds true. For instance, if ψ ≡ q 0 b .p, then Ψ(2) holds true if q 0 b .p holds true at instant 2.
Encoding temporal logic quantifiers to first order logic requires quantifiers ∀ and ∃ in relation to the time instants. The quantifier ∀k ∈ N ρ : Ψ(k) can be implemented using for loop. The ∃k ∈ N ρ : Ψ(k) can be encoded by using an auxiliary variable j such as ∀k ∈ N ρ : (k = j) → Ψ(k)∧j ∈ N ρ and, then, also encoded using a for loop. Therefore, we can encode CLTLB(D) quantifiers to Z3, for example,
Finally, let ϕ 1 and ϕ 2 be a.t.t.'s, the functions max(ϕ 1 , ϕ 2 ) and min(ϕ 1 , ϕ 2 ) are encoded with SMT function ite, i.e. max(ϕ 1 , ϕ 2 ) ≡ ite(ϕ 1 > ϕ 2 , ϕ 1 , ϕ 2 ) and min(x, y) ≡ ite(ϕ 1 < ϕ 2 , ϕ 1 , ϕ 2 ). Now, we can define a task specification in CLTLB(D) and find an integrated task and motion plan s for the scenario in the Example 1 as shown below. Example 2. A task can be any temporal logic describing how the robot or the objects should move in the environment. For example, it could be to bring the objects in the workspace of Fig. 1 to the temporary rectangular area where Π 1 = go to, Π 2 = push the door, Π 3 = pick up and Π 4 = leave motion primitives.
Note that this plan is safe to moving obstacles as well because the motion primitive Go To can handle it in the local layer. For example, when executing Π 1 , (−2000, −500, 0) , if a human appears moving inside the robot straight trajectory to position (−2000, −500), it will reduce the velocity properly and try another circular trajectory that does not leads to a collision.If the robot cannot avoid the collision, it is formally proven that it will be stopped before it. Therefore, if the moving obstacle can and chooses to avoid the collision too, the robot will be always safe. It allows the robot always to find a new plan s in a receding horizon strategy. Hence, if the moving obstacles change the environment in a way that the plan is not feasible, we can always update the scene description M to search for a new satisfiable plan at current state.
VII. CONCLUSION
We proposed the CoSMoP, an ITMP approach using formal bottom-up design for mobile robot planning. It synthesizes a sequential execution of motion primitives that ensures the task specification and safety properties even under a dynamic environment with moving obstacles. The main advantage of our approach is that we can handle the moving obstacles dynamics and some uncertainties about the environment at local motion primitive, which increase its robustness. Additionally, we evaluated CoSMoP in a motivating example showing that the ITMP can synthesize a correct plan, we also studied how different parameters affect the execution time. Future works includes implementation on real robot and extensions to multiple robots.
