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Abstrakt 
Práce se zabývá tvorbou grafického prostředí pomocí Unreal Development Kit (UDK). Popisuje 
možnosti tohoto nástroje, seznamuje s tvorbou prostředí a objektů zasazených do scény a vysvětluje 
funkcionalitu základních nástrojů Unreal Engine 3 (UE3). Práce obsahuje případovou studii vytvořené 
scény v tomto projektu. 
 
Abstract 
This bachelor´s thesis is focused on grafic enviroment developing using Unreal Development Kit 
(UDK). The thesis describes possibilities of this tool, introduce to the enviroment development and 
describes functionality of basic tools in Unreal Engine 3 (UE3). The work contains a case study of 
created scene in this project. 
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1 Úvod 
Počítače se v současnosti hojně vyskytují v domácnostech a slouží i pro zábavu. Počítačové hry 
a jejich grafické prostředí jdou s dobou výrazně dopředu. Tomu svědčí výroba nových vývojových 
nástrojů pro hry, které urychlují tvorbu her. Práce je zaměřena na vytvoření konkrétního modelu 
krajiny v tomto nástroji a sepsání návodu jeho tvorby.  
 
Nástroj pro tvorbu her a jejich běh je označován jako herní engine (v doslovném překladu herní 
motor). Někdy je používán termín herního jádra, kde právě jádro nebo engine vyjadřuje systém 
programů umožňující tvorbu a chod videohry. Videohrami se rozumí hry, se kterými uživatel 
interaguje přes uživatelské rozhraní a jako výstup ze hry dostává vizuální (zrakovou) informaci. Často 
je doplněna i audio výstupem (zvukem). Další výstupní zařízení jsou zatím spíše experimentálního 
typu. Videohry běží na elektronických přístrojích, jejichž valnou většinu dnes tvoří osobní počítače, 
herní konzole a aktuálně čím dál častěji se uplatňující tvorba her pro mobilní telefony. Enginy 
umožňují urychlení vývoje her, jelikož podstatný základ hry je již v enginu vytvořen. Dále umožňují 
přímý vizuální vjem, jak prostředí hry bude vypadat přímo při tvorbě, čímž značně usnadňují práci. 
Herní studia produkují až neuvěřitelná množství her za poměrně krátkou dobu. Toto tempo by ani 
zdaleka nebylo dosažitelné bez distance od nepřehledné práce v čistém kódu programátorů a bez 
vysoké úrovně abstrakce, kterou technologie herních enginů poskytují prostřednictvím svých 
vývojových nástrojů. 
 
Mezi herní enginy zapadá i Unreal Engine 3 se svým vývojovým nástrojem Unreal Development Kit, 
na které je práce zaměřena. Unreal Development Kit je vývojové prostředí určené především pro hry. 
Sekundárně lze využít i k vizualizačním projektům pro architekturu nebo kinematografii. Jedná se 
o softwarovou sadu nástrojů a systémů, kterými je možné vytvořit třídimenzionální virtuální scénu 
a počítačovou hru. 
 
Je vhodné si uvědomit, jaký je rozdíl mezi Unreal Engine 3 (UE3) a Unreal Development Kit (UDK). 
Unreal Development Kit je nástroj sloužící pro nekomerční účely k vývoji her a vizualizaci. Nelze 
přistupovat fyzicky ke kódové struktuře. Unreal Engine 3 je již placený a určen pro komerční sféru. 
Sice Unreal Development Kit lze využít komerčně, ale pouze v omezené míře. Z toho plyne, že při 
využití pojmů Unreal Development Kit a Unreal Engine 3 nejde o markantní rozdíly, co se týče 
fungování. Unreal Development Kit, jehož volná distribuce lze stáhnul ze stránek výrobce, je využita 
při praktické části vizualizačního projektu. 
 
Terminologie je někdy v tomto počítačovém oboru složitá a cizí názvy jsou i v české literatuře 
frekventované. Proto budou používány i cizojazyčné výrazy, kde jejich význam bude předem čtenáři 
nastíněn. 
 
Unreal Engine 3 byl k projektu vybrán pro svou výjimečnou pokročilost z hlediska softwarového 
inženýrství a tím plynoucí kvalitu a efektivitu tvorby 3D prostředí. Ta je následně zdarma dostupná 
pro nekomerční účely i pro amatérskou komunitu tvůrců vizualizačních projektů a počítačových her. 
 
V následující druhé kapitole naleznete historii, vývoj Unreal enginů a konkurenci. Popis jednotlivých 
částí současného herního enginu a jejich provázanou spolupráci. Ve třetí kapitole je shrnut současný 
stav dění mezi enginy, jejich použitelnost, dostupnost a úroveň dokumentace. Též zde naleznete 
kvality a nedostatky Unreal Engine 3. Čtvrtá kapitola je zaměřena na samotný vizualizační projekt, 
který je hlavní náplní práce. Najdete zde podrobný popis tvorby vytvořeného modelu v Unreal 
Development Kit (dostupného z přiloženého DVD k bakalářské práci) a výhody a nevýhody některých 
možných postupů a postupů v práci provedených. V příloze A je možné nalézt obsah přiloženého 
DVD a v příloze B je popsán manuál instalace UDK, jeho ovládání a prohlédnutí si vytvořené mapy 
v rámci projektu. 
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2 Unreal Engine 
V kapitole o Unreal Engine (zkracován jako UE), systému sloužícího převážně pro tvorbu her, je 
shrnut vývoj započatý rokem 1998 až po stav s vytvořeným Unreal Engine 3. Součásti tohoto herního 
jádra jsou rozvedeny a je popsán jejich význam ve hrách, filmech nebo vizualizačních projektech, pro 
které je engine určen. Tyto poznatky uvozují důležité znalosti pro lepší pochopení navazující části 
práce – případové studie tvorby vizualizačního projektu, v které jsou využity. Závěrem stávající 
kapitoly je uvedena konkurence, která neodmyslitelně žene Unreal Engine dále dopředu 
v konkurenčním boji. 
2.1 Historie Unreal 
V červnu 1998 byl vydán Unreal firmou Epic Games, herní senzace ve 3D prostředí s pokročilou 
umělou inteligencí botů (hráčů ovládaných počítačem). Hra Unreal si získala nemalé množství 
nadšených hráčů. Stala se vzorem pro budoucí vývoj počítačových her a nejen to. Společně s touto 
hrou vznikl první Unreal Engine, balíček programů a nástrojů pro vývoj téměř jakékoli hry. Od této 
chvíle již nebylo nutné hry tvořit úplně od základů. 
 
V listopadu 1999 vyšla hra Unreal Tournament, která se dala hrát na PlayStation 2, PC a Mac. Její 
nové přednosti, jako byla vyspělejší umělá inteligence botů a především možnost hrát ve více hráčích 
přes internet, zaplavily svět. 
 
Roku 2001 vznikla síť Unreal Developer Network (UDN), na které se sdružovaly tisíce uživatelů 
Unreal Engine. Stala se nejcennějším zdrojem online informací, čímž Unreal dál rozšířil své kořeny 
mezi uživatele. 
 
Dalším přelomem byl vznik Unreal Engine 2 (září 2002), na kterém vznikla celosvětově známá hra 
i v řadách mladší generace hráčů – Unreal Tournament 2003. Nový engine přinesl do vývojového 
prostředí her možnost vkládat částicové efekty, jako je oheň, mraky, mlha atd. Physics engine 
(fyzikální jádro) umožňoval vytvářet realistické výbuchy a přinesl pokročilý kolizní systém a interakce 
mezi objekty hry. Kromě her samotných bylo možné vytvářet videosekvence, pomocí kterých bylo 
možné hry dobarvovat ukázkami a dějem. 
 
Až Unreal Engine 3 (listopad 2007) se hrou Unreal Tournament 3 přinesli hráčům výrazné zlepšení 
realističnosti virtuální reality her. Novinkami byli vylepšený physics engine, přepočítávající fyzikální 
podstatu prostředí (kolize mezi objekty a jejich vzájemné interakce), propracovanější osvětlení scény 
a zpracování materiálů prvků hry. 
2.2 Součásti Unreal Engine 
Unreal Engine 3 (zkráceně UE3) je systém organizující „assety“ do jednoho celku, do interaktivního 
prostředí, které přináší uživatelům audiovizuální požitek. Pojem asset (což je často používaný pojem 
v UE, který zahrnuje postavy, zvuk, hudbu, zbraně a další součásti) by se dal přeložit jako aktivum, 
něco, co vnáší do hry určitý přínos. Tento výraz bude v práci často nahrazován srozumitelnějším 
slovem „objekt“. 
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Obr. 2.2-a Datový tok přes Unreal Engine 
 
Unreal Engine se skládá z několika komponent, kde každá může pracovat nezávisle, ale jsou spojeny 
do jednoho celku komplexnost enginu. Skládá se z následujících součástí: 
 - zvukového enginu, 
 - fyzikálního enginu, 
 - grafického enginu, 
 - síťové infrastruktury, 
 - vstupního manažeru, 
 - UnrealScript interpretu. 
Zvukový engine 
Bez zvuku by hry a jejich prostředí nemohly být tak uchvacující, jak jsou. Pouhý obraz, ač je to 
podstatná část dojmu ze hry, nestačí. A proto na řadu nastupuje zvukový engine, který má na svědomí 
zpracování veškerého zvuku prostředí hry. 
 
V UE3 je práce se zvukovým enginem transparentní. Do hry se vloží zvukový efekt nebo hudba (ať už 
z předvytvořené nabídky, či svá vlastní importovaná zvuková stopa), které se využijí k vytvoření 
seznamu instrukcí (SoundCues). Tento seznam slouží pro informaci, jak, kde a kdy mají být zvuky 
přehrány. Příkladem zvuků může být střelba zbraně, kde záleží na vzdálenosti od pozorovatele, co se 
týče intenzity zvuku nebo všudypřítomná hudba dobarvující zážitek ze hry. 
Fyzikální engine 
Představme si svět bez fyzikálních zákonů, jak je známe. Výbuch a jeho tlaková vlna neodhodí okolní 
předměty, při nárazu jednoho objektu do druhého se nic nestane, na rozdíl od jeho odstrčení stranou. 
Auto se nikdy nedostane do smyku, neboť mu nepodkluzují kola. Takto by vypadal herní svět bez 
fyzikálního enginu. Nerealisticky. 
 
V UE3 se o výpočty fyziky stará fyzikální engine PhysX (popsaný na webových stránkách [7]) od 
společnosti NVIDIA. PhysX podporuje celou řadu fyzikálních simulací, jako jsou rigid bodies (tuhá 
tělesa), která se často vyskytují v herních enginech podporujících fyziku (základ zákonu akce a reakce, 
kde tuhá tělesa se při střetu sil nedeformují – odtud výraz tuhá tělesa), dynamic skeletal meshes 
(doslova dynamická kostra sítě, ale český překlad se prakticky nevyužívá, význam je popsán v jedné 
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z dalších částí kapitoly) a dokonce složité látky (ve smyslu tkanin). Hra pak může pomocí systému 
PhysX s těmito objekty realisticky interagovat. 
Grafický engine 
Nejdůležitější součástí Unreal Engine 3 je grafický engine. Umožňuje vnímat scénu tak, jak vnímáme 
reálný svět. Ze směsice údajů hry (počet životů hráče, množství munice, umístění postavy ve scéně, 
pozic okolních objektů, jejich natočení a velikosti) hráč vidí hotová rastrová vyobrazení herního světa 
na obrazovce. 
 
Grafický engine se stará o vykreslování objektů ve scéně, které lze vidět a naopak nevykreslování těch 
objektů, které vidět není možné (jsou schovány za jinými objekty). Zároveň šetří drahocenný 
výpočetní čas na úkor menší režie strávené výpočty viditelnosti objektů. 
 
UE3 podporuje tzv. Level Streaming, který umožňuje mít načtenu v paměti jen konkrétní část scény, 
která je zrovna aktuální. Pro příklad, když hráč vstupuje do nové lokace, tato lokace se načte do 
paměti a zároveň se vymaže lokace opouštěná. 
Síťová infrastruktura 
V dnešní době globalizace a propojení světa internetem se spousta hráčů nespokojí s hraním 
singleplayer her, her kde se hráč utkává sám proti počítači. Chtějí pozvat své známé ke společnému 
dobrodružství, či se utkat s lidmi z druhého konce světa. K tomu jim slouží multiplayer, hra více 
hráčů, o kterou se stará síťová infrastruktura Unreal Engine. 
 
Síťová infrastruktura prošla značnými optimalizacemi. Počítače hráčů jsou připojeny na počítač hráče, 
který sjednává roli serveru. Server může mít zároveň spuštěnu klientskou aplikaci, na které vlastník 
serveru může sám hrát. Pokud není server využíván též jako klient, jedná se pak o tzv. dedicated 
server (vyhrazený server pro účel obsluhy dalších hráčů) a může využít veškerých prostředků pro 
obsluhu ostatních hráčů. Dedicated server je pochopitelně nejžádanější řešení serveru. 
Vstupní manažer 
Hra ke svému chodu a řízení děje potřebuje získávat informace od hráče. K tomu dopomáhá vstupní 
manažer. Stará se o zpracování signálů ze vstupních zařízení a jejich převod na řízení událostí hry 
(např.: zmáčkne se na klávesnici šipka nahoru a postavička se pohne dopředu). 
 
Vstupní manažer je vybaven pro řízení hry pomocí PC platforem s Windows, Mac OS X, Mac OS 
a Linux (zde jako klasické vstupní zařízení slouží klávesnice a myš). Z herních konzolí podporuje 
PlayStation 2, PlayStation 3, Dreamcast, Xbox a Xbox 360. 
UnrealScript a jeho interpret 
UnrealScript je skriptovací jazyk, podobný C++ a Java, jehož pomocí mohou programátoři měnit kód 
UE3. Nejedná se o změny vlastního kódu, ten zůstává nedotčen. Jde pouze o změny virtuálně 
prováděné samotným enginem. Proto se Unreal Engine stal tak populárním mezi amatérskými tvůrci 
nových úrovní a módů her běžících pod tímto enginem. Tim Sweeney, tvůrce UnrealScript, se zaměřil 
převážně na jednoduchost kódu, což jde v tomto případě na úkor rychlosti vykonání skriptu. 
 
Interpret UnrealScriptu se stará o přeložení zdrojového kódu skriptu do kódu srozumitelného UE3, 
který může vykonat. Datový tok překladu potom vypadá tak, jak je znázorněno na obrázku 2.2-b. 
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Obr. 2.2-b Datový tok překladu Unreal skriptu 
2.3 Spolupráce součástí jádra 
Hry pod Unreal Engine 3 jsou řízeny herní smyčkou, což není žádnou novinkou u her. Na začátku 
proběhne inicializace, po které opakovaně probíhá smyčka samotná. Ve smyčce se kontroluje vstup od 
uživatele a na jeho základě se upravuje stav hry. 
 
V UE3 probíhá po kontrole vstupu obsluha událostí, které mají nastat, tedy zvednutí předmětu, 
přemístění hráče na jinou pozici a podobně. Smyčka, tzv. event-driven game loop (událostmi řízená 
herní smyčka), řadí do fronty data k vykreslení pro grafický engine, dává informaci ke spuštění 
zvukové stopy zvukovému enginu a to je jen špička ledovce pro představu. Graficky znázorněný popis 
smyčky lze vidět na obrázku 2.3-a, který vychází z konceptu herní smyčky v knize [1]. 
 
 
Obr. 2.3-a Herní smyčka 
 
Každá událost má jistou prioritu, podle důležitosti ovlivnění hry. Hráč stisknutím tlačítka, například 
střelby, vyvolá řadu událostí, které se zařadí do fronty podle priority. Výstřel, přesněji řečeno pokyn 
k vystřelení, je podstatnější, než jeho vykreslení nebo spuštění zvuku výstřelu. Obrácené pořadí 
událostí by mohlo znamenat minutí nepřítele, i když hráč dal pokyn k palbě ve správný moment. 
 
Při spouštění hry, než se uživatel dostane do hlavního menu, jádro enginu inicializuje komponenty 
UE3 - grafický engine, zvukový engine, fyzikální engine a UnrealScript interpret. Až po dokončení 
inicializace mezi sebou komponenty mohou komunikovat a činí tak přes jádro enginu (ilustrační 
obrázek 2.3-b inspirovaný knihou [1]). 
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V hlavním menu se čeká na vstupní výběr uživatele. Při spuštění hratelné části hry, se načítají assety 
(zvuky, skripty, textury…), kde každý z nich je přiřazen odpovídající komponentě enginu. Začíná se 
plnit fronta událostí a čeká na jádro enginu, které si s ní musí poradit. 
 
 
Obr. 2.3-b Komunikace součástí Unreal Engine 3 
2.4 Vkládané součásti scény 
Celá tvořená scéna se skládá z mnoha druhů assetů. Patří mezi ně statické objekty, dynamické objekty, 
zvuk, osvětlení a spousta dalších součástí scény. Unreal Engine je shlukuje do balíčků (packages), 
podle jejich typu a zařazení. Též uživatel si může vytvořit svůj vlastní balíček, kam lze řadit svůj herní 
obsah.  
Assety se dají rozdělit na dva hlavní typy: 
- statické  
- dynamické. 
Statické objekty 
Statické objekty jsou neměnné při procházení scénou. V UE jsou označeny jako static meshes. Jsou na 
rozdíl od dynamických objektů mnohem rychleji zpracovávány. Nekladou v podstatě žádné požadavky 
na procesor – CPU, protože veškerou práci vykonává grafická karta. 
 
Grafická karta si relativně jednoduše poradí i s více objekty pomocí jejich reprodukce. 
Z několikanásobné reprodukce vyplývá, že při znovupoužití stejného objektu k umístění na další 
pozice se šetří výpočetní čas, který by byl při využití dalšího typu objektu ztracen. Dochází totiž 
k uložení objektu do paměti pouze jednou. Další objekty jsou znovu vytvářeny ze stejného 
paměťového úseku a do paměti přibydou pouze údaje o jejich umístění, rotaci a zvětšení/zmenšení 
(scale). Aby bylo vše shrnuto do příkladu. Při tvorbě lesa ze stejného typu stromu nezatěžujeme 
výpočetní stroj tolik, jako kdybychom les tvořily z mnoha typů stromů. To je důležité si při tvorbě 
scény v Unreal Engine 3 (a nejen v něm) uvědomit. 
Dynamické objekty 
Dynamické objekty mohou nabývat vlastností jako je destruktivita (zeď se dá roztříštit na menší 
kousky), mohou být přemístěny na jinou pozici, mohou být aktivovány a deaktivovány (světlo) 
a podobně. 
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Z dynamických objektů se vyskytují v UE objekty, jejichž základem je kostra. Tyto skeletal meshes 
jsou vytvářeny (v programech jako Maya nebo 3ds Max) procesem zvaným rigging (doslova 
přeloženo takeláž, což je celkové oplachtění lodi – opět se používá i v češtině spíše rigging), v kterém 
je objekt modelován na základě stěžejních kostí, částí, z nichž se skládá. Rigging je využíván pro 
snadnější animaci pohybů, jako je ohyb ruky v kloubech, běh, skákání a mnoho dalších akcí. Tímto 
způsobem se vytváří herní postavičky a další tělesa, kde je podstatný pohyb vlastního těla. Animace 
jsou uloženy v packages Unreal Engine a jejich velkou výhodou je, že se dají využít i pro další tělesa 
s podobnou stavbou kostry. To usnadňuje práci animátorům a snižuje hardwarové nároky. 
2.5 Povrch objektů 
Povrch objektů je tvořen materiály, které jsou tvořeny z hlavní části texturami. Textury jsou ale 
pouhou součástí materiálů. Jsou to barevné 2D plochy, ze kterých se využívá základní barevná 
informace. UE3 přímé nanesení textury již neumožňuje. Zato materiály tvoří již dokončenou podobu 
povrchu. Nevyjadřují pouze barvu, ale i lesk, reflexi (odraz světla), refrakci (lom světla) a další 
vlastnosti doplňující reálný dojem z počítačem vytvořeného povrchu. Až materiály lze v Unreal 
Engine 3 využít pro nanesení na povrch objektů. 
 
Materiály jsou nanášeny na objekty v podstatě jako tapeta na stěny. Tvoří tu část objektu, kterou 
můžeme vidět. Bez materiálu by objekt vypadal jen jako nerealisticky vyhlížející polygonální model. 
Hlavní informaci o objektu, kterou bychom si bez jeho povrchu odnesli, je tvar (a někdy ani to ne), 
což je pochopitelně pro dnešní náročné diváky a hráče nedostačující.  
 
S pomocí materiálů lze dotvářet i plastický efekt třetího rozměru. Můžeme využít vlastnosti, že při 
určitých úhlech pohledu těleso tvořené menším množstvím polygonů s dobře vytvořenou texturou 
vypadá podobně jako objekt vymodelovaný z mnohonásobně více polygonů. Této vlastnosti se 
používá pro zrychlení vykreslování objektů hry. 
 
 
Obr. 2.5 Materiál, jeho textury a instrukce 
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2.6 Osvětlení 
Unreal Engine sám světlo nevytváří u objektů, které by v reálném světě měly zářit. Světlo je třeba 
přidat. Například po vložení lampičky do scény, která vypadá, že svítí, nedojde k osvětlení okolních 
předmětů. Lampa má pouze charakteristickou texturu/materiál simulující záření. Musíme využít 
vhodný nástroj k docílení reálného osvětlení ovlivňujícího své okolí. 
Typy osvětlení 
K vytvoření realisticky vypadajícího osvětlení slouží několik typů světla a Unreal Engine je označuje 
těmito pojmy: 
- ToggleableLights, 
- MovableLights, 
- PointLights, 
- SpotLights, 
- DirectionalLights, 
- SkyLights, 
- PickupLights. 
 
ToggleableLights (přepínatelná světla) jsou světla, u kterých se jejich stav dá v průběhu hry měnit 
(zapnout nebo vypnout). MovableLights jsou světla, s kterýma jde přímo ve spuštěné hře pohybovat. 
Oba dva typy patří tedy mezi dynamická světla. 
 
PointLights (bodová světla) září z jednoho bodu všemi směry, což je činí nejpoužívanějšími světly. 
Lze měnit jejich rádius osvětlení (dosah světla) a vyskytují se v UE3 ve 3 formách: 
 - PointLight (statická, základní typ), 
 - PointLightToggleable (dynamická, přepínatelná), 
 - PointLightMovable (dynamická, s možným pohybem). 
 
 
Obr. 2.6-a PointLight 
 
SpotLights (reflektorová světla či kuželová světla) vydávají světlo z jednoho místa do směrovaného 
kuželu. Úhel kuželu i rádius světla lze nastavit ve vlastnostech. Unreal Engine 3 rozlišuje opět 3 typy 
Spotlights podobné bodovým světlům: 
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- SpotLight, 
- SpotLightToggleable, 
- SpotLightMovable. 
 
 
Obr. 2.6-b SpotLight 
 
DirectionalLights (směrová světla) jsou využívána pro velmi vzdálené a velké zářící objekty, jako je 
slunce. Paprsky světla se tedy nerozbíhají, jak by tomu bylo u bližších objektů (pro tento scénář se 
využívají právě bodová světla), ale jsou směrovány rovnoběžně a tedy i stíny za objekty clonící 
směrovému světlu jsou rovnoběžné. (Ve skutečnosti se paprsky i od slunce rozbíhají, ale v našem 
případě je rozdíl dostatečně zanedbatelný.) Z typů světel v enginu byl vynechán movable typ, jelikož 
záleží pouze na nasměrování světla (úhlu dopadu). Pozice světla je brána jako podstatná. Zbývají 
následně pouze 2 druhy: 
 - DirectionalLight, 
 - DirectionalLightToggleable. 
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Obr. 2.6-c DirectionalLight 
 
SkyLights (okolní světla) poskytují ambientní (okolní) osvětlení celé scény. Prosvětlují místa, kde by 
se jinak vyskytovaly plně černé stíny. SkyLights simulují difuzní osvětlení, světlo, které se dostává 
přes odrazy z okolních ploch na místa, která by jinak mohla být kompletně černá. Používají se 
s různou intenzitou jak za dne, simulující difuzi světla z okolních ploch (žádný stín ve dne venku není 
ve skutečnosti úplně černý), tak v noci, představující svit hvězd, měsíce a odraz záření od oblohy ze 
zapadlého slunce. Tak jako Directional Lights i SkyLights se vyskytují ze stejných důvodů v UE3 ve 
dvou podobách: 
 - SkyLight, 
 - SkyLightToggleable. 
 
 
Obr. 2.6-d SkyLight 
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Posledním typem světel jsou PickupLights. Slouží ke zvýraznění předmětů, které lze ve hře sbírat 
(tzv. pickupů). Na rozdíl od ostatních světel nemusí být vkládány manuálně, ale při vložení pickupu se 
s nimi přidává světlo automaticky. Unreal Engine rozlišuje tyto typy: 
 - UTPickupLight (základ, přímo se nepoužívá), 
 - UTHealthPickupLight (k balíčku životů), 
 - UTWeaponPickupLight (ke zbrani), 
 - UTWeaponLockerPickupLight (ke skříňce se zbraněmi), 
 - UTArmorPickupLight (ke zbroji). 
 
 
Obr. 2.6-e PickupLights 
Light mapy a shadow mapy 
Důležitou součástí osvětlování scény jsou light mapy (mapy osvětlení) a shadow mapy (mapy stínů). 
Jsou vypočítány dopředu před samotným průběhem hry. Odlehčují hardware od mnoha konstantních 
výpočtů, které by jinak při průběhu hry zbytečně probíhaly. Využívají se u statických objektů 
a statických světel dopadajících na tyto objekty, jelikož právě u těchto assetů nedochází ke změnám 
v průběhu času. 
 
Light mapa je textura ploch objektu, která je závislá na okolním osvětlení dopadajícím na objekt. 
Využívá se tedy výpočet osvětlení konkrétního předmětu a jeho zaznamenání do light mapy. Lze 
využít i při dopadu světla na objekt (i jedinou stěnu) z vícečetných zdrojů. 
 
Shadow mapa funguje principiálně stejným způsobem. Zde ovšem na rozdíl od light mapy probíhá 
výpočet stínů. Dalším rozdílem je, že při vykreslení objektů osvětlovaných více zdroji světel, je 
zapotřebí více shadow map, jelikož každému zdroji je přiřazena mapa vlastní. 
 
Shadow mapy jsou přesnější k zachycení stínů, ale jejich vytvoření skýtá zásadní problém. Jsou 
paměťově náročnější. Light i shadow mapy jsou silný nástroj k udržení efektivního vykreslování 
scény, ale i jimi se může hardware při nadměrném množství světelných zdrojů znatelně zatížit. 
Statické a dynamické osvětlení 
Pro vytvoření hratelné hry, co se týče FPS (počet obrázků za sekundu, který stroj je schopen 
vykreslit), je nutné znát další podstatnou věc. Rozdíl mezi dynamickým a statickým osvětlením. 
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Při využití dynamických světel v herní scéně musí při hře probíhat poměrně náročné výpočty ke 
zvládnutí výsledného osvětlení. Dynamické osvětlení se nedá (kvůli měnitelné povaze) vypočítat 
dopředu a odlehčit výpočtům v již spuštěné hře. Tento nedostatek se projevuje značným snížením 
FPS, a proto umisťováním dynamických světel do herní scenérie je rozumné šetřit. 
 
Statické osvětlení je vhodné používat jako hlavní zdroj světla. Při osvětlení nehybných povrchů 
nedochází k časovým změnám a je možné výsledné osvětlení vypočíst dopředu. Vzniká typický 
problém zvýšené paměťové náročnosti v podobě vypočítaných součástí (shadow a light map), ale pro 
značné urychlení vykreslování je tento problém odůvodněný. 
2.7 Vizuální skriptovací systém 
Vizuální skriptovací systém je v UE3 řešen přes prostředí kismet (doslovný překlad je osud), pomocí 
něhož je možné vytvářet herní akce. Praktickými příklady využití kismet jsou spuštění videosekvence 
při začátku hry nebo aktivace výtahu při stisknutí tlačítka. V knize [1] je taktéž označen jako síť 
modulů nazývaných Sequence Object (sekvenční objekty), které jsou spojeny pomocí drátů. Každý 
z těchto objektů vyjadřuje specifickou funkci a dráty mezi nimi představují předávání informací 
z jednoho objektu na druhý. 
Sequence Objects 
Principem sequence objects je zaobalení složitějších i jednodušších posloupností příkazů (splňujících 
nějakou funkci) do jednoho objektu, kterým je možně v Unreal Kismet vizuálně manipulovat. Objekty 
mají své vstupy a výstupy. Vstupy se nacházejí na levé straně objektu a jejich pomocí lze přiřazeným 
spojením (signály) z jiného objektu funkci upřesnit na požadovaný konkrétní tvar. Výstupy se 
nacházející na pravé straně objektů mohou svým propojením s dalšími vstupy dále ovlivňovat hru 
zasíláním výsledných signálů. U sequence objects někdy existují i možnosti propojení přes spodní 
stranu, která reaguje pouze na proměnné. Ne všechny vstupy a výstupy musí být využity propojením 
signálů. 
 
Existuje celkem pět druhů sequence objects: 
- events (události), 
- actions (akce), 
- variables (proměnné), 
- conditions (podmínky) a 
- Matinee. 
 
Události bývají počátkem sekvencí. Jsou něco, co se stane ve vytvořené herní úrovni. Mezi události 
patří aktivace libovolné spouště (trigger), dotyk s určitým místem, poškození aktéra hry a mnoho 
dalších událostí, kterých je v UE3 implementována celá řada. 
 
Často používaným objektem bývají i akce. Jsou propojeny s náležitou spouštěcí událostí nebo jiným 
objektem a hra dokáže jejich pomocí měnit proměnné, měnit materiály objektů nebo umístění objektů 
ve hře. 
 
Proměnné, stejně jako všude jinde při programování, uchovávají hodnotu, která má stanovený 
význam. UE3 podporuje uchování proměnných, jako jsou řetězce, celá čísla, čísla s plovoucí 
desetinnou čárkou, vektory, booleovské proměnné nebo celé objekty. Engine může pracovat 
i s beztypovou proměnnou – union. Lze je přiřadit do systému sekvencí pro jednotlivé sekvenční 
objekty, aby s nimi mohli tyto objekty pracovat. Pro lepší přehlednost jsou sekvenční objekty druhu 
proměnná vyznačeny různými barvami podle jejich typu. 
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Podmínky slouží pro řízení sekvenčního toku Unreal Kismet. V základu testují vstupní hodnoty. 
Základním použitím je porovnání hodnot na jejich rovnost, nebo zda jedna hodnota je větší nebo 
menší než druhá. 
 
Posledním druhem sequence objects a zároveň nejdůležitějším pro tvorbu vizualizačního projektu 
a jeho videoukázky je matinee (doslovný překlad je odpolední představení, kde právě představení nese 
vskutku vhodný název vzhledem k jeho významu). Jedná se o nástroj k sestavení akcí (např.: změna 
osvětlení, aktivace zvuku, pohyb kamery nebo pohyb výtahu) v prostoru a čase po spuštění matinee 
sekvence. 
 
Pro aplikování matinee ve hře je podstatné znát několik pojmů, které vysvětlují praktiky tvorby 
matinee sekvencí:  
 - Animation (animace), 
 - Keys (klíče), 
 - Tracks (stopy) 
 - Groups (skupiny) a 
 - Director Group (režisérská skupina). 
 
Animace je v UE3 podle [1] chápána jako změna vlastností za čas, kde i pohyb objektu není nic víc 
než změna vlastností s pozicí. Klíče uchovávají hodnoty vlastností v daný čas. V matinee se vyznačí 
v požadovaném čase klíč pro aktuální objekt (a jeho vlastnost) a při přehrání sekvence se podle 
zadaných klíčů daná vlastnost interpoluje. Tímto způsobem může probíhat dlouhá plynulá animace 
i s minimem zadaných klíčů. Stopy jsou pak množiny klíčů a dělí se na dalších několik druhů. 
Nejzákladnější stopou je movement track (pohybová stopa), která uchovává klíče pozic objektů. 
Příkladem další stopy je event track (stopa událostí), která si uchovává, jaké události má v Unreal 
Kismet spustit v daný čas. Skupina organizuje množinu stop do jednoho celku. Speciálním druhem 
skupiny je director group, která slouží k sjednocení možností kamery (zpomalené záběry, střihy, …) 
v matinee. 
2.8 Konkurenční enginy 
Po rozebrání jednotlivých částí Unreal Engine bude krátce nastíněna konkurence UE, některé 
konkurenční enginy, pomocí kterých byl ovládnut trh v oblasti vývoje her. Budou vyjmenovány 
nejpodstatnější videohry, které vzešly z uvedených enginů. Též budou vypsány platformy, na kterých 
je možně vyvíjené hry tvůrci uplatnit a některé osobité zajímavosti jednotlivých enginů.  
CryEngine 
První CryEngine byl vytvořen roku 2002 německou společností Crytek. Pomocí tohoto enginu byla 
vyprodukována známá hra Far Cry. Díky její úspěšnosti se pokračovalo v tvorbě následujícího 
CryEngine 2. Tento herní engine se uplatnil ve hře Crysis, stejně tak CryEngine 3 vydaný roku 2009 
v Crysis 2.  
 
Koncový CryEngine 3 zahrnuje nástroje pro monitorování výkonu v reálném čase. Součástí je 
i automatické vyhodnocení náročnosti vytvořených map na základě jejich průchodů. CryEngine 3 
obsahuje i nástroj pro animaci obličeje, který je vybaven i pro synchronizaci se zvukem. Na jeho 
základně se obličej animuje a pohybuje se. Zajímavostí je snadné použití za minimálních ztrát na 
výkonu stereoskopického 3D zobrazení. CryEngine 3 umožňuje 7.1 audio výstup a optimalizaci 
pomocí zvukové knihovny FMOD Ex. Vývoj prostředí probíhá přes CryEngine 3 Sandbox, který 
podporuje multiplatformní využití (Xbox 360, PlayStation 3 i počítačové platformy). Výborným 
audiovizuálním propracováním a často zmiňovaným (na oficiálních stránkách CryEngine 3 [3]) 
nejrychlejším vykreslováním se drží na předních příčkách výrobců her. 
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Id Tech 
Id Tech jsou herní jádra vyvinutá id Software, použitá na nejznámější akční hry - Doom a Quake. Před 
tvorbou id Tech se id Software pustil do jednodušších herních enginů, kde nabral zkušenosti 
a zdokonalil svou tvorbu. První id Tech byl použit pro hry Doom a Doom II (viz webové stránky [6]), 
proto je také znám jako Doom engine. Id Tech 2 posloužil k vyvinutí her Quake a Quake II a i zde se 
uchytil název Quake engine a Quake II engine. Quake engine z roku 1996 umožnil id Tech jádru 
poprvé využít možnost klient-server komunikace. Podobně pokračovalo vylepšování jádra přes id 
Tech 3 (Quake III engine), id Tech 4 (Doom III engine) s C++ kódem a novým AI frameworkem, 
triggery, zvukovým a fyzikálním systémem, až po dnešní id Tech 5 s Doom 4 nebo hrou Rage.  
Frostbite 
Frostbite od švédské společnosti EA Digital Illusions CE se stal známým přes herní sérii hry 
Battlefield (výčet dalších her od EA a jejich popis naleznete na stránkách [4], z kterých bylo čerpáno). 
I Frostbite se časem měnil a povyšoval od verze 1.0 (Battlefield: Bad Company), verze 1.5 
(Battlefield: Bad Company 2, multiplayer Medal of Honor), až po nový Frostbite 2 (Battlefield 3, 
Medal of Honor: Warfighter nebo Need For Speed: The Run). Stejně jako další přednostní herní 
enginy podporuje více platforem (Xbox, Playstation nebo Windows). U nové verze je propracována 
plná podpora 64 bitové architektury procesorů a DirectX 11, ovšem chybí podpora staršího DirectX 
9.0c, což činí problém u hraní her pod Frostbite enginem na Windows XP.  
 
To byly ty nejznámější konkurenční enginy dnešní doby pro Unreal Engine. Existuje jich ale daleko 
více a použily se ve více i méně známých hrách (Half-Life - GoldSrc, Baldur's Gate – Infinity Engine, 
…) 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
16 
3 Shrnutí současného stavu 
V předchozí části práce byly uvedeny informace ze zdrojů, kde jejich autoři bývají zaměstnanci firem 
vlastnících popisovaná díla. Někdy jsou programové nástroje až příliš vychvalovány a některé 
nedostatky zůstávají čtenářům záměrně skryty. Pokud se uživatel nástroje poprvé pustí do tvorby, 
nemusí vědět, co ho vlastně čeká a na co si dát pozor. Bude uveden aktuální stav dostupných nástrojů 
tvorby 3D prostředí, jejich převážný způsob dokumentace, možnosti využití a dostupnost. Závěrem 
kapitoly je shrnuto, co u daného tématu tvorby v UE3 chybí a proč vlastně tato práce vznikla. 
3.1 Dostupnost vývojových nástrojů 
V dnešní době není problém stát se tvůrcem počítačové hry nebo filmu postaveného na počítačové 
grafice. Tyto možnosti jsou poskytovány přes volně dostupná vývojová prostředí. Herní enginy a další 
nástroje, jako je Maya PLE (Personal Learning Edition), v které lze vytvořit vlastní 3D objekty 
a efekty, jsou bezplatné pro nekomerční účely. Existují i většinou neoficiální video-tutoriály a oficiální 
návody (poměrně rozsáhlý návod pro UDK uživatele je na stránkách Epic Games [5] a dobře 
použitelný návod nese i nově vydaná kniha [8]), které jsou v drtivé většině v anglickém jazyce 
dostupné ze sítě internetu. Hry současné kvality by si člověk pravděpodobně nikdy sám bez pomoci 
těchto nástrojů nevytvořil. Dnes má šanci při dobrém herním nápadu a několika měsících volného času 
na prostudování možností dostupných nástrojů a na samotnou tvorbu udělat i propracovanější 
zajímavou hru. 
 
Při výběru enginu jako nástroje se hledí pochopitelně i na rozsah platforem, na kterých bude dílo moci 
být vydáno. Mezi standardy dnes podporované velkou částí enginů patří Xbox 360, Playstation 3 a na 
PC Windows. Tvorba u pokročilých nových herních enginů není problémem v rámci multiplatformní 
orientace. Enginy CryEngine 3, Unreal Engine 3 a mnoho dalších jsou toho důkazem. 
3.2 Kvalita i nedostatky Unreal Engine 3 
Unreal Engine 3 je podle mého názoru vlajkovou lodí mezi herními enginy, která udává směr 
ostatním. Pokročilá vizuální stránka UE3 – částicové efekty, kvalitní materiály a uchvacující osvětlení 
objektů a celé scény jsou jen vrcholem ledovce. Engine poskytuje i poměrně kvalitní fyzikální systém 
interakcí mezi objekty. Při tvorbě v UDK (nebo UE3) zaujme i dobré rozložení nástrojů v editoru. 
 
Horší stránkou enginu (i když za to zcela nemůže) je náročnost na zdroje. Masivní využití physics 
engine je i pro nynější techniku stále výpočetně náročné a totéž platí i u foliage systému pro vkládání 
rostlin, což je opravdu škoda. Při vložení velkého množství rostlinstva scéna sice vypadá mnohem 
přirozeněji a živěji (obrázek 3.2), ale její vykreslení trvá příliš dlouhou dobu a hra je následně 
nehratelná s nízkou úrovní FPS.  
 
Co se v Unreal Enginu dá zlepšit, to je práce s vodou. Při tvorbě vodní plochy, která má být k užitku 
i při blízkém kontaktu, je zapotřebí vykonat příliš mnoho úkonů. Umístění do mapy několika druhů 
objektů a jejich následné nastavení, které by jistě mohlo zvládnout jedno tlačítko. Víceúrovňový LOD 
(level of detail, v překladu úroveň detailu, o kterém si můžete přečíst více v knize pro pokročilejší [2]) 
je bohužel znatelný při přepínání a ruší dobrý dojem z jinak pěkně zpracované hry. Dal by se i za cenu 
vyšší paměťové náročnosti počet úrovní zvýšit. Vypočítané osvětlení místy obsahuje artefakty, které 
mají opět vizuálně špatný dopad na hru. Do enginu by mohl být integrován denní cyklus, který je sice 
možný přes nasměrování úhlu světla v závislosti na čase v matinee, ale tato možnost nepočítá se 
změnou oblohy z denní na noční s viditelnými hvězdami a naopak. Tvůrce herní úrovně tyto možnosti 
musí zařídit sám přes kismet a v něm zavedený matinee. To bylo pár bodů k budoucímu možnému 
zlepšení enginu UE3. 
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Obr. 3.2 Hustý porost zatěžující hardware 
3.3 Zaměření projektu 
Pro Unreal Engine 3 i volně dostupný Unreal Development Kit sice existuje několik knih, kde je 
detailně popsána konstrukce enginu a spousta rozsáhlých návodů na tvorbu ledasčeho, ale krátký 
návod jak vytvořit základní scenérii mapy chybí. Pokud potenciální tvůrce hry nebo jiného projektu 
v UDK nerozumí anglicky a nechce se mu vyhledávat to podstatné z tisícistranných knih nebo 
rozsáhlých webových stránek s tutoriály, pak má práci dosti ztíženu. Proto také vznikla tato práce, 
díky které by čtenář měl být schopen dozvědět se to nejpodstatnější k vytvoření celistvého projektu od 
základu až po vytvoření videoukázky své práce. 
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4 Vizualizační projekt 
Tato část práce bude zaměřena na popis typických postupů a modelových řešení na příkladu konkrétní 
scény. Bude popsán postup tvorby všech vytvořených částí v projektu. Půjde o ovládání editoru, 
počáteční nastavení mapy, tvorbu terénu, aplikování rostlin na terén, využití SpeedTree editoru pro 
tvorbu vlastních rostlin, vkládání libovolných dalších objektů, vytvoření videosekvence dokončené 
scenérie. Bude se bojovat proti vysoké hardwarové náročnosti vizualizace scény a zároveň bude 
vyvíjena snaha vytvořit pokud možno co nejrealističtější třídimenzionální virtuální svět. Tyto dva 
konkrétní atributy se často navzájem vylučují a snaha optimalizovat scénu na přijatelnou úroveň 
dnešních počítačů bude zásadním parametrem. Některé problematické fáze vývoje s dopadem na 
vytížení zdrojů počítače budou odůvodněny. Čtenář by měl být schopen po přečtení této kapitoly, 
zaměřené jako případová studie na tvorbu krajiny, přilehlých staveb a dalších objektů, vytvořit svou 
vlastní scénu na podobných principech ve studii zaměřených. 
4.1 Základ scény 
Naprostým základem k uskutečnění vlastního projektu je stáhnout si UDK. Na stránkách Epic Games 
(v části se zaměřením na UDK) – http://udk.com/download – je k výběru bezplatné stažení bez 
registrací z několika dříve vydaných verzí. Případová studie je stavěna na verzi March 2012 (březnová 
verze) a jiné verze se místy více či méně liší a návod nemusí odpovídat zcela přesně. Po nainstalování 
staženého souboru se na ploše zobrazí spouštěcí soubor UDK.exe, kterým se dostanete do hlavního 
UDK editoru. V zobrazeném nástroji se bude pracovat po většinu času tvorby scény. Rady jak projekt 
uložit, přepočítat do plně funkčního tvaru (přepočet můžete až do závěrečného dokončení práce 
vynechat) a nahlédnout na scénu pohledem hráče v centru dění, naleznete v podkapitole 4.6. Jak se 
v editoru pohybuje a jak ve spuštěném náhledu hráče, to je možné nalézt v manuálu přílohy B. 
 
Od červnového vydání (r. 2011) UDK jde jednoduše vytvořit oblohu, včetně slunce, pohyblivých 
mračen, měsíce a hvězd, pomocí přednastavených denních dob. Na horní liště editoru Unreal 
Development Kit se vybere položka „Create a new level“, kde se zvolí pro scénu jedna denní doba 
(výběr je z Morning (ráno), Midday (poledne), Afternoon (odpoledne) a Night (večer) Lighting). Další 
možností je v nabídce „Blank Map“, čímž se vytvoří čistá mapa. Pro vytvářenou mapu byla zvolena 
Morning Lighting (obrázek 4.1). 
 
Vymažou se nepotřebné vygenerované objekty (tentokrát stačí obyčejná klávesa „Delete“), jako je 
čtvercová plocha s krychlí na ní umístěnou a obrys hran velké krychle tyto dva objekty obklopující. 
Zbudou tyto objekty: 
- DominantDirectionalLight, 
- InterpActor, 
- PlayerStart a 
- ExponentialHeightFog. 
 
DominantDirectionalLight je hlavní osvětlení scény simulující ve zvolené denní době (Morning 
Lighting) sluneční záření. Pomocí tohoto osvětlení se ovládá úhel dopadu světla na mapu a je zároveň 
chytře propojeno s polohou slunce na obloze. 
 
InterpActor zahrnuje oblaka a slunce. Jak bylo výše zmíněno, slunce se pohybuje spolu s nastavením 
osvětlení přes již vytvořený DominantDirectionalLight. Zajímavě řešené je i prosvětlení a zbarvení 
mračen v okolí slunce. 
 
ExponentialHeightFog zanechává zamlženost scény (především v dálce). Pokud je tato mlha smazána, 
lze vidět konec mračen. Je tedy vhodné pro realističnost tento objekt ponechat na svém místě. U mlhy 
záleží na pozici postavení v z-souřadnici. Čím výše je umístěna, tím silnějšího se dostává zamlžení. 
V případě scény projektu postačí přednastavená pozice. Konec mračen je dostatečně skrytý a mapa 
nepůsobí příliš pod mlhou. 
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PlayerStart je počáteční pozice, kde se hráč objeví. Lze též nasměrovat pro počáteční nastavení 
pohledu hráče. Je třeba dávat pozor, aby se neumístila počáteční pozice v místě, kde nelze hráče 
vytvořit (uvnitř objektu nebo v terénu). 
 
 
Obr. 4.1 Nová šablona mapy 
4.2 Terén 
Jelikož scéna bude vyobrazovat z hlavní části krajinu v přírodě, bude potřeba vytvořit terén, na kterém 
se bude stavět. Poslouží následně jako základ pro nanášení dalších prvků. 
 
Na horní liště se vybere položka „Tools“ a v ní se zvolí „New Terrain...“. V nově zobrazeném okně se 
nastaví rozměry terénu „X“ a „Y“ dostatečně velké pro venkovní mapu (pro demonstrační účely je 
zvoleno 100 x 100 unreal jednotek). 
 
V editoru UDK se zvolí na levé liště „Terrain Editing Mode“ a může se začít s úpravami vytvořené 
čtvercové plochy. Pomocí „Toogle Wireframe on/off“ je možné zobrazit hlavní síť trojúhelníků, ze 
kterých se plocha skládá. Pro zvýšení detailů terénu slouží „Increase“ pod rámcem „Tessellation“, 
které zvýší množství trojúhelníků terénové sítě (mozaiku). Využije se tato položka jedenkrát, dostane 
se tím dostatečná jemnost mapy pro budoucí tvarování kopců, hor a nížin. Nebudou působit příliš 
hranatě. Další zvyšování jemnosti již může být hardwarově náročné pro výpočetní techniku a na 
kvalitě detailů terénu již příliš nepřidá. Navíc zvýšená hustota terénní sítě má nežádoucí efekt 
častějšího opakování textury na ní osazené, což při bližším pohledu na volnou texturu s výraznějšími 
znaky na určitých pozicích (trs trávy na textuře trávnaté plochy) může být nápadné (trs se po 
dokončení nanesení textury materiálu na plošku mapy bude na další plošce o kus vedle opakovat). 
Textura má jisté rozměry, to znamená, aby se jí pokryla celá plocha mapy, musí se zákonitě opakovat. 
(Pokud ji nechcete zvětšit na nereálnou velikost.) 
 
Unreal Development Kit využívá ve svém terénovém módu vrstvy (layers), které lze v tabulce vrstev 
přidávat, měnit a používat. Jako první vrstva (již přidaná v tabulce vrstev) je „HeightMap“ (výšková 
mapa). V editoru se vyskytuje několik nástrojů v rámečku „Tool“ (nástroj), kde jejich výsledná funkce 
závisí na zvolené vrstvě. V rámci „Settings“ (nastavení) se vyskytují tři parametry, se kterými se bude 
neustále pracovat: 
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-  „Strength“ (síla), 
- „Radius“ (poloměr) a  
- „Falloff“, 
 které je nutné při práci s editorem znát. Jejich pomocí se nastavuje postupně: intenzita (závisí na typu 
zvoleného nástroje a vrstvy), poloměr koule, ve kterém se bude daná funkce uplatňovat a přídavná 
oblast za hlavní koulí, ve které se funkce bude projevovat až do ztracena. Falloff se u některých funkcí 
(jako je „Flatten“ popsaný dále) rovná Radius, nemá tedy žádný rozdílný vliv. Dobrým příkladem 
těchto tří nastavení je přidávání rostlinstva. Vybere se intenzita (Strength) přidávání rostlin (hustota 
požadovaného porostu) a zvolí se poloměr kružnice, do jejíhož rozsahu se bude vkládání aplikovat. 
Aby se nevytvořil ostrý kruh rostlin, nastaví se Falloff, kde jejich množství bude se vzdáleností od 
středu (začátku pozice falloff) klesat až po minimum (konec falloff). 
 
 
Obr. 4.2-a Výšková mapa 
 
Při zvolené vrstvě HeightMap, kterou se začíná při vytváření mapy, lze pomocí nástroje „Paint“ 
(malování) terén výškově tvarovat. Při výběru jiné položky má Paint odlišný význam (např.: vkládání 
zvolených rostlin na terén, změna materiálu terénu apod). O tom ale později. Prozatím zaměření 
zůstane na HeightMap pro tvarování výšky terénu). Podrží se klávesa Ctrl a levým nebo pravým 
tlačítkem myši se může výška terénu zvyšovat nebo snižovat. Pomocí zvýšení se vytvoří kopce a hory 
a přes snížení údolí a prostor pro řeky nebo jezera.  Dalším užitečným nástrojem je „Smooth“, kde se 
při stejném použití přes Ctrl (ostatně jako u dalších těchto nástrojů, aby se zamezilo nechtěným 
úpravám mapy při pohybu v prostoru) úsek mapy zaoblí, aby nepůsobil nepřirozeně a uměle. V krajině 
je dále vytvořena náhorní plošina pomocí nástroje Flatten. Ten z vybraného bodu mapy vytvoří 
plošinu ve stejné výšce. Jelikož okraje plošiny tvoří ostré, je vhodné opět použít Smooth pro 
vyhlazení. Tímto způsobem se vytvoří základní tvar celé mapy. Někdy se hodí využít nástroje 
„Average“ jako formu agresivnějšího Smooth. Zde je doporučováno jeho intenzitu (Strenght) nastavit 
na hodnotu „1“, jinak se z neopatrného použití stane v označeném okolí plošina (podobně jako je tomu 
u Flatten). 
 
Dále je nutné na vrchní plochu mapy nanést materiál. K tomu se vytvoří krom HeightMap další 
terénové vrstvy. Nejjednodušší cestou je otevřít „Content Browser“ (prohlížeč obsahu) na horní liště 
editoru a vybrat materiál, který se bude nanášet na terén. Content Browser obsahuje vytvořené herní 
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součásti, jako jsou animace, static meshes, zvukové stopy, materiály a další. Aktuální zaměření bude 
na materiály. V tomto prohlížeči se označí pod „Object Type“ položka „Materials“ a zobrazí se 
všechny materiály, které se mohou následně použít na pokrytí mapy. Materiál, pro který se 
rozhodnete, se označí levým tlačítkem myši. V terénovém editoru se klikne do tabulky vrstev pravým 
tlačítkem a zvolí se „New Terrain Setup Layer from material (auto-create)“ z možné nabídky. První 
takto vložený materiál (v práci použitý vzor trávy) se stane základním nánosem mapy. Další materiály 
se vloží stejným způsobem, ale jejich nanesení bude probíhat již odlišně. Z terénových vrstev se 
vybere ta, která má být aktuálně aplikována, a pomocí Paint nástroje se vrstva naneseme stejným 
způsobem, jako u výškového tvarování terénu. Takto se vytvoří lokální materiální vrstvy (cesty, 
zasněžené vrcholky hor, bahno na dně jezera, …). 
 
 
Obr. 4.2-b Materiál terénu 
 
Pro vytvoření vodních nádrží naplněných vodou se využije několik částí. Již je vytvořena výšková 
mapa s prohlubní v terénu pomocí vrstvy HeightMap. Je vytvořen i povrch této části mapy pokrytý 
materiálem podvodního terénu. Teď se vytvoří povrch vodní hladiny. K tomu se využije 
„FluidSurfaceActor“, který se vyskytuje v Actor Classes (do kterého vede cesta přes Content Browser, 
kde na horní liště je v nabídce) pod položkou „Fluid“. FluidSurfaceActor se označí a pravým tlačítkem 
v hlavním editoru na místě, kam se má vodní hladina přidat, se vybere „Add FluidSurfaceActor Here“. 
Jeho přesná pozice se zajistí zobrazenými směrovými šipkami (jedná se o zvolený „Translation 
mode“, pohyb s objekty), velikost pomocí zvětšení nebo zmenšení v „Scaling Mode“ (mód měřítka) 
nebo případná rotace v prostoru přes „Rotation Mode“ (rotační mód). Módy jsou k dispozici na horní 
liště editoru nebo jsou snadno dostupné přes mezerník (přepínání mezi těmito třemi módy). Tímto 
bylo dosaženo interaktivního povrchu, fyzicky simulujícího kapalinu. Ještě na povrch musí být vložen 
materiál vodní hladiny, aby i vizuálně byla hladina vody autentická (materiál se vyskytuje opět 
v Content Browseru). Jistým materiálem vody bude dosaženo jak průhlednosti, tak drobných 
pohybujících se vlnek na úrovni materiálu. Povrch je hotov (ukázka výsledného vzhledu vodní hladiny 
je na obrázku 4.2-c) a následující část se bude vztahovat na vyplnění prostoru pod hladinou.  
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Obr. 4.2-c Voda z vrchního pohledu 
 
Použije se nějaký vhodný geometrický tvar s objemem sahajícím do hloubky (souřadnice z), který má 
vrchní stranu plochou a vodorovnou se zemí. Z „Brushes“ (štětce) na levé liště hlavního editoru 
vyberte například krychli („Cube“). Pravým tlačítkem myši se dostanete do jejích vlastností, kde se 
nastaví z možných parametrů pouze rozměry x, y a z. Tím se přednastavená krychle přetvoří na kvádr 
požadovaných rozměrů vodní výplně. Po zadání jednotlivých velikostí se přejde na jiný parametr, 
stiskne Enter nebo stiskne tlačítko „Build“, aby se zadaná hodnota uložila. Na obrazovce editoru se 
objeví drátový model vytvořeného útvaru. Označí se (jeho libovolná hrana) a pomocí směrových šipek 
se objekt přesune na požadovanou pozici, kde se má vyskytovat voda. Musí vyplňovat celou vodní 
nádrž a jeho povrch se musí krýt s vodní hladinou. Útvar může přesahovat terén zespodu, jelikož je 
ohraničen terénem, pod který se hráč nedostane a ani ho neuvidí. Je ale třeba dávat pozor na okraj 
vrchní části, aby voda „neprosakovala“ mimo vodní nádrž ve snížených částech terénu. (Stejná 
pravidla platí i pro výše popsanou vodní hladinu, její vizuální část.) Nyní s označeným kvádrem se 
vybere v UDK editoru vodní výplň, která dodá vlastnosti kapaliny (v levé liště editoru vyberte 
“VolumesAdd VolumeUTWaterVolume“). Zpomalení pádu ve vodě, možnost plavat na povrchu 
a potápět se všemi směry pod vodou. 
 
Poslední částí je úprava vzhledu nádrže i pod hladinou. Vytvořená vodní hladina se vztahuje pouze na 
pohled z vrchu. Pod vodou materiál kapaliny i samotný FluidSurfaceActor nejde vidět. Stačí celý dříve 
vytvořený FluidSurfaceActor zkopírovat a vložit poupravený o úhel 180° otočený podél x-ové nebo 
také y-ové souřadné osy. FluidSurfaceActor není možné v aktuálním módu označit, vybere se tedy 
mód „Brush Wireframe“ (drátové zobrazení) z horní části obrazovky editoru, kde je povrch vidět jako 
červený drátový model. Zpět se opět přepne na mód Lit. Dále je vhodné pohled pod hladinou rozmazat 
a lehce poupravit barvy. K tomu se využije objem PostProcessVolume ve „VolumesAdd Volume“. 
Aplikace probíhá stejně jako u UTWaterValume – přes zvolený geometrický tvar z Brushes, který je 
objemem vyplněn. V tomto místě vývoje je vhodné zasáhnou do vlastností objemu (dvojklik na hranu 
drátového modelu objemu vzniklého podle hran geometrického útvaru). Pro zkrácení popisu nastavení 
jednotlivých vlastností objemu je uveden obrázek 4.2-d, podle kterého nastavení všech parametrů 
proveďte. 
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Obr. 4.2-d Nastavení vlastností objemu PostProcessVolume 
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Výsledný pohled pod vodní hladinou bude vypadat podobně jako na obrázku 4.2-e z projektu 
případové studie. Ve vodě bude rozmazaný s viditelnými odlesky od vodní hladiny. 
 
 
Obr. 4.2-e Pohled pod vodní hladinou 
4.3 Rostlinstvo 
Následnou částí bude vdechnutí života do jinak nerealistické krajiny. Pouhým aplikovaným 
materiálem toho nemůže být dosaženo. Bude zapotřebí modelů rostlin, přinejmenším těch vyšších. 
Samotné nízké rostlinstvo, jako jsou mechy a krátká tráva, lze obstojně udělat texturami v materiálech. 
Na ostatní, které tak nesplývají se zemí, se použije „Foliage mode“. 
Foliage Mode 
Rostliny se mohou přenést na mapu i přímo z Content Browseru. Pro osamocené stromy s přesnými 
pozicemi toho lze lehce využít. Pro úpravu větší plochy scény s náhodným rozmístěním velkého 
množství rostlinstva je mnohem efektivnější metodou umístění přes „Foliage Mode“. Mód se nachází 
na levé straně editoru mezi módy (ikona rostliny). Po aktivaci se objeví okno „Foliage“, do jehož 
podčásti „Meshes“ se umístí rostliny a případné jiné objekty „Static Meshes“ z Content Browseru. 
„Foliage Mode“ umožňuje nastavit do seznamu výběru vícero assetů naráz. Objekty, které mají být 
aktuálně použity, se označí a v jejich parametrech se nastaví hustota vysázení pro každý zvlášť. Aby 
se některé květiny vyskytovaly méně často než ostatní, nastaví se „Density / 1Kuu2“ pod hodnotu 100. 
Pro různorodost rostlin z jednoho druhu, aby nebyly naprosto stejné, se dobře využije vlastnost „Scale 
Min“ a „Max“ nastavovaná v parametrech přidaného modelu rostliny. „Scale Min“ se nastaví 
minimální velikost rostliny a „Max“ maximální velikost (zmenšení a zvětšení v porovnání 
s originálním modelem). Nanášení se tradičně zprostředkovává přes vyznačenou modrou sféru kolem 
kurzoru myši na mapě (obrázek 4.3-a). Její velikost je upravitelná přes položku „Brush Size“ (velikost 
štětce), která se nachází v podčásti Brush Settings zobrazeného Foliage okna. Též se zde vyskytuje 
nastavení „Paint Density“ (hustota malování), kterým se upraví celková hustota vkládaného rostlinstva 
do vyznačené sféry (od žádného s hodnotou „0“, až po nejhustší porost s hodnotou „1“). Připravená 
vrstva se nanese podržením klávesy Ctrl a kliknutím na místo, kam má být plocha pokrytá 
rostlinstvem aplikována. Při chybném umístění lze plochu vymazat obdobným způsobem s rozdílem 
podržení kláves Ctrl a Shift. Při okrajích zarostlých ploch se hodí využít nástroje „Select“ (výběr), 
který se přepne v podčásti Tools z počátečního nástroje Paint. Právě s tímto nástrojem se do teď 
  
 
25 
pracovalo. Nástrojem Select je umožněno vybrat jednotlivou rostlinu a pracovat s ní jako se static 
mesh vloženým přímo z Content Browser (především pohybovat s ní nebo ji odstranit z nežádoucích 
míst). 
 
 
Obr. 4.3-a Foliage mode 
SpeedTree 
V této části projektu se vytvoří model stromu, podle představ tvůrce. Bude uplatněna aplikace 
SpeedTree (doslova rychlý strom), která je dodávána spolu s UDK. SpeedTree se spustí přes spouštěcí 
soubor „Binaries\SpeedTreeModeler\SpeedTree Modeler UDK.exe“ ve složce s danou verzí UDK. 
Vytvoří se nový projekt („FileNew“) a v pravém dolním okně „Generation“ se bude vytvářet 
architektura stromu. Otevřete nad ikonou stromu vlastnosti a skrz „Add to selected“ vymodelujte 
stromovou část. 
 
Pokud se započne od kmenu, zvolte: „Add to selectedTrunkszvolený_druh_kmenu“. Jednotlivé 
stromové části SpeedTree se přidávají na část zvolenou při otvírání vlastností. Další část, tedy větve 
(„branches“), se budou přidávat na kmen (zvolí se prvně větve první úrovně, například: 
„BranchesLevel 1 Standard RT“), druhou úroveň větví na větve předešlé úrovně (např.: 
„BranchesLevel 2 Standard RT“). Nakonec na poslední úroveň větví se aplikují listy (např.: 
„LeavesStandard RT“). Ve SpeedTree má tvůrce volnou ruku při tvorbě, může přidat první úroveň 
větví na první úroveň a získat tak velmi hustou korunu stromu, osadit samotný kmen listy nebo 
některé části vůbec nepřidat a stvořit například opadaný strom bez listí. Lze vymodelovat též palmu 
nebo křoví, i na to SpeedTree dodává stavební části. 
 
Jakmile je architektura stromu hotova, přidá se v pravém horním okně „Assets“ materiál na pokrytí 
(klikněte na ikonu se značkou „+“ nad „…“ a přidá se vytvořený materiál kůry a listí nebo jehličí 
(nějaké jsou ve složce s UDK v „Binaries\SpeedTreeModeler\Samples\Textures“). Materiál se přidává 
na všechny části stromu. Označí se v okně „Generation“ kmen a v levém okně „Object Properties“ 
v položce „MaterialsBranch0Material“ se přidá materiál kůry stromu. To stejné se provede pro 
všechny úrovně větví. Listy již mají jiné vlastnosti než dřevnatá část. Zde je přidáván materiál v sekci 
„LeavesType0Material“. (Pokud některá část cesty není vytvořena, přidá se značkou „+“.) 
 
V Object Properties se dají nastavit detailní vlastnosti každé části stromu, jako je délka kmene nebo 
větví („SpineLength“). Strom protáhnutím kmene působí méně podsaditě, než jak je přednastaven. 
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Další užitečnou vlastností je „GenerationFrequency“ u větví, kterou se dá zvýšit nebo snížit 
množství větví, hustota koruny (pozor na nesmyslně vysoké hodnoty, mohou způsobit pád programu). 
V hlavním okně ve středu editoru se zobrazuje 3D model, jak strom bude vypadat se zadanými 
parametry. Taktéž je poskytován součet větví, listů, atd. Čím vyšší hodnoty se nám podaří 
vygenerovat, tím náročnější strom bude na vykreslování ve hře. 
 
Aby hráč nemohl stromem volně procházet, vytvoří se pro něj v editoru kolizní systém 
(„ToolsGenerate collision primitives…“). Objeví se nabídka s upřesňujícím počtem kolizních koulí 
pro korunu stromu a kapslí pro větve a kmen s jejich patřičnou velikostí. Tyto parametry je dobré 
nechat na přednastavených hodnotách a až po automatickém vygenerování ručně upravit. Tato metoda 
je nejpřesnější. S kolizními objekty se pohybuje přidržením levého tlačítka myši a velikost přenastavte 
v „Object PropertiesCollision objectRadius“. Pokud je některý z kolizních objektů přebytečný, 
smaže se klávesou „Delete“. Strom se uloží a přejde se do SpeedTree kompilátoru (SpeedTree 
Compiler UDK), který se vyskytuje ve stejné složce jako modelační program. 
 
 
Obr. 4.3 - b SpeedTree strom s kolizním modelem 
 
V naběhlém „wizárdu“ přes tlačítko „Add Trees…“ se vybere uložený strom (s koncovkou souboru 
„.spm“, což je zkratka pro SpeedTree Procedural Models). Po stisku „Next“ v „Compilation Settings“ 
se ponechá nastavení, krom „Create billboard atlas“ a „Create overhead billboards“, které přidejte. 
Klikněte na „finish“ a akci dokončete. Po levé straně v „SpeedTree Compiler Session Properties“ lze 
přejmenovat předpona souboru, aby mohla být později snáze nalezena („Texture AtlasReference 
fileFilename prefix“). Poslední změnou bude zařazení součástí stromu do textur („Billboard 
AtlasMerge into textures“). Vše potřebné je tímto nastaveno a klávesou „F7“ se celek zkompiluje.  
 
Poslední částí bude importování stromu do editoru UDK. Otevře se Content Browser a tlačítkem 
„import“ se vloží ze složky, kam byl strom vytvořen, všechny soubory. Jedná se o „název_stromu.srt“, 
„zvolená_předpona_Diffuse.tga“, „zvolená_předpona_Normal.tga“ a materiál kůry stromu (v případě 
tohoto projektu „ConiferBark.tga“). Naběhne okno „Import“, kde lze změnit název osobního balíčku 
„Package“ a stiskem „Ok To All“ se importují všechny soubory vytvořené ve SpeedTree do UDK. 
Přes Content Browser je lze následně upravovat. 
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Vybere se ve vlastnostech vložené 2D textury kůry položka „Create New Material…“ a zařadí se do 
osobního balíčku tvůrce. Z 2D textury se stane materiál, který již lze upravovat pomocí „Unreal 
Material Editor“ (editoru pro materiály). Dostanete se do něj dvojklikem myši na materiál v Content 
Browseru. V editoru materiálů je tabulka vlastností daného materiálu. K položce „Diffuse“ 
(rozptýlení) se přiřadí Texture Sample (vzorek textury). Přetáhne se myší z černého čtverce Texture 
Sample na černý čtverec položky Diffuse. V levé části editoru se zobrazí koule s texturou kůry, která 
byla právě přiřazena. To bude pro materiál kůry vše. Změny se aplikují tlačítkem s ikonou zelené 
„fajfky“ v levém horním rohu editoru. Materiálový editor lze následně ukončit s uchovaným příkazem. 
 
Jako druhý se vytvoří materiál listů (postup je stejný) – položka „název_Diffuse“ v balíčku. Textura 
listu (Texture Sample) se přiřadí k Diffuse, stejně jako u materiálu kůry. Druhá nastavovaná položka 
materiálu bude „Normal“. Pravým tlačítkem v editoru se otevřou vlastnosti a přes „TextureNew 
TextureSample“ se vloží do editoru další vzorek textury. V UDK editoru musí být přitom označen 
importovaný „název_Normal“, protože právě ten bude vložen. Vzorek se připojí k položce Normal. 
Poslední nastavovaná hodnota je „OpacityMask“. Z vlastností editoru se vybere sčítací uzel 
„MathNew Add“ a přiřadí k OpacityMask (přes černý čtverec). K uzlu Add se do „A“ a „B“ vstupů 
připojí první vzorek textury, umístěný do Diffuse, (přes bílý čtverec) a Vertex Color (přes bílý čtverec) 
vybraný z vlastností „ConstantsNew VertexColor“. Popsaný postup vytvoří v materiálovém editoru 
schéma uvedené na obrázku 4.3-c. Druhý materiál stromu je hotov. Změny se opět zelenou „fajfkou“ 
aplikují a okno materiálu uzavře. 
 
 
Obr. 4.3-c SpeedTree strom s vytvářeným materiálem listí 
 
Materiály kůry a listí jsou v UDK vytvořeny. K SpeedTree modelu musí být ovšem zvlášť přidány. 
Otevře se importovaný SpeedTree a v „MaterialBranch 1 Material“ a „Branch 2 Material“ se 
zelenou šipkou přiřadí materiál kůry („BroadleafBark_Mat“) označený v Content Browseru. Pro „Leaf 
Card Material“, „Leaf Mesh Material“ a „Billboard Material“ se následně přiřadí zvolený materiál listí 
(„nazev_Diffuse_Mat“). Proces tvorby stromu je u konce. Strom s ikonou SpeedTree a zvoleným 
názvem stromu lze přetáhnutím z Content Browseru a vložit přímo do mapy hlavního editoru UDK. 
Jeho velikost bývá přednastavena na velikost křoví, ale jako běžný objekt lze zvětšit přes Scale Mode 
(též dalšími módy rotovat nebo posunout). 
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Obr. 4.3-d SpeedTree strom s aplikovanými materiály 
4.4 Okolní objekty 
Jakmile je přírodní část mapy hotova, je nutností areál „ohradit“. Nesmí být vidět konec terénu 
a zároveň se případný hráč nesmí dostat za hranice mapy. K tomu dopomůže výšková úprava terénu 
(hory, vyvýšeniny) nebo objekty z Content Browseru. Dobře použitelné jsou kameny, ze kterých je po 
zvětšení možné vytvořit skalní útvary. Z několika typů kamenů (nejlépe se stejnou texturou) lze 
vytvořit po různorodých zvětšeních a rotacích (aby nebyla vidět jen jedna strana skaliska) skalní stěna. 
V práci byly použity i středověké hradby a hranice hráze, přes které není možné se dostat dále. Pomocí 
Static Meshes je možné i zakrýt kraje „invisible“ (neviditelného) terénu, který je z terénové vrstvy 
vyjmut pro vytvoření průchodu. 
 
Vytvořené objekty z Content Browseru se naskládají na požadované pozice tak, aby odpovídaly stylu 
mapy. Podstatná je kontrola, aby přiléhaly k objektům okolí (především terénu, který je zvrásněný 
kopci). UDK vkládá herní assety vodorovně. Nepřiléhající objekty se upraví rotací a úpravou pozice 
v prostoru. Někdy úpravy přes snadno přístupné módy (translation a rotation přístupné přes mezerník) 
nejsou dostatečně přesné. Dvojklikem na objekt lze v jeho vlastnostech upravit přesnou pozici (x-ová, 
y-ová a z-ová souřadnice ve vlastnosti objektu „MovementLocation“) i rotaci (Roll, Pitch a Yaw 
v „MovementRotation“). 
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Obr. 4.4 Přesná úprava umístění objektů 
 
K některým objektům se pevně vážou i další assety a jejich zakomponování do prostředí není splněno 
vložením pouze jediného static mesh. Příkladem komplexnějších assetů je hořící pochodeň. Pochodeň 
se skládá ze: 
- statického objektu pochodně, 
- částicového systému ohně, 
- zvukové stopy hoření a 
- světla. 
 
První tři části jsou k nalezení v Content Browseru v typech „Object Type“:  
 - „Static Meshes“ – položka SM_UDK_Torch01, 
 - „Particle Systems“ (částicový systém) – položka P_FX_Fire_SubUV_01 a 
 - „Sound Cues“ – položka Fire_TorchAmbient_01_Cue. 
 
Světlo pochodně (půjde o point light – světlo je vrháno ze zdroje všemi směry) se vloží z nabídky 
pravého tlačítka myši v UDK editoru „Add ActorAdd Light (Point)“. Všechny nehmotné části 
zastoupené ikonami se umístí do těsné blízkosti static mesh pochodně. Dvojklikem na ikonu žárovky 
(právě vloženého světla point light) se otevře okno s vlastnostmi a pod položkou „LightLight 
ComponentBrightness“ se nastaví intenzita světla. Ve stejné části pod položkou „Light Color“ 
(barva světla) se nastaví z barevné škály jeho zbarvení. Dosah vrhaného osvětlení (průměr světelné 
koule) lze nastavit přímo u ikony žárovky pomocí Scaling Mode. 
4.5 Natáčení scény 
Scéna je kompletní a připravena opustit tvůrcův počítač. Jelikož je dělána nejen jako herní mapa, ale 
především jako vizualizační projekt, bude vytvořena videoukázka. Pro tento účel slouží zabudovaný 
nástroj Camera Actor (aktér kamery). Jeho nasazení se zkombinuje s Unreal Kismet a Unreal Matinee, 
kde matinee bude obstarávat zaznamenání sekvence (v jakém místě a pod jakým úhlem se bude 
kamera nacházet v daný čas) a kismet zařídí propojení matinee s dotykovým spínačem (touch trigger). 
 
Snadným způsobem docílení nastavení kamery je umístit pohled v hlavním okně UDK na místo, kde 
má videosekvence začít a otevřít kismet (ikona s písmenem „K“ na vrchní liště UDK editoru). V okně 
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kismetu pravým tlačítkem otevřete nabídku a vyberte „New Matinee“, které se do okna nově vloží. 
Dvojklikem na přidané matinee otevřete „UnrealMatinee“ okno, v kterém se bude pracovat většinu 
času. To bude prozatím v editoru kismet vše. 
 
V UnrealMatinee se vytvoří stopa pro kameru (jako je tomu na obrázku 4.5-a), kterou bude sekvence 
při svém spuštění procházet. U páté sekundy naleznete červenou zarážku, kterou je třeba přetáhnout na 
čas, kdy má sekvence skončit. Takto by skončila po prvních pěti sekundách. Na vrchní liště se nachází 
tlačítko „Create Camera Actor at Current Camera Location“, kterým se přidá skupina s vlastnostmi 
kamery. V zobrazeném okně je možné nastavit vhodný název pro přidávanou skupinu (jinak lze 
ponechat přednastavený „NewCameraGroup“).  
 
 
Obr. 4.5-a Stopa kamery pro videoukázku 
 
 
Po levé straně se zobrazí přidaná skupina s vlastnostmi „Movement“ (pohyb) a „FOVAngle“ (úhel 
natočení). Zároveň se v UDK vytvořil Camera Actor vyobrazený 3D modelem kamery. U řádku 
Movement v matinee se již zaznamenal první klíč na nulté sekundě, uchovávající hodnotu s počáteční 
pozicí kamery. Pro uchování dalších klíčů vytvářené stopy je potřeba následujícího postupu. U názvu 
skupiny je ikona kamery, kterou je třeba označit, pokud se chcete dostat do kamerového pohledu 
přidaného CameraActor a označte položku Movement v nové skupině, právě ta se bude zaznamenávat 
klíči. V časové linii pod nulou se nachází posuvník (černý pruh), který přesuňte na čas následujícího 
klíče, který chcete zaznamenat. Z pohledu kamery v UDK editoru pak přenastavíte její pozici umístění 
a natočení pohledu zároveň. V matinee se s již označeným řádkem Movement a nastaveným časem 
pomocí posuvníku stiskne klávesa Enter a tímto se zaznamená následující klíč (pokud bude označena 
pouze skupina, ne Movement, program hlásí chybu). Černý pruh se opět posune a celý postup se 
opakuje do zaznamenání všech klíčových bodů stopy. Nezapomeňte, že trasa kamery se mezi 
jednotlivými klíči interpoluje, nedochází ke skokům.  
 
Po vypnutí kamerového pohledu (deaktivuje se opětovným kliknutím na ikonu kamery vedle názvu 
přidané kamerové skupiny) lze vidět v prostoru hlavního UDK editoru zaznamenaná stopa (křivková 
trajektorie) s kamerou. Skládá se z jednotlivých bodů (zaznamenaných klíčů), které je možné dále 
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ručně upravit. Pomocí přepínaní módů posunu a rotace lze s pozicí klíčů hýbat i nastavovat jiný úhel 
pohledu kamery, než byl původně zvolen. Celá stopa lze kdykoliv v matinee přehrát stisknutím 
mezerníku (nebo zelené šipky Play na vrchní liště) od nastaveného času nad černým pruhem 
posuvníku a vytvořenou trasu lze překontrolovat. Upozorňuji, že pokud chcete vidět výstup z kamery 
při přehrávání dosavadní sekvence, je třeba v matinee mít označenu kamerovou skupinu, jinak uvidíte 
v hlavním okně editoru, kde se sekvence bude přehrávat, pouze pohyb 3D modelu kamerového aktéra. 
Dráha kamery je hotova a zbývá v matinee upřesnit, co se má přehrát. V tomto případě je zřejmé, že 
vytvořená sekvence, ale UDK to ještě neví. Možností může být více, například se mohou střídat dvě 
kamery. Vytvořte director group (v části aktuálních skupin v matinee, kde je vytvořená kamerová 
skupina, pravým tlačítkem myši otevřete nabídku a vyberte „Add New Director Group“) a stiskněte 
Enter. Vygeneruje se okno, ve kterém se vybere, jaká skupina má být přidána k director group. Zvolte 
dříve vloženou skupinu pro kameru. Nyní je v matinee vše nastaveno a připraveno k přehrání. 
 
Videosekvence je hotova, jenže ji pořád nemá co aktivovat. Běžným použitím je přehrání videa po 
vkročení na určité místo. V projektu je vybráno přehrání po vkročení hráče do hry (na počáteční 
pozici, kam je vygenerován). Jedná se tedy o úvodní videoukázku mapy před samotným procházením 
scény. V UDK hlavním okně vyberte místo s počáteční pozicí a k němu přidejte trigger. Vraťte se do 
Unreal Kismet, ve kterém k vytvořenému matinee přidáte trigger (stiskněte pravé tlačítko myši 
a v nabídce vyberte „Add ActorAdd Trigger“). Trigger je fyzicky umístěn ve scéně, ale není s ničím 
propojen. V Unreal Kismet je nutné ho přidat (pravé tlačítko myši, „New Event Using Trigger_0“). 
Jeho výstup Touched (po dotyku) přiřaďte ke vstupu matinee Play (jedná se, jako je tomu 
v materiálovém editoru, o přetáhnutí linkovací šipky držením levého tlačítka myši od černého čtverce 
Touched k černému čtverci Play sekvenčního objektu matinee). Trigger je připraven k použití a po 
projití hráče jeho pozicí se aktivuje matinee. 
 
 
Obr. 4.5-b Spojení triggeru s matinee v Unreal Kismet 
4.6 Dokončení a spuštění projektu 
Vybudovaná scéna se musí přepočítat (na horní liště UDK editoru klikněte na „Build All“). Vypočítá 
se osvětlení, cesty, geometrie, …. Nejdéle bude trvat výpočet osvětlení, kde procedura zabere dost 
času s plným výpočtem (i kolem půlhodiny nesmíte vypnout počítač, jinak musíte začít s výpočtem 
znovu). Projekt si uložte na pozici v souborovém systému, kam chcete (v UDK editoru na horní liště 
„FileSave As…“). Běžně se mapa ukládá do složky s mapami ve složce s UDK programem 
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„UDKGame\Content\Maps“. Jak projekt (jakožto funkční celek) bude vypadat z pohledu hráče, lze 
zjistit spuštěním úrovně přímo v UDK editoru (kamkoliv na mapě pravým tlačítkem otevřete nabídku 
a vyberte „Play LevelPlay on PC“. Měla by se ukázat úvodní sekvence s Unreal logem a následně 
zkompletovaná scéna počínající matinee videosekvencí, pokud jste ji do projektu začlenili. Hráč 
začíná z umístěného PlayerStart, jakožto počáteční pozice. V editoru je též možnost aktivovat pohled 
hráče z libovolné vybrané pozice, než počáteční, a zároveň se vyhnout úvodním sekvencím (kurzorem 
myši zvolte místo na scéně hlavního editoru a pravým tlačítkem myši v otevřené nabídce zvolte „Play 
from Here“). 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
33 
5 Závěr 
Cílem této práce bylo pomocí nástroje Unreal Development Kit vytvořit případovou studii tvorby 3D 
virtuálního prostředí a tento cíl byl splněn. Při jeho řešení byly nastudovány informace z dostupných 
zdrojů na téma UDK i UE3 uvedené v přiložené literatuře. V druhé kapitole byly na jejich podkladě 
uvedeny základní poznatky k pochopení případové studie. Byla zvolena vhodná metoda tvorby 
vizualizačního projektu a vytvořena případová studie, kde její podrobný textový návod byl sepsán ve 
čtvrté kapitole. 
 
Byl vypracován návod k řešení a postupy k tvorbě modelu krajiny a na jejich základě byl i model 
vytvořen. Tvorba byla rozdělena na podčásti základ, terén, rostlinstvo, okolní objekty a zaznamenání 
videosekvence. Využily se nejdůležitější módy nástroje UDK – terrain mode, foliage mode 
a k nainstalovanému UDK integrovaný nástroj Speedtree pro tvorbu stromů i případných jiných druhů 
rostlin. Následně bylo popsáno jejich vložení přímo do UDK editoru. V projektu bylo uvedeno, kde 
stáhnout patřičnou verzi UDK, bylo popsáno počáteční přednastavení scény a taktéž umisťování 
a manipulace s objekty (herními assety) z Content Browseru. Byl sepsán podrobný postup tvorby 
všech těchto uvedených částí, ze kterého by měl čtenář být schopen obdobný projekt sám vytvořit.  
 
Celá mapa vizualizační práce je hotova a postup její tvorby je popsán. Jako pokračování bakalářské 
práce je možné vytvořit herní menu, dějové akce, vytvořit postavy a aplikovat animaci jejich pohybů. 
Postup může být též zdokumentován formou případové studie pro zájemce o zkompletování celé hry 
v nástroji UDK. 
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Příloha A - Obsah DVD 
Přiložené DVD obsahuje: 
- tuto práci v PDF formátu pro čtení – UDK.pdf, 
- práci v DOC formátu pro úpravu textu – UDK.doc, 
- videoukázku vytvořené scény – UDK.mov, 
- instalační soubor UDK March 2012 (březnová verze) – UDKInstall-2012-03-BETA.exe, 
- vytvořený vizualizační projekt (mapu) – UDK.udk. 
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Příloha B - Manuál 
Přibalené DVD obsahuje instalaci UDK (UDKInstall-2012-03-BETA.exe), která se po spuštění 
nainstaluje včetně potřebných součástí pro běh zcela automaticky. UDK editor se následně spustí 
vytvořeným zástupcem na ploše – UDK.exe. V editoru vyskočí několik úvodních oken, které je 
vhodné zavřít. Na horní liště přes „FileOpen…“ se otevře přiložená mapa vizualizačního projektu 
(UDK.udk). 
 
Pohyb myší s podržením pravého tlačítka otáčí pohled na místě. Z místa se pohybuje klávesami: 
- W (dopředu), 
- S (dozadu), 
- A (doleva), 
- D (doprava). 
 
Rychlost pohybu se upravuje pomocí opakované aplikace tlačítka „Camera Movement Speed“ (ikona 
čtverce s modře vyplněným spodkem na horní liště editoru).  
 
Pokud chcete scénu vidět očima aktéra z aktuální pozice pohledu kamery, klikněte na tlačítko „Play in 
Viewport“ (ikona modrého trojúhelníku napravo od Camera Movement Speed). V tomto módu se 
pohybuje stejně jako v módu kamery. Výjimka je v otáčení pohledu bez držení pravého tlačítka myši 
a navíc je umožněno skákání mezerníkem). Aktér scény se pohybuje pěšky. Z módu hráče se dostanete 
klávesou Esc. UDK editor se ukončuje jako běžná okenní aplikace. 
