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Tematika naloge:
Študentje FRI potrebujejo za učinkovit študij informacije iz različnih sple-
tnih in mobilnih aplikacij. Precej dobrodošlo bi bilo, če bi vse ključne in-
formacije imeli na voljo v eni mobilni aplikaciji. Analizirajte informacijske
potrebe študentov FRI in na podlagi tega zasnujte in razvijte mobilno apli-
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JSON JavaScript Object Notation človeško berljiv standard za iz-
menjavo podatkov
REST Representational state transfer arhitekturni stil za komunika-
cijo med spletnimi strežniki
FAQ Frequently asked questions Pogosto zastavljena vprašanja




XML Extensible Markup Language razširljiv označevalni jezik
POJO Plain old Java object preprost Java objekt
SDK Software Development Kit komplet za razvoj programske
opreme
FAB Floating action button lebdeč akcijski gumb
LPP public transport of Ljubljana Ljubljanski potnǐski promet

Povzetek
Naslov: Mobilna aplikacija za študente FRI
Avtor: Nik Perčič
V okviru diplomske naloge smo razvili mobilno aplikacijo za pomoč študentom
Fakultete za računalnǐstvo in informatiko na mobilni platformi Android.
Študent je v času šolanja obdan z ogromno informacijami, ki si jih mora zapo-
mniti. Vsako izmed informacij si lahko zapomni, zapǐse ali poǐsče na svojem
spletnem mestu. Cilj aplikacije mFri je, da so vse informacije združene na
enem mestu, kar študentu močno olaǰsa študij. Želeli smo združiti urnik,
koledar spletne učilnice in prevoze avtobusov. V prvem delu so predstavljene
tehnologije, ki smo jih uporabili za razvoj aplikacije, operacijski sistem An-
droid, glavni del predstavlja opis aplikacije in način razvoja, na koncu pa so
predstavljene možnosti navaljnega razvoja aplikacije. V aplikaciji in diplom-
ski nalogi uporabljamo besedo ”trola”, ki predstavlja avtobus Ljubljanskega
potnǐskega prometa. Za to besedo smo se odločili, zaradi javne popularizacije
besede ”trola”, ki že več let predstavlja javni potnǐski promet v Ljubljani.
Ključne besede: Android, Java, urnik, trola, dogodek, profil, spletna učilnica.

Abstract
Title: Mobile application for FRI students
Author: Nik Perčič
In the thesis, we have developed a mobile application for the Android mobile
platform to help students of Faculty of Computer and Information Science.
Student is surrounded with a lot of information that he/she needs to re-
member. Each of the information has to be either remembered, written or
it can be found on websites. The goal for mFri application is that all of
the information is found at the same place, which eases pressure on student
to remember all of the things. We wanted to create an application, which
will contain information about schedule, calendar on web classroom and bus
schedule. In the first part of the thesis, we describe the technology used in
development of the application and Android operating system. The central
part of the thesis contains description of the application. Possible further
development is described in the conclusion. We have decided to use the word
”trola” for bus that is part of LPP. For the past years this word has been
widely popularized in Ljubljana and we wanted to make the application and
thesis easy to use and read.




Kot študenti Fakultete za računalnǐstvo in informatiko smo se skozi celoten
študij spopadali s težavo iskanja ustrezne spletne strani oziroma aplikacije
za dostop do informacij, ki smo jih potrebovali. Do sedaj je bilo potrebno
obiskati spletno učilnico za koledar in pregled nalog, posebno spletno stran za
urnik in mobilno aplikacijo za informacije o prihodu trole. Vse to je lahko za
študenta zamudno in nepregledno, sploh, ker v večini primerov te informacije
ǐsčemo na mobilnem telefonu. Zaradi večinske uporabe operacijskega sistema
Android, poklicne usmerjenosti v to platformo in zaradi zgoraj naštetih ra-
zlogov, smo se odločili, da za diplomsko nalogo izdelamo mobilno aplikacijo







Android [2] je mobilni operacijski sistem, razvit s strani podjetja Google
in predstavljen leta 2007. Temelji na jedru Linux, izdelan pa je primarno
za mobilne naprave s sistemom upravljanja na dotik. Poleg mobilnih naprav
najdemo njegovo različico tudi na televizijah, v avtomobilih in urah. Začetek
operacijskega sistema Android sega v leto 2008, ko je bila predstavljena prva
verzija, Android 1.0, trenutna, zadnja izdana verzija pa je Android 9.0 Pie.
Na voljo je v več kot 100 jezikih, trenutno pa ima več kot dve miljardi aktivnih
naprav. Android je odprtokodni (open source) sistem, kar pomeni, da je na
voljo ostalim podjetjem, ki lahko iz njega naredijo svojo verzijo, ki jo nato
prilagodijo svojim potrebam in željam.
Slika 2.1: Android logo.
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Vsaka verzija ima svojo številko in ime. Imena so predstavljena po črkah










• Android 1.6 Donut
- September 2009
- API 4
• Android 2.0 Eclair
- Oktober 2009
- API 5 - 7
• Android 2.2 Froyo
- Maj 2010
- API 8
• Android 2.3 Gingerbread
- December 2010
- API 9 - 10
• Android 3.0 Honeycomb
- Februar 2011
- API 11 - 13
• Android 4.0 Ice Cream Sandwich
- Oktober 2011
- API 14 - 15
• Android 4.1 Jelly Bean
- Julij 2012
- API 16 - 18
• Android 4.4 KitKat
- Oktober 2013
- API 19 - 20
• Android 5.0 Lollipop
- November 2014
- API 21 - 22
• Android 6.0 Marshmallow
- Oktober 2013
- API 23
• Android 7.0 Nougat
- Avgust 2016
- API 24 - 25
• Android 8.0 Oreo
- Avgust 2017
- API 26 - 27
• Android 9.0 Pie
- Avgust 2018
- API 28





Acvitity [1] oz. aktivnost predstavlja eno izmed glavih komponent Android
aplikacije. Naloga aktivnosti je prikaz oken, oblikovan pa je s pomočjo xml
datoteke. Na njej se lahko prikazujejo različni elementi, kot so fragment,
dialog, actionbar, viewpager in podobno, njeno obnašanje pa temelji na
življenjskem ciklu, ki skrbi za pravilen prikaz elementov.
2.1.2 Fragment
Fragment [4] je element, ki je prikazan na aktivnosti in ima svoj življenjski
cikel, ki je hkrati odvisen tudi od cikla aktivnosti. Če je activity pavziran, so
pavzirani tudi vsi fragmenti. Na njem so prav tako lahko prikazani različni
elementi, kot pri activityu. Na enem activityu jih je lahko več, kar omogoča
možnost prikaza in menjave oken na enem activityu.
2.1.3 Dialog
Dialog [10] je tudi eden izmed elementov, ki je prikazan na aktivnosti. Je
manǰse okno, ki ni raztegnjeno čez celoten zaslon in se navadno uporablja za
pregled ali ureditev dodatnih informacij ali potrditev izbire.
2.1.4 RecyclerView
RecyclerView [7] je napredneǰsa različica navadnega seznama oz. ListViewa,
ki je v Androidu prisoten že od samega začetka. Skrbi za prikaz informacij
v seznamu s pomočjo adapterja, ki zagotavlja view oz. pogled s podatki
iz nabora le-teh. Glavna prednost pred ListView-em je ta, da si Recycler-
View shrani view, ki je prej skrbel za prikaz podatkov določenega adapterja,




ViewPager [11] skrbi za prehod med večimi okni. Največkrat je uporabljen
skupaj s framgenti, ki predstavljajo posemezno okno v viewpagerju. Navi-
gacija med temi okni je omogočena s potegi iz leve in desne strani, odvisno
koliko oken je in katero je trenutno odprto.
2.2 XML
XML [12] je programski jezik, ki v Androidu skrbi za določitev izgleda posa-
meznih oken aplikacije. Extensible Markup Language ali razširljivi označevalni
jezik je del vsakega activitya in fragmenta in skrbi za postavitev okna.
2.3 REST
Če aplikacijo mFri povzamemo v enem stavku, je to aplikacija, ki prikazuje
podatke, ki so pomembni za študenta, kar pomeni, da je treba te podatke pri-
dobiti preden jih lahko prikažemo. Za pridobitev podatkov moramo pred kli-
cem na strežnik sestaviti zahtevek, ki bo poskrbel, da nam le-ta vrne željene
podatke. Velik del naše aplikacije so klici na strežnik, zaradi česar smo razi-
skali veliko knjižnic (SDK) in dobrih praks za pošiljanje zahtev na strežnik.
Na koncu smo se odločili, da uporabimo knjižnico Retrofit.
2.3.1 Retrofit
Retrofit [8] je REST klient, narejen specifično za Android s strani podje-
tja Square. Uporablja se za preprosto pridobivanje podatkov iz spletnih
strežnikov. Poskrbi za preprost in arhitekturno dobro zasnovan način za
pošiljanje REST klicev. Retrofit serializira pridobljen JSON z uporabo objekta




Git [5] je sistem za upravljanje z izvorno kodo, ki omogoča delo na enakih
datotekah več uporabnikom hkrati. Razvili so ga leta 2005 za potrebe ra-
zvoja jedra Linux. Uporablja se za spremljanje sprememb v datotekah in za
razdelitev in sledenje dela med člani skupine. Vsak uporabnik lahko dela na
kopiji datoteke lokalno, nato pa se ta kopija prenese na strežnik. V primeru,
da sta dva uporabnika lokalno spreminjala enako datoteko, bo morda imel
drugi uporabnik problem pri pošiljanju svoje različice datoteke na strežnik.
Git v primeru jasnih in nekompleksnih združevanj sam združi spremembe v
isto datoteko, če mu to ne uspe natane konflikt. Takšne konflikte se nato
rešuje ročno, vrstico po vrstico. Obstaja več implementacij sistema Git, naj-
bolj razširjene pa so GitHub, BitBucket in GitLab. Vsaka izmed njih ima
nekaj prednosti in slabosti [6].
• GitHub (2008)
+ brezplačen privaten repozitorij
+ najbolj razširjen ekosistem
+ možnost razvoja odprtokodnih repozitorijev
- 3 sodelavci na privatnem repozitoriju brezplačno
• BitBucket (2008)
+ brezplačen privaten repozitorij
+ preprosta nastavitev
- majhna skupnost uporabnikov
- 5 sodelavcev na privatnem repozitoriju brezplačno
• GitLab (2012)
+ brezplačen privaten repozitorij
+ neomejeno članov





Ob pričetku študija na Fakulteti za računalnǐstvo in informatiko smo bili
soočeni z izzivom kako najti vse podatke o urniku, domačih nalogah, izpitih
in rezultatih, ker je bila vsaka informacija na svojem mestu. Zaradi tega
problema smo imeli študenti skozi celoten študij na telefonu nameščeno apli-
kacijo za prihod trol, odprto spletno stran z urnikom in spletno učilnico, kjer
smo lahko pregledali naloge. Večkrat smo pomislili, da bi sami razvili apli-
kacijo, kjer bi združil vse informacije, a se do diplomske naloge tega nismo
lotili. Med raziskovanjem tem za diplomsko nalogo, smo se ponovno spomnili
na zgoraj opisano aplikacijo, le da smo se v tistem trenutku odločili za izde-
lavo le-te kot diplomsko nalogo. Tako se je rodila ideja o mFri, kjer lahko na




Pri raziskovanju in analiziranju funckionalnosti, ki bi jih aplikacija vsebovala,
smo odkrili tri glavne funkcionalnosti poleg profilne strani, ki bi s prijavo
olaǰsala uporabo aplikacije. Funkcionalnosti aplikacije pokrivajo naslednja
področja:
• urnik
• pregled prihoda trole
• pregled nalog za oddajo iz spletne učilnice
• profilna stran, kjer je uporabniku omogočena prijava v aplikacijo
Slika 3.1: Diagram uporabe
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Kot je razvidno iz diagrama uporabe na preǰsnji strani, prijava v aplikacijo
uporabniku omogoča dodatne informacije za prikaz v aplikaciji, a tudi brez
nje je aplikacija uporabna za večino teh podatkov. Vse funkcionalnosti so
podrobneje prikazane v drugem delu diplomske naloge, kjer je posamezna
funkcija opisana in dopolnjena z zaslonskimi slikami.
3.1.2 Prijava v aplikacijo
Prijava v aplikacijo je študentu omogočena s študentsko identiteto in geslom,
ki je enako tistemu na spletni učilnici. S prijavo v aplikacijo so pridobljeni
podatki, kot so ime, priimek, avatar in vpisna številka, ki je ključna za pri-
dobitev urnika in prihajajočih dogodkov iz spletne učilnice. Ob prijavi se
uporabniku avtomatsko s pomočjo REST klicev prenese JSON s podatki
o urniku in poseben JSON s prihajajočimi dogodki, ki jih ima študent pri
posameznih predmetih.
3.1.3 Splošne informacije
Tudi v primeru, da v aplikacijo uporabnik ni vpisan, ima na voljo večino
informacij. Urnik lahko vidi, če ročno vpǐse vpisno številko, za katero želi
prikazan spored predmetov. Fragment trola ni povezan s prijavo, tako da
so podatki o prihodih avtobusov in možnost dodajanja priljubljenih postaj
na voljo tako prijavljenemu uporabniku kot ostalim. V primeru pregleda
fragmenta, ki skrbi za prikaz nalog, ne bo na voljo podatkov, ker aplikacija
nima imformacij o študentu. Na profilni strani je na voljo gumb za vpis v
aplikacijo in nekaj stvari, ki niso povezane s prijavo. Na voljo so linki do
vseh glavnih spletnih strani, ki jih študent potrebuje v času študija: spletna
učilnica, spletna stran fakultete, urnik, studis, možnost oddaje mnenja o
aplikaciji in FAQ, ki pomaga uporabniku z uporabo aplikacije.
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3.2 Načrtovanje
Najprej smo določili funkcionalnosti, ki jih bo aplikacija podpirala, nato pa
smo začeli načrtovati osnovni izgled in navigacijo po aplikaciji. Kot je opisano
v poglavju 3.3.1, smo veliko časa namenili izbiri navigacije po aplikaciji, za
tem pa smo se lotili posemeznih fukncionalnosti.
Zaradi preproste zasnove smo se odločili, da bo aplikacija temeljila na
podlagi ene aktivnosti, ki bo implementirala več fragmentov, dodatna okna
pa bodo prikazana z dialogi. Izgled aplikacije smo precej natančno določili
z risanjem vseh funkcionalnosti in oken na tablo, kar nam je omogočilo, da
smo vsa okna zasnovali na poenoteni osnovi. Vsa okna uporabljajo soro-
dne elemente, kar skrbi za kohezivnost v aplikaciji. Vedeli smo, da bo v
aplikaciji prikazano veliko podatkov v seznamih, zato smo povsod, kjer je
prikazan seznam, določili uporabo RecyclerViewa, ki omogoča zelo prilago-
dljiv prikaz podatkov v seznamu. Vsako okno, za katerega ni bilo potrebe, da
je prikazan v celozaslonskem načinu, smo zasnovali na DialogFragmentu, ki
prikaže dodatne informacije na manǰsem oknu, kar poskrbi za bolj dinamičen
in večplasten izgled. Vsak seznam vsebuje več vrstic podatkov, ki prikažejo
osnovne informacije o tej vrstici, povsod pa je na voljo še več informacij, ki
pa jih zaradi omejenega prostora ni mogoče prikazati v prvotnem View-u.
Ob pritisku na vrstico v seznamu se nato odpre novo okno, ki prikazuje več
informacij o izbrani vrstici.
Ker smo vedeli, da bo aplikacija preprosta, smo se odločili, da aplika-
cija ne temelji na zahtevneǰsi arhitekturi, ampak obdržimo preprosto obliko




Na začetku načrtovanja smo se odločili, da bodo nekateri deli aplikacije po-
datke prikazovali s pomočjo podatkovne baze. To nam omogoča uporabo
aplikacije brez internetne povezavo, hitreǰsi dostop do podatkov in manǰso
porabo podatkovnih podatkov ter baterije ob konstantnem osveževanju po-
datkov, ki se ne spreminjajo. Aplikacija vsebuje dve ločeni podatkovni bazi,
vsaka izmed njiju vsebuje eno tabelo.
Najprej je bil na vrsti urnik (prikazano na sliki 3.2), ki se spreminja samo
ob začetku semestra, med samim polletjem pa ostaja enak. Primarni ključ
tabele je scheduleId, ki predstavlja zaporedno številko elementa v urniku.
Sledijo podatki o elementu urnika, ki so prikazani uporabniku: ime profe-
sorja, dan in začetna ter končna ura, učilnica in predmet.
Tabela za dogodke (prikazano na sliki 3.3) je sestavljena podobno kot
za urnik, le da namesto podatkov o elementu urnika, vsebuje podatke o
elementu dogodka, kar so: predmet pri katerem je dogodek, ime, opis in
datum dogodka.
Slika 3.2: Tabela v po-
datkovni bazi urnik




3.3.1 Navigacija po aplikaciji
Ena izmed najpomembneǰsih stvari pri uporabi aplikacije je njena prepro-
stost in intuitivnost, zato smo veliko pozornosti namenili navigaciji med okni.
Odločali smo se med spodnjo navigacijsko vrstico (bottom navigation bar)
in poteznim seznamom iz leve (navigation drawer). Na začetku smo zaradi
večinske uporabe v aplikacijah, ki jih je razvil Google, implementirali potezni
seznam iz leve (prikazano na sliki 3.4), a je med razvojem aplikacije Google
smernice obrnil proti spodnji navigacijski vrstici (prikazano na sliki 3.5), za-
radi česar smo na koncu spremenil našo odločitev. Na koncu smo bili mnenja,
da je bila sprememba navigacije korak v pravo smer, ker je aplikacija s tem
postala bolj moderna in pregledna, saj so vse funkcionalnosti vidne na enem
zaslonu. Spodnja vrstica je tako sestavljena iz štirih delov: urnik, trola, ko-
ledar in profilna stran.
Slika 3.4: Potezni se-
znam




Do zdaj je bilo potrebno za pregled urnika na mobilni napravi v brskalniku
poiskati spletno stran z urnikom in vpisati vpisno številko, kar je bilo zamu-
dno, sploh če v obzir vzamemo, da je bilo to potrebno narediti vsak dan ali
pa celo večkrat na dan. Skozi celoten študij smo razmǐsljali o aplikaciji, kjer
bi bilo to mogoče narediti samo z odprtjem aplikacije, poleg tega pa bi bilo
na voljo še več uporabnih podatkov, ki bi od nas zahtevali le en dotik na
ekran.
Ker je urnik za študente zelo pomemben vir informacij, smo ga postavili
na začetno stran aplikacije, tako da je po prvi prijavi v aplikacijo vedno na
voljo. Tudi če je uporabnik v nadaljnjih odprtjih aplikacije brez povezave,
urnik ostaja prikazan, saj je shranjen v podatkovno bazo Room [9]. Fragment
urnik je prvi izmed štirih večjih fragmentov, ki so na voljo za izbor v spodnji
navigacijski vrstici.
Na vrhu je akcijska vrstica, v kateri je prikazana vpisna številka, za katero
je trenutno prikazan urnik, poleg nje pa je na voljo gumb za urejanje vpisne
številke. Klik na ta gumb odpre dialog, kjer lahko uproabnik vnese poljubno
vpisno številko za prikaz željenega urnika. V primeru, da prijavljeni uporab-
nik na spletni učilnici nima shranjene vpisne številke ali pa ni prijavljen v
aplikacijo, si lahko številko spremeni oziroma nastavi. To je uporabno tudi
v primeru, če želi uporabnik pogledati urnik sošolca.
Pod akcijsko vrstico je prikazan glavni del urnika. Zasnovan je na osnovi
ViewPager-ja razdeljenega na pet delov, ki predstavljajo pet delovnih dni.
Znotraj vsakega dela so podatki o urniku na določen dan prikazani v
RecyclerView-u. Ob kliku na element v urniku (prikazano na sliki 3.8), se
prikaže dialog, kjer so vidne podrobnosti vnosa.
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Pridobitev podatkov
Pri pridobivanju podatkov o urniku študenta, smo prǐsli do prve večje ovire.
Urnik na fakulteti nima javnega API-ja, kar je pomenilo, da pridobitev ur-
nika študenta v JSON obliki ni bila povsem preprosta. Problem smo rešili
s skripto, ki se pretvori HTML obliko spletne strani v JSON. Skripto smo
napisali v programskem jeziku PHP, gostimo pa jo na brezplačnem javnem
strežniku ZEIT [13], ki nam omogoče preprost REST klic na naslov skripte.
Ta nam kot odgovor vrne JSON, kjer je v polju zapisan celoten urnik uporab-
nika z vsemi potrebnimi podatki: dan, termin, učilnica, predmet in profesor.
Skripta kot parameter prejme vpisno številko uporabnika, s katero pridobi
podatke o urniku v obliki HTML. Nato se sprehodi čez celoten HTML, kjer
vsak element <div class=”entry-hover”>shrani v polje, ki ga nato obdela,
da dobi potrebne podatke. Iz vsakega elementa v polju se odstranijo pre-
lomi vrst (</br>) in HTML oznake (<>), da ostanejo samo še relevantni
podatki. Na koncu se iz celotnega polja obdelanih podatkov sestavi JSON
željene oblike.
Slika 3.6: Pridobljen JSON s podatki o urniku
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Obdelava in prikaz podatkov
Ne glede na vloženo delo pri pridobivanju podatkov in pretvarjanju le-teh v
obliko, ki mobilni aplikaciji omogoča nadaljnjo obdelavo, je na koncu naj-
bolj pomemben prikaz teh podatkov. To je namreč vse kar končni uporabnik
vidi. Ker je pri branju najbolj pomembna jasnost in preglednost podatkov,
smo veliko časa posvetili razporeditvi podatkov v element v Recycler View-u.
Želeli smo prikazati vse pomembne podatke v pregledni obliki, ki predstavi
uporabniku informacije z enim hitrim pogledom. Končna oblika, kot je pri-
kazana na sliki 3.7, v elementu prikazuje na levi strani uro začetka in konca
termina, pod tem pa učilnico, kjer se izvaja predmet. Na desni strani sta pri-
kazana ime predmeta in profesor, ki vodi predmet za določen termin. Zaradi
večje preglednosti, smo učilnico obarvali rdeče, ime predmeta pa poudarili
z odebeljeno pisavo. JSON v aplikaciji pridobimo in pretvorimo v objekt s
pomočjo Retrofit-a, ki ga nato shranimo v podatkovno bazo Room [9]. Tam
ostane shranjen do izpisa iz aplikacije ali do spremembe vpisne številke. V
ozadju za obdelavo podatkov iz JSON-a v objekte različnih tipov skrbi Re-
trofit, ki je preprost način pridobivanja in shranjevanja podatkov v aplikacijo.
Podatki so nato iz objektov prikazani v elementih Recycler View-a.
Slika 3.7: Fragment
urnik




Večina študentov na fakulteto prihaja s trolo, kar pomeni, da za prihod
le-teh uporabljajo mobilno aplikacijo. Kljub temu da obstaja že kar nekaj
aplikacij s to funkcionalnostjo, smo se odločili, da jo tudi mi dodamo v mFri,
kar uporabniku omogoča uporabo ene aplikacije tako za urnik, kot za trolo.
Zaradi ogromne popularnosti uporabe trole, smo jo postavili na drugo mesto
v spodnji navigacijski vrstici.
Trola je del aplikacije, ki temelji na fragmentu in je sestavljena iz treh
glavnih funkcionalnosti:
• Iskanje postaje
Z dotikom na rdeč plavajoči akcijski gumb (FAB) se odpre dialog, kjer
uporabnik vpǐse ime postaje. Ob vpisovanju željene postaje se v spu-
stnem seznamu (dropdown) sproti osvežujejo in prikazujejo postaje, ki
ustrezajo vpisanemu besedilu. Seznam vseh postaj je shranjen v .csv
datoteki, od koder se ob prvem zagonu aplikacije prebere in shrani v
seznam, ki se ga nato uporabi za predloge vpisane postaje. Postaja, ki
je usmerjena proti mestu, ima poleg imena postaje dopisano - Center”,
kar uporabniku preprosto pove, da bo pridobil podatke za pravilno
postajo. Po vpisu postaje in potrditvi iskanja se odpre nov dialog s
prikazom prihodov avtobusov na to postajo.
Slika 3.9: Iskanje postaje
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• Prikaz prihodov trol
Dialog za prikaz prihodov trol se odpre ob dotiku na priljubljeno po-
stajo ali pa ob potrditvi iskanja prihodov trol na željeno postajo. V
drugem primeru je poleg gumba za zaprtje dialoga še gumb za doda-
janje postaje med priljubljene. Dialog ima nad gumbom/a na vrhu
naslovno vrstico, kjer je zapisano ime postaje, spodaj pa je čez celoten
prostor izrisan Recycler View, ki skrbi za prikaz vseh trol, ki vozijo
na to postajo in čas prihoda le-teh. Element v seznamu je zgrajen iz
treh vrstic. Prva prikazuje številko trole in njeno končno destinacijo,
druga čas do naslednjega prihoda trole na to postajo, zadnja pa še dva
naslednja prihoda trole. V primeru, da je v drugi vrstici zapisan zadnji
prihod te trole, je v tretji vrstici to tudi izpisano. Dialog vsebuje tudi
osvežitev prihoda trol s potegom na seznamu navzdol.
Slika 3.10: Prikaz prihodov trol
20 Nik Perčič
• Priljubljene postaje
Fragment s pomočjo RecyclerView-a prikazuje seznam priljubljenih po-
staj, ki je shranjen v Shared preferences, kar omogoča lokalno hranjenje.
V tem primeru bi se lahko odločili tudi za podatkovno bazo, vendar bi
bilo za tako preprost in kratek seznam to preveč potratno. Z dolgim
dotikom na priljubljeno postajo lahko uporabnik izbrǐse postajo iz se-
znama priljubljenih, prav tako lahko pobrǐse tudi vse postaje naenkrat
z dotikom na gumb s sliko koša za smeti, ki je povsem desno v akcijski
vrstici. Obe možnosti pred izbrisom ponudita še dialog, če je uporabnik
prepričan, da želi izbrisati postajo, da ne pride do nenamernih izbrisov
priljubljenih postaj (slika 3.12). Kot je bilo opisano že zgoraj, dotik
na priljubljeno postajo odpre prihode trol na le-to, dotik na rdeč gumb
spodaj desno pa odpre dialog za iskanje postaje. Element v seznamu
je prikazan v pregledni obliki, kar omogoča preprosto branje in iskanje
željene postaje. V zgornji vrstici je izpisano ime postaje, pod njo iden-
tifikacijska številka le-te, desno pa je v primeru, da je postaja usmerjena
proti mestu, izrisana slika, ki predstavlja center.
Slika 3.11:
Priljubljene postaje
Slika 3.12: Izbris pri-
ljubljenih postaj
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Pridobitev in obdelava podatkov
Trola ima javni API, ki omogoča preprosto pridobitev podatkov v obliki
JSON z REST klicem na https://prominfo.projekti.si/lpp_rc/
api/ in parametrom, ki predstavlja identifikacijsko številko postaje.
Podatke v aplikaciji iz JSON-a v objekte pretvorimo s pomočjo Retrofit-
a, te pa potem uporabimo za prikaz prihodov trol. REST klic na zgoraj
omenjen API se opravi ob vsakem odprtju dialoga za prihod trol in ob
vsaki osvežitvi le-teh. Podatkov aplikacija ne shranjuje nikamor, ker so
ti dinamični in je shranjevenje teh nepotrebno.
Slika 3.13: Pridobljen JSON s podatki o prihodih trol postaje
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3.3.4 Dogodki
Okno dogodki je zgrajeno na fragmentu, ki vsebuje RecyclerView, kjer
so prikazani vsi še aktualni dogodki oziroma domače naloge, ki jih ima
študent v spletni učilnici. Podatki so shranjeni v podatkovni bazi, da
lahko uporabnik do njih dostopa tudi brez interneta. V primeru prijave
v aplikacijo ali potegu navzdol na seznamu nalog, se naloge osvežijo,
v primeru odjave, pa se podatki iz podatkovne baze izbrǐsejo. Seznam
omogoča tudi klik na element, ki prikaže dialog s podrobneǰsimi po-




Spletna učilnica ima javno dostopni API, preko katerega lahko z ne-
kaj REST klici na https://ucilnica.fri.uni-lj.si pridobimo vse
potrebne podatke. Zaradi zasnove API-ja spletne učilnice, potrebu-
jemo za pridobitev vseh uporabnikovih dogodkov ker nekaj REST kli-
cev, namesto da bi vse dogodke pridobili kar v enem zahtevku. Po
vpisu uporabnika v aplikacijo imamo že shranjeno njegovo identifika-
cijsko številko in žeton (token) prijave, tako da z enim klicem na API,
s pomočjo zgoraj omenjenih parametrov dobimo seznam vseh predme-
tov v katere je vpisan. Nato se čez seznam predmetov sprehodimo z
zanko ter za vsak predmet pošljemo še en REST zahtevek, ki pridobi
vse dogodke, ki so bili kadarkoli dodani k temu predmetu. Preden po-
datke shranimo v podatkovno bazo preverimo, če je datum zaključka
dogodka kasneǰsi od trenutnega datuma, ker API vrne tudi dogodke,
ki so že pretekli.
Slika 3.15: Pridobljen
JSON s podatki o
predmetu
Slika 3.16: Pridobljen
JSON s podatki o do-
godku predmeta
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Obdelava in prikaz podatkov
V primeru pregleda dogodkov smo želeli vse dogodke, ki sledijo, prika-
zati v zaporedni obliki, razporejene naraščajoče po datumu zaključka.
Želeli smo, da je uporabnik pri pregledu dogodkov takoj jasno, kate-
rim se mora posvetiti najprej. Vsi pridobljeni podatki o dogodkih so
v obliki JSON, kar ponovno omogoča preprosto pridobitev z Retrofit-
om. Podatki so ob pridobitvi shranjeni v podatkovno bazo Room, ki
omogoča, da so vedno na voljo. Za prikaz rezultatov smo se odločili za
preprost dvodelni izgled. Na levi strani je prikazan datum zaključka
dogodka, na desni pa je najprej na vrhu odebeljeno ime dogodka, spo-
daj pa predmet, pri katerem je dogodek dodan. Seznam omogoča tudi
klik na dogodek, ki ponuja več informacij. Odpre se dialog, ki najprej
prikaže osnovne podatke, ki so vidni že na prvotnem zaslonu, pod njimi
pa opis dogodka in točna ura zaključka dogodka.
Slika 3.17: Podrobnosti dogodka
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3.3.5 Profil
Okno profil je zasnovano na fragmentu, ki je razdeljen na dva glavna
dela. Na vrhu okna so v primeru, da je uporabnik vpisan, prikazani
njegovo ime in priimek, email in avatar, v nasprotnem primeru pa je
prikazan gumb, ki omogoča prijavo v aplikacijo. Spodaj je v Recycler
View-u prikazan seznam dodatnih informacij. Najprej je prikazana
uporabnikova vpisna številka, FAQ, ki v dialogu prikazuje vprašanja
in odgovore, ki uporabniku pomagajo z uporabo aplikacije, pod tem
pa je možnost oddaje povratne informacije. Ob kliku na povratne
informacije se odpre dialog, kjer ima uporabnik možnost oddaje po-
vratne informacije tako preko e-pošte kot preko Google Play trgovine.
Na dnu pa so povezave na vse spletne strani, ki jih študent Fakultete
za računalnǐstvo in informatiko v času študija potrebuje: FRI spletna




V primeru da uporabnik v aplikacijo ni prijavljen, se ob kliku na pri-
javni gumb na vrhu fragmenta odpre dialog, kjer je prostor za vpis
uporabnǐskega imena in gesla (Slika 3.19). Uporabnǐsko ime je lahko
študentski e-poštni naslov (np3833@student.uni-lj.si) ali samo prvi del
naslova (np3833). Ob kliku na dokončanje prijave, se pošlje REST zah-
tevek na strežnik fakultete, ki v primeru pravilnih podatkov vrne žeton,
ki ga nato uporabljamo za pridobitev ostalih podatkov, ki jih aplika-
cija prikazuje. Če so vpisani podatki napačni, aplikacija to uporabniku
prikaže z rdeče obarvanim napisom. Po uspešni prijavi v aplikacijo se
dialog za prijavo zapre, podatki na fragmentu profil pa se posodobijo.
Če se želi uporabnik iz aplikacije izpisati, pritisne na zgornji del fra-
gmenta, kjer so na rdeči podlagi prikazani podatki. V tem primeru se
odpre dialog, ki od uporabnika zahteva potrditev odjave (Slika 3.20).
Ob uspešni odjavi iz aplikacije se pobrǐsejo vsi podatki uporabnika,
njegov urnik in dogodki. Ostanejo le priljubljene trole, ki niso vezane
na uporabnǐske podatke.
Slika 3.19: Prijava v
aplikacijo




Osnovno barvno shemo smo imeli že vnaprej določeno s strani fakul-
tete, odločili pa smo se za bolj svetel, lahek izgled, ki ga uporablja tudi
Google v svojih aplikacijah, z nekaj poudarki rdeče barve. Vsako okno
je zato zasnovano na belem ozadju, medtem ko so akcijske vrstice na
vrhu fragmentov in poudarki obarvani rdeče. Tekom razvoja aplika-
cije je Google dodal poudarek na temne teme aplikacij, kar pripomore
k manǰsi porabi baterije na zaslonih, ki črno barvo prikazujejo z iz-
klopljenimi pixli, namesto da pobarva le-tega v črno barvo. Zaenkrat
aplikacija ostaja samo v svetli različici, a kot je zapisano v poglavju 4.1,




Zadali smo si cilj ustvariti mobilno aplikacijo, ki bi vsem, predvsem
pa novim študentom Fakultete za računalnǐstvo in informatiko poma-
gala pri uvajanju v sistem. Vse stvari, ki jih študent potrebuje v času
šolanja so dostopne na enem mestu. Aplikacija omogoča dostop do vseh
informacij, ki jih študent FRI v času študija potrebuje:
– urnik
– pregled prihoda trole
– pregled nalog za oddajo iz spletne učilnice
– profilna stran, kjer je uporabniku omogočena prijava v aplikacijo
Aplikacijo smo po koncu izdelave predstavili nekaj študentom, katerim
se je zdela zelo uporabna, prav tako pa so predstavili še možnosti za
nadaljni razvoj, ki so navedene v poglavju 4.1.
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4.1 Možnosti za nadaljni razvoj
Kljub temu da je aplikacija že zdaj zelo uporabna, ima vsaka stvar
vedno prostor za nadaljni razvoj.
Za urnik bi lahko obstajal strežnik, kjer bi uporabniki lahko menjali
cikle vaj z ostalimi študenti, s čimer bi se ob odobritvi nosilca predmeta
posodobil urnik obema študentoma, ki sta udeležena v menjavo. Urnik
bi prav tako lahko imel možnost izvoza v koledar, kar bi omogočalo
nastavitev opomnika za predmet, tako da študent na predavanja ali
vaje ne bi nikoli pozabil.
Dogodke bi se prav tako kot urnik lahko izvozilo v koledar, kar bi
podobno kot pri urniku študenta opomnilo na bližajoči se zaključek
dogodka ali domače naloge, ki jo mora do določenega dne oddati na
spletno učilnico.
Razmǐsljali smo tudi o potisnih obvestilih aplikacije pred zaključkom
dogodka, vendar je možnost izvoza dogodkov v koledar bolj prilago-
dljiva za uporabnika.
Poleg trenutnih funkcionalnosti aplikacije so tudi možnosti razširitve
aplikacije. Dodati bi bilo možno dostop do sistema Studis, iz koder bi
pridobili podatke o izpitih in ocenah. Preko sistema Studis bi lahko
dodali tudi možnosti prijave in odjave iz izpita znotraj aplikacije. Prav
tako bi bila uporabna nadgraditev aplikacije jedilnik na faksu in še
mnoge druge.
V zadnjih mesecih je Google začel svoje aplikacije pripravljati tudi za
dark mode, oziroma temno različico njihovih aplikacij, kar pripomore k
manǰsi porabi baterije in omogoča lažje branje v temnih prostorih kot
je predavalnica.
Vse zgoraj naštete možnosti nadgradnje so možne v naslednjih različicah
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