In this paper we present an ant-based algorithm for solving unconstrained multi-level lot-sizing problems called ant system for multi-level lot-sizing algorithm (ASMLLS). We apply a hybrid approach where we use ant colony optimization in order to find a good lot-sizing sequence, i.e. a sequence of the different items in the product structure in which we apply a modified Wagner-Whitin algorithm for each item separately. Based on the setup costs each ant generates a sequence of items. Afterwards a simple single stage lotsizing rule is applied with modified setup costs. This modification of the setup costs depends on the position of the item in the lot-sizing sequence, on the items which have been lot-sized before, and on two further parameters, which are tried to be improved by a systematic search. For small-sized problems ASMLLS is among the best algorithms, but for most medium and large-sized problems it outperforms all other approaches regarding solution quality as well as computational time.
Introduction
Within computer-based Enterprise Resource Planning (ERP) systems, such as SAP or BAAN, the part Material Requirements Planning (MRP) generates a production plan for each item over a given planning horizon. The production plan of an end item causes secondary demand for its components. Taking into account purchasing, production, or transportation lead times as well as current and planned inventory levels, the MRP approach determines the lot-sizes of each component in all periods. Extending MRP, Manufacturing Resource Planning (MRP II) also checks for capacity violations in a capacity requirements planning (CRP) module. Afterwards, jobs are released and scheduled on the machines.
The basic sequential MRP framework of master production scheduling, material requirements planning and lot-sizing, capacity requirements planning and finally scheduling is known to have several key weaknesses:
1. The treatment of capacities is usually done in a rather rudimentary way. Uncapacitated lot-sizing approaches are typically used to derive production plans whose capacity is evaluated through the CRP module. CRP simply provides a signal that the production plan violates capacity limitations. Thus, it can be considered as an information-gathering procedure rather than a decisionmaking one. Afterwards an iterative search for a schedule that satisfies the capacity constraints follows. However, material and capacity planning should be done in parallel, rather than in sequence. These capacitated multi-level lot-sizing (MLLS) problems have been studied in a series of papers, see e.g. the conceptual discussion by Billington et al. [2] or the heuristic approaches by Tempelmeier and Derstroff [24] or Tempelmeier and Helber [25] .
2. Since lead times are in fact dependent on product mix, shop load, and capacity they should be viewed not as inputs to a scheduling procedure but rather as part of the output. Thus it would be desirable to do some simultaneous planning over several of the steps mentioned, e.g. lot-sizing and scheduling (see e.g. [18] ).
3. Even when disregarding the above points (1) and (2), MRP systems do not really provide an efficient methodology since commercially-available MRP softwares typically use the simplest (and suboptimal) lot-sizing approaches.
While (1) and (2) are important, this paper focuses on point (3) . One could justify this by the fact that, in practice, uncapacitated lot-sizing models continue to be largely used since the implementation of capacitated approaches requires a lot of data which firms are often reluctant to collect or maintain. Also, we plan to extend the approach used here to capacitated problems.
In what follows, we consider uncapacitated lot-sizing problems. The Single Level Lot-Sizing (SLLS) problem is the simplest category among these. Wagner and Whitin [27] introduced this model and developed a well-known exact algorithm based on dynamic programming. Subsequently a large number of heuristics was developed such as Silver and Meal [19] based on the idea of minimizing average setup cost and inventory cost over several periods.
Multi Level Lot-Sizing (MLLS) problems is a more general class of combinatorial optimization problems, where the aim is to find a production plan for all items in the bill of materials (BOM). It should be noted that this problem class is more difficult than SLLS and is usually solved heuristically. There are three types of product structures: (a) assembly system (each item may have several predecessors, but at most one successor), (b) serial system (each item has at most one predecessor and one successor), and (c) the general system (each item can have more than one successor and predecessor). Several solution approaches have been developed for each of these three problem classes. We will consider the general systems which includes also the other two types.
The most straightforward way to solve MLLS problems is to use decomposition by product. First, lot-sizing is done for all end items using a SLLS technique. With the secondary demand induced by lots of direct successors, the components of the highest level in the BOM are lot-sized, and so on until the raw materials are reached; see e.g. [28, 26] . It has been known for a long time that this approach disregards the effects of lot-sizing on the parts contained in the current product which leads to solutions which induce unnecessary high setup and holding costs.
Modifying costs is a way to achieve some degree of inter-level coordination. Setup costs are altered to account for the fact that placing an order for a certain item can trigger orders for its predecessors. Some approaches also modify the holding costs. These adjusted costs are used when applying some SLLS method to each item in the product structure. Blackburn and Millen [3] designed five types of adjustment for setup and holding cost and used them in single end-item assembly systems. Bookbinder and Koch [4] extended this approach to systems with a general product structure.
Recently, Dellaert and Jeunet [7] proposed a randomized multi-level lot-sizing heuristic for general product structures. Their contribution was twofold: (1) Instead of using a constant modified setup cost for the whole planning horizon, they allowed time-varying setup cost. In each period, the setup costs of each product are only adjusted by those predecessors without positive demand. If a predecessor faces some primary (external) demand or has to be produced because of secondary (internal) demand caused by some other product, adding some secondary demand would not cause any setup. Thus, the setup costs of this predecessor should be disregarded in the adjustment process of the setup costs. (2) They also randomized their algorithm by multiplying the adjustment term with a certain factor. The "optimal" value of this factor was determined using Monte Carlo simulation.
A number of metaheuristics have also been applied to MLLS problems. Kuik and Salomon [13] introduced a simulated annealing algorithm, Dellaert and Jeunet [6] developed a genetic algorithm, and Jeunet and Jonard [12] proposed a new heuristic based on three single-point stochastic searches: simulated annealing, simulated tempering, and hill climbing. These recent approaches will serve as benchmarks for our algorithm which is based on Ant Colony Optimization (ACO).
The ACO metaheuristic was first proposed by Colorni, Dorigo and Maniezzo [5] in 1992. The main idea of ACO is that a population of artificial ants repeatedly builds and improves solutions to a given instance of a combinatorial optimization problem. From one generation to the next a global memory is updated that guides the construction of solutions in the successive population. The best solutions found so far by the ants are used for the memory update. After the construction phase of the algorithm usually a local search is applied to improve the solutions of the ants.
ACO algorithms have been successfully applied to a variety of combinatorial optimization problems such as the Traveling Salesperson Problem, the Quadratic Assignment Problem, different variants of the Vehicle Routing Problem, the Graph Colouring Problem and different variants of machine scheduling problems. For an overview of the most successful applications we refer to Dorigo and Stützle [10] . A convergence proof for an ACO algorithm can be found in [11] and in [23] .
Our Ant System for Multi-Level Lot-Sizing (ASMLLS) algorithm is based on the MAX-MIN Ant System (MMAS), proposed by Stützle and Hoos [21, 22] , which is a particular variant of the ACO metaheuristics. A convergence proof for the MAX-MIN Ant System can be found in [23] .
The contribution in this paper is threefold:
• While previous metaheuristics approaches to MLLS problems (see above) always worked directly using the IP-formulation of the problem, we demonstrate that an effective way of quickly obtaining new best solutions is to use the constructive randomized multi-level lot-sizing heuristic of Dellaert and Jeunet [7] and to optimize the lot-sizing sequence of the products using ACO.
• We show that it is advantageous not to keep constant the adjustment factor in the modified setup cost approach over the construction phase but to choose different factors for the early products (end items) and the late products lotsized (parts).
• In fact, we optimize both, the average value of this adjustment factor and the increase or decrease of this factor using an evolutionary approach in connection with the ACO algorithm. In this sense our algorithm could be viewed as being hybrid.
Using all available test instances from the literature we show that all of the above design decisions of our approach contribute to the solution quality and that for medium and large size benchmark instances our algorithm outperforms all other algorithms published so far.
The paper is organized as follows: Section 2 is dedicated to the presentation and mathematical formulation of the MLLS problem. In Section 3 a general framework of the proposed algorithm will be discussed. The experimental framework and the computational results will be presented in Section 4. Finally, conclusion and outlook can be found in Section 5.
Model Formulation
In this section we formulate a mixed-integer program (MIP) which represents the MLLS problem. First, we introduce the necessary notation:
set of immediate successors of item i Γ −1 (i) set of immediate predecessors of item i c i,j quantity of item i required to produce one unit of item j D i,t external requirement for item i in period t h i holding cost for item i (assumed to be constant over time)
initial inventory of product i l i lead time of item i P total number of items (end-products, sub-assemblies and raw materials) s i setup cost for item i (assumed to be sequence-independent) T total number of periods.
For the decision and auxiliary variables we use the following notation:
inventory level of item i at the end of period t x i,t delivered quantity of item i at the beginning of period t y i,t binary variable which indicates if an item i is produced in period t (y i,t = 1) or not (y i,t = 0).
The resulting MIP can be written as follows:
subject to (each constraint must hold ∀i, t)
The objective function in (1) is the sum of ordering and inventory holding cost for all items over the planning horizon of length T . Since we do not allow backorders, the per unit production cost are neglected. Equation (2) is the inventory balance equation. Requirement constraint (3) consist of the external demand when enditems are considered, and result from the lot-sizes of the immediate successors for components. We allow also external demand for components, i.e. components maybe sold to outside buyers or there may be an internal demand caused by planned lots of successors outside the considered planning horizon. Constraint (4), with M being a large number, captures the fact that a setup cost is incurred whenever a batch is purchased or produced. Finally, constraint (5) states that backorders are not allowed and production being nonnegative.
ASMLLS Algorithm
We develop the ASMLLS algorithm in several steps starting from the randomized cumulative Wagner-Whitin (RCWW) method, which was introduced by Dellaert and Jeunet (see [7] ). As a first extension we use different modified setup costs for each product depending on the actual position in the production sequence (STVSsequence-dependent time-varying setup cost). Then we add a MAX-MIN ant system to search for a good production sequence, and finally we introduce a systematic search for a good modification of the setup cost.
RCWW -Randomized Cumulative Wagner-Whitin
In this section we will discuss the concept and the influence of the time-varying modified setup cost approach. Several authors have suggested methods of modifying setup costs when solving MLLS by a series of SLLS (e.g. [15] ). Dellaert and Jeunet introduced the concept of time-varying modified setup cost in their RCWW algorithm (see [7] ).
For the RCWW the setup cost for each product is modified based on the fact that lot-sizing this product in the current period enforces new lots for products in previous periods. This means, if we decide to deliver product i in period t, then this fact results in an additional demand for some predecessor j in the period t−l i , when the production of i starts. Now we consider two cases: (i) if product j has already a positive demand in that period, no additional costs arise; (ii) if there is no positive demand for product j we have to produce it and we must add the (modified) setup cost. So using the following notation:
S i,t modified setup cost of product i in period t T (i, j, t) binary variable taking the value of 1 if a lot-size of item i, delivered in period t, generates a new lot for item j in period t − l i , when j ∈ Γ −1 (i). T (i, j, t) is equal to zero if there is already a positive demand for item j in period t−l i (this demand results from a planned lot-size for another successor of item j) r U [0, 1], uniformly distributed random variable we can formulate the time-varying modified setup cost as:
where S j can be calculated recursively by
The variable T (i, j, t) is not fixed a priori, but it depends on the sequence in which the lots of the different items are determined. That means that if we perform the Wagner-Within (WW) algorithm (cf. [27] ) for a particular item, we generate automatically new demands for its predecessors in certain periods. If we want to lot-size the next item which has a common predecessor with the previously lotsized item, we have to take into account that not every additional demand for that predecessor results in a new lot. Hence, in equation (6) the setup costs are modified if and only if new lots would be necessary for some predecessor and therefore additional setup costs occur.
The factor r is a random variable which is used to weight the influence of the setup cost of the predecessors. Note that the modified setup costs depend on the sequence of the products lot-sized. Partly the sequence is determined by the bill of materials, but if there are several possibilities, the products are picked at random with a probability proportional to their unmodified setup cost s i . Each of these products is lot-sized using a WW algorithm with the modified setup costs.
The RCWW algorithm produces several solutions according to the above description with different r-values and selects the best solution obtained.
RCWW-STVS -Randomized Cumulative Wagner-Whitin with Sequence-Dependent Time-Varying Setup Cost
We extend the RCWW approach from Section 3.1 by systematically selecting different r for different products. We select two parameters R ∈ [0, 0.5] and u ∈ [−1, 1] e.g. randomly or adaptively. (In Section 3.3 we use a systematic search for the best pair (R, u).) For each product i the factor r i is calculated based on the current position Φ i ∈ {1, . . . , P } of the product in the lot-sizing sequence:
Note that for the first product lot-sized (Φ i = 1, some end item) we obtain r = R(1 + u) while for the last product the factor is r = R(1 − u). Thus, R is the average value of r over all products and u determines the slope. The modified setup costs are now
Depending on the sign of u we can distinguish between two different cases: (i) if u is positive, the factor r i decreases with each product in the lot-sizing sequence; (ii) if u is negative, this factor increases. So in the first case we use higher modified setup costs for the first items and lower setup costs for the intermediate items. (For the raw materials we do not change the setup cost because they have no predecessors.) This leads to a lower number of lots, but larger lots for the first items. In the second case, the first products will be produced in more periods, but with smaller lot-sizes.
Example 1 (data from [7] ).
We use a product structure as given in Fig At the beginning of the procedure, we choose a sequence (for the RCWW we choose a random sequence, for the ASMLLS the ants generate the sequence) and select R and u. Since we have to consider the product structure we select < 2, 5, 1, 3, 4, 6, 8, 7, 9 > as the sequence and assume R = 0.431183, and u = 0.956399. So we start with item 2 and have to determine the modified setup cost. All binary variables T (i, j, t) are 1 because no lots are determined yet. The modified setup cost have to be calculated from the bottom to the top of the product structure. First we determine the modified setup cost for items 8 and 9, which are always equal to the original setup costs. Then we can modify the setup costs for items 6 and 7 considering the factors r 6 and r 7 , which are calculated from R and u. We continue upwards level-by-level until we can calculate the modified setup cost for item 2. In Table 1 , we summarize the results for this example. The first three columns show for each product: the product number i, the original setup cost s i and the factor r i . Since u is positive, the r i are decreasing from the first to the last product in the sequence. The remaining part of the table shows the modified setup costs and the lot-sizes of the products in each period. In parentheses we report the corresponding results from Dellaert and Jeunet [7] . The total cost for our solution is 2217, whereas the solution of Dellaert and Jeunet with a fixed r = 0.431183 (which is the same as the average r i in our example) is 2257. Due to the changing r i the modified setup cost for the first items (2,5,1,3) are considerable larger, but for the items 4 and 6 the costs are lower. This explains also the difference in the lot-sizes. Especially for the first items we obtain fewer lots than in the solution of Dellaert and Jeunet.
Let us come back to the calculation of the T (i, j, t) parameters. Assume we have already fixed the lots for items 2 and 5. The next item in the sequence is item 1. Since none of the items 3, 6, and 8 is an immediate predecessor of items 2 or 5, T (1, 3, t), T (1, 6, t), and T (1, 8, t) are 1 for all periods. Item 4 is an immediate predecessor of item 2, and production of item 2 was scheduled for periods {6, 7, 9}. Because of the 2-periods lead time of item 2, these lots generate a demand for item 4 in the periods {4, 5, 7}. So if a new lot of item 1 generates a demand for item 4 in one of the periods {4, 5, 7}, it is not necessary to include the setup costs. Since item 1 has a lead time of one period, we set T (1, 4, 5) = T (1, 4, 6) = T (1, 4, 8) = 0. For the other periods we set T (1, 4, t) = 1.
To illustrate the influence of the choice of R and u we recalculate the example with the same lot-sizing sequence, but with R = 0.36898 and u = −0.87656. The result is shown in Table 2 . The negative u leads to lower modified setup costs for the first items in the sequence and higher costs for the last items. For an example this fact causes to use 4 instead of 3 lots for item 2. The total costs are a 2257, which is equal to the total costs Dellaert and Jeunet reported, but the solution is slightly different. Figure 2 shows the different r i -values for the two situations calculated before. The main idea of ACO is that a population of artificial ants repeatedly builds and improves solutions to a given instance of a combinatorial optimization problem. From one generation to the next a joint memory is updated that guides the search of the successive populations. The memory update is based on the solutions found by the ants and is biased by their associated quality. After the initialization of the joint memory the standard ACO algorithm mainly consists of the iteration of three steps:
• Step 1: Construction of solutions by ants according to heuristic and pheromone information.
• Step 2: Application of a local search to the ants' solutions.
• Step 3: Update of the pheromone information.
We explain the implementation of these three steps in the example of the Travelling Salesperson Problem (TSP) which is the elementary sequencing problem. The TSP can be represented as a complete graph with a number of nodes also called cities. It is necessary to find a shortest closed tour visiting each of the cities exactly once. An artificial memory -so called pheromone information τ ij (m) is associated with each arc (i, j) connecting city i and city j. This value gives information for iteration m how desirable it was to visit customer j immediately after customer i in previous iterations. This information is used in the construction step (Step 1) of the algorithm. The pheromone information is modified in Step 3 of the algorithm.
In the construction phase (Step 1) of the algorithm a number of ants are placed on randomly chosen cities. Then, in each construction step, each ant moves from the current city to another not yet visited city. The next city is selected on the basis of a probabilistic decision. The probabilistic choice is biased by a local heuristic information η ij and the pheromone information τ ij (m). In the TSP a reasonable heuristic information η ij is the inverse arc length of visiting customer j after customer i. Next cities are more likely chosen when they are close to the current city and they have a high pheromone value for visiting city j immediately after city i. Each artificial ant in its current position i decides to go to the city j with the probability
The set N k i is the feasible neighborhood of the artificial ant k, which is the set of cities which have not been visited so far. In the standard ACO framework a solution obtained by the above mentioned procedure can then be subjected to a local search in order to ensure local optimality (Step 2).
After all ants have completed their solution, the pheromone information is updated (Step 3). This is done first, by lowering the current pheromone amount by a constant factor. This procedure is also called pheromone evaporation. Furthermore, some ants with the best solution quality are allowed to update the pheromone information, i.e. depositing 'artificial' pheromone on the arcs of their solution. In the MMAS only the global best ant is used to update the pheromone information after each iteration. The pheromone update rule is given by
where ∆τ * ij = 1/f (s * ) if the global best ant (having costs f (s * ) has visited arc (i, j) and ∆τ * ij = 0 otherwise. To avoid too extreme differences between the pheromone values in the MMAS explicit limits (τ min , τ max ) on the minimum and the maximum pheromone values are introduced; see (14) below.
Procedure ASMLLS /* Initialization phase */ Generate initial R b and u b using RCWW-STVS (select best solution out of 20 randomly constructed ones) Initialize pheromone information while (termination condition not met) do for each ant do /* Construction phase */ Construct the production sequence according to the decision rule (12) . /* Adaptation of R and u values for each ant */ Choose R randomly out of the set
Calculate r i according to equation (8) Perform STVS (WW approximation) to evaluate the sequence end /* Pheromone update phase */ Update the pheromone matrix according to (14) , update R b and u b end Figure 3 : Pseudo code of ASMLLS
ASMLLS
In section 3.2 we have developed an algorithm for lot-sizing the products based on a given sequence of products which were chosen (more or less) randomly. We now add a MAX-MIN Ant System algorithm for finding an optimal sequence of the products in order to minimize the total costs.
Each ant generates a lot-sizing sequence. As visibility η j we use the original setup cost s j (see Formula (12)) which is exactly what Dellaert and Jeunet [7] did in their random selection. We do not apply a local search procedure because the calculation of the total cost through the WW algorithm is very time consuming. Moreover, the results in Section 4 indicate that it is not necessary to include a local search procedure. The Pseudo code in Figure 3 illustrates the adaptations of the standard ACO to solve the MLLS. We call this modified algorithm ASMLLS.
The algorithm starts with the initialization phase. In this phase the standard initialization routines like initializing the pheromone matrix are performed. Besides the standard initialization routines also values for R b and u b are generated randomly (see (8) ). Within this phase the values for R b and u b which provide the best solution quality out of 20 randomly generated solutions are selected as initial values. After the initialization phase the construction phase is executed. In this phase, each ant generates a sequences of items. Now for each sequence all the items will be lot-sized, step-by-step, by the RCWW-STVS algorithm. After all the ants have constructed their solution and the solution qualities are computed, the pheromone update is applied. As already explained in Subsection 3.3.1 in the MMAS the best solution found so far is allowed to update the artificial pheromone.
For the pheromone information we tested two different pheromone encoding schemes. We implemented the standard pheromone encoding for sequencing problems, where each element in the pheromone matrix τ ij gives the desirability of lotsizing item j immediately after item i. As alternative test design we implemented a pheromone encoding scheme which was developed for scheduling problems by Stützle [20] and also used by Merkle et al. [17] . In this pheromone encoding τ pj denotes the desirability of lot-sizing item j as the p-th item.
We now describe the latter approach. We consider a MLLS with P products and initial setup costs s j . Each ant constructs a production sequence. At each step in the construction phase an ant decides which item will be lot-sized at the current position of the sequence. The probability that an item is selected on a particular position is determined according to the random proportional rule (12) .
For the pheromone used in the decision rule we do not just consider the current pheromone value of lot-sizing item j in the current position p. Instead, we consider also all the pheromone values of lot-sizing item j in all the predecessor positions of p. We denote the decision rule where this pheromone usage scheme is used as summation decision rule in the following. The summation rule was introduced by Merkle and Middendorf [16] .
where τ pj (m) intensity of pheromone trail of product j in position p at iteration m α parameter to regulate the influence of τ pj (m) β parameter to regulate the influence of s j N k p set of selectable products in position p of ant k based on the bill of materials Remark: Alternatively we also tested the standard decision rule considering only the pheromone of the current position in the sequence (see section 4.3).
As usual in MMAS, the best ant updates the pheromone, but the values are bounded to the interval [τ min , τ max ] :
τ pj (m + 1) = max τ min , min(τ max , ρτ pj (m) + ∆τ pj (m)) .
with ∆τ pj (m) = 1 f (s * ) ,
where ρ ∈ [0, 1] trail persistence parameter to regulate the evaporation of τ pj ∆τ pj (m) total increase of trail level on edge (p, j) which is controlled by maximum and minimum value along with the concept of MMAS f (s * ) global best solution value
The pheromone bounds are the standard MMAS values suggested in [21] . An open question is how to select R and u for applying the RCWW-STVS algorithm for lot-sizing the products and determining the costs of sequence the ant found. One could choose these parameters randomly. But tests have shown that a systematic search of optimal values for R and u gives better solutions (cf. Section 4).
This systematic search for good values for R and u is done as follows. We augmented the standard MMAS with the component of selecting R and u by using ideas of evolutionary strategies. In some initial phase, we start with randomly generating some values for R and u. Let R b and u b be the values that generated the best solution in this initial phase of ASMLLS. When selecting (R, u) each ant chooses randomly either (R b , u b ) or one of the combinations (R b ± ϑR b , u b ± ϑu b ). The best solution of each iteration determines the new (R b , u b ). In some pre-tests we have shown that this procedure gives better solutions than choosing R and u constant by taking the best values from the initial phase.
An open question is how big ϑ should be? To find an answer for this problem we have performed some experiments and we found that ϑ should be in the interval of 0.03 − 0.075 and that the performance is not very sensitive with respect to this parameter. Hence we used 0.05 in our computational experiments.
Computational results
In this section we turn to the description and analysis of the results obtained by our computational tests. Our ASMLLS algorithm was coded in C and compiled using Borland 6. We performed all runs on a personal computer with a Pentium 4-1.5 Ghz microprocessor, 256 MB RAM and the operating system Windows XP.
Experimental framework
We compare our algorithms with the data set used in Dellaert and Jeunet [6] . The test problems are grouped into small, medium and large-scale problem instances. The small-sized problems are composed of 4 different assembly systems (2-5 production levels), 5 items, 12 periods, 4 combinations of holding cost and setup cost and 6 demand series. This makes 96 problem instances.
The medium-sized problems include of two 50-items assembly systems (one with 9 and the other with 16 production levels) and two 40-items general systems (with communality indices 1 1.39 and 1.18). For each problem two planning horizons are defined, 12 and 24 periods. For each combination of product structure and planning period 5 sets of setup cost and holding cost are used. This yields 40 problem instances.
The large-scale problems are composed of four 500-item general systems with 4 different communality indices (1, 1.6, 2.2, 2.8), 5 different production levels (5, 7, 9, 13, 18) and two planning horizons (12, 24) for each problem. Hence we get 40 problem instances.
MMAS parameter settings
We choose the following parameter settings for the MMAS: α = 1, β = 1 and the trail persistence ρ = 0.98 as proposed in [21, 22] . We set the number of ants equal to 5. In pretest we have shown that we get almost the same results when we use a larger population (10 or 20 ants). Therefore we choose a smaller population for runtime reasons. To make results comparable, the runtimes of Dellaert and Jeunet [6] were converted according to the different machines by using the information provided by Dongarra [8] . 
Pretests
First, we want to analyze the contributions of our design decisions to solution quality by adding the different modifications step by step. For this purpose, we applied the different algorithms with the different modifications to all problem instances.
First we compare the results for the small instances. These instances can be solved exactly and the average objective value for all small problem instances is 810.670. We applied the following algorithms:
RCWW (average costs: 812.010): This is the original RCWW algorithm by Dellaert and Jeunet [7] .
STVS (average costs: 811.197): r i depends on a randomly chosen R and u; the lot-sizing sequence is chosen at random.
STVS-ACO* (average costs: 811.164): The lot-sizing sequence is determined by using an ACO system with standard selection rule (13) . Detailed results are reported in Table 7 , 8 and 9 in the appendix. Furthermore we applied also a Wilcoxon signed-rank test with a 1% level. Table 6 shows that each extension from RCWW to the final ASMLLS is for medium (m) and large (l) test instances improves the results significantly. Only for the small problems there is no significant difference because for many of the test problems all algorithms find the optimal solution. Therefore each modification in the design has a positive influence in the solution quality. Concerning the selection rule, we have the same effect as it is commonly observed for scheduling problems: The summation rule (12) works better than the classical rule (13) . Therefore we only use the summation rule for the numerical results. We should also note that we have made some preliminary tests on a subset of the smaller instances in order to find out which encoding of the pheromone is best. As expected, it turns out that an encoding of the pheromone matrix for scheduling problems item i on position p proposed by Stützle [21] performs better than the classical TSP encoding (i, j) i.e. item j immediately follows item i. Therefore, we used the specific pheromone encoding for scheduling problems in the numerical analysis of section 4.4.
STVS-ACO

Results
We report the average solution quality, the percentage of problems in which the optimal solution (for small-sized problems) or the best known solution (for medium and large-sized problems) is found, and the percentage of deviation from the optimal (or best found) solution for the instances where the solution deviates from the best solution. Each problem instance is solved 5 times and the average results are presented. The results of the small, medium and large size problems are reported in Tables 3, 4 and 5, respectively. The optimal solutions for the small-sized problems are taken from Dellaert and Jeunet [6] , obtained by GAMS using the zero-one formulation of the MLLS [14] . We compare our algorithm with the hybrid genetic algorithm developed by Dellaert and Jeunet [6] and other existing heuristics. The results for these heuristics were taken from Dellaert and Jeunet:
LFL (Lot For Lot) -the simple lot-for-lot rule.
BPOM (Best Period Order Method ) -this method is based on the lot-for-lot method, but all items are ordered every θ periods, unless there are no requirements. BPOM searches for the best θ * starting with θ = 1 (which is equal to lot-for-lot) and in each step increasing θ by 1.
SWW (Sequential WW ) -application of the Wagner-Within in a sequential way without any cost modification.
CWW (Cumulative WW ) -this is a sequential Wagner-Within method using modified setup cost. For each item we add to the setup cost the sum of the setup costs of all its immediate predecessors.
PCWW (Partly Cumulative WW ) -this method is similar to CWW, but we add only the setup costs of those predecessors for which no lot is planned so far.
RCWW (Randomized Cumulative WW ) -here we add only a randomized fraction of the setup costs of all unplanned predecessors (see also Section 3.1 and Dellaert and Jeunet [7] ).
For the small problem instances ASMLLS can find the optimal solution for 87 problem instances out of 96 (90.63%). We applied the algorithm for 100 iterations and the computation time is less than 1 second, which is the same runtime limit and number of iterations as for the GA. For the problems which can not be solved to optimality we have the same deviation as the GA (0.26%).
For the medium-sized problem instances the runs consume less than 20 seconds CPU time (for 300 iterations) and we can find the best known solutions (which are in fact new best solutions) for 33 problem instances out of 40 (77.5%). For 7 problem instances the GA finds better solutions and for 17 cases ASMLLS and GA find the same solutions. All 7 problems, where GA is better, are assembly systems. In assembly systems the production sequence is more restricted than in general systems which reduces the decision space for the ants. Nevertheless, the deviation for these 7 problems is very small.
For the large-sized problem instances ASMLLS can find the best solutions in 36 cases out of 40 (90%). In the remaining 4 problem instances the GA outperforms the ACO algorithm. The mean deviation for these 4 cases is substantially smaller than the mean deviation of the GA for all the problem instances. The runtime is about 40 minutes (for 1000 iterations).
We conclude that our algorithm provides superior results in solving the mediumsized and large-sized problems in comparison to the GA solutions, while for small instances and for serial systems our approach is not better than the GA. In order to explain this, it is important to note that there is a crucial difference between the two approaches: The GA uses the Integer Program (IP) formulation as problem representation, i.e., it actually encodes the production periods for all products. By contrast we employ a two phase approach. In the first phase we construct the sequence of the products in which they should be lot-sized. For this phase of the algorithm we use ACO. In the second phase we use the STVS (WW approximation) to determine the lots for each product based on the ordering of the products. It is obvious that the decisions of the ants are very limited in serial systems, since the production sequence is predetermined through the product structure. Also for very small problems there are rather few feasible sequences and the ants cannot really contribute a lot. Consequently, the solution quality of our approach for these types of problems is not quite as good as the reference GA (which can use the whole solution space, while our approach can just produce a subset of all feasible solutions). For general product structure and larger problem sizes, however, our two phase approach outperforms the GA approach.
We verified the results through a statistical analysis where we have tested the following hypotheses using the Wilcoxon Signed Rank Test. Note that the Wilcoxon Signed Rank Test is the non-parametric counterpart of the paired samples t-test, while the Mann-Whitney U-test is the non-parametric counterpart of the standard t-test.
Hypothesis Algorithm A outperforms Algorithm B. Table 6 : Statistical tests for significant difference between algorithms
Both hypotheses were tested using one-sided tests and our conclusion will be drawn at a 99 % level of confidence. The results in Table 6 show that ASMLLS is better for large problem instances and that there is no significant difference for small-and medium-sized test instances.
Conclusions and outlook
A simple and efficient way to solve multi-level lot-sizing problems is cost modification. We extend a recent cost modification approach by Dellaert and Jeunet [7] by 1. optimizing the lot-sizing sequence with ACO, 2. optimizing the correction factors r i for the cost modification for all items over the iterations.
We have shown that this combination of a metaheuristic like an ACO algorithm and a single-level lot-sizing method like Wagner-Within is a powerful approach for solving unconstrained multi-level lot-sizing problems. The ACO algorithm is designed to work on a large search space. If there is a very complex product structure and a high communality index, then there are many different possibilities to sequence the items for the lot-sizing step. Therefore our algorithm is better on larger and more complex problems than on smaller ones. The results for such systems are competitive. For more complex problems, ASMLLS outperforms the best methods developed so far.
Future work will focus on using a similar two step approach for capacity constrained multi-level lot-sizing problems. Furthermore, it should be noted that the application of ACO to multi-level lot-sizing problems is not restricted to our indirect two step approach. Just like in the GA by Dellaert and Jeunet [6] , one could encode the complete solution in an ACO algorithm which then directly decides on the production periods for each product.
-De = demand pattern (6 different patterns).
-Le = number of levels in the product structure(5 levels = serial structure).
• Optimum ... in this column the optimum solution is reported.
• GA ... in this column the solution of the Genetic Algorithm is reported after 100 iterations.
• ASMLLS*. ... in this column the solution quality of the ACO algorithm with decision rule (13) is reported.
• ASMLLS ... in this column the solution quality of the ACO algorithm with decision rule (12) is reported.
• R ... R-value for the best solution found with ASMLLS.
• u ... u-value for the best solution found with ASMLLS.
• RCWW ... in this column the results of the RCWW are reported (see Section 3.1)
• STVS ... in this column the results of the RCWW and the STVS are reported (see Section 3.2)
• STVS+ACO* ... in this column the results of the RCWW with STVS by using ACO are reported (see Section 3.3)
• STVS+ACO ... in this column results are reported when the standard ACO is replaced by the ACO with the summation rule (see Formula 12.
In Table 10 detailed results for medium-sized problems are reported. Here we have problems with 10 different sets of parameter combinations (Pa) and 4 different product structures (St). The different structures are:
1. assembly structure with 9 levels 2. assembly structure with 16 levels 3. general structure with a commonality index (average number of successors) of 1.39
4. general structure with a commonality index (average number of successors) of 1.18
We report also the percentage deviation of the solution quality from the comparing method if the best solution was not found. In Table 11 detailed results for large-sized problems are reported. Here we have problems with 4 different commonality indeces (Co) and 5 different levels of the product structures (Le). We report also the percentage deviation of the solution quality from the comparing method if the best solution was not found. Table 7 : Detailed results of various solution methods for small-sized problems -1/3 I n s t a n c e I n s t a n c e I n s t a n c e 
