The Virtual Reality (VR) user interface style allows natural hand and body motions to manipulate virtual objects in 3D envu-onments using one or more 3D input devices. This style is best suited to application areas where traditional two-dimensional styles fall short, such as scientific visualization, architectural visualization, and remote manipulation. Currently, the programming effort required to produce a VR application is too large, and many pitfalls must be avoided in the creation of successful VR programs. 
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User Interface Requirements
The following five requirements are properties that a VR application must have in order to be both usable and pleasing to the user. If these requirements are not met, the application will not be a success since the user would not tolerate the application's performance for very long.
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STRUCTURING APPLICATIONS
The DSM can be used to structure a VR application for smooth animation. We illustrate our discussion using a scientific-visualization example.
Fluid Dynamics Example
We have written a simple fluid dynamics user interface using the MR Toolkit. This user interface forms the front end to an existing fluid dynamics program written in Fortran [Bulgarelli et al. 1984] . It provides the user with a 3D stereo view of the fluid surface using the HMD. The user can walk through the flow to view it from different directions.
The DataGlove interacts
with the flow and establishes boundary conditions for the computation. The user makes a fist to impose a force on the surface of the fluid. The closer the glove is to the surface, the greater the force. When the glove exits the fist gesture, the force boundary condition is turned off, and the fluid returns to equilibrium (flat surface ). The simulation code of the fluid dynamics example runs on a CPU server at its own update rate.
It accepts boundary condition commands from the DataGlove at the beginning of each simulation time step, and it sends force vector data at the end of each time step to the machines that draw the fluid's surface.
The images in the HMD update at 20 Hz, while the simulation is able to compute at 2 Hz. (1) Each device manufacturer has its own communications protocol, requiring unique server software for each device type.
(2) Some devices, such as the Polhemus FasTrak, track multiple sensors and use one communications line to transmit the data. Thus, one server may drive multiple sensors, and each sensor has a unique name.
The site dependencies are as follows:
(1) Each device must be connected to a serial communications port on some machine, which differs from site to site.
(2) Each device server must have a unique TCP/IP port number on the machine.
The client software must be able to find the TCP/IP port number in order to connect to the server.
(3) Each server typically has a log file where it logs connection information and debug output. 
