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Sommario
Il presente lavoro descrive uno strumento utile all’analisi delle prestazioni
sportive tramite l’utilizzo di video e dati. Dopo uno studio iniziale sulle pro-
blematiche del campo di applicazione e su come esse possano essere risolte,
si è pensato di creare un software che fosse in grado di dare la possibilità al-
l’utente di individuare, per poi poterli modificare sul campo, i punti cruciali
di una prestazione sportiva in modo da migliorare sensibilmente le perfor-
mance, tramite l’analisi grafica ed analitica della prestazione stessa. Una
volta decisi gli obiettivi da raggiungere, si è pensato all’implementazione di
funzioni utili allo scopo. Con una fase di studio delle librerie necessarie si
è arrivati alla produzione di MoViDA, software che permette, appunto, di
ottenere gli strumenti necessari ad un’analisi quanto più dettagliata possibi-
le. Successivamente alla fase di testing, si è pensato ai possibili sviluppi che
l’applicazione può subire per diventare sempre di più uno strumento potente
ai fini degli obiettivi prefissati.
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Struttura della Tesi
• Nel capitolo 1 viene introdotto in maniera dettagliata il lavoro da
svolgere.
• Nel capitolo 2 è presente una descrizione sulle problematiche presenti
in ambito sportivo ed i possibili strumenti per affrontarle.
• Nel capitolo 3 è spiegata la progettazione del software partendo dalle
problematiche descritte nel capitolo precedente, illustrando inoltre le
scelte per il linguaggio da utilizzare e delle librerie necessarie.
• Nel capitolo 4 vengono esposte in maniera dettagliata le scelte imple-
mentative affrontate.
• Nel capitolo 5 vi è la descrizione dell’utilizzo del software prodotto.
• Nel capitolo 6 viene esaminata la fase di testing affrontata.
• Nel capitolo 7 sono presenti gli sviluppi futuri che il software potrebbe
subire per migliorare ulteriormente.
• Nel capitolo 8 infine sono descritte le conclusioni in merito al lavoro
svolto.
• In appendice è presente il codice dei moduli fondamentali del sofware.
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Capitolo 1
Introduzione
Nello sport le prestazioni sono influenzate da una serie di fattori, alcuni
dei quali non visibili tramite le sfere sensoriali umane. Sarebbe opportuno,
quindi, avere degli strumenti che permettano la cattura e la visualizzazione
di questi elementi, con la possibilità poi di poterli analizzare per capirne
l’influenza che hanno sulla prestazione finale.
Il nuoto, in particolare, può sembrare uno sport dove il movimento av-
viene soltanto lungo un asse, ma ciò non è quello che accade nella realtà.
Infatti, il movimento di propulsione del nuotatore è dato dall’interazione del
corpo con l’acqua e le forze che vengono sviluppate si distrubuiscono su tut-
to lo spazio tridimensionale. E’ stato pensato, quindi, di poter registrare la
pressione che l’acqua esercita sulle mani, attraverso l’utilizzo di 4 sensori, 2
per mano, che permettano di ottenere il modulo della pressione esercitata
sul palmo e sul dorso di ognuna di esse. Una volta ottenuti questi dati, si è
reso necessario lo sviluppo di un software che permettesse la visualizzazione
real time dei dati ottenuti, con l’ausilio del video della prestazione da cui
questi dati provengono.
Abbiamo scelto come linguaggio di sviluppo Python poichè presenta
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numerosi punti di forza:
• è un linguaggio libero che viene utilizzato in larga scala da colossi quali
Google, Yahoo o la NASA
• è un linguaggio semi interpretato, molto efficiente anche nella gestione
della memoria (che effettua automaticamente)
• è facile da interpretare, pulito nella realizzazione del codice (grazie
anche all’indentazione obbligatoria)
• è portabile (Unix, Linux, Windows, DOS, Macintosh, Sistemi Real Ti-
me, OS/2, cellulari Nokia e Android, questo perchè è interpretato,
ovvero lo stesso codice può essere eseguito su qualsiasi piattaforma
purché abbia l’interprete Python installato)
• è ricco di librerie che ne facilitano l’utilizzo.
Attraverso l’ausilio dell’IDE PyCharm è stato sviluppato il software in
un ambiente Linux (Ubuntu), con l’utilizzo di alcune librerie grafiche tra
cui PtQtGraph e PyQt4. Dopo la preparazione dell’ambiente di sviluppo e lo
studio delle parti fondamentali del linguaggio, è stato possibile procedere alla
produzione di un software che avesse le funzioni di base per un’analisi delle
prestazioni post-allenamento. Tramite l’utilizzo di un config file, è possibile
settare alcuni parametri con cui il software verrà avviato, tra cui:
• 2 modalità possibili per la visualizzazione del video (con il video in una
finestra a parte, oppure con il video nella stessa finestra dei grafici)
• la grandezza della finestra temporale dei grafici
• il tempo con cui i grafici vengono aggiornati
• la dimensione di ogni singolo scroll (indietro e in avanti)
2
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• il tempo di sfasamento tra video e grafici, in modo da renderli sincro-
nizzati
Alcuni di questi parametri sono modificabili poi a tempo di esecuzione.
Prima di procedere con l’utilizzo del software, si rende necessario la scelta
di un file da cui provengano i dati ottenuti dai sensori. Il formato del file
dovrà essere il seguente: 2 righe di informazioni, nella prima saranno presenti
lo StartTime ovvero il tempo dell’avvio dell’acquisizione dei dati (con Tempo
Unix, cioè i secondi trascorsi a partire dalla 00:00 del 1 Gennaio 1970, in
ms) e lo StartDate (cioè la data e l’ora nel formato AAMMGG_HHMMSS
in cui la prestazione viene registrata). Nella seconda riga saranno presenti,
invece, i nomi della varibili prese in considerazione (tempo in ms e le varie
pressioni che vengono acquisite, oltre eventualmente ai valori ottenuti dalla
manipolazioni di quest’ultime). Dopo le righe di informazioni troveremo i
singoli record (uno per ogni riga) aventi ad oggetto i dati relativi alle varibili
descritte nella seconda riga di informazione.
Inoltre, ai fini di monitorare la registrazione della prestazione di cui sopra,
occorrerà scegliere un file video, il quale sarà sincronizzato con i dati che
verranno riportati sui grafici (entrambi i file dovranno essere necessariamente
presenti e validi).
Una volta scelti i file sarà possibile decidere in quale dei 2 plot posizionare
ogni singola variabile (attiva anche l’opzione per utilizzare un singolo plot
per tutte le variabili), con un posizionamento di default in cui tutti i dati
verranno visualizzati in un singolo plot.
Utilizzando il tasto Play sarà possibile avviare l’esecuzione (in linea con
il valore DELTA DATA che, come detto sopra, gestisce la sincronizzazione
dati/video). Una volta in esecuzione, sarà possibile, tramite l’utilizzo del
tasto Pause, bloccarla temporaneamente; in Pause sarà possibile utilizzare
3
INTRODUZIONE
i tasti Rewind e Forward, con l’ausilio dei quali si potrà scorrere indietro (e
di conseguenza successivamente in avanti) i dati gia visualizzati (sia video
che grafico) di un valore pari a STEP (modificabile a tempo di esecuzione).
Sempre in modalità Pause sarà possibile catturare un fermo immagine del
video che staremo al momento visualizzando, che verrà reso visibile in un
popup a parte, con l’ulteriore possibilità di effettuare modifiche grafiche (di
1 o più screenshot in contemporanea) attraverso l’utilizzo dei tool GIMP o
INKSCAPE. Tale possibilità di modifica risulta molto utile, in quanto per-
mette la misurazione di elementi relativi a momenti diversi della prestazione
che, in un secondo momento, potremmo confrontare tra loro, ottenendo dei
parametri di analisi fondamentali; ad esempio, nel caso specifico del nuo-
to, sarebbe interessante poter disegnare e calcolare l’angolo che si forma tra
braccio ed avambraccio, per poterne verificare sia la correttezza sia la sua
esatta e costante riproduzione in ogni singola bracciata.
In ogni momento dell’esecuzione (sia essa Play o Pause) sarà possibile sia
rendere visibili o meno le variabili da plottare, sia crearne una nuova, quale
combinazione di quelle già presenti. Le combinazioni possibili saranno:
• semplici operazioni (somma, sottrazione, divisione o moltiplicazione)
tra due variabili di base
• correlazione tra due variabili (opzione molto interessante)
Quest’ultima operazione (correlazione, funzione python sviluppata da un
collega) è molto utile nell’analisi dei segnali, poichè indica quanto due se-
quenze siano uguali tra loro. Essendo il nuoto uno sport ripetitivo, stante la
ripetitività di un solito movimento per svariate volte ad una cadenza regolare,
questo strumento può dare un’indicazione precisa di quanto il suddetto mo-
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vimento sia replicato in maniera corretta, visualizzando quanto due sequenze
di dati siano per l’appunto correlate tra loro.
Una volta completata la disamina della prestazione, la chiusura del soft-
ware richiederà l’intenzione di salvare sia l’analisi video (quindi gli screenshot
eventualmente prodotti) che l’analisi dati (quindi eventualmente un nuovo
file di testo con la/le variabili nuova/e effettuate dalla manipolazione delle
variabili di base).
5

Capitolo 2
Analisi delle prestazioni
sportive
Lo sport è una delle attività più praticate nel mondo, sia a livello professio-
nistico che amatoriale. Sempre maggiore attenzione viene data alle perfor-
mance ottenute dagli atleti, e di consegenza allo studio di esse per ottenere
risultati sempre migliori.
Ogni sport ha caratteristiche fisiche intrinsiche che lo identificano. Allo
stesso tempo le prestazioni sono legate a doppio nodo a queste caratteristiche,
e il miglioramento di una passa obbligatoriamente attraverso il miglioramen-
to dell’altra. Chiaramente negli anni lo studio di questi elementi si è evoluto
in maniera sensibile: se prima venivano semplicemente registrati dati in ma-
niera perlopiù manuale, adesso si fa largo uso di elementi elettronici e fisici
che ne aiutano la registrazione.
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2.1 Analisi nel Nuoto
Il nuoto in particolare è uno sport molto popolare, praticato in tutto il
mondo, a tutte le età e da entrambi i sessi.
Lo studio tecnico del nuoto avviene principalmente attraverso la registra-
zione e la manipolazione di caratteristiche misurabili facilmente, principal-
mente legate ai movimenti del corpo (quali numero di bracciate, rate, fase
ecc). Sebbene però il nuoto sia uno sport con movimento in una singola di-
rezione, le informazioni contenute negli altri assi sono di importanza critica.
In quest’ottica è di fondamentale importanza la pressione che si va a svilup-
pare grazie a l’interazione tra l’acqua e il corpo umano, la quale permette la
propulsione dell’atleta.
Figura 2.1: Interazione tra il corpo umano e l’acqua
Chiaramente la misurazione di queste informazioni necessita dell’ausilio
di sensori di pressione, da posizionare nei punti di interesse, in modo da
poterne poi studiare a analizzare l’andamento nel tempo.
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Figura 2.2: Sensori di pressione negli arti superiori
2.1.1 Acquisizione dati
Per ottenere dati analitici riguardanti le pressioni dovute all’interazione tra
acqua e corpo umano, abbiamo utlizzato 4 sensori di pressione, posizionati
sul dorso e sul palmo delle due mani. I dati così ottenuti vengono mandati
in tempo reale ad un elaboratore che permette di rappresentare attraverso
dei suoni l’effetto dell’azione della mano nell’acqua (rappresentato appunto
dalla pressione ottenuta).
Figura 2.3: Architettura per l’acquisizione delle pressioni
Ogni singolo sensore acquisisce quindi la pressione che l’acqua esercita
su di esso, con una frequenza fissata a 100 Hz, un tubo (nel quale entra
fisicamente l’acqua) collegato ad un microcontrollore, a sua volta collegato
tramite USB con l’elaboratore che analizza i segnali che gli arrivano per poi
mandare in output agli altoparlanti i segnali ottenuti dalla sonificazione di
questi dati.
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2.1.2 Analisi dati
I dati così ottenuti hanno una valenza importante per lo studio della pre-
stazione e (soprattutto) per il suo miglioramento futuro. Viene scelta la
sonificazione poichè tra tutti i sensi umani, l’udito è il più sensibile ai cam-
biamenti, di conseguenza un utilizzatore di questa architettura può avere
un feedback immediato sulla qualità dei suoi movimenti in relazione agli
spostamenti dell’acqua.
Figura 2.4: Descrizione del sistema causa effetto con feedback sonoro
A questo punto però si rende necessario per un’analisi più approfondita
delle performance sportive, uno strumento in grado di poter visualizzare i
dati, preferibilmente con l’ausilio di un video della prestazione fornita, di
modo che l’utente (atleta, coach o semplice studioso della materia) possa
avere un’idea accurata sul “come” è avvenuta una determinata performance,
ma soprattutto sul “come” e “dove” poterla migliorare.
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Capitolo 3
Progettazione del Software
Abbiamo pensato quindi di produrre un software che desse la possibilità di
effettuare un’analisi dettagliata delle prestazioni sportive basandosi su dati
analitici estrapolati tramite sensori di pressione applicati sull’atleta.
3.1 Requisiti e specifiche generali
Per poter analizzare una prestazione sportiva è necessario avere uno stru-
mento in grado di poterci dare un’indicazione grafica dei dati di interesse.
Chiaramente ogni sport presenta delle grandezze fisiche che ne caratte-
rizzano la performance più di altre perciò lo strumento prodotto dovrà porre
l’attenzione su quest’ultime.
Nel caso specifico del Nuoto, ad esempio, di importanza cruciale è l’inte-
razione del corpo con l’acqua e come questa permetta quindi la propulsione
maggiore possibile. Lo strumento che andremo a produrre dovrà avere la
capacità di poter analizzare i dati riguardanti la pressione dell’acqua sugli
arti (superiore e/o posteriori), preferibilmente con l’ausilio di un video in
modo che l’utente del software possa collegare i dati visualizzati nel grafico
a un movimento specifico dell’atleta.
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3.2 Specifiche particolari sul Software
Il nome del software richiama lo scopo principale per il quale è stato pensato
e sviluppato.
MoViDA - Motion Video Data Analysis infatti mette l’accento sul fatto
che il software permetta lo studio, attraverso l’analisi dei Dati e l’ausilio del
Video, del movimento umano nelle prestazioni sportive.
Il software in questione dovrà avere la possibilità di:
• caricare i dati ottenuti dai sensori di pressione
• generare un grafico Real-Time a partire da tali dati
• visualizzare il video della prestazione in esame
• generare nuove variabili di interesse
• effettuare un’analisi grafica sul video
3.3 Scelta del linguaggio Python
Al momento della scelta del linguaggio da utilizzare, questa è ricaduta su
Python. Le motivazioni sono molteplici, ma tra le più importanti possiamo
citare le seguenti:
• Python è portabile, non solo sulle varie versioni di UNIX, ma anche
sui sistemi operativi commerciali: MacOS, BeOS, NeXTStep, MS-DOS
oltre alle diverse varianti di Windows
• Python è gratuito e può essere utilizzato senza limitazioni in progetti
commerciali
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Figura 3.1: Linguaggio Python
• Adatto sia per piccoli script Python di poche linee di codice sia per
progetti complessi di decine di migliaia di linee di codice
• La sintassi Python è molto semplice e, in combinazione con avanzati
tipi di strutture dati (come liste, dizionari..), consente di sviluppare
programmi molto compatti e leggibili. A parità di funzionalità, un
programma Python è da 3 a 5 volte più corto di uno scritto in C o
C++, o anche in Java, con un tempo complessivo di sviluppo da 5 a
10 volte più breve e notevolmente più mantenibile
• Python gestisce le sue risorse (memoria, descrittori di file...) senza
l’intervento del programmatore, con un meccanismo simile ad un -
garbage collector“
• Python é un linguaggio dinamico. A qualsiasi oggetto usato dal pro-
grammatore é attribuito un tipo ben definito in fase di esecuzione,
senza bisogno di alcuna dichiarazione del tipo della variabile utilizzata
• Python è estendibile: é possibile facilmente interfacciarsi con libre-
rie C esistenti. Si può anche usare come linguaggio di estensione in
architetture di sistemi software complessi
• La libreria standard di Python, e molti altri pacchetti Python con-
tribuiti da sviluppatori terzi, fornisce l’accesso a una vasta gamma di
servizi
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3.4 Ambiente di sviluppo e librerie utilizzate
Una volta scelto il linguaggio di programmazione, si è resa necessaria la pre-
parazione di un ambiente di sviluppo adatto allo scopo. Abbiamo proceduto
quindi alla ricerca, lo studio e l’installazione di tutte le componenti di cui
necessitavamo.
Figura 3.2: Logo Linux
Utilizzando come sistema operativo Linux nella versione Ubuntu 13.10,
attraverso l’uso dell’IDE PyCharm, è stato sviluppato il software con lin-
guaggio Python 2.7, con l’ausilio di librerie grafiche quali PyQtGraph per la
creazione e la gestione dei plot, PyQt4 per la creazione e la gestione dell’in-
tera parte grafica del software (finestre, pulsanti, checkbox..), Phonon per la
gestione del video player, PyGTK e avconv per la gestione degli screenshots,
gimp e inkscape per l’analisi grafica.
Figura 3.3: Libreria Grafica PyQt4
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Capitolo 4
Implementazione
In questo capitolo vengono descritti i moduli principali e le scelte implemen-
tative riguardanti MoViDA.
Per prima cosa si è reso necessario creare 2 metodi che permettessero la
lettura dei file in input.
4.1 Lettura config_file.txt
La funzione parse_config(pathname) permette il parsing del file config_file.txt
presente nella cartella principale. Tale metodo legge il file in questione riga
per riga e inizializza le variabili da utilizzare con il valore corrispondente.
La funzione è stata implementata di modo che il config file possa avere una
parte iniziale che descrive il significato di ogni variabile utilizzata e che non
sia influenzato da eventuali linee o spazi vuoti.
4.2 Lettura Dati.txt
Per la lettura del file Dati.txt, presente nella sotto cartella TEST, invece è
stata sviluppata una funzione che permette di riconoscere la natura delle
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linee del file passato come variabile locale.
Le linee di informazione nella formattazione standard del file sono 2 e
vengono utilizzate per:
• conoscere la data della prestazione descritta dal file, sia nel forma-
to AAMMGG_HHMMSS sia come tempo nella notazione UNIX (i
secondi trascorsi dalla 00:00 del 1 Gennaio 1970).
• capire quante (e quali) sono le variabili presenti nel file.
Le linee riguardanti invece i dati vengono utilizzate per creare una lista
contenente le N variabili (deducibili dalla seconda linea di informazione),
dove ogni variabile è a sua volta una lista di M elementi (pari al numero di
record presenti nel file).
Il metodo quindi restituisce la lista con il nome delle variabili presenti,
da cui possiamo ricavarne numero (tramite la lunghezza della lista) e nomi
(valore di ogni singolo elemento della lista), i valori delle variabili (array bidi-
mensionale), la riga di informazione (che potrà essere in seguito manipolata)
e il path del file analizzato.
4.3 Creazione Layout
La formazione del layout è stata effettuata tramite l’utilizzo di PyQt4 per la
creazione e la gestione dei widget presenti, di PyQtGraph per la creazione e
la gestione dei grafici e di Phonon per la creazione e la gestione del player
video.
Si è pensato di rendere l’applicazione personalizzabile tramite la possi-
bilità di scegliere tra vari layout. Usando come discriminante la variabile
video_config presente nel config_file si decide se creare o meno una finestra
aggiuntiva dove posizionare il video player. A run time invece è possibile
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scegliere tra due plot possibili dove posizionare il grafico relativo ad ogni
singola variabile presente nel file Dati.txt.
Il layout principale è a griglia, creato utilizzando la classe QGridLayout()
di PyQt4. Su questo si appoggiano 2 sub-layout, uno verticale la gestione
dei widget (creati tramite la classe QWidget() di PyQt4), creato utilizzando
QVBoxLayout e uno a griglia per la gestione dei plot (creati con la classe
PlotWidget() di PyQtGraph), del video player (creato tramite VideoPlayer()
di Phonon).
Per conoscere il valore minimo e massimo da adottare per ogni singolo
plot è stato creato un metodo, find_minmax, che presa in ingresso una lista
di valori restituisce il suo valore minimo e il suo valore massimo. Conoscendo
quindi i minimi e i massimi di ogni singola variabile associata ad un deter-
minato plot, si prende il minore (tra i minimi) e il maggiore (tra i massimi),
assegnando poi il range delle ordinate del plot con uno scarto del 10% su
ognuno di essi. La riga di codice risultante è quindi:
setYRange(minimo - minimo * 0.1, massimo + massimo *0.1)
Plot e Player Video non danno all’utente la possibilità di interagire con
essi, di conseguenza non si è resa necessaria la definizione di metodi per la
gestione di segnali provenienti da questi elementi. Al contrario invece, si
sono dovuti implementare dei metodi per la gestione del cambiamento di
stato delle CheckBox relative alle variabili presenti nel file Dati.txt create
utilizzando la classe QCheckBox(), per la gestione del cambio del valore dei
tre SpinBox creati con la classe QSpinBox() e, ovviamente, per la gestione
del click sui vari pulsanti presenti, creati attraverso la classe QPushButton().
Come detto, tutte le classi utilizzate per la creazione dei widget appartengono
alla libreria PyQt4.
17
IMPLEMENTAZIONE
4.4 CheckBox
Vengono create tante CheckBox quante sono le variabili presente nel file Da-
ti.txt con cui il software viene avviato. Inoltre quando viene creata una nuova
variabile tramite l’utilizzo del tasto New Data, viene creata contestualmente
una nuova CheckBox ad essa associata. Ognuna di esse è creata con l’utiliz-
zo della classe QCheckBox() di PyQt4 e permette la visualizzazione o meno
della variabile corrispondente nel plot associato.
Per gestire lo stato di tutte le CheckBox è stata definita list_checked, una
lista con il numero di elementi pari al numero delle ChecxBox presenti (1 =
checked, 0 = unchecked) che descrive in che stato sono le singole CheckBox.
Il cambio di stato genera un segnale che richiama il metodo check_changed().
Questa funzione determina quale delle CheckBox l’ha invocata con la seguen-
te logica: controlla il vecchio valore della lista con la nuova conformazione
delle CheckBox (tramite il metodo isChecked()) per individuare quale tra
queste ha modificato il suo stato. A questo punto aggiorna la lista e rende
visibile o nasconde la curva corrispondente.
4.5 SpinBox
I tre SpinBox presenti, creati con l’utilizzo della classe QSpinBox() di PyQt4,
sono pensati per l’aggiornamento a run time di:
• window, grandezza in secondi dell’asse delle ascisse di ogni plot
• scroll, valore in millisecondi che indica di quanto scorrere indietro e
avanti i grafici e il video
• deltadata, valore in millisecondi che indica lo sfasamento tra grafici e
video, utile per la sincronizzazione degli stessi.
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La modifica del valore, in ognuno di essi, genera il segnale ValueChanged
che richiama un metodo (diverso per i tre SpinBox)
Window modifica semplicemente la variabile corrispondente dato che l’as-
se X di ogni singolo plot viene aggiornato ad ogni refresh utilizzando tale
variabile come discriminante.
Scroll modifica il valore della variabile step, che verrà utilizzata nei
metodi associati ai PushButton Rewind e Forward.
Delta Time invece modifica semplicemente il valore della variabile del-
tadata, utilizzata per la sincronizzazione dati-video. Per una spiegazione
dettagliata sull’utilizzo di tale variabile, consultare la sezione apposita.
4.6 PushButton
Per ognuno dei PushButton è stato creato un metodo associato al segnale
clicked(). Vediamo in modo dettagliato come si è pensato di implementarli
uno ad uno.
4.6.1 Play/Pause
Il metodo play_pause() per prima cosa riconosce lo stato in cui ci troviamo
al momento dell’invocazione, tramite l’utilizzo della variabile booleana on.
Se True l’applicazione è in Play, in caso contrario in Pause. Nel primo caso
dobbiamo effettuare lo switch allo stato di Pause di conseguenza il metodo
blocca l’esecuzione del video, blocca l’esecuzione del timer che controlla la
funzione che aggiorna i grafici, abilita gli oggetti che possono essere in Pause,
cambia icona del pulsante e infine modifica il valore della variabile booleana
on.
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4.6.2 Stop
Il pusante Stop è stato pensato per bloccare l’esecuzione e resettare tutta
l’applicazione. Di conseguenza le operazioni che svolge il metodo restart()
associato a questo PushButton sono: resettare tutte la varibili iniziali con i
valori di partenza, riportare l’esecuzione del video al tempo 0 (in Pause) e
riportare il tempo dei valori da plottare a 0 (bloccando il timer associato).
4.6.3 Rewind/Forward
Questi due pulsanti sono pensati per dare la possibilità all’utente, quando
l’esecuzione è nello stato di Pause, di scorrere indietro (e conseguentemente
in avanti) l’esecuzione, sia dei grafici che del video.
Il punto cruciale per l’implementazione di questi due pulsanti, associati
relativamente ai metodo rewind() e forward(), è l’utilizzo della variabile step.
Essa infatti è indicativa di quanto debba scorrere l’esecuzione, quindi verrà
utilizzata per mandare indietro/avanti l’esecuzione del video e modificare la
variabile globale app_time che gestisce i valori da plottare (vedere la gestione
del metodo update()). Tramite il metodo new_time() vengono calcolati
i nuovi indici per la funzione plotting(), a partire da i nuovi valori della
variabile tempo dopo aver effettuato lo scorrimento indetro/avanti. Infine
viene invocato il metodo plotting(index_L, index_H).
Uno dei problemi che abbiamo dovuto affrontare per l’implementazione di
questa funzionalità è il fatto che il valore della variabile step (associato allo
SpinBox Scroll) può cambiare quando sono stati già effettuati degli scroll
precedentemente. Si è pensato quindi di inserire la variabile num_scroll
il quale valore indica il tempo totale di scroll che l’esecuzione ha subito
indietro. Chiaramente tale valore non può assumere valori negativi (poichè
l’esecuzione andrebbe oltre quella che eseguita nel momento in cui abbiamo
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premuto il tasto Pause). Così facendo questa funzionalità non è influenzata
dal numero di scroll effettuati, ma solo dalla quantità di tempo, rendendo
ininfluente un eventuale cambio di valore tra uno scroll e il successivo.
4.6.4 New_Data
Il metodo new_data(), associato al pulsante omonimo, richiede, tramite una
finestra di dialogo apposita, l’inserimento dell’espressione relativa alla nuova
variabile da creare come combinazione di quelle presenti nel file Dati.txt.
La stringa inserita deve avere una formattazione fissata, corrispondente
a:
new_var = var1 [ + | - | * | : ] var2
new_var = corr(var1, var2)
Una volta inserita la stringa richiesta, vengono effettuati i controlli per
avere la conferma che l’inserimento sia avvenuto secondo gli standard pre-
fissati. Nel caso che la stringa inserita non sia conforme abbiamo deciso di
implementare una doppia possibilità: chiudere la finestra (e di conseguenza
chiudere il metodo) oppure inserire nuovamente la stringa. Nel secondo caso
la funzione richiama se stessa per poi chiudersi.
Quando invece la stringa inserita è nel formato corretto la stringa viene
suddivisa in nome_var (corrispondente alla sottostringa relativa al nome
della nuova variabile) var1 e var2 che corrispondono al nome delle variabili
che l’utente vuole utilizzare. Il metodo richiama a questo punto altri due
metodi, creati allo scopo di: riconoscere le variabili da utilizzare e, a seconda
dell’operazione richiesta, effettuarla.
Per il riconoscimento delle variabili è stata implementata la funzione
find_var(name) che permette di capire se il testo inserito è tra i nomi presenti
nel file Dati.txt (è stata scelta l’implementazione case unsensitive).
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Per effettuare il calcolo dei valori della nuova variabile è stata imple-
mentata la subroutine operazione(var1, var2, segno), la quale riceve co-
me variabili locali le sequenze relative alle variabili riconosciute tramite
find_var(name), oltre al segno (come già accennato in precedenza, esso può
essere una semplice operazione algebrica oppure la parola chiave “corr“).
I valori della nuova variabile vengono calcolati riga per riga e ognuno di
essi inseriti in coda ad una lista. Tale lista viene aggiunta poi all’elenco delle
variabili già presenti, così come il suo nome.
Una volta che i nuovi valori sono stati calcolati, si pone il problema di
dove e come plottarli. La scelta implementativa adottata prevede un plot
apposito per le variabili create durante l’esecuzione del software. A tale
proprosito è stata creata la funzione plotcurvegen(nome, nuovovalore) che
prende in input il nome della nuova variabile e la lista dei suoi valori. In
questo metodo si crea il nuovo plot se non ancora presente, si crea una nuova
curva e la si associa al plot creato controllando tra tutte le nuove variabili
quale ha valore minimo e massimo per settarne il range dell’asse Y, infine si
crea la CheckBox associata alla variabile.
4.6.5 Screenshot
La possibilità di effettuare Screenshot è il cuore pulsante dell’analisi grafica.
Abbiamo deciso di inserire due PushButton differenti, uno che permette di
effeffuare lo screenshot solo del video, l’altro che cattura invece tutta la
schermata.
Nel primo caso utilizziamo il tool avconv, passando come parametro il
video e il tempo. Il tool in questione, invocato da terminale, salverà un
singolo frame come immagine .png nella cartella creata per il salvataggio
dell’analisi. Conseguentemente a questo, viene creata una nuova finestra
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per la visualizzazione di tale immagine, con la presenza del pulsante Editor
Images che ha l’obiettivo di lanciare il tool grafico scelto nel config_file per
tutte le immagini prodotte.
Per quanto riguarda invece lo Screenshot di tutto lo schermo, il funzio-
namento è analogo, ma viene utilizzata la libreria PyGTK per la cattura e
il salvataggio dell’immagine prodotta.
4.7 Metodo update()
Questo metodo è il cuore pulsante del refresh dei grafici. Esso viene collegato
al segnale timeout del QTimer() timer, il quale viene avviato con il valore
della variabile refresh. Quindi quando questo è nello stato di start(), ciclica-
mente va in timeout (per poi ripartire) lanciando l’esecuzione della funzione
associata (update() appunto).
All’interno di questo metodo vengono effettuate le seguenti operazioni: ri-
cerca dei nuovi indici index_L e index_H tramite il metodo find_indices(index_L,
index_H), che delimitano l’intervallo di valori da plottare tenendo conto
di app_time e della window. Più precisamente app_time indica il tempo
corrente dell’esecuzione, calcolato come:
app_time = vp.currentTime() + deltadata
(per una spiegazione dettagliata su tale scelta consultare la sezione ap-
posita) mentre window è la grandezza in secondi della finestra di plot.
Con i nuovi indici calcolati viene richiamato il metodo plotting(index_L,
index_H) addetto al vero e proprio aggiornamento dei grafici.
Viene infine aggiornato il valore dello slider e della label che visualizza il
tempo di esecuzione.
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Quando la variabile app_time supera il valore di max_time (valore che
indica il valore finale del tempo), il timer viene fermato e viene invocata la
funzione restart(), metodo associato al pulsante Stop.
4.8 Metodo find_indices(index_L, index_H)
Questa funzione ha il compito di trovare gli indici, basso e alto, della porzione
di valori da plottare per ogni variabile.
Il principio di funzionamento è il seguente: si controlla il valore di app_time
(indice del tempo di esecuzione) con i valori presenti nella lista del tempo,
quando ne incontra uno maggiore blocca la ricerca e identifica tale valore
come l’indice alto.
for index_H in range(index_H, len(valori_variabili[0])):
if valori_variabili[0][index_H] > app_time:
break
Per quanto riguarda invece l’indice basso, entra in gioco il valore di win-
dow. Esso infatti identifica la grandezza della finestra di plot, di conseguenza
se app_time < window * 1000 (perchè app_time è in ms mentre window in
s) l’indice basso è sempre 0. Diversamente se app_time supera il valore della
finestra, l’algoritmo effettua la ricerca sulla falsa riga della ricerca dell’indice
alto, ricercando il primo valore del tempo maggiore del valore all’indice alto
meno il valore della finestra.
if app_time < (window * 1000):
pass
else:
for index_L in range(index_L, len(valori_variabili[0])):
if valori_variabili[0][index_L] >
(valori_variabili[0][index_H] - (window * 1000)):
break
24
IMPLEMENTAZIONE
Alla funzione vengono passati i vecchi valori di index_L e index_H per
un’ottimizzazione sul calcolo. Infatti è superfluo effettuare la ricerca ogni
volta partendo dal primo elemento di indice 0, ma è sufficiente farlo partendo
dal vecchio valore.
4.9 Metodo plotting(index_L, index_H)
Questo metodo è stato implementato per aggiornare i grafici. L’algoritmo
effettua le seguenti operazioni: attraverso gli indici con cui viene invocata
setta il range delle ascisse. Nel caso l’esecuzione sia ad un tempo minore del
valore della finestra il range dell’asse X va da 0 a window * 1000. In caso
contrario tale range va dal valore del tempo all’indice L al valore del tempo
all’indice H.
f app_time < window * 1000:
for elem in plot:
elem.setXRange(index_L, window * 1000)
else:
for elem in plot:
elem.setXRange(valori_variabili[0][index_L],
valori_variabili[0][index_H])
Una volta fissata la finestra vengono aggiornate tutte le curve associate
ad ogni variabile, utilizzando i due indici per determinare i valori sia del
tempo che della i-esima variabile associata alla i-esima curva.
for elem in tmp:
curve[i].setData(valori_variabili[0][index_L:index_H],
elem[index_L:index_H])
i += 1
25
IMPLEMENTAZIONE
4.10 Metodo from_ms_to_timeformat(mstime)
Questo metodo è stato implementato per avere un tempo nel formato
ORE:MINUTI:SECONDI.MILLISECONDI avendo in input un tempo in
millisecondi. Semplicemente tramite divisioni e confronti decide il valore
di ogni singolo campo, con la scelta implementativa che ognuno di essi è a
cifre costanti (2 cifre per ore, minuti e secondi, 3 cifre per i millisecondi).
4.11 Utilizzo di DELTADATA per la sicronizzazio-
ne dati/video
Un problema importante in cui ci siamo imbattuti riguarda la sincronizza-
zione del video con i grafici. Si è pensato di creare una variabile (denominata
deltadata), inizializzata nel config file e modificabile a tempo di esecuzione,
che permettesse di raggiungere l’obiettivo preposto.
Il principio di questa metodologia è il seguente: la variabile app_time
indica il tempo attuale di esecuzione, che determina i valori da plottare.
Questa variabile viene aggiornata nel metodo update() utilizzando come va-
lore il tempo corrente del video (estrapolato con il metodo currentTime() di
Phonon) a cui viene appunto sommato deltadata.
Si può facilmente notare come un valore positivo di deltadata trasli in
avanti i valori da plottare rispetto al video, così come un valore negati-
vo abbia l’effetto contrario. Un valore nullo di deltadata, invece, fa si che
l’esecuzione del video e la proiezione dei grafici siano simultanei.
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4.12 Calcolo dell’Indice di Correlazione di Pearson
Per il calcolo di questo importante indice di valutazione è stato utilizzato un
modulo scritto dal Dr.Ing. Giovanni Lelli. Tale modulo effettua le operazio-
ni matematiche necessarie per arrivare al calcolo dell’Indice di Correlazione
di Pearson, definito come la covarianza, che fornisce una misura di quanto
le due variabili varino assieme, ovvero della loro dipendenza, divisa il pro-
dotto della deviazione standard, che indica la variabilità di una variabile.
Di conseguenza sono state implementate due subroutine: una per il calcolo
della covarianza, definita come il valor medio del prodotto tra la differenza
di ogni valore e il valor medio di ogni variabile. Un’altra subroutine è stata
implementata invece per il calcolo della deviazione standard, definita sem-
plicemente come la radice quadrata della varianza di una sequenza. Anche
la varianza, definita come la misura della variabilità dei valori assunti dalla
variabile aleatoria ovvero di quanto essi si discostino quadraticamente dal
valore atteso, a sua volta viene calcolata da una subroutine apposita.
4.13 Salvataggio analisi
Si è pensato di dare la possibilità all’utente di salvare l’analisi effettuata, sia
quella grafica che quella analitica.
Per quanto riguarda l’analisi grafica, il principio è semplice: all’avvio
dell’applicazione viene creata una cartella nella quale vengono salvati gli
eventuali screenshots effettuati. Alla chiusura, qualora l’utente decidesse di
salvare l’analisi effettuata, tale cartella viene mantenuta, in caso contrario
viene eliminata con tutti i file presenti al suo interno.
Per l’analisi analitica invece si è pensato di creare un nuovo file Dati.txt,
modificando il file di partenza. Precisamente viene aggiunta una stringa nella
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prima riga di informazione, con l’indicazione che il file è ottenuto dall’analisi
effettuata, specificando la/le formula/e con cui abbiamo ottenuto la/le nuove
variabili.
Tale variabile viene poi aggiunta alla seconda riga di informazione, e tutti
i suoi valori messi in coda ad ogni record.
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4.14 Schema a blocchi
Tutto ciò che è stato implementato e come ogni modulo è collegato all’interno
del software, è riassunto nel seguente schema a blocchi
Figura 4.1: Schema a blocchi di MoViDA
Come possiamo vedere dall’immagine 4.1, il software viene avviato ese-
guendo con l’interprete python il file MoViDA.py, il quale effettua il parse
del config_file, legge il file Dati.txt ed avvia la creazione del Layout.
Quest’ultima opreazione crea i vari widget da utilizzare, precisamente:
Plot, Video Player, CheckBox, Slider e Spinbox. Sotto ognuno di essi è spe-
cificato l’eventuale metodo a cui viene associato per un determinato segnale.
Oltre ai widget precedentemente elencati, vengono creati i Pulsanti. In figu-
ra possiamo vedere il metodo associato all’evento click su ognuno di questi
pulsanti e a sua volta i sotto metodi utilizzati dalle routine principali.
Alla chiusura del software viene chiesto ed eventualmente eseguito il
salvataggio dei dati provenienti dall’analisi effettuata.
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Capitolo 5
Utilizzo di MoViDA
In questo capitolo andremo ad analizzare in maniera approfondita tutte la
varie funzionalità fornite dal software che abbiamo sviluppato, descrivendo
come si interfacci con l’utente e come sia possibile sfruttarlo per un’analisi
della prestazione sportiva, sia dal punto di vista numerico che grafico.
5.1 File Necessari
MoViDA all’avvio parte con una serie di parametri configurabili attraver-
so l’utilizzo di un config_file, presente nella cartella principale. Tale file,
commentato adeguatamente al suo interno, dà la possibilità di settare:
• WINDOW –> Grandezza in secondi della finestra di plot (modificabile
a tempo di esecuzione)
• WINDOW_CORR –> Tempo in millisecondi della finestra su cui viene
calcolata la correlazione
• REFRESH –> Tempo in millisecondi con cui i plot vengono aggiornati
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• STEP –> Valore in millisecondi di ogni singolo scroll, sia indietro che
avanti (modificabile a tempo di esecuzione)
• DELTA_DATA –> Tempo in millisecondi del delay video/dati (posi-
tivo il video viene posticipato mentre negativo viene anticipato, modi-
ficabile a tempo di esecuzione)
• VIDEO_CONFIG –> Possibilità di scegliere tra 2 configurazioni del
video: 1 = video nella stessa finestra dei plot, 2 = video in una finestra
a se stante
• IMG_TOOL –> Possibilità di scegliere tra due possibili tool differenti
per la modifica grafica delle immagini: GIMP, classico tool grafico
disponibile per una varietà enorme di Sistemi Operativi, INKSCAPE,
tool di grafica vettoriale adatto proprio allo scopo per cui è pensata
questa funzione del software
Per il corretto avviamento del software è necessaria la presenza di due
file riguardanti la prestazione sportiva che andremo a prendere in esame:
uno contentente i valori resgistrati dai sensori e uno che riporti il video
della prestazione stessa. In entrambi i casi MoViDA ne richiede la scelta
(obbligatoria) attraverso due finestre di dialogo.
5.1.1 Struttura File Dati.txt
Le prime due righe del file sono di informazione: nella prima troviamo due
campi che indicano la data e l’ora della prestazione che prendiamo in esame.
Più precisamente avremo StartTime(ms), che corrisponde al tempo nella
notazione UNIX (i ms trascorsi da 00:00 del 1 Gennaio 1970), StartDate,
che corrisponde alla data vera e propria nel formato AAMMGG_HHMMSS.
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Figura 5.1: Scelta del file Dati.
Figura 5.2: Scelta del file Video
Figura 5.3: Esempio Info Dati.txt
Eventualmente nella prima riga è indicata la presenza di nuove variabili
calcolate tramite la manipolazione dei dati provenienti dai sensori con un
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precedente utilizzo di MoViDA (è eventualmente presente anche la formula
da cui queste nuove variabili provengono).
Nella seconda invece sono indicati i nomi delle variabili che possiamo
visualizzare: la prima sarà il Tempo (in ms), mentre gli altri dati, come
detto in precedenza, possono essere sia dati provenienti dalla misurazione
diretta tramite sensori di parametri fisici di interesse per la prestazione in
esame, sia dati provenienti dalla manipolazione matematica dei precedenti.
Le righe seguenti, che saranno in numero variabile, riporteranno i dati
relativi alle variabili descritte nella seconda riga di informazione. Ogni riga
rappresenta il valore corrispondente al tempo specificato nella prima colonna.
5.2 Layout
Una volta scelti file dati e video come precedentemente descritto, MoViDA
richiede con quale setup vogliamo avviare l’applicazione. E’ possibile op-
tare per un setup standard oppure decidere in quali e quanti (1 o 2) plot
posizionare le variabili presenti.
Come è possibile vedere dalla figura il layout è così strutturato: sulla co-
lonna di sinistra sono presenti i 7 pulsanti, le CheckBox relative alle variabili
presenti e le SpinBox relative ai 3 valori modificabili a tempo di esecuzione.
La restante parte della finestra è composta dal/dai plot dove vengono
visualizzati i valori delle variabili, dalla finestra dove visualizzare il video
e dallo slider che permette di spostarsi liberamente nel range di tempo di
esecuzione.
I pulsanti sono:
• Pulsante Play/Pause: permette l’avvio dell’escuzione e il passaggio tra
Play e Pause.
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Figura 5.4: Setup Standard e Setup Manuale
• Pulsante Stop: permette il rispristino alle condizioni iniziali del soft-
ware.
• Pulsante Rewind: permette (quando l’esecuzione è in Pause) di scorrere
indietro di un valore pari a SCROLL.
• Pulsante Forward: permette (quando l’esecuzione è in Pause) di scor-
rere in avanti di un valore pari a SCROLL (fino al massimo al punto
dell’esecuzione a cui eravamo al momento del click su Pause).
• Pulsante New Data: permette la creazione di nuove variabili di studio
attraverso la manipolazione matematica delle variabili già esistenti.
Più precisamente si attiva una finestra di dialogo dove è necessario
scrivere la formula della nuova variabile del tipo:
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new_var = var1 [ + | - | * | : ] var2
new_var = corr(var1, var2)
Nel primo caso si utilizzano le operazioni matematiche di base, mentre
nel secondo caso (più interessante) si utilizza la correlazione di Pearson
(che verrà meglio descritta in seguito).
Figura 5.5: Dialog per la creazione di nuove variabili di studio
• Pulsante Screenshot (Video): permette di salvare come immagine .png
un singolo frame del video.
• Pulsante Screenshot (All): permette di salvare come immagine .png
uno screenshot di tutto lo schermo.
Le CheckBox invece, come detto, sono una per ogni variabile presente
nel file Dati.txt e permettono di visualizzare o meno nel plot, in qualsiasi
momento dell’esecuzione, il dato corrispondente.
La finestra Plot e la finestra Video non danno la possibilità di interazione
all’utente, ma hanno la funzione di semplici visualizzatori (grafico e video).
Lo slider sottostante al Video serve a far scorrere liberamente la ripro-
duzione dei dati e del video.
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5.3 Analisi
Descritto il software dal punto di vista del layout, vediamo adesso quali sono
le sue potenzialità di analisi, sia da un punto di vista numerico che grafico.
Premendo il tasto Play si avvia l’esecuzione dell’analisi che ha come og-
getto la prestazione descritta nel file Dati.txt, visualizzata attraverso il Video
inizialmente scelto.
Figura 5.6: Esempio di esecuzione di MoViDA
5.3.1 Analisi Dati
Come precedentemente descritto, il software da la possibilità di analizzare i
dati numerici attraverso la manipolazione di essi, sia con semplici operazioni
matematiche (addizione, sottrazione, moltiplicazione e divisione) sia attra-
verso l’utilizzo della funzione Correlazione, che effettua il calcolo dell’indice
di correlazione di Pearson, che verrà descitto in maniera dettagliata nella
prossima sezione.
Questa analisi è uno dei punti cruciali dello sviluppo di questo software
poichè come detto ogni prestazione sportiva può essere descritta analitica-
mentre attraverso dei dati che indicano in maniera oggettiva la qualità della
prestazione stessa.
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Nel nuoto in particolare è fondamentale come il corpo umano interagisca
con l’ambiente che lo circonda, quindi come il contatto degli arti con l’acqua
produca in maniera ottimale la forza di propulsione che permette all’atleta
di muoversi quanto più velocemente possibile.
Ottendendo quindi la pressione sul palmo e dorso di entrambe le mani
attraverso l’uso di sensori di pressione, si può studiare come in un determi-
nato istante l’arto superiore sia in una posizione ottimale per raggiungere
lo scopo e come questa posizione possa essere modificata per ottenere un
risultato più performante.
Le combinazioni di interesse possono essere molteplici, giusto per citarne
qualcuna può essere un buono spunto analizzare:
• La differenza tra palmo destro e palmo sinistro
• La differenza tra dorso destro e dorso sinistro
• La correlazione tra palmo destro e palmo sinistro
e altre ancora.
Una volta create le nuove variabili esse sono visualizzabili in un nuo-
vo plot, allo stesso modo di quelle presenti nel file Dati.txt. La creazione
di nuove variabili è possibile (alla versione attuale del software) solo come
combinazioni di quelle presenti nel file di testo iniziale.
Alla chiusura del software, nel caso siano state create durante l’analisi
nuove variabili, viene chiesta la volontà di salvare quest’ultime in un nuovo
file di testo. In caso di risposta affermativa si crea dunque un nuovo file,
come copia del file Dati.txt, con l’aggiunta della/e nuova/e variabile/i (e dei
relativi valori). Per rendere chiara l’operazione effettuata, viene specificato
nella prima riga di informazione, che questo file è generato da una precedente
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analisi della prestazione, aggiungendo anche la formula dalla quale deriva
la/le nuova/e variabile/i.
Figura 5.7: File di testo con le nuove variabili create
5.3.2 Indice di correlazione di Pearson
L’indice di correlazione di Pearson, anche detto coefficiente di correlazione
di Pearson, è un indice statistico che esprime una eventuale relazione di
linearità tra due variabili statistiche.
Date quindi due variabili statistiche, l’indice di correlazione di Pearson è
definito come la covarianza divisa il prodotto della deviazione standard delle
due variabili:
ρXY =
σXY
σXσY
Tale coefficiente assume valori compresi tra -1 e +1:
−1 ≤ ρXY ≤ +1
Di conseguenza possiamo avere 3 casi differenti:
• ρXY > 0, le variabili sono correlate positivamente, o direttamente
correlate.
• ρXY = 0, le variabili sono scorrelate.
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• ρXY < 0, le variabili sono correlate negativamente, o inversamente
correlate.
Per la correlazione diretta (e analogamente per quella inversa) si ha
quindi:
• 0 < ρXY < 0.3, correlazione debole.
• 0.3 < ρXY < 0.7, correlazione moderata.
• 0.7 < ρXY < 1, correlazione forte
Per l’analisi di una prestazione sportiva questo è uno strumento molto
efficace poichè permette di vedere numericamente quanto alcuni valori di
interesse sono connessi tra loro. Nel nuoto, ad esempio, può risultare utile
il calcolo di questo indice per visualizzare in maniera immediata quanto ad
esempio mano destra e mano sinistra si comportino nello stesso modo per
ottenere un movimento quanto più simmetrico possibile, che porta quindi a
una spinta maggiore per l’atleta.
Nel software che abbiamo sviluppato, la correlazione viene calcolata in
una finestra temporale prestabilita nel config file, tra 2 variabili a nostra
scelta. Questo come detto da un’indicazione immediata e analitica di quanto
i due valori che prendiamo in considerazione siano tra loro correlati. Con
questo dato l’utente può quindi capire in maniera quasi immediata dove
e come poter migliorare il movimento effettuato, per ottenere prestazioni
sempre migliori.
5.3.3 Analisi Grafica
Una seconda, ma non meno importante, possibilità di analizzare una pre-
stazione sportiva viene dallo studio grafico delle immagini, per capire, ad
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esempio, in modo visuale se il posizionamento del corpo, o di una parte di
esso, è nella posizione corretta e se soprattutto tale posizione viene ripe-
tuta uguale nei movimenti successivi. Questo è vero soprattutto in sport
come il nuoto dove il movimento è periodico (ogni bracciata è uguale alla
precedente).
Per venire incontro a questa esigenza abbiamo pensato di inserire la pos-
sibilità di effettuare modifiche grafiche, utilizzando tool esterni (GIMP per
la semplice modifica grafica, INKSCAPE per la modifica con grafica vetto-
riale). Ogni volta che creiamo uno screenshot (sia esso un singolo frame del
video oppure lo screenshot di tutto lo schermo, ognuno ottenibile con un pul-
sante apposito) esso viene riproposto in una finestra di pop up. Quando ne
abbiamo necessità è sufficiente premere sul pulsante EDIT IMAGES di uno
qualsiasi dei pop up che abbiamo ottenuto per avviare il tool (scelto nel con-
fig file) per effettuare le modifiche all’immagine che possano dare indicazioni
utili sulla prestazione che stiamo analizzando.
Figura 5.8: Finestra di PopUp per lo screenshot
Come possiamo vedere dall’immagine, nella finestra di pop up troviamo
il numero dello screenshot (progressivo con partenza da 1), il tempo del video
a cui questo screenshot si riferisce e il pulsante per editare la/le immagini
prodotta/e.
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Anche in questo caso sono molteplici gli spunti ottenibili da questa tec-
nica; nel caso specifico del nuoto, ad esempio, può essere interessante vedere
come ogni singolo braccio sia piegato nel movimento che andiamo a com-
piere per poi, soprattutto, vedere se questo angolo formato tra braccio e
avambraccio venga replicato uguale nelle bracciate seguenti, oppure se esso
è simile tra braccio destro o braccio sinistro. Ovviamente discorso analogo
vale anche per altre parti del corpo, quali gambe, mani, testa..
Anche in questo caso alla chiusura del software viene chiesta la volontà
di salvare l’analisi grafica effettuata. In caso di risposta affermativa viene
mantenuta la cartella creata all’avvio dell’applicazione, che ha come nome
la combinazione tra la data della prestazione che analizziamo e la data di
avvio dell’analisi di essa. All’interno di questa cartella poi, troveremo le varie
immagini ottenute attraverso lo screenshot (sia del singolo frame del video,
sia lo screenshot di tutto lo schermo). In caso di risposta negativa invece,
questa cartella viene distrutta.
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Testing
Per avere conferma che il software prodotto raggiungesse gli obiettivi pre-
fissati e che gli algoritmi implementati fossero corretti, sono stati effettuati
una serie di test utilizzando sistemi operativi e calcolatori differenti.
Per effetture i test è necessario installare (dove non presenti) i seguenti
pacchetti:
• Python 2.7 (nelle versioni Linux è presente di default)
• PyQtGraph (scaricabile dal sito http://www.pyqtgraph.org/)
• PyQt4 (installare il pacchetto python3-pyqt4 dal gestore pacchetti)
• Phonon (installare il pacchetto python3-pyqt4.phonon dal gestore pac-
chetti)
• PyGTK (installare il pacchetto python-gtk-vnc dal gestore pacchetti)
Oltre ai tool utilizzati da MoViDA per alcune funzionalità, installabili sia dal
gestore software del S.O. sia da terminale tramite il comando sudo apt-get
install nome_tool :
• avconv
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• gimp
• inkscape
I punti cruciali dell’implementazione svolta sono:
• Indipendenza del software dal numero di variabili utilizzate
• Sincronizzazione dati-video
• Corretto funzionamento di scroll e slider
• Corretta esecuzione degli screenshot
• Corretto salvataggio dell’analisi effettuata
I Test effettuati, quindi, hanno come obiettivo principale il controllo di
queste funzionalità, soprattutto per quanto riguarda la presenza di eventuali
runtime bugs.
6.1 Test 1
I primi test sono stati svolti con il calcolatore con cui è stato sviluppato il
software:
Architettura 32 bit
S.O. Ubuntu 13.10
CPU Pentium(R) Dual-Core T4200 @ 2.00 GHz
RAM 4 GB
Tabella 6.1: Linux 32 bit
Si nota come il software sia indipendente dal numero di variabili lette nel
file Dati.txt, creando correttamente le curve e le checkbox relative ad ognuna
di esse.
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L’implementazione della sincronizzazione tramite l’utilizzo della variabi-
le deltadata, raggiunge in maniera corretta l’obiettivo prefissato, dando la
possibilità all’utente di posticipare/anticipare a piacimento l’esecuzione del
video o dei grafici, con una sensibilità di 1 ms.
Le funzioni scroll associate ai pulsanti Forward e Rewind effettuano cor-
rettamente il loro compito, anche nel caso in cui il valore di SCROLL sia
modificato durante quest’operazione. Allo stesso tempo lo slider permette
di spostare l’esecuzione in avanti o indietro in maniera corretta.
Alla chiusua dell’applicazione, il salvataggio dei dati avviene in modo
corretto, sia gli screenshot eseguiti, sia la creazione del nuovo file di testo con
l’inserimento della variabile (e dei rispettivi valori calcolati) al suo interno.
Esiste però un piccolo gap tra il tempo effettivo di esecuzione e il tempo
in cui viene effettuato lo screenshot del video. Poichè la potenza di calcolo
di tale calcolatore è decisamente limitata è stato effettuato un test su di un
calcolatore più performante per valutarne eventuali miglioramenti.
Nella figura 6.1 viene visualizzato nell’ordine: l’utilizzo della CPU e della
memoria con MoViDA aperto ma non in esecuzione, l’utilizzo della CPU e
della memoria con MoViDA in esecuzione (video e grafici avviati),l’utilizzo
della CPU e della memoria con MoViDA che effettua il calcolo della correla-
zione (il calcolo computazionalmente più oneroso), un esempio di interfaccia
grafica. Il tutto utilizzando Linux a 32 bit.
Analizzando le prestazioni di CPU e RAM possiamo facilmente notare
di come la memoria non sia influenzata dall’esecuzione di MoViDA, mentre
la CPU ha valori di utilizzo variabili tra 20/30% quando il software è aperto
ma non in esecuzione e circa il 100% quando all’esecuzione viene affiancato
il calcolo della correlazione (calcolo più oneroso).
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Figura 6.1: Utilizzo CPU e memoria con MoViDA aperto,
con MoViDA in esecuzione,
con MoViDA che effettua il calcolo della correlazione,
esempio di finestra grafica con Linux a 32 bit
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6.2 Test 2
Si è notata una maggiore fludità nella riproduzione del video e nel refresh dei
grafici, oltre a una maggiore rapidità nei calcoli di nuove variabili (soprat-
tutto per quanto riguarda il calcolo della correlazione), ma il gap descritto
nel Test 1 rimane.
Architettura 64 bit
S.O. Ubuntu 14.04.2 LTS
CPU 8x Intel(R) Core(TM) i7-4790 CPU @ 3.60 GHz
RAM 16 GB
Tabella 6.2: Linux 64 bit
Nella figura 6.2 viene visualizzato nell’ordine: l’utilizzo della CPU e della
memoria con MoViDA aperto ma non in esecuzione, l’utilizzo della CPU e
della memoria con MoViDA in esecuzione (video e grafici avviati),l’utilizzo
della CPU e della memoria con MoViDA che effettua il calcolo della correla-
zione (il calcolo computazionalmente più oneroso), un esempio di interfaccia
grafica. Il tutto utilizzando Linux a 64 bit.
L’utilizzo di un calcolatore più performante mostra come il software af-
fatichi molto meno la CPU (riscontrabile anche visivamente con una mag-
giore fluidità d’insieme). Chiaramente anche in questo caso la ram risulta
praticamente non influenzata.
47
TESTING
Figura 6.2: Utilizzo CPU e memoria con MoViDA aperto,
con MoViDA in esecuzione,
con MoViDA che effettua il calcolo della correlazione,
esempio di finestra grafica con Linux a 64 bit
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6.3 Test 3
Come detto nell’introduzione, la scelta di Python come linguaggio di pro-
grammazione è stata influenzata, tra le altre cose, per la sua portabilità. A
tale proposito si è pensato di rendere utilizzabile MoViDA anche in ambiente
Windows e MacOS.
Per fare ciò sono stati effettuati altri due test, nei quali abbiamo consta-
tato che le funzionalità principali vengono eseguite correttamente anche in
questi due ambienti, escludendo però alcune funzionalità.
6.3.1 Windows
Architettura 32 bit
S.O. Windows 7
CPU Pentium(R) Dual-Core T4200 @ 2.00 GHz
RAM 4 GB
Tabella 6.3: Windows 32 bit
La versione Windows di MoViDA differisce dalla versione Linux in alcuni
aspetti, correlati perlopiù alla diversa interpretazione che questo S.O. ha sui
caratteri speciali nella creazione di folder e file. Manca lo slider per lo scor-
rimento dell’esecuzione. Inoltre, a causa di problemi implementativi, nella
versione attuale non sono disponibili le funzionalità riguardanti la creazione
e la modifica di screeshots.
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Nella figura 6.3 viene visualizzato nell’ordine: l’utilizzo della CPU e della
memoria con MoViDA aperto ma non in esecuzione, l’utilizzo della CPU e
della memoria con MoViDA in esecuzione (video e grafici avviati),l’utilizzo
della CPU e della memoria con MoViDA che effettua il calcolo della correla-
zione (il calcolo computazionalmente più oneroso), un esempio di interfaccia
grafica. Il tutto utilizzando Windows 7 a 32 bit.
Anche in questo caso, come per Linux a 32 bit, la CPU arriva pratica-
mente a saturazione quando viene sottoposta al calcolo correlazione, men-
tre mantiene valori intorno al 70% nell’esecuzione del programma. La me-
moria anche in questo test risulta praticamente non influenzata dalle varie
situazioni di utilizzo.
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Figura 6.3: Utilizzo CPU e memoria con MoViDA aperto,
con MoViDA in esecuzione,
con MoViDA che effettua il calcolo della correlazione,
esempio di finestra grafica con Windows
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6.3.2 MacOS
Anche per la versione MacOS di MoViDA non sono implementate le funzioni
di creazione e modifica degli screenshots. In questa versione però, è stato
utlizzato lo stesso codice prodotto per la versione Linux.
Architettura 32 bit
S.O. OS X Yosemite v10.10.2
CPU Intel Core 2 Due 2.66 GHz
RAM 8 GB 1067 MHz DDR3
Tabella 6.4: MacOS 32 bit
Nella figura 6.4 viene visualizzato nell’ordine: l’utilizzo della CPU e della
memoria con MoViDA aperto ma non in esecuzione, l’utilizzo della CPU e
della memoria con MoViDA in esecuzione (video e grafici avviati),l’utilizzo
della CPU e della memoria con MoViDA che effettua il calcolo della correla-
zione (il calcolo computazionalmente più oneroso), un esempio di interfaccia
grafica. Il tutto utilizzando MacOS Yosemite a 32 bit.
Come possiamo vedere utilizzando il software con questo S.O. e questo
calcolatore, non viene mai saturato l’utilizzo della CPU, anche nel caso peg-
giore del calcolo della correlazione (arrivando a valori intorno al 60%). Per
quanto riguarda la memoria anche in questo caso non si hanno sostanziali
differenze nelle varie situazioni di utilizzo.
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Figura 6.4: Utilizzo CPU e memoria con MoViDA aperto,
con MoViDA in esecuzione,
con MoViDA che effettua il calcolo della correlazione,
esempio di finestra grafica con MacOS
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Capitolo 7
Conclusioni
Nel lavoro svolto è stata sviluppata un’applicazione in grado di fornire al-
l’utente uno strumento utile allo studio di prestazioni sportive attraverso
l’utilizzo di Video e Dati sensibili.
Infatti, tramite lo studio dello stato dell’arte, degli obiettivi da raggiunge-
re ed un minimo sguardo alle caratteristiche specifiche dello sport analizzato,
è stato pensato di creare uno strumento che potesse permettere la modifica
grafica delle immagini e lo studio analitico delle pressioni formate dall’inte-
razione tra acqua e corpo umano. Di particolare interesse è la possibilità di
calcolare l’indice di correlazione di Pearson tra due sequenze, che dà un’indi-
cazione numerica (e quindi visiva tramite grafico) di quanto due serie di dati
abbiano eventualmente una relazione di linearità. Questo, come spiegato al-
l’interno di questo testo, permette all’utente di MoViDA di avere un indice
di “bontà” della sua prestazione, dando pertanto la possibilità di individuare
in maniera quanto più precisa possibile dove poter eventualmente modificare
alcuni movimenti per ottenere una performance via via migliore.
Questa applicazione è stata pensata e testata avendo come base di par-
tenza il nuoto ed i dati ottenuti da prestazioni riguardanti questo sport, ma
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chiaramente può essere sfruttata per qualsiasi altra attività sportiva poichè
necessita solamente del Video della prestazione e dei dati di interesse dello
sport in questione. Per quanto riguarda poi la parte dell’analisi grafica, que-
st’ultima dà la possibilità di staccarsi totamente dal tipo di sport che stiamo
analizzando. Giusto per fare qualche esempio, come già detto, nel nuoto
può essere utile calcolare l’angolo formato tra braccio e avambraccio in ogni
bracciata, per poter poi avere un confronto diretto tra ognuna di esse. Ma
allo stesso modo, ad esempio, potrebbe essere utile nel golf al fine di valutare
se l’atleta si posiziona correttamente con il busto e le braccia ad ogni singolo
colpo, o nel calcio per verificare se prima di colpire il pallone il calciatore
predispone in maniera idonea ogni parte del suo corpo, o ancora nella corsa
per esaminare se la falcata del corridore sia costante nel tempo e molti altri
esempi ancora.
In conclusione questo software è un valido strumento di analisi di pre-
stazioni sportive con l’obiettivo di migliorare le performances per una vasta
gamma di sport.
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Sviluppi futuri
L’applicazione prodotta è un valido strumento di analisi, pur tuttavia pre-
senta dei punti in cui uno sviluppo mirato potrebbe renderla più potente.
Oltre ovviamente a implementare le funzioni mancanti nella versione per
MacOS e Windows, il primo punto da poter migliorare notevolmente è la
parte inerente all’analisi grafica. Come detto all’interno, questa parte è ad
un livello embrionale e seppur già di discreta utilità, un miglioramento sen-
sibile della stessa renderebbe l’applicazione un ottimo strumento di analisi
incrociata dati-video. In particolare, potrebbe essere implementata la fun-
zione per permettere non solo una semplice analisi visiva dei frame del video,
bensì un’analisi in grado di sfruttare le potenzialità degli strumenti di grafi-
ca vettoriale che possa essere di aiuto per estrapolare valori numerici da un
oggetto grafico, valori che possano essere eventualmente riutilizzabili dallo
stesso software.
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Figura 8.1: Possibili applicazioni dell’analisi grafica in altri sport
Giusto per citare qualche esempio, rimanendo nell’ambito del nuoto, po-
tremmo calcolare in maniera precisa l’angolo formato da braccio e avambrac-
cio per poi poter utilizzare questi dati in un plot. Oppure allo stesso modo
calcolare se la distanza percorsa dall’atleta è quella minima.
Rendere quindi l’analisi grafica non solo uno strumento visivo, ma ogget-
tivo e preciso tramite valori numerici.
Altro campo dove poter far crescere l’applicazione è potenziando l’ana-
lisi dei dati, ad esempio inserendo nuove funzioni calcolabili oltre a quelle
presenti. Una prima operazione implementabile è quella di autocorrelazione,
che fornirebbe uno strumento di analisi simile alla correlazione ma a differen-
za di quest’ultima permetterebbe di controllare la relazione lineare di una
singola sequenza. In particolare nel nuoto, ad esempio, sarebbe utile per
controllare quanto lo stesso movimento viene ripetuto in maniera corretta
periodicamente.
Inoltre, ai fini di una più facile manutenzione, nonchè di sviluppo, il
codice prodotto può essere reso maggiormente modulare.
58
Appendice A
Metodi contenuti in MoViDA
In questa sezione vengono descritti singolarmente i vari metodi costitutivi MoViDA.
Vengono mostrati quindi i metodi inerenti la gestione delle informazioni, ovvero:
• update(), find_indices(index_L, index_H) e plotting(index_L, index_H) per il refresh dei grafici e
l’aggiornamento dell’esecuzione del video
• from_ms_to_timeformat(mstime) per la formattazione di tempi
• il modulo per il calcolo della Correlazione di Pearson (sviluppato dal Dr.Ing. Giovanni Lelli)
• la creazione del Layout e dei vari widget
• i metodi associati ai pulsanti
• i metodi associati a SpinBox, CheckBox e Slider
• i metodi che gestiscono la creazione di nuove variabili
• i metodi che gesticono la generazione degli screenshots
• read_file(w, pathname) per la lettura del file Dati.txt
• parse_config(pathname) per il parse del config_file
• la gestione del salvataggio dei dati alla chiusura del software
A.1 Metodo update()
## Funzione associata al segnale di timout del timer
def update():
global app_time, index_L, index_H, timer, refresh, delay_video, delay_plot
app_time = vp.currentTime() + deltadata
[index_L, index_H] = find_indices(index_L, index_H)
plotting(index_L, index_H)
slider.setSliderPosition(app_time)
# Aggiornamento della Label che indica il tempo
if app_time >= 0:
time_lbl.setText(utility.from_ms_to_timeformat(app_time))
# Stop quando siamo arrivati in fondo
if app_time > max_time:
timer.stop()
restart()
## Quando il timer va in timeout lancia update()
timer.timeout.connect(update)
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A.2 Metodo find_indices(index_L, index_H)
##Funzione che trova i due indici che indicano i valori da plottare
def find_indices(index_L, index_H):
for index_H in range(index_H, len(valori_variabili[0])):
if valori_variabili[0][index_H] > app_time:
break
if app_time < (window * 1000):
pass
else:
for index_L in range(index_L, len(valori_variabili[0])):
if valori_variabili[0][index_L] > (valori_variabili[0][index_H] - (window * 1000)):
break
return [index_L, index_H]
A.3 Metodo plotting(index_L, index_H)
## Funzione che plotta, dati i due indici (Low e High)
def plotting(index_L, index_H):
if app_time < window * 1000:
for elem in plot:
elem.setXRange(index_L, window * 1000)
else:
for elem in plot:
elem.setXRange(valori_variabili[0][index_L], valori_variabili[0][index_H])
i = 0
tmp = valori_variabili[1:]
for elem in tmp:
curve[i].setData(valori_variabili[0][index_L:index_H], elem[index_L:index_H])
i += 1
A.4 Metodo from_ms_to_timeformat(mstime)
## Funzione che trasforma il tempo da ms al formato HH:MM:SS:MsMsMs
def from_ms_to_timeformat(mstime):
if mstime < 10:
return "00:00:00.00" + str(mstime)
elif mstime < 100:
return "00:00:00.0" + str(mstime)
elif mstime < 1000:
return "00:00:00." + str(mstime)
elif mstime < 60000:
sec = mstime / 1000
ms = mstime % 1000
if sec < 10:
if ms < 10:
return "00:00:0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:00:0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:00:0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:00:" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:00:" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:00:" + str(sec) + "." + str(ms)
elif mstime < 3600000:
min = mstime / 60000
app = mstime - 60000 * min
sec = app / 1000
ms = app % 1000
if min < 10:
if sec < 10:
if ms < 10:
return "00:0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:0" + str(min) + ":" + str(sec) + ".00" + str(ms)
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elif ms < 100:
return "00:0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:0" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if sec < 10:
if ms < 10:
return "00:" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:" + str(min) + ":" + str(sec) + "." + str(ms)
else:
hour = mstime / 3600000
app = mstime - hour * 3600000
min = app / 60000
app = app - min * 60000
sec = app / 1000
ms = app % 1000
if hour < 10:
if min < 10:
if sec < 10:
if ms < 10:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if sec < 10:
if ms < 10:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if min < 10:
if sec < 10:
if ms < 10:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return str(hour) + ":0" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":0" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if sec < 10:
if ms < 10:
return str(hour) + ":" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return str(hour) + ":" + str(min) + ":" + str(sec) + ".00" + str(ms)
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elif ms < 100:
return str(hour) + ":" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":" + str(min) + ":" + str(sec) + "." + str(ms)
A.5 Modulo per il calcolo dell’Indice di Correlazio-
ne di Pearson
Tale modulo è stato sviluppato dal Dr.Ing Giovanni Lelli.
from math import sqrt
# Calcolo della Media di una sequenza
def media(sequence):
return sum(sequence) / len(sequence)
# Calcolo della Varianza di una sequenza
def varianza(sequence):
med = media(sequence)
return sum([(x - med) ** 2 for x in sequence]) / len(sequence)
# Calcolo della Deviazione Standard di una sequenza
def deviazione_standard(sequence):
return sqrt(varianza(sequence))
# Calcolo della Covarianza tra due sequenze
def covarianza(seqx, seqy):
medx = media(seqx)
medy = media(seqy)
prod = 0
lunghezza = len(seqx)
i = 0
while i < lunghezza:
prod += (seqx[i] - medx) * (seqy[i] - medy)
i += 1
return prod / lunghezza
# Calcolo della Correlazione di Pearson tra due sequenza
def correlazione(seqx, seqy):
if deviazione_standard(seqx) != 0:
if deviazione_standard(seqy) != 0:
return covarianza(seqx, seqy) / (deviazione_standard(seqx) * deviazione_standard(seqy))
return 1
A.6 Generazione del Layout
## Generazione del Layout
## Creazione dei PushButton
btn_rewind = QtGui.QPushButton()
btn_rewind.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_prev.png’))
btn_rewind.setEnabled(0)
btn_rewind.setIconSize(QtCore.QSize(50, 50))
btn_rewind.clicked.connect(rewind)
btn_play = QtGui.QPushButton()
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
btn_play.setEnabled(1)
btn_play.setIconSize(QtCore.QSize(50, 50))
btn_play.clicked.connect(play_pause)
btn_stop = QtGui.QPushButton()
btn_stop.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_stop.png’))
btn_stop.setEnabled(1)
btn_stop.setIconSize(QtCore.QSize(50, 50))
btn_stop.clicked.connect(restart)
btn_forward = QtGui.QPushButton()
btn_forward.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_next.png’))
btn_forward.setEnabled(0)
btn_forward.setIconSize(QtCore.QSize(50, 50))
btn_forward.clicked.connect(forward)
btn_screen = QtGui.QPushButton("SCREENSHOT (VIDEO)")
btn_screen.setFont(bold_font)
btn_screen.setEnabled(0)
btn_screen.clicked.connect(screenshot)
btn_screen_all = QtGui.QPushButton("SCREENSHOT (ALL)")
btn_screen_all.setFont(bold_font)
btn_screen_all.setEnabled(0)
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btn_screen_all.clicked.connect(screenshot_all)
btn_new = QtGui.QPushButton("NEW DATA")
btn_new.setFont(bold_font)
btn_new.setEnabled(1)
btn_new.clicked.connect(new_data)
## Creazione degli SpinBox
spin_win = QtGui.QSpinBox()
spin_win.setValue(window)
spin_win.setMinimum(1)
spin_win.setSuffix(" s")
spin_win.valueChanged.connect(win_changed)
spin_scr = QtGui.QSpinBox()
spin_scr.setMinimum(1)
spin_scr.setMaximum(100000)
spin_scr.setSuffix(" ms")
spin_scr.setValue(step)
spin_scr.valueChanged.connect(scr_changed)
spin_data = QtGui.QSpinBox()
spin_data.setMinimum(-100000)
spin_data.setMaximum(100000)
spin_data.setSuffix(" ms")
spin_data.setValue(deltadata)
spin_data.setSingleStep(1000)
spin_data.valueChanged.connect(delta_changed)
lbl_sw = QtGui.QLabel()
lbl_sw.setText("WINDOW")
lbl_sw.setFont(bold_font)
lbl_ss = QtGui.QLabel()
lbl_ss.setText("SCROLL")
lbl_ss.setFont(bold_font)
lbl_delta = QtGui.QLabel()
lbl_delta.setText("DELTA TIME")
lbl_delta.setFont(bold_font)
spinlay = QtGui.QGridLayout()
spinlay.addWidget(lbl_sw, 0, 0)
spinlay.addWidget(spin_win, 0, 1)
spinlay.addWidget(lbl_ss, 1, 0)
spinlay.addWidget(spin_scr, 1, 1)
spinlay.addWidget(lbl_delta, 2, 0)
spinlay.addWidget(spin_data, 2, 1)
## Creazione dei CheckBox (in un GroupBox)
group_check = QtGui.QGroupBox()
all_check = []
i = 1
while i < len(nomi_variabili):
app_check = QtGui.QCheckBox(nomi_variabili[i])
app_check.stateChanged.connect(check_changed)
all_check.append(app_check)
list_checked.append(0)
i += 1
vbox = QtGui.QVBoxLayout()
i = 0
while i < len(all_check):
vbox.addWidget(all_check[i])
i += 1
group_check.setLayout(vbox)
## Creazione del Video Player
vp = Phonon.VideoPlayer(2)
fname = QtGui.QFileDialog.getOpenFileName(w, ’Open Video file’, pathname+’/TEST’,
"Video files (*.avi *.mp4 *.mpg)")
## Controllo di aver scelto un file Video
if fname.isEmpty():
reply = QtGui.QMessageBox.critical(w, "Error", "Choose a Video File", QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
media = Phonon.MediaSource(fname)
app.setApplicationName("phonon")
vp.load(media)
w.hide()
## Decisione del Setup da adottare
reply = QtGui.QMessageBox.question(w, "Setup", "Do you want a standard Setup?", QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
if reply == QtGui.QMessageBox.Yes:
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i = 0
while i < len(nomi_variabili):
plot_setup.append(0)
i += 1
else:
items1 = QtCore.QStringList()
items1 << "Plot1" << "Plot2"
plot_setup.append(0)
i = 1
while i < len(nomi_variabili):
item, ok = QtGui.QInputDialog.getItem(w, "Setup", nomi_variabili[i], items1, 0, False)
if item == "Plot1":
plot_setup.append(0)
else:
plot_setup.append(1)
i += 1
conteggio = 0
i = 0
for i in plot_setup:
conteggio = conteggio + i
## Creazione Plot e Curve
min1 = []
min2 = []
max1 = []
max2 = []
i = 1
while i < len(nomi_variabili):
[app_min, app_max] = utility.find_minmax(valori_variabili[i])
if plot_setup[i] == 0:
min1.append(app_min)
max1.append(app_max)
else:
min2.append(app_min)
max2.append(app_max)
i += 1
if conteggio is not len(nomi_variabili) - 1:
minimo1 = min1[0]
massimo1 = max1[0]
for valore in min1:
if valore < minimo1:
minimo1 = valore
for valore in max1:
if valore > massimo1:
massimo1 = valore
if conteggio is not 0:
minimo2 = min2[0]
massimo2 = max2[0]
for valore in min2:
if valore < minimo2:
minimo2 = valore
for valore in max2:
if valore > massimo2:
massimo2 = valore
if conteggio is not len(nomi_variabili) - 1:
app_plot = pg.PlotWidget()
app_plot.hideButtons()
app_plot.setMouseEnabled(False, False)
app_plot.setYRange(minimo1 - minimo1 * 0.1, massimo1 + massimo1 * 0.1)
app_plot.setLabel(’bottom’, nomi_variabili[0])
app_plot.addLegend()
plot.append(app_plot)
if conteggio is not 0:
app_plot = pg.PlotWidget()
app_plot.hideButtons()
app_plot.setMouseEnabled(False, False)
app_plot.setYRange(minimo2 - minimo2 * 0.1, massimo2 + massimo2 * 0.1)
app_plot.setLabel(’bottom’, nomi_variabili[0])
app_plot.addLegend()
plot.append(app_plot)
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i = 0
app_label = nomi_variabili[1:]
for elem in app_label:
if plot_setup[i + 1] == 0:
plot[0].plot(pen=newpen[i % 6], name=elem)
app_curve = plot[0].plot(pen=newpen[i % 6])
curve.append(app_curve)
else:
if conteggio is len(nomi_variabili) - 1:
plot[0].plot(pen=newpen[i % 6], name=elem)
else:
plot[1].plot(pen=newpen[i % 6], name=elem)
if conteggio is len(nomi_variabili) - 1:
app_curve = plot[0].plot(pen=newpen[i % 6])
else:
app_curve = plot[1].plot(pen=newpen[i % 6])
curve.append(app_curve)
i += 1
## L’applicazione parte con le prime due variabili visualizzate
all_check[0].setCheckState(2)
all_check[1].setCheckState(2)
for i in range(2, len(nomi_variabili) - 1):
curve[i].hide()
## Ricerca del minimo e del massimo di Time(ms)
[min_time, max_time] = utility.find_minmax(valori_variabili[0])
## Slider per scorrere il video e i grafici
slider = QtGui.QSlider(1)
slider.setRange(min_time, max_time)
slider.sliderReleased.connect(slider_change)
slider.setEnabled(0)
## Label per la visualizzazione del tempo
time_lbl = QtGui.QLabel("00:00:00.000")
time_lbl.setFont(bold_font)
end_lbl = QtGui.QLabel(utility.from_ms_to_timeformat(int(max_time)))
end_lbl.setFont(bold_font)
## Creazione dei layout a griglia
layout = QtGui.QGridLayout() #Generale
widlay = QtGui.QVBoxLayout() #Comandi
datalay = QtGui.QGridLayout() #Video e Graph
w.setLayout(layout)
mainlayout = QtGui.QHBoxLayout()
## Posizionamento dei widget nel Layout
widlay.addWidget(btn_rewind)
widlay.addWidget(btn_play)
widlay.addWidget(btn_stop)
widlay.addWidget(btn_forward)
widlay.addWidget(btn_new)
widlay.addWidget(btn_screen)
widlay.addWidget(btn_screen_all)
widlay.addWidget(group_check)
widlay.addLayout(spinlay)
## Disposizione dei plot e del video
if video_config == 1:
if conteggio is not len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 0, 0)
datalay.addWidget(vp, 1, 0)
if conteggio is not 0:
if conteggio is len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 2, 0)
else:
datalay.addWidget(plot[1], 2, 0)
else:
if conteggio is not len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 0, 0)
if conteggio is not 0:
if conteggio is len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 2, 0)
else:
datalay.addWidget(plot[1], 2, 0)
video_window = QtGui.QWidget()
video_layout = QtGui.QGridLayout()
video_layout.addWidget(vp)
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video_window.setLayout(video_layout)
video_window.setWindowTitle("Video Window")
video_window.show()
sliderlay = QtGui.QHBoxLayout()
sliderlay.addWidget(time_lbl)
sliderlay.addWidget(slider)
sliderlay.addWidget(end_lbl)
datalay.addLayout(sliderlay, 3, 0)
layout.addLayout(widlay, 0, 0)
layout.addLayout(datalay, 0, 1)
mainlayout.addItem(layout)
## Dimensionamento della finestra principale
w.resize(1200, 800)
w.show()
app_time = 0
A.7 Metodo play_pause()
## Funzione che gestisce il click sul pulsante Play/Pause
def play_pause():
global on, init, delay_plot, delay_video
if on:
btn_screen.setEnabled(1)
btn_screen_all.setEnabled(1)
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
on = False
timer.stop()
vp.pause()
slider.setEnabled(1)
if index_L > 0:
btn_rewind.setEnabled(1)
else:
if init:
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_pause.png’))
on = True
btn_rewind.setEnabled(0)
btn_forward.setEnabled(0)
btn_screen.setEnabled(0)
init = 0
vp.play()
timer.start(refresh)
else:
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_pause.png’))
on = True
timer.start(refresh)
vp.play()
slider.setEnabled(0)
btn_rewind.setEnabled(0)
btn_forward.setEnabled(0)
btn_screen.setEnabled(0)
btn_screen_all.setEnabled(0)
A.8 Metodi forward() e rewind()
## Funzione che gestisce il click sul pulsante Forward
def forward():
global num_scroll, index_L, index_H, app_time
if num_scroll > 0:
tmp_videotime = vp.currentTime() + step
vp.seek(tmp_videotime)
time_lbl.setText(utility.from_ms_to_timeformat(tmp_videotime + deltadata))
tmp_time_low = valori_variabili[0][index_L] + step
tmp_time_high = valori_variabili[0][index_H] + step
[index_L, index_H] = utility.new_time(tmp_time_low, tmp_time_high, valori_variabili[0])
plotting(index_L, index_H)
num_scroll -= step
app_time += step
else:
btn_forward.setEnabled(0)
btn_rewind.setEnabled(1)
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#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Rewind
def rewind():
global num_scroll, index_L, index_H, app_time
if index_L > 0:
tmp_videotime = vp.currentTime() - step
vp.seek(tmp_videotime)
time_lbl.setText(utility.from_ms_to_timeformat(tmp_videotime + deltadata))
num_scroll += step
app_time -= step
tmp_time_low = valori_variabili[0][index_L] - step
tmp_time_high = valori_variabili[0][index_H] - step
[index_L, index_H] = utility.new_time(tmp_time_low, tmp_time_high, valori_variabili[0])
plotting(index_L, index_H)
btn_forward.setEnabled(1)
if index_L == 0:
btn_rewind.setEnabled(0)
A.9 Metodo restart()
## Funzione che gestisce il click sul pulsante Stop e la fine del video/dati
def restart():
global on, index_H, index_L, init, app_time, delay_time, delay_video, delay_plot
vp.seek(0)
vp.pause()
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
index_H = 0
index_L = 0
on = False
init = 1
app_time = 0
time_lbl.setText(utility.from_ms_to_timeformat(app_time))
timer.stop()
A.10 Metodi per il cambiamento dei valori nei Wid-
get
## Funzione che gestisce il cambio del valore di Window
def win_changed():
global window
window = spin_win.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore di Scroll
def scr_changed():
global step, num_scroll
num_scroll = num_scroll * (step / spin_scr.value())
step = spin_scr.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore di Delta Data
def delta_changed():
global deltadata
deltadata = spin_data.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore dei CheckBox
def check_changed():
i = 0
## Cerco il CheckBox che ha cambiato stato
while list_checked[i] == all_check[i].isChecked():
i += 1
## Modifico lo stato del CheckBox
list_checked[i] = (list_checked[i] + 1) % 2
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## Rendo visibile o nascondo la curva corrispondente
if list_checked[i] == 1:
curve[i].show()
else:
curve[i].hide()
#------------------------------------------------------------------------
## Funzione che gestisce il movimento dello slider
def slider_change():
global app_time, index_H, index_L, window
new_value = slider.value()
vp.seek(new_value - deltadata)
time_lbl.setText(utility.from_ms_to_timeformat(new_value))
app_time = new_value
[index_L, index_H] = utility.new_time(new_value - window*1000, new_value, valori_variabili[0])
plotting(index_L, index_H)
A.11 Metodi per la creazione di nuovi dati
## Funzione che riconosce le variabili utilizzate nella nuova expr
def find_var(name):
cod = 0
var1 = 0
i = 0
for elem in nomi_variabili:
if name == string.capwords(elem):
var1 = valori_variabili[i]
cod = 1
i += 1
return [var1, cod]
#------------------------------------------------------------------------
## Funzione che esegue l’operazione specificata nel nuovo dato
def operazione(var1, var2, segno):
appnewval = []
if segno == "corr":
i = 1
while i < len(var1):
if valori_variabili[0][i] < window_corr:
corr = statistic.correlazione(var1[0:i], var2[0:i])
appnewval.append(corr)
else:
j = 1
while valori_variabili[0][j] < (valori_variabili[0][i] - window_corr):
j += 1
corr = statistic.correlazione(var1[j:i], var2[j:i])
appnewval.append(corr)
i += 1
appnewval.append(corr)
elif segno == ’+’:
i = 0
while i < len(var1):
appnewval.append(var1[i]+var2[i])
i += 1
elif segno == ’-’:
i = 0
while i < len(var1):
appnewval.append(var1[i]-var2[i])
i += 1
elif segno == ’*’:
i = 0
while i < len(var1):
appnewval.append(var1[i]*var2[i])
i += 1
elif segno == ’:’:
i = 0
while i < len(var1):
if var2[i] is not 0:
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appnewval.append(float(var1[i])/float(var2[i]))
else:
appnewval.append(var1[i])
i += 1
return appnewval
#------------------------------------------------------------------------
## Funzione che genera il plot e la curve per i nuovi dati
def plotcurvegen(nome, nuovovalore):
global boolnewplot, new_plot, app_list_checked, minass, maxass
if boolnewplot == 0:
new_plot = pg.PlotWidget()
new_plot.hideButtons()
new_plot.setMouseEnabled(False, False)
new_plot.setLabel(’bottom’, "New Data")
datalay.addWidget(new_plot, 3, 0)
new_plot.addLegend()
boolnewplot = 1
[minnv, maxnv] = utility.find_minmax(nuovovalore)
if minnv < minass:
minass = minnv
if maxnv > maxass:
maxass = maxnv
new_plot.setYRange(minass - minass * 0.1, maxass + maxass * 0.1)
new_plot.plot(pen=newpen[numnw % 6], name=nome)
plot.append(new_plot)
appcurve = new_plot.plot(pen=newpen[numnw % 6])
curve.append(appcurve)
check_extra = QtGui.QCheckBox(nome)
check_extra.setCheckState(2)
vbox.addWidget(check_extra)
list_checked.append(1)
check_extra.stateChanged.connect(check_changed)
all_check.append(check_extra)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante New Data
def new_data():
global numnw
appnewval = []
expr, ok = QtGui.QInputDialog.getText(w, "New Data", "Insert a new expression:\n"
"new_var = var1 [ + | - | * | : ] var2\n"
"new_var = corr(var1, var2)")
if ok:
if expr == "":
reply = QtGui.QMessageBox.warning(w, "Warning", "Insert an expression", "Try again", "Continue")
if reply == 0:
new_data()
return
if reply == 1:
return
app_newdata = string.split(expr, ’=’)
nome_nuova_var = string.capwords(str(app_newdata[0]))
if len(app_newdata) is not 2:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
if reply == 1:
return
else:
app_expr = string.split(app_newdata[1], ’+’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’-’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’:’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’*’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’(’)
if len(app_expr) == 1:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
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new_data()
return
else:
#operazione di correlazione
if app_expr[0] == "corr":
app_corr = string.split(app_expr[1], ’,’)
[var1, cod1] = find_var(string.capwords(str(app_corr[0])))
[var2, cod2] = find_var(string.capwords(str(app_corr[1][:-1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’corr’)
expr = string.capwords(str(nome_nuova_var + " = corr(" + app_corr[0] + ", " + app_corr[1][:-1]))
listexpr.append(expr)
else:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
#operando *
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’*’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " * " + app_expr[1]))
listexpr.append(expr)
else:
#operando :
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’:’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " : " + app_expr[1]))
listexpr.append(expr)
else:
#operando -
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’-’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " - " + app_expr[1]))
listexpr.append(expr)
else:
#operando +
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’+’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " + " + app_expr[1]))
listexpr.append(expr)
nomi_variabili.append(nome_nuova_var)
plotcurvegen(nome_nuova_var, appnewval)
valori_variabili.append(appnewval)
numnw += 1
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A.12 Metodi per la gestione degli Screenshot
## Funzione che gestisce il click sul Editing Images
def launch_editor():
if img_tool == "Gimp":
bash_line = "gimp"
else:
bash_line = "inkscape"
for elem in img_list:
bash_line = bash_line + " " + elem
os.system(bash_line)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Screenshot VIDEO
def screenshot():
global n_screen, app_win
current_time = utility.from_ms_to_timeformat(vp.currentTime() + deltadata)
path_img = currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png"
img_list.append(path_img)
#Lancio del comando nel terminale
os.system("avconv -i " + str(fname) + " -ss " + current_time + " -vframes 1 " + path_img + " -v quiet")
app_win = QtGui.QWidget()
vbox = QtGui.QVBoxLayout()
btn = QtGui.QPushButton("EDIT IMAGES")
btn.setFont(bold_font)
btn.clicked.connect(launch_editor)
lbl = QtGui.QLabel()
myPixmap = QtGui.QPixmap(currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png")
lbl.setPixmap(QtGui.QPixmap(myPixmap))
vbox.addWidget(lbl)
vbox.addWidget(btn)
app_win.setLayout(vbox)
app_win.setWindowTitle("Screenshot number " + str(n_screen + 1) + " @ time " + current_time)
newwindows.append(app_win)
newwindows[n_screen].show()
n_screen += 1
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Screenshot ALL
def screenshot_all():
global n_screen
current_time = utility.from_ms_to_timeformat(vp.currentTime() + deltadata)
win = gtk.gdk.get_default_root_window()
sz = win.get_size()
pb = gtk.gdk.Pixbuf(gtk.gdk.COLORSPACE_RGB, False, 8, sz[0], sz[1])
pb = pb.get_from_drawable(win, win.get_colormap(), 0, 0, 0, 0, sz[0], sz[1])
if pb is not None:
path_img = currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png"
img_list.append(path_img)
pb.save(path_img, "png")
app_win = QtGui.QWidget()
vbox = QtGui.QVBoxLayout()
btn = QtGui.QPushButton("EDIT IMAGES")
btn.setFont(bold_font)
btn.clicked.connect(launch_editor)
lbl = QtGui.QLabel()
myPixmap = QtGui.QPixmap(currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png")
lbl.setPixmap(QtGui.QPixmap(myPixmap))
vbox.addWidget(lbl)
vbox.addWidget(btn)
app_win.setLayout(vbox)
app_win.setWindowTitle("Screenshot number " + str(n_screen + 1) + " @ time " + current_time)
newwindows.append(app_win)
newwindows[n_screen].show()
n_screen += 1
else:
print "Unable to get the screenshot."
A.13 Metodo read_file(w, pathname)
## Funzione che lette il file di testo scelto e ne estrapola i dati di interesse
def read_file(w, pathname):
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## Variabili per contenere i vari valori
valori_variabili = []
riga = []
tmp_values = []
app = []
reply = ""
fname = QtGui.QFileDialog.getOpenFileName(w, ’Open Data file’, pathname+’/TEST’, "Text files (*.txt)")
## Controllo di aver scelto un file Dati
if fname.isEmpty():
reply = QtGui.QMessageBox.critical(w, "Error", "Choose a Data File", QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
## Apertura del file txt in lettura
dati = open(fname, ’r’)
## Legge tutte le righe presenti nel file
lines = dati.readlines()
## Variabili per la gestione della lettura del file
parita = 0
## Per ogni riga:
## Divide in singoli pezzi, controlla che sia numerica
## e se numerica, mette i valori della riga nelle variabili corrispondenti
for row in lines:
row = string.split(row, ’, ’)
if not(is_number(row[0])):
if parita % 2 == 0:
info = row
else:
nomi_variabili = []
for elem in row:
nomi_variabili.append(string.capwords(elem))
parita += 1
continue
for elem in row:
riga.append(elem)
tmp_values.append(riga)
riga = []
i = 0
j = 0
while i < len(nomi_variabili):
while j < len(tmp_values):
app.append(float(tmp_values[j][i]))
j += 1
valori_variabili.append(app)
app = []
j = 0
i += 1
## Chiusura del file
dati.close()
return [nomi_variabili, valori_variabili, info, fname]
A.14 Metodo parse_config(pathname)
## Funzione che effettua il parsing del config file
def parse_config(pathname):
## Apertura del file config in lettura
parse = open(pathname+’/config_file.txt’, ’r’)
line = parse.readline()
while len(line) > 1:
line = parse.readline()
line = parse.readline()
while len(line) == 1:
line = parse.readline()
app = string.split(line, ’=’)
window = int(app[1])
line = parse.readline()
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app = string.split(line, ’=’)
window_corr = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
refresh = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
step = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
deltadata = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
video_config = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
img_tool = string.capwords(app[1])
## Chiusura del file config
parse.close()
return [window, window_corr, refresh, step, deltadata, video_config, img_tool]
A.15 Chiusura applicazione e salvataggio dati
## Alla chiusura chiede se vogliamo salvare l’analisi effettuata
reply = QtGui.QMessageBox.question(w, "Exit", "Do you want save this analysis?",
QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
## Se NO, elimina la cartella creata inizialmente
if reply == QtGui.QMessageBox.No:
shutil.rmtree(currentFolder, ignore_errors=True)
if numnw > 0:
## Alla chiusura chiede se vogliamo salvare i nuovi dati
reply = QtGui.QMessageBox.question(w, "Exit", "Do you want create a new Data File?",
QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
## Se SI, creo nuovo file .txt con i nuovi dati
if reply == QtGui.QMessageBox.Yes:
## Creo il nuovo file
newfile = open(pathname+’/TEST/newdata’+data_attuale[:-7]+’.txt’,’w’)
## Apro il vecchio file
oldfile = open(filetextname,’r’)
## Prima Riga
riga = oldfile.readline()
riga = riga[:-1] + ", New data from analysis performed on the " + str(data_attuale[:-7]) + " ("
for elem in listexpr:
riga = riga + elem + ", "
riga = riga[:-2] + ")\n"
newfile.write(riga)
## Seconda Riga
riga = oldfile.readline()
riga = riga[:-2]
nomevar = nomi_variabili[-numnw:]
for elem in nomevar:
riga = riga + ", " + elem
riga += "\n"
newfile.write(riga)
## Valori delle variabili
righe = oldfile.readlines()
i = 0
newval = valori_variabili[-numnw:]
for riga in righe:
for elem in newval:
riga = riga[:-1] + ", " + str(elem[i]) + " "
i += 1
riga += "\n"
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newfile.write(riga)
## Chiusura dei file
newfile.close()
oldfile.close()
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Codice completo di MoViDa
B.1 MoViDA.py
from PyQt4 import QtGui, QtCore
from PyQt4.phonon import Phonon
from datetime import *
import pyqtgraph as pg
import utility
import os
import string
import shutil
import sys
import statistic
import gtk.gdk
## Inizializzazione di Qt
app = QtGui.QApplication([])
## Settaggio dell’antialiasing per una migliore visualizzazaione dei grafici
pg.setConfigOptions(antialias=True)
## Definizione della finestra principale
w = QtGui.QWidget()
w.setWindowTitle("MoViDA: Motion Video Data Analysis")
w.hide()
## Finestre per i PopUp
newwindows = []
## Variabili per contenere i vari valori
index_H = 0
index_L = 0
on = False
num_scroll = 0
list_checked = []
init = 1
listexpr = []
numnw = 0
newpen = [’r’, ’y’, ’m’, ’g’, ’w’, ’b’]
boolnewplot = 0
error = 0
plot = []
curve = []
plot_setup = []
img_list = []
minass = 10000000
maxass = 0
## Creazione dei timer
timer = QtCore.QTimer()
## Percorso da dove e’ avviata l’applicazione
pathname = os.path.dirname(sys.argv[0])
## Lettura file config
[window, window_corr, refresh, step, deltadata, video_config, img_tool] = utility.parse_config(pathname)
## Controllo dei valori del Config File
if window <= 0:
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reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nWINDOW must be not negative",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
if window_corr <= 0:
reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nWINDOW_CORR must be not negative",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
if refresh <= 0:
reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nREFRESH must be not negative",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
if video_config < 1 or video_config > 2:
reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nVIDEO_CONFIG must be 1 or 2",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
if step <= 0:
reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nSTEP must be not negative",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
if img_tool != "Gimp" and img_tool != "Inkscape":
reply = QtGui.QMessageBox.critical(w, "Error", "Error in the Config File:\nIMG_TOOL must be not GIMP or INKSCAPE",
QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
## Lettura del file txt con i valori da plottare
[nomi_variabili, valori_variabili, info, filetextname] = utility.read_file(w, pathname)
n_screen = 0
date_train = string.split(info[1], ": ")
app_date = date_train[1]
app_date = app_date[:-2]
data_attuale = str(datetime.now())
currentFolder = pathname+"/SCREENSHOT/"+ app_date + "_" + data_attuale[:10] + "_" + data_attuale[11:-7]
os.mkdir(currentFolder)
# Font per i testi in grassetto
bold_font = QtGui.QFont()
bold_font.setBold(1)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul Editing Images
def launch_editor():
if img_tool == "Gimp":
bash_line = "gimp"
else:
bash_line = "inkscape"
for elem in img_list:
bash_line = bash_line + " " + elem
os.system(bash_line)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Screenshot VIDEO
def screenshot():
global n_screen, app_win
current_time = utility.from_ms_to_timeformat(vp.currentTime() + deltadata)
path_img = currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png"
img_list.append(path_img)
#Lancio del comando nel terminale
os.system("avconv -i " + str(fname) + " -ss " + current_time + " -vframes 1 " + path_img + " -v quiet")
app_win = QtGui.QWidget()
vbox = QtGui.QVBoxLayout()
btn = QtGui.QPushButton("EDIT IMAGES")
btn.setFont(bold_font)
btn.clicked.connect(launch_editor)
lbl = QtGui.QLabel()
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myPixmap = QtGui.QPixmap(currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png")
lbl.setPixmap(QtGui.QPixmap(myPixmap))
vbox.addWidget(lbl)
vbox.addWidget(btn)
app_win.setLayout(vbox)
app_win.setWindowTitle("Screenshot number " + str(n_screen + 1) + " @ time " + current_time)
newwindows.append(app_win)
newwindows[n_screen].show()
n_screen += 1
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Screenshot ALL
def screenshot_all():
global n_screen
current_time = utility.from_ms_to_timeformat(vp.currentTime() + deltadata)
win = gtk.gdk.get_default_root_window()
sz = win.get_size()
pb = gtk.gdk.Pixbuf(gtk.gdk.COLORSPACE_RGB, False, 8, sz[0], sz[1])
pb = pb.get_from_drawable(win, win.get_colormap(), 0, 0, 0, 0, sz[0], sz[1])
if pb is not None:
path_img = currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png"
img_list.append(path_img)
pb.save(path_img, "png")
app_win = QtGui.QWidget()
vbox = QtGui.QVBoxLayout()
btn = QtGui.QPushButton("EDIT IMAGES")
btn.setFont(bold_font)
btn.clicked.connect(launch_editor)
lbl = QtGui.QLabel()
myPixmap = QtGui.QPixmap(currentFolder + "/screenshot" + str(n_screen) + "_" + current_time + ".png")
lbl.setPixmap(QtGui.QPixmap(myPixmap))
vbox.addWidget(lbl)
vbox.addWidget(btn)
app_win.setLayout(vbox)
app_win.setWindowTitle("Screenshot number " + str(n_screen + 1) + " @ time " + current_time)
newwindows.append(app_win)
newwindows[n_screen].show()
n_screen += 1
else:
print "Unable to get the screenshot."
#------------------------------------------------------------------------
## Funzione che riconosce le variabili utilizzate nella nuova expr
def find_var(name):
cod = 0
var1 = 0
i = 0
for elem in nomi_variabili:
if name == string.capwords(elem):
var1 = valori_variabili[i]
cod = 1
i += 1
return [var1, cod]
#------------------------------------------------------------------------
## Funzione che esegue l’operazione specificata nel nuovo dato
def operazione(var1, var2, segno):
appnewval = []
if segno == "corr":
i = 1
while i < len(var1):
if valori_variabili[0][i] < window_corr:
corr = statistic.correlazione(var1[0:i], var2[0:i])
appnewval.append(corr)
else:
j = 1
while valori_variabili[0][j] < (valori_variabili[0][i] - window_corr):
j += 1
corr = statistic.correlazione(var1[j:i], var2[j:i])
appnewval.append(corr)
i += 1
appnewval.append(corr)
elif segno == ’+’:
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i = 0
while i < len(var1):
appnewval.append(var1[i]+var2[i])
i += 1
elif segno == ’-’:
i = 0
while i < len(var1):
appnewval.append(var1[i]-var2[i])
i += 1
elif segno == ’*’:
i = 0
while i < len(var1):
appnewval.append(var1[i]*var2[i])
i += 1
elif segno == ’:’:
i = 0
while i < len(var1):
if var2[i] is not 0:
appnewval.append(float(var1[i])/float(var2[i]))
else:
appnewval.append(var1[i])
i += 1
return appnewval
#------------------------------------------------------------------------
## Funzione che genera il plot e la curve per i nuovi dati
def plotcurvegen(nome, nuovovalore):
global boolnewplot, new_plot, app_list_checked, minass, maxass
if boolnewplot == 0:
new_plot = pg.PlotWidget()
new_plot.hideButtons()
new_plot.setMouseEnabled(False, False)
new_plot.setLabel(’bottom’, "New Data")
datalay.addWidget(new_plot, 3, 0)
new_plot.addLegend()
boolnewplot = 1
[minnv, maxnv] = utility.find_minmax(nuovovalore)
if minnv < minass:
minass = minnv
if maxnv > maxass:
maxass = maxnv
new_plot.setYRange(minass - minass * 0.1, maxass + maxass * 0.1)
new_plot.plot(pen=newpen[numnw % 6], name=nome)
plot.append(new_plot)
appcurve = new_plot.plot(pen=newpen[numnw % 6])
curve.append(appcurve)
check_extra = QtGui.QCheckBox(nome)
check_extra.setCheckState(2)
vbox.addWidget(check_extra)
list_checked.append(1)
check_extra.stateChanged.connect(check_changed)
all_check.append(check_extra)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante New Data
def new_data():
global numnw
appnewval = []
expr, ok = QtGui.QInputDialog.getText(w, "New Data", "Insert a new expression:\n"
"new_var = var1 [ + | - | * | : ] var2\n"
"new_var = corr(var1, var2)")
if ok:
if expr == "":
reply = QtGui.QMessageBox.warning(w, "Warning", "Insert an expression", "Try again", "Continue")
if reply == 0:
new_data()
return
if reply == 1:
return
app_newdata = string.split(expr, ’=’)
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nome_nuova_var = string.capwords(str(app_newdata[0]))
if len(app_newdata) is not 2:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
if reply == 1:
return
else:
app_expr = string.split(app_newdata[1], ’+’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’-’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’:’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’*’)
if len(app_expr) == 1:
app_expr = string.split(app_newdata[1], ’(’)
if len(app_expr) == 1:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
#operazione di correlazione
if app_expr[0] == "corr":
app_corr = string.split(app_expr[1], ’,’)
[var1, cod1] = find_var(string.capwords(str(app_corr[0])))
[var2, cod2] = find_var(string.capwords(str(app_corr[1][:-1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’corr’)
expr = string.capwords(str(nome_nuova_var + " = corr(" + app_corr[0] + ", " + app_corr[1][:-1]))
listexpr.append(expr)
else:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
#operando *
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’*’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " * " + app_expr[1]))
listexpr.append(expr)
else:
#operando :
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’:’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " : " + app_expr[1]))
listexpr.append(expr)
else:
#operando -
[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’-’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " - " + app_expr[1]))
listexpr.append(expr)
else:
#operando +
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[var1, cod1] = find_var(string.capwords(str(app_expr[0])))
[var2, cod2] = find_var(string.capwords(str(app_expr[1])))
if cod1 == 0 or cod2 == 0:
reply = QtGui.QMessageBox.warning(w, "Warning", "Expression not correct", "Try again", "Continue")
if reply == 0:
new_data()
return
else:
appnewval = operazione(var1, var2, ’+’)
expr = string.capwords(str(nome_nuova_var + " = " + app_expr[0] + " + " + app_expr[1]))
listexpr.append(expr)
nomi_variabili.append(nome_nuova_var)
plotcurvegen(nome_nuova_var, appnewval)
valori_variabili.append(appnewval)
numnw += 1
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Play/Pause
def play_pause():
global on, init, delay_plot, delay_video
if on:
btn_screen.setEnabled(1)
btn_screen_all.setEnabled(1)
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
on = False
timer.stop()
vp.pause()
slider.setEnabled(1)
if index_L > 0:
btn_rewind.setEnabled(1)
else:
if init:
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_pause.png’))
on = True
btn_rewind.setEnabled(0)
btn_forward.setEnabled(0)
btn_screen.setEnabled(0)
init = 0
vp.play()
timer.start(refresh)
else:
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_pause.png’))
on = True
timer.start(refresh)
vp.play()
slider.setEnabled(0)
btn_rewind.setEnabled(0)
btn_forward.setEnabled(0)
btn_screen.setEnabled(0)
btn_screen_all.setEnabled(0)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Stop e la fine del video/dati
def restart():
global on, index_H, index_L, init, app_time, delay_time, delay_video, delay_plot
vp.seek(0)
vp.pause()
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
index_H = 0
index_L = 0
on = False
init = 1
app_time = 0
time_lbl.setText(utility.from_ms_to_timeformat(app_time))
timer.stop()
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Forward
def forward():
global num_scroll, index_L, index_H, app_time
if num_scroll > 0:
tmp_videotime = vp.currentTime() + step
vp.seek(tmp_videotime)
time_lbl.setText(utility.from_ms_to_timeformat(tmp_videotime + deltadata))
tmp_time_low = valori_variabili[0][index_L] + step
tmp_time_high = valori_variabili[0][index_H] + step
[index_L, index_H] = utility.new_time(tmp_time_low, tmp_time_high, valori_variabili[0])
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plotting(index_L, index_H)
num_scroll -= step
app_time += step
else:
btn_forward.setEnabled(0)
btn_rewind.setEnabled(1)
#------------------------------------------------------------------------
## Funzione che gestisce il click sul pulsante Rewind
def rewind():
global num_scroll, index_L, index_H, app_time
if index_L > 0:
tmp_videotime = vp.currentTime() - step
vp.seek(tmp_videotime)
time_lbl.setText(utility.from_ms_to_timeformat(tmp_videotime + deltadata))
num_scroll += step
app_time -= step
tmp_time_low = valori_variabili[0][index_L] - step
tmp_time_high = valori_variabili[0][index_H] - step
[index_L, index_H] = utility.new_time(tmp_time_low, tmp_time_high, valori_variabili[0])
plotting(index_L, index_H)
btn_forward.setEnabled(1)
if index_L == 0:
btn_rewind.setEnabled(0)
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore di Window
def win_changed():
global window
window = spin_win.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore di Scroll
def scr_changed():
global step, num_scroll
num_scroll = num_scroll * (step / spin_scr.value())
step = spin_scr.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore di Delta Data
def delta_changed():
global deltadata
deltadata = spin_data.value()
#------------------------------------------------------------------------
## Funzione che gestisce il cambio del valore dei CheckBox
def check_changed():
i = 0
## Cerco il CheckBox che ha cambiato stato
while list_checked[i] == all_check[i].isChecked():
i += 1
## Modifico lo stato del CheckBox
list_checked[i] = (list_checked[i] + 1) % 2
## Rendo visibile o nascondo la curva corrispondente
if list_checked[i] == 1:
curve[i].show()
else:
curve[i].hide()
#------------------------------------------------------------------------
## Funzione che gestisce il movimento dello slider
def slider_change():
global app_time, index_H, index_L, window
new_value = slider.value()
vp.seek(new_value - deltadata)
time_lbl.setText(utility.from_ms_to_timeformat(new_value))
app_time = new_value
[index_L, index_H] = utility.new_time(new_value - window*1000, new_value, valori_variabili[0])
plotting(index_L, index_H)
#--------------------------------------------------------------------------
## Generazione del Layout
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## Creazione dei PushButton
btn_rewind = QtGui.QPushButton()
btn_rewind.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_prev.png’))
btn_rewind.setEnabled(0)
btn_rewind.setIconSize(QtCore.QSize(50, 50))
btn_rewind.clicked.connect(rewind)
btn_play = QtGui.QPushButton()
btn_play.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_play.png’))
btn_play.setEnabled(1)
btn_play.setIconSize(QtCore.QSize(50, 50))
btn_play.clicked.connect(play_pause)
btn_stop = QtGui.QPushButton()
btn_stop.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_stop.png’))
btn_stop.setEnabled(1)
btn_stop.setIconSize(QtCore.QSize(50, 50))
btn_stop.clicked.connect(restart)
btn_forward = QtGui.QPushButton()
btn_forward.setIcon(QtGui.QIcon(pathname+’/bitmaps/player_next.png’))
btn_forward.setEnabled(0)
btn_forward.setIconSize(QtCore.QSize(50, 50))
btn_forward.clicked.connect(forward)
btn_screen = QtGui.QPushButton("SCREENSHOT (VIDEO)")
btn_screen.setFont(bold_font)
btn_screen.setEnabled(0)
btn_screen.clicked.connect(screenshot)
btn_screen_all = QtGui.QPushButton("SCREENSHOT (ALL)")
btn_screen_all.setFont(bold_font)
btn_screen_all.setEnabled(0)
btn_screen_all.clicked.connect(screenshot_all)
btn_new = QtGui.QPushButton("NEW DATA")
btn_new.setFont(bold_font)
btn_new.setEnabled(1)
btn_new.clicked.connect(new_data)
## Creazione degli SpinBox
spin_win = QtGui.QSpinBox()
spin_win.setValue(window)
spin_win.setMinimum(1)
spin_win.setSuffix(" s")
spin_win.valueChanged.connect(win_changed)
spin_scr = QtGui.QSpinBox()
spin_scr.setMinimum(1)
spin_scr.setMaximum(100000)
spin_scr.setSuffix(" ms")
spin_scr.setValue(step)
spin_scr.valueChanged.connect(scr_changed)
spin_data = QtGui.QSpinBox()
spin_data.setMinimum(-100000)
spin_data.setMaximum(100000)
spin_data.setSuffix(" ms")
spin_data.setValue(deltadata)
spin_data.setSingleStep(1000)
spin_data.valueChanged.connect(delta_changed)
lbl_sw = QtGui.QLabel()
lbl_sw.setText("WINDOW")
lbl_sw.setFont(bold_font)
lbl_ss = QtGui.QLabel()
lbl_ss.setText("SCROLL")
lbl_ss.setFont(bold_font)
lbl_delta = QtGui.QLabel()
lbl_delta.setText("DELTA TIME")
lbl_delta.setFont(bold_font)
spinlay = QtGui.QGridLayout()
spinlay.addWidget(lbl_sw, 0, 0)
spinlay.addWidget(spin_win, 0, 1)
spinlay.addWidget(lbl_ss, 1, 0)
spinlay.addWidget(spin_scr, 1, 1)
spinlay.addWidget(lbl_delta, 2, 0)
spinlay.addWidget(spin_data, 2, 1)
## Creazione dei CheckBox (in un GroupBox)
group_check = QtGui.QGroupBox()
all_check = []
i = 1
while i < len(nomi_variabili):
app_check = QtGui.QCheckBox(nomi_variabili[i])
app_check.stateChanged.connect(check_changed)
all_check.append(app_check)
list_checked.append(0)
i += 1
vbox = QtGui.QVBoxLayout()
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i = 0
while i < len(all_check):
vbox.addWidget(all_check[i])
i += 1
group_check.setLayout(vbox)
## Creazione del Video Player
vp = Phonon.VideoPlayer(2)
fname = QtGui.QFileDialog.getOpenFileName(w, ’Open Video file’, pathname+’/TEST’,
"Video files (*.avi *.mp4 *.mpg)")
## Controllo di aver scelto un file Video
if fname.isEmpty():
reply = QtGui.QMessageBox.critical(w, "Error", "Choose a Video File", QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
media = Phonon.MediaSource(fname)
app.setApplicationName("phonon")
vp.load(media)
w.hide()
## Decisione del Setup da adottare
reply = QtGui.QMessageBox.question(w, "Setup", "Do you want a standard Setup?", QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
if reply == QtGui.QMessageBox.Yes:
i = 0
while i < len(nomi_variabili):
plot_setup.append(0)
i += 1
else:
items1 = QtCore.QStringList()
items1 << "Plot1" << "Plot2"
plot_setup.append(0)
i = 1
while i < len(nomi_variabili):
item, ok = QtGui.QInputDialog.getItem(w, "Setup", nomi_variabili[i], items1, 0, False)
if item == "Plot1":
plot_setup.append(0)
else:
plot_setup.append(1)
i += 1
conteggio = 0
i = 0
for i in plot_setup:
conteggio = conteggio + i
## Creazione Plot e Curve
min1 = []
min2 = []
max1 = []
max2 = []
i = 1
while i < len(nomi_variabili):
[app_min, app_max] = utility.find_minmax(valori_variabili[i])
if plot_setup[i] == 0:
min1.append(app_min)
max1.append(app_max)
else:
min2.append(app_min)
max2.append(app_max)
i += 1
if conteggio is not len(nomi_variabili) - 1:
minimo1 = min1[0]
massimo1 = max1[0]
for valore in min1:
if valore < minimo1:
minimo1 = valore
for valore in max1:
if valore > massimo1:
massimo1 = valore
if conteggio is not 0:
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minimo2 = min2[0]
massimo2 = max2[0]
for valore in min2:
if valore < minimo2:
minimo2 = valore
for valore in max2:
if valore > massimo2:
massimo2 = valore
if conteggio is not len(nomi_variabili) - 1:
app_plot = pg.PlotWidget()
app_plot.hideButtons()
app_plot.setMouseEnabled(False, False)
app_plot.setYRange(minimo1 - minimo1 * 0.1, massimo1 + massimo1 * 0.1)
app_plot.setLabel(’bottom’, nomi_variabili[0])
app_plot.addLegend()
plot.append(app_plot)
if conteggio is not 0:
app_plot = pg.PlotWidget()
app_plot.hideButtons()
app_plot.setMouseEnabled(False, False)
app_plot.setYRange(minimo2 - minimo2 * 0.1, massimo2 + massimo2 * 0.1)
app_plot.setLabel(’bottom’, nomi_variabili[0])
app_plot.addLegend()
plot.append(app_plot)
i = 0
app_label = nomi_variabili[1:]
for elem in app_label:
if plot_setup[i + 1] == 0:
plot[0].plot(pen=newpen[i % 6], name=elem)
app_curve = plot[0].plot(pen=newpen[i % 6])
curve.append(app_curve)
else:
if conteggio is len(nomi_variabili) - 1:
plot[0].plot(pen=newpen[i % 6], name=elem)
else:
plot[1].plot(pen=newpen[i % 6], name=elem)
if conteggio is len(nomi_variabili) - 1:
app_curve = plot[0].plot(pen=newpen[i % 6])
else:
app_curve = plot[1].plot(pen=newpen[i % 6])
curve.append(app_curve)
i += 1
## L’applicazione parte con le prime due variabili visualizzate
all_check[0].setCheckState(2)
all_check[1].setCheckState(2)
for i in range(2, len(nomi_variabili) - 1):
curve[i].hide()
## Ricerca del minimo e del massimo di Time(ms)
[min_time, max_time] = utility.find_minmax(valori_variabili[0])
## Slider per scorrere il video e i grafici
slider = QtGui.QSlider(1)
slider.setRange(min_time, max_time)
slider.sliderReleased.connect(slider_change)
slider.setEnabled(0)
## Label per la visualizzazione del tempo
time_lbl = QtGui.QLabel("00:00:00.000")
time_lbl.setFont(bold_font)
end_lbl = QtGui.QLabel(utility.from_ms_to_timeformat(int(max_time)))
end_lbl.setFont(bold_font)
## Creazione dei layout a griglia
layout = QtGui.QGridLayout() #Generale
widlay = QtGui.QVBoxLayout() #Comandi
datalay = QtGui.QGridLayout() #Video e Graph
w.setLayout(layout)
mainlayout = QtGui.QHBoxLayout()
## Posizionamento dei widget nel Layout
widlay.addWidget(btn_rewind)
widlay.addWidget(btn_play)
widlay.addWidget(btn_stop)
widlay.addWidget(btn_forward)
widlay.addWidget(btn_new)
widlay.addWidget(btn_screen)
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widlay.addWidget(btn_screen_all)
widlay.addWidget(group_check)
widlay.addLayout(spinlay)
## Disposizione dei plot e del video
if video_config == 1:
if conteggio is not len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 0, 0)
datalay.addWidget(vp, 1, 0)
if conteggio is not 0:
if conteggio is len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 2, 0)
else:
datalay.addWidget(plot[1], 2, 0)
else:
if conteggio is not len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 0, 0)
if conteggio is not 0:
if conteggio is len(nomi_variabili) - 1:
datalay.addWidget(plot[0], 2, 0)
else:
datalay.addWidget(plot[1], 2, 0)
video_window = QtGui.QWidget()
video_layout = QtGui.QGridLayout()
video_layout.addWidget(vp)
video_window.setLayout(video_layout)
video_window.setWindowTitle("Video Window")
video_window.show()
sliderlay = QtGui.QHBoxLayout()
sliderlay.addWidget(time_lbl)
sliderlay.addWidget(slider)
sliderlay.addWidget(end_lbl)
datalay.addLayout(sliderlay, 3, 0)
layout.addLayout(widlay, 0, 0)
layout.addLayout(datalay, 0, 1)
mainlayout.addItem(layout)
## Dimensionamento della finestra principale
w.resize(1200, 800)
w.show()
app_time = 0
#---------------------------------------------------------------------------
##Funzione che trova i due indici che indicano i valori da plottare
def find_indices(index_L, index_H):
for index_H in range(index_H, len(valori_variabili[0])):
if valori_variabili[0][index_H] > app_time:
break
if app_time < (window * 1000):
pass
else:
for index_L in range(index_L, len(valori_variabili[0])):
if valori_variabili[0][index_L] > (valori_variabili[0][index_H] - (window * 1000)):
break
return [index_L, index_H]
#--------------------------------------------------------------------------
## Funzione che plotta, dati i due indici (Low e High)
def plotting(index_L, index_H):
if app_time < window * 1000:
for elem in plot:
elem.setXRange(index_L, window * 1000)
else:
for elem in plot:
elem.setXRange(valori_variabili[0][index_L], valori_variabili[0][index_H])
i = 0
tmp = valori_variabili[1:]
for elem in tmp:
curve[i].setData(valori_variabili[0][index_L:index_H], elem[index_L:index_H])
i += 1
#--------------------------------------------------------------------------
## Funzione associata al segnale di timout del timer
def update():
global app_time, index_L, index_H, timer, refresh, delay_video, delay_plot
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app_time = vp.currentTime() + deltadata
[index_L, index_H] = find_indices(index_L, index_H)
plotting(index_L, index_H)
slider.setSliderPosition(app_time)
# Aggiornamento della Label che indica il tempo
if app_time >= 0:
time_lbl.setText(utility.from_ms_to_timeformat(app_time))
# Stop quando siamo arrivati in fondo
if app_time > max_time:
timer.stop()
restart()
## quando il timer va in timeout lancia update
timer.timeout.connect(update)
#---------------------------------------------------------------------------
## Start Qt event loop unless running in interactive mode or using pyside.
if __name__ == ’__main__’:
if (sys.flags.interactive != 1) or not hasattr(QtCore, ’PYQT_VERSION’):
app.instance().exec_()
## Alla chiusura chiede se vogliamo salvare l’analisi effettuata
reply = QtGui.QMessageBox.question(w, "Exit", "Do you want save this analysis?",
QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
## Se NO, elimina la cartella creata inizialmente
if reply == QtGui.QMessageBox.No:
shutil.rmtree(currentFolder, ignore_errors=True)
if numnw > 0:
## Alla chiusura chiede se vogliamo salvare i nuovi dati
reply = QtGui.QMessageBox.question(w, "Exit", "Do you want create a new Data File?",
QtGui.QMessageBox.Yes, QtGui.QMessageBox.No)
## Se SI, creo nuovo file .txt con i nuovi dati
if reply == QtGui.QMessageBox.Yes:
## Creo il nuovo file
newfile = open(pathname+’/TEST/newdata’+data_attuale[:-7]+’.txt’,’w’)
## Apro il vecchio file
oldfile = open(filetextname,’r’)
## Prima Riga
riga = oldfile.readline()
riga = riga[:-1] + ", New data from analysis performed on the " + str(data_attuale[:-7]) + " ("
for elem in listexpr:
riga = riga + elem + ", "
riga = riga[:-2] + ")\n"
newfile.write(riga)
## Seconda Riga
riga = oldfile.readline()
riga = riga[:-2]
nomevar = nomi_variabili[-numnw:]
for elem in nomevar:
riga = riga + ", " + elem
riga += "\n"
newfile.write(riga)
## Valori delle variabili
righe = oldfile.readlines()
i = 0
newval = valori_variabili[-numnw:]
for riga in righe:
for elem in newval:
riga = riga[:-1] + ", " + str(elem[i]) + " "
i += 1
riga += "\n"
newfile.write(riga)
## Chiusura dei file
newfile.close()
oldfile.close()
B.2 utility.py
import string
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from PyQt4 import QtGui
#---------------------------------------------------------------------------
## Funzione che cerca il minimo e il massimo in una sequenza
def find_minmax(var):
max = 0
min = 1000000000
for i in range(len(var)):
if var[i] > max:
max = var[i]
for j in range(len(var)):
if var[j] < min:
min = var[j]
return [min, max]
#-------------------------------------------------------------------------
## Funzione che controlla se una stringa contiene un valore numerico o meno
def is_number(s):
try:
float(s)
return True
except ValueError:
pass
try:
import unicodedata
unicodedata.numeric(s)
return True
except (TypeError, ValueError):
pass
return False
#----------------------------------------------------------------------------------
## Funzione che effettua il parsing del config file
def parse_config(pathname):
## Apertura del file config in lettura
parse = open(pathname+’/config_file.txt’, ’r’)
line = parse.readline()
while len(line) > 1:
line = parse.readline()
line = parse.readline()
while len(line) == 1:
line = parse.readline()
app = string.split(line, ’=’)
window = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
window_corr = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
refresh = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
step = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
deltadata = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
video_config = int(app[1])
line = parse.readline()
app = string.split(line, ’=’)
img_tool = string.capwords(app[1])
## Chiusura del file config
parse.close()
return [window, window_corr, refresh, step, deltadata, video_config, img_tool]
#------------------------------------------------------------------
## Funzione che trova gli indici da plottare dato il tempo
def new_time(time_L, time_H, tempo):
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new_index_L = 0
new_index_H = 0
for val in tempo:
if val > time_L:
break
else:
new_index_L += 1
for val in tempo:
if val > time_H:
break
else:
new_index_H += 1
return [new_index_L, new_index_H]
#----------------------------------------------------------------------------------
## Funzione che lette il file di testo scelto e ne estrapola i dati di interesse
def read_file(w, pathname):
## Variabili per contenere i vari valori
valori_variabili = []
riga = []
tmp_values = []
app = []
reply = ""
fname = QtGui.QFileDialog.getOpenFileName(w, ’Open Data file’, pathname+’/TEST’, "Text files (*.txt)")
## Controllo di aver scelto un file Dati
if fname.isEmpty():
reply = QtGui.QMessageBox.critical(w, "Error", "Choose a Data File", QtGui.QMessageBox.Abort)
if reply == QtGui.QMessageBox.Abort:
exit()
## Apertura del file txt in lettura
dati = open(fname, ’r’)
## Legge tutte le righe presenti nel file
lines = dati.readlines()
## Variabili per la gestione della lettura del file
parita = 0
## Per ogni riga:
## Divide in singoli pezzi, controlla che sia numerica
## e se numerica, mette i valori della riga nelle variabili corrispondenti
for row in lines:
row = string.split(row, ’, ’)
if not(is_number(row[0])):
if parita % 2 == 0:
info = row
else:
nomi_variabili = []
for elem in row:
nomi_variabili.append(string.capwords(elem))
parita += 1
continue
for elem in row:
riga.append(elem)
tmp_values.append(riga)
riga = []
i = 0
j = 0
while i < len(nomi_variabili):
while j < len(tmp_values):
app.append(float(tmp_values[j][i]))
j += 1
valori_variabili.append(app)
app = []
j = 0
i += 1
## Chiusura del file
dati.close()
return [nomi_variabili, valori_variabili, info, fname]
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#----------------------------------------------------------------------------------
## Funzione che trasforma il tempo da ms al formato HH:MM:SS:MsMsMs
def from_ms_to_timeformat(mstime):
if mstime < 10:
return "00:00:00.00" + str(mstime)
elif mstime < 100:
return "00:00:00.0" + str(mstime)
elif mstime < 1000:
return "00:00:00." + str(mstime)
elif mstime < 60000:
sec = mstime / 1000
ms = mstime % 1000
if sec < 10:
if ms < 10:
return "00:00:0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:00:0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:00:0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:00:" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:00:" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:00:" + str(sec) + "." + str(ms)
elif mstime < 3600000:
min = mstime / 60000
app = mstime - 60000 * min
sec = app / 1000
ms = app % 1000
if min < 10:
if sec < 10:
if ms < 10:
return "00:0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:0" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:0" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if sec < 10:
if ms < 10:
return "00:" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "00:" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "00:" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "00:" + str(min) + ":" + str(sec) + "." + str(ms)
else:
hour = mstime / 3600000
app = mstime - hour * 3600000
min = app / 60000
app = app - min * 60000
sec = app / 1000
ms = app % 1000
if hour < 10:
if min < 10:
if sec < 10:
if ms < 10:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":0" + str(min) + ":" + str(sec) + "." + str(ms)
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else:
if sec < 10:
if ms < 10:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return "0" + str(hour) + ":" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if min < 10:
if sec < 10:
if ms < 10:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":0" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return str(hour) + ":0" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":0" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":0" + str(min) + ":" + str(sec) + "." + str(ms)
else:
if sec < 10:
if ms < 10:
return str(hour) + ":" + str(min) + ":0" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":" + str(min) + ":0" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":" + str(min) + ":0" + str(sec) + "." + str(ms)
else:
if ms < 10:
return str(hour) + ":" + str(min) + ":" + str(sec) + ".00" + str(ms)
elif ms < 100:
return str(hour) + ":" + str(min) + ":" + str(sec) + ".0" + str(ms)
elif ms < 1000:
return str(hour) + ":" + str(min) + ":" + str(sec) + "." + str(ms)
B.3 statistic.py
Modulo sviluppato dal Dr.Ing Giovanni Lelli
from math import sqrt
# Calcolo della Media di una sequenza
def media(sequence):
return sum(sequence) / len(sequence)
# Calcolo della Varianza di una sequenza
def varianza(sequence):
med = media(sequence)
return sum([(x - med) ** 2 for x in sequence]) / len(sequence)
# Calcolo della Deviazione Standard di una sequenza
def deviazione_standard(sequence):
return sqrt(varianza(sequence))
# Calcolo della Covarianza tra due sequenze
def covarianza(seqx, seqy):
medx = media(seqx)
medy = media(seqy)
prod = 0
lunghezza = len(seqx)
i = 0
while i < lunghezza:
prod += (seqx[i] - medx) * (seqy[i] - medy)
i += 1
return prod / lunghezza
# Calcolo della Correlazione di Pearson tra due sequenza
def correlazione(seqx, seqy):
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if deviazione_standard(seqx) != 0:
if deviazione_standard(seqy) != 0:
return covarianza(seqx, seqy) / (deviazione_standard(seqx) * deviazione_standard(seqy))
return 1
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