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3.1 Metanje žarkov naprej . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
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3.5 Presek žarka s kvadrom . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
4 Konstruktivna polna geometrija 17
5 Implementacija 19
5.1 Predstavitev primitivov in tekstur primitivov . . . . . . . . . . . . . . . . . 20
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API Application Programming Interface vmesnik uporabnǐskega programa
GPU Graphic Processing Unit grafična procesna enota
Brep Boundary representation robna predstavitev
CSG Constructive Solid Geometry konstruktivna polna geometrija
GLSL OpenGL Shading Language OpenGL senčilni jezik
SSBO Shader Storage Buffer Object medpomnilni objekti za hranjenje

Povzetek
Naslov: Neposredno upodabljanje polnih modelov z metodo sledenja žarkom
Konstruktivna polna geometrija je najenostavneǰsa metoda za modeliranje v progra-
mih za računalnǐsko podprto oblikovanje. Z uporabo zgolj Boolovih operacij unije, preseka,
razlike in enostavnih primitivov, kot so krogla, kvader in valj, omogoča izdelavo izredno
kompleksnih objektov. Večina obstoječih rešitev ne deluje v spletnih brskalnikih ali pa
uporablja metodo rasterizacije, katere natančnost je omejena s številom oglǐsč objektov.
V tem delu predstavimo rešitev, ki deluje na GPE v spletnem brskalniku in z metodo meta-
nja žarkov omogoča interaktivno in realnočasovno izvajanje pri preprosteǰsih modelih CSG.
Poleg implementacije rešitve z WebGL 2.0, smo rešitev razvili tudi za WebGL 2.0 Com-
pute, ki omogoča uporabo računskih senčilnikov in medpomnilnikov SSBO. Za izbolǰsanje
rešitve predlagamo uporabo podatkovnih struktur, ki so bolje prilagojene za izvajanje na
GPE in uporabo sinhronizacijskih mehanizmov pri uporabi računskih senčilnikov.
Ključne besede
računanǐska grafika, metanje žarkov, csg, webgl, gpe

Abstract
Title: Direct Rendering of Solid Geometry with Ray Tracing
Constructive Solid Geometry is the easiest way of modeling in CAD programs. With
the use of Boolean operators (union, intersection, difference) and simple primitives like
sphere, box and cylinders, it enables the creation of more complex objects. Most of the
existing solutions do not work in a web browser, or use rasterization methods which render
models only as accurate as their polygonal representation is. In this work we present a
GPU based CSG raytracing approach which works in a web browser, is accurate, and
achieves real-time frame rates with simpler CSG models. For the development of our
approach we used both WebGL 2.0 and WebGL 2.0 Compute. The latter enables us the
use of compute shaders and SSBOs. Our approach can be further improved with the use
of data structures and synchronization mechanisms more suitable for GPUs.
Keywords




Ljudje smo vizualna bitja in rǐsemo že od nekdaj. Začeli smo s palico in risbami v pe-
sku, prešli na papir in platno, dandanes rǐsemo tudi s pomočjo računalnika. Začetek
računalnikov sega v čas, ko so matematiki želeli stroj, ki bi računal namesto njih. Prvi
računalniki so bili mehanski. Niso bili narejeni iz digitalnega vezja kot so današnji, ampak
so za svoje delovanje uporabljali ročice in zobnike. Njihov namen je bil reševanje spe-
cifičnega matematičnega problema [1]. Kasneje se pojavijo digitalni računalniki, ki jih je
mogoče programirati. Prvi prenosljivi programi so bili shranjeni na luknjane kartice. Te so
kasneje zamenjali različni elektronski pomnilnǐski mediji. Računalnik ni več samo stroj za
računanje, ampak stroj za generalno reševanje problemov. S pojavom zaslonov nastanejo
prvi grafični algoritmi in prve sintetične risbe. Raziskovalci na področju računalnǐske gra-
fike začnejo odkrivati vedno napredneǰse grafične algoritme. Njihov glavni cilj je izdelati
sliko, ki je neločljiva od fotografije. Skupina raziskovalcev dobi idejo simulirati obnašanje
svetlobe in tako nastane algoritem sledenja žarkom. Vendar v 1960-ih računalniki niso
bili dovolj zmogljivi za izvajanje algoritma in sledenje žarkov hitro izgubi na popularno-
sti. Razvijejo se mnogi hitreǰsi algoritmi. Računska moč računalnikov iz leta v leto raste.
Popularnost algoritma sledenja žarkom ponovno naraste, a ne dovolj, da preseže popular-
nost rasterizacije, ki si sedaj utira pot na novih grafičnih procesorjih. Čeprav je grafični
cevovod prilagojen za rasterizacijo, raziskovalcem uspe prenesti algoritem sledenja žarkom
na grafične procesorje.
Računalnǐska grafika je zelo široko področje. Njeno razumevanje zahteva kombinacijo
znanj iz področij fizike, matematike, inženiringa in človeškega zaznavanja. Izdelava reali-
stične slike zahteva razumevanje fizike svetlobe. Matematiko potrebujemo za opis objektov
in izračun presečǐsč istih objektov z žarkom. Za izdelavo programa, ki optimalno pora-
blja resurse računalnika na katerem teče, potrebujemo znanje inženiringa. S poznavanjem
delovanja človeškega vida, isti program pohitrimo tako, da ne računamo objektov, ki ne
1
2 POGLAVJE 1. UVOD
prispevajo h končni sliki. V ožjem bi računalnǐsko grafiko lahko definirali kot vedo, ki
iz matematičnega opisa tridimenzionalnega sveta in opisa odboja svetlobe od objektov v
svetu izdela dvodimenzionalno sliko, ki prikazuje svet iz določenega zornega kota.
Področje računalnǐske grafike, ki je tesno povezavo z industrijo je računalnǐsko podprto
oblikovanje (angl. Computer Aided Design, CAD). Ukvarja se z računalnǐskimi sistemi,
ki uporabniku pomagajo pri izdelavi, analizi in optimizaciji oblikovanja izdelkov [2]. Ti
sistemi uporabljajo programe, ki z uporabo računalnǐske grafike rǐsejo tridimenzionalne
modele izdelkov v realnem času. Dodatno programi vključujejo podporo za izvajanje ra-
znih simulacij na modelih izdelkov, kot sta npr. stresna analiza komponent in odpornost na
visoko temperaturo. Najenostavneǰsa metoda za modeliranje v CAD programih je metoda
konstruktivne polne geometrije (angl. Constructive Solid Geometry, CSG). Z uporabo
Boolovih operacij omogoča združevanje primitivov v kompleksneǰse objekte. Obstoječe
rešitve delujejo na metodi rasterizacije. Njeni prednosti sta hitrost izvajanja in prilagoje-
nost arhitekturi cevovoda grafičnih procesnih enot. Njena slabost je nenatančnost upodo-
bitve objektov. Ker se zanaša na opis objektov le preko ogljǐsč, je natančnost odvisna od
števila ogljǐsč.
Spletni brskalniki so dostopni na vrsti različnih platform in ponavadi vključeni že z
operacijskim sistemom. Poleg tega so se v zadnjih letih njihove funkcionalnosti skoraj
popolnoma približale funkcionalnostim domorodnih aplikacij. Cilj magistrskega dela je
razvoj rešitve za hitro upodabljanje modelov CSG v modernih spletnih brskalnikih z me-
todo metanja žarkov. Izvajanje na GPE s pomočjo tehnologij WebGL 2.0 in WebGL
2.0 Compute omogoča upodabljanje v realnem času in interaktivnost. Opis objektov z
matematičnimi formulami namesto ogljǐsč prinaša večjo natančnost.
Poglavje 2
Pregled sorodnih del
Začetnik uporabe algoritma metanja žarkov za upodabljanje konstruktivnih polnih mode-
lov je Scott D. Roth [3]. Delo je nastalo kot osnova za uporabo algoritma metanja žarkov v
programih za pomoč pri oblikovanju (angl. Computer Aided Design, CAD). Polne modele
gradi z združevanjem primitivov (škatle, krogle, stožci, valji in torusi) preko Boolovih ope-
racij (unija, presek, razlika). Najzahtevneǰsi matematični izziv metode je izračun presečǐsč
žarka in primitivov. Polni model je predstavljen kot binarno drevo. Primitivi se naha-
jajo v listih drevesa, koren drevesa vsebuje rezultat vseh operacij nad primitivi. Vsako
vozlǐsče drevesa je hkrati tudi polni model. V času nastanka članka je bilo veliko raziskav
posvečenih izdelavi sistemov za modeliranje konstruktivnih polnih modelov. Le en sistem
poleg Rothovega, je za upodabljanje uporabil metodo metanja žarkov [4]. V tistih časih
je namreč zahtevala veliko časa za prikaz slike na zaslonu. Vendar pa omogoča veliko
večjo natančnost pri upodobitvi polnih modelov kot druge metode, kajti tako ploske kot
zaobljene površine v celoti omejujejo polni model. Uporaba Boolovih operacij se izkaže za
izredno učinkovit način modeliranja, še posebej za mehanične dele. Sistem je bil razvit v
programskem jeziku PL1 na računalniku IBM 3033 [3]. Leta 1985 Requicha in Voelcker za
upodobitev in modeliranje polnih modelov namesto algoritma metanja žarkov uporabita
robno predstavitev modelov (angl. Boundary Representation, Brep). Implementirana je
bila na modelirnem sistemu PADL razvitem na Univerzi v Rochesterju. V članku omenita
tudi potrebo po uporabi reguliziranih Boolovih operacijah (unija*, presek*, razlika*). Za
polne modele je pomembno, da tudi po izvedbi Boolovih operacij ostanejo zaprti, da se
rezultati operacij lahko uporabijo še naprej. Uporaba klasičnih Boolovih operacijah po
izvedbi operacije na modelih pusti neželene sledi kot so npr. odvečni robovi. Regulizirane
verzije te nevšečnosti odpravijo [5]. Dve leti kasneje Goldfeather predstavi algoritem, ki
v realnem času lahko upodobi CSG objekt (med izvajanjem uporabnik lahko spreminja
CSG objekt) brez konverzije v Brep obliko. Algoritem uporablja globinski medpomnilnik
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(angl. depth buffer) in CSG drevo pred upodobitvijo pretvori v normalizirano obliko. V
članku predstavi tudi razširitev algoritma za upodabljanje nekonveksnih primitivov. Sla-
bost algoritma je, da je v najslabšem primeru njegova časovna zahtevnost večja od O(n2),
kar je dosti slabše kot večina CSG algoritmov razvitih v tistem času. [6]. Leta 1991 je
Stephen Cameron predstavil metodo S-bounds, ki nadgradi metodo ovijanja geometrij-
skih objektov v škatle za pospešeno iskanje presečǐsč žarka z geometrijo. Metoda najprej
ovije vse primitive drevesa CSG v škatle. Vsa ostala vozlǐsča pa dobijo vrednost ±∞.
S sprehodom od listov do korena se določi vrednosti tudi vsem vmesnim vozlǐsčom. Z
izračunom škatle, ki ovija korensko vozlǐsče, dobimo tako imenovano okno v svet. Vse
izven tega okna ne vpliva na končen objekt. Sledi sprehod od korena proti listom kjer
se na vsakem vozlǐsču (vključno z listi) naredi presek korenske škatle in škatle vozlǐsča.
Na koncu dobimo optimizirane verzije ovojnih škatel [7]. V naslednjem tisočletju Ernst
et al. predstavijo metodo uporabe sklada na grafičnih procesnih enotah (GPE). Množica
skladov je zaporedno shranjena v RGBA teksturi, kazalci na zadnjo zapolnjeno mesto v
skladu pa so shranjeni v ločeni RG teksturi. S tem se izognejo shranjevanju velike količine
podatkov direktno v spomin grafične kartice. Le-ta je zelo omejen in se lahko zelo hitro
napolni v primeru, da vsak senčilnik pǐse vanj velike količine podatkov [8]. Izkaže se, da
za evaluacijo Boolovih izrazov pri upodabljanju CSG modelov ne potrebujemo vseh točk
preseka žarka z geometrijo v sceni. Leta 2006 Andrew Kensler predstavi rekurziven algori-
tem, ki lahko evaluira Boolove izraze le z iskanjem najbližje potrebne točke. Deluje tako,
da najprej najde prvi presek žarka z geometrijo. Če ta ni dovolj za polno evaluacijo, gre
algoritem iskati naslednjo točko. To počne toliko časa dokler ne najde zadnje potrebne
točke, ali pa vseh točk [9]. Istega leta Romeiro et al. predstavijo metodo upodabljanja
CSG modelov na GPE. Združuje algoritem prostornega razdeljevanja (angl. spatial subdi-
vision) in algoritem sledenja žarkom. CSG objekt se lokalno razdeli na toliko delov dokler
ni dovoj enostaven, da se lahko efektivno upodobi na GPE. Težave predstavljajo točke v
prostoru, ki so posledica preseka treh objektov. Zaradi tega ima končen objekt množico
manǰsih lukenj. Teh se znebimo tako, da določimo prag ene slikovne točke ali manj kot
najmanǰso enoto za razdelitev objekta. [10]. Lefebvre izkoristi hitrost razvoja GPE in s
tem povečano računsko moč in predstavi algoritem za modeliranje CSG modelov na GPE
primeren za cenovno ugodne tridimenzionalne tiskalnike kot je RepRaps. CSG scena je
lahko sestavljena tako iz modelov predstavljenih z ogljǐsči, kot analitičnih predstavitev
(enačbe). Uporaba A-bufferja omogoča interaktivno upodabljanje. Omejitev algoritma je
ločljivost 6000x6000 slikovnih točk. [11]. Bogopelov et al. vzamejo algoritem predstavljen
v [9] in ga pretvorijo v iterativnega in implementirajo na GPE. Končno sliko upodobi v
enem hodu skozi algoritem, velikost drevesa CSG je omejena le z velikostjo pomnilnika
GPE. Za dodatno optimizacijo je drevo CSG pretvorjeno v pozitivno obliko, kjer se upo-
rabljo le unija, presek in negacija. Druga optimizacija, ki jo uporabijo je zmanǰsevanje
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vǐsine drevesa z lokalnimi transofrmacijami [12]. Isti algoritem se uporablja za upodablja-
nje CSG modelov v odprtokodni aplikaciji OpenCASCADE [13]. Leto kasneje Domingues
uporabi tehnologijo OpenCL za razvoj algoritma za upodabljanje CSG modelov na GPE
in ga implementira v odprtokodno orodje za modeliranje polnih modelov BRL-CAD [15].
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Poglavje 3
Metanje žarkov
Torej, ker razvijamo metodo za upodabljanje, ki temelji na metanju žarkov bomo v tem
poglavju opisali njeno delovanje. Metanje žarkov (angl. ray casting) je metoda upo-
dabljanja. Poznamo dve glavni metodi upodabljanja, objektno usmerjena in slikovno
usmerjena. Obe metodi lahko izdelata enako sliko. Razlikujeta se le v hitrosti in enostav-
nosti simuliranja lastnostni svetlobe. Praviloma je objektno usmerjena metoda hitreǰsa,
a je z njo je simuliranje senc in globalno osvetljevanje veliko težje. Primer algoritma, ki
uporablja objektno usmerjeno metodo je rasterizacija [17]. Rasterizacija nam omogoča,
da vsak objekt ločeno procesiramo. To pomeni, da lahko upodabljamo tridimenzionalne
scene, ki so večje od pomnilnika, ker shranjujemo le en objekt naenkrat. Prednost slikovno
usmerjene metode je lažja implementacija, a je veliko počasneǰsa pri upodobitvi končne
slike. Primer algoritma, ki uporablja slikovno usmerjeno metodo je metanje žarkov.
Metanje žarkov opis tridimenzionalne scene upodobi v dveh dimenzijah na platnu
virtualne kamere z luknjico (naprej samo virtualna kamera). To naredi tako, da vsaki
slikovni točki platna določi natanko eno barvo. En način za določitev barve je, da skozi
vsako slikovno točko pošljemo žarek, ki se seka (ali ne seka) z objektom v prostoru in
za barvo slikovne točke vzamemo barvo objekta. Če žarek seka več objektov, vzamemo
barvo najbližjega objekta. Žarek svetlobe si lahko predstavljamo kot ravno črto po kateri
potujejo fotoni. Ti vsebujejo energijo, ki jo naše oči zaznajo kot barve. Za opis različnih
energij fotonov poznamo model energije kot vibracije ali kot valovne doľzine. Prvi model
je razlog, da govorimo o frekvencah barv, kljub temu, da fotoni v resnici ne vibrirajo.
Različne frekvence nam dajo različne barve. Človeške oči zaznajo barve v razponu od 360
do 830 THz. Rečemo lahko tudi, da vidimo spekter barv od 360 do 830 nm. Barve se med
seboj seštevajo. Če v naše oko istočasno prideta rdeči in zeleni foton, bomo videli rumeno
barvo.
Sliko z metodo metanja žarkov naredimo tako, da iz virtualne kamere z luknjico iz-
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strelimo žarek, ki skozi platno potuje v sceno. Žarek se na svoji poti sreča z množico
objektov. V točki, kjer žarek seka najbližji objekt, vzorčimo barvo in z njo pobarvamo
slikovno točko. Če to storimo za vsako slikovno točko, dobimo na platnu sliko scene vidno
iz zornega kota kamere. Platno kamere je sestavljeno iz množice slikovni točk. Večja kot
je resolucija, več slikovnih točk vsebuje in vedno manǰse so.
3.1 Metanje žarkov naprej
Fotoni svojo pot začnejo iz vira luči. Recimo, da luč v prostoru odda foton zelene barve.
Ta foton potuje v ravni liniji do naslednjega objekta v prostoru. V tem primeru se lahko
zgodita dve stvari. Objekt foton popolnoma absorbira in se njegova pot konča. Če se to
ne zgodi, se foton le delno absorbija. Nato se pod določenim kotom od objekta odbije in
s preostalo energijo potuje najprej v ravni liniji dokler se postopek ne ponovi ali gre skozi
platno do oči kamere. Večkrat ko se foton odbije, več energije izgubi. Po dovolj odbojih
svojo energijo popolnoma izgubi. V tem primeru ne bo nikoli viden skozi kamero. Vidni
fotoni so le tisti, ki od vira svetlobe do kamere uspešno prispejo. Zgoraj opisani postopek
sledenja poti fotona, je izvor metode sledenja žarkom. Žarkom sledimo od vira svetlobe do
kamere. Polno ime metode je metanje žarkov naprej, ker fotonom sledimo v isti smeri
kot potujejo sami; od izvora (luč) do cilja (kamera).
3.2 Metanje žarkov nazaj
Edini žarki, ki prispevajo k upodobitvi slike, so tisti, ki jim uspe priti do kamere. Teh
žarkov je izredno malo. Večina se jih na svoji poti izgubi. To hkrati pomeni, da bo
upodabljenje slike trajalo zelo dolgo. Pohitritev se skriva v vrstnem redu računanja poti
žarkov. Namesto, da začnemo iz vira svetlobe, začnemo iz kamere. Žarke ustvarimo
v kameri in jih pošljemo skozi platno v sceno. Potrebujemo vsaj toliko žarkov, kolikor
slikovnih točk ima slika. Žarki svojo pot začnejo v kameri in se usmerijo proti sredini
slikovnih točk. Na svoji poti se žarki lahko sekajo z objekti v sceni, ali pa tudi ne. Če
se, potem barvo slikovne točke skozi katerego je žarek potoval, narekuje barva objekta s
katerim se žarek seka. Če se seka z več objekti, vzamemo barvo najbližjega. V nasprotnem
primeru uporabimo barvo ozadja. Metodi, kjer žarkom sledimo v obratnem vrstnem redu
rečemo metanje žarkov nazaj.
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3.3 Definicija žarka
Žarek lahko matematično predstavimo v obliki parametrične enačbe, ki je podobna enačbi
za definicijo premice (pomembno pri preseku s škatlo). Sestavljen je iz točke oz. izhodǐsča
Ro (angl. ray origin), ki opǐse kje v prostoru je začetek žarka, in vektorja Rd (angl. ray
direction), ki žarek usmeri v želeno smer.
Ro = [xo, yo, zo] (3.1)
Rd = [xd, yd, zd] (3.2)
R(t) = Ro + tRd; t > 0 (3.3)
Poljubno točko na žarku dobimo tako, da spreminjamo parameter t. Pri tem je pomembno
omeniti, da v primeru, ko je t negativen, dobimo točke, ki se nahajajo za izhodǐsčem Ro.
Te točke skozi kamero niso vidne in nas ne zanimajo. Za nas so zanimivi le pozitivni t-ji.
Nahajajo se v vidnem prostoru kamere in so pomembni za upodobitev scene.
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3.4 Presek žarka s kroglo
Sam algoritem metanja žarkov je brez funkcij za presek žarka z geometrijo neuporaben. Za
vsak žarek nas zanima ali se seka s kakšnim objektom v sceni. Če se, potem izračunamo
razdaljo do objekta in točko na njegovi površini. Najprej se lotimo preseka žarka s kroglo.
Krogla je definirana z njenim sredǐsčem in radijem Sr. Sredǐsče opisuje pozicijo krogle v
prostoru, radij njeno velikost.
Sc = [xc, yc, zc] (3.4)
Za izračun preseka krogle z žarkom poznamo dve metodi, algebraično in geometrijsko.
3.4.1 Algebrska rešitev
Površina krogle naj bo definirana kot množica točk v obliki implicitne enačbe. Ta oblika
enačbe zahteva, da vsako točko [xs, ys, zs] vstavimo v enačbo in preverimo ali velja enakost.
(xs − xc)2 + (ys − yc)2 + (zs − zc)2 = S2r (3.5)
Enačbo žarka izrazimo z množico enačb za množico točk [x, y, z]
x = xo + xd ∗ t (3.6)
y = yo + yd ∗ t (3.7)
z = zo + zd ∗ t (3.8)
in jih vstavimo v enačbo krogle
(xo + xd ∗ t− xc)2 + (yo + yd ∗ t− yc)2 + (zo + zd ∗ t− zc)2 = S2r (3.9)
Izraz poenostavimo tako, da izpostavimo t in dobimo kvadratno enačbo oblike A∗ t2 +B ∗
t + C = 0





B = 2 ∗ (xd ∗ (xo − xc) + yd ∗ (yo − yc) + zd ∗ (zo − zc)) (3.11)
C = (xo − xc)2 + (yo − yc)2 + (zo − zc)2 − S2r (3.12)
Vse spremenljivke znotraj člena A so del vektorja smeri in se seštejejo v 1. Torej je
vrednost A enaka 1. Sledi izračun diskriminante
D =
√
B2 − 4 ∗ C (3.13)
Če je diskriminanta negativna (D < 0), vemo, da je žarek zgrešil kroglo. Če je enaka nič
(D = 0), dobimo samo eno presečǐsče (žarek je tangenten na površino krogle), pri pozitivni
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(a) D > 0, žarek kroglo
seka v dveh točkah.
(b) D = 0, žarek kroglo
seka v eni točki.
(c) D < 0, žarek zgreši
kroglo.














Najmanǰsi pozitivni t predstavlja najkraǰso razdaljo do krogle. To razdaljo uporabimo še
za izračun točke na površini krogle
P = [xp, yp, zp] = [xo + xd ∗ t, yo + yd ∗ t, zo + zd ∗ t] (3.16)
in izračun normale na to točko, ki je enaka enotskemu vektorju od sredine krogle do točke











Če se je Ro nahaja znotraj krogle, moramo negirati normalo −N , da ponovno kaže v
smeri žarka.
3.4.2 Geometrijska metoda
Prednost geometrijske metode je, da lahko še predno izračunamo točki presečǐsč, preverimo
ali žarek dejansko seka kroglo. Določene matematične operacije namreč potrebujejo veliko
več časa kot druge. Na primer izračun dvakratnega korena traja 15-30 krat dalj časa kot
množenje. Če se vnaprej izognemo nepotrebni uporabi teh operacij, lahko prihranimo
na času. Metoda deluje na podlagi opažanj geometrije krogle in žarka v prostoru. Tako
lahko postavimo scenarije, ki nam omogočajo zgodnje prekinitve izračuna presečǐsč, ker
smo ugotovili, da žarek krogle ne seka. Eden izmed scenarijev je, da preverimo, če je izvor
žarka izven krogle in je usmerjen stran od krogle. V tem primeru žarek nikakor ne more
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sekati krogle. Postopek je sledeč; najprej izračunamo vektor od izhodǐsča žarka Ro do
centra krogle Sc
OC = Sc −Ro (3.18)
L = OC ·OC (3.19)
in preverimo ali se izhodǐsče žarka nahaja v krogli ali izven nje. V primeru L < S2r , se
izvor žarka nahaja v krogli, kar pomeni, da bo v vsakem primeru zadel kroglo. V primeru
L ≤ S2r se izvor žarka nahaja izven krogle in lahko se zgodi, da bo žarek kroglo zgrešil.
Sledi izračun razdalje od izvora žarka Ro do točke na žarku, ki je najbližje sredǐsču krogle
(a) L > S2r , izvor žarka izven krogle.
(b) L ≤ S2r , izvor žarka znotraj krogle.
Sc
tca = OC ·Rd (3.20)
Razdalja tca nam pove v katero smer kaže žarek. Če je tca > 0 pomeni, da se izvor žarka
(a) tca > 0, žarek je usmerjen proti kro-
gli.
(b) tca < 0, žarek je usmerjen stran od
krogle.
nahaja pred sredǐsčem krogle in je žarek usmerjen proti krogli. V nasprotnem primeru, ko
je tca > 0, je žarek usmerjen stran od krogle. V primeru, ko je tca < 0, lahko zaključimo
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z iskanjem presečǐsč, ker žarek ne bo zadel krogle. Drugače nadaljujemo z izračunom
razdalje od sredine krogle, do točke na površini krogle, kjer žarek seka kroglo.




Vse, kar nam sedaj preostane, je izračun dejanskih razdalj do presečǐsč.
t0 = tca − thc, za žarke z izvorom izven krogle (3.23)
t1 = tca + thc, za žarke z izvorom v krogli (3.24)
Dejanski presečǐsči (ne razdalji) in normale na presečǐsčih izračunamo na enak način, kot
smo jih pri algebrski metodi.
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3.5 Presek žarka s kvadrom
Drugi najbolj pogosto uporabljen primitiv je kvader. Poleg samega izrisa ima kvader še
en namen, ki je namenjen pospeševanje testov preseka žarka s kompleksneǰsimi objekti.
Namesto, da bi se takoj lotili izračuna preseka žarka s kompleksnim objektom, ta objekt
ovijemo v kvader in najprej preverimo ali žarek seka kvader. Če ga ne, izračun v naprej
ni smiseln, ker bo žarek v vsakem primeru zgrešil objekt.
Metoda za presek žarka s kvadrom temelji na treh parih vzporednih ravnin, ki se med
seboj sekajo. Pri vsakem paru določimo blǐznjo in daljno ravnino. Če kjerkoli žarek seka
ravnine tako, da je razdalja do najdalǰse bližnje ravnine večja od razdalje do najbližje
daljne ravnine, potem žarek kvadra ne seka. V nasprotnem primeru ga. Ravnine naj bodo
postavljene tako, da njihove normale kažejo v smeri koordinatnih osi. Taki konfiguraciji
rečemo osno poravnan ovijajoč kvader (angl. axis-aligned bounding box, AABB). Za
opis kvadra potrebujemo dve točki, eno za minimalni razpon in drugo za maksimalni
razpon kvadra
Bmin = [xmin, ymin, zmin] (3.25)
Bmax = [xmax, ymax, zmax] (3.26)
Premica v dvodimenzionalnem prostoru je definirana z naslednjo enačbo
y = kx + n (3.27)
kjer k predstavlja naklon premice (pove v katero smer kaže premica), n pa pove kje premica
seka y-os. V primeru, da je premica vzporedna z x-osjo (npr. y = 2), potem je k enak
0. Če enačbo žarka R(t) = Ro + tRd primerjamo z enačbo premice opazimo, da sta v
bistvu enaki. Torej lahko elemente enačbe žarka enostavno vstavimo v enačbo premice.
To storimo za vsako koordinatno os posebej in izpostavimo za t.
t0x = (B0x −ROx)/Rdx (3.28)
t1x = (B1x −ROx)/Rdx (3.29)
enako naredimo še za ostale premice, ki definirajo kocko
t0y = (B0y −ROy)/Rdy (3.30)
t1y = (B1y −ROy)/Rdy (3.31)
t0z = (B0z −ROz)/Rdz (3.32)
t1z = (B1z −ROz)/Rdz (3.33)
Sedaj, ko imamo vse potrebne točke, moramo preveriti katere točke so tiste, ki nastanejo
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s presekom žarka in kvadra. To storimo z naslednjimi testi.
tmin =
t0x, če t0x > t0yt0y, drugače (3.34)
tmax =
t1x, če t1x < t1yt1y, drugače (3.35)
Žarek lahko kvader tudi zgreši. Do tega pride, ko je t0x večji od t1y ali, ko je t0y večji od
tx1. Torej vsakič, ko je pričakovana manǰsa vrednost v resnici večja od pričakovane večje
vrednosti. Za tridimenzionalen kvader moramo preveriti še točke z-osi. Tukaj žarek zgreši
kvader, če je tmin večji od t1z ali, ko je t0z večji od tmax. Na koncu še poǐsčemo še točki
vstopa in izstopa žarka s kvadrom.
tmin =
t0z, če t0z > tmintmin, drugače (3.36)
tmax =
t1z, če t1z < tmaxtmax, drugače (3.37)




Večina modernih programov za modeliranje polnih modelov podpira tudi uporabo CSG
(angl. Constructive Solid Geometry). Metoda temelji na združevanju enostavnih objek-
tov v kompleksneǰse z uporabo Boolovih operacij. Vendar pa ti programi ponavadi za
upodabljanje ne uporabljajo metode metanja žarkov, ampak tako imenovano robno pred-
stavitev (angl. Boundary Representation or Brep). Metoda Brep polne modele predstavi
le z njihovo ovojnico, ki je sestavljena iz več sosednih sten (angl. face). Stene omejujejo
daljice, točke kjer se stene stikajo pa so ogljǐsča. [21] Prednost te metode je njena hitrost
in enostavno za implementacijo na GPE, čeprav zahteva več korakov kot kombinacija me-
tode metanja žarkov in CSG. Predstavitev CSG polnih modelov z metodo metanja žarkov
(a) Unija. (b) Presek. (c) Razlika.
Slika 4.1: Primer izvedbe Boolovih operacij nad kvadrom in kroglo.
se začne s primitivi. Te so osnova vsakega CSG programa. Množico primitivov pona-
vadi sestavljajo krogla, škatla, stožec, valj in/ali ravnina. Z njimi ustvarimo vedno bolj
kompleksne modele tako, da jih združujemo z uporabo Boolovih operacij (unija, presek,
17
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razlika). Tako sestavljen model lahko predstavimo v obliki binarnega drevesa, kjer vozlǐsča
vsebujejo Boolove operacije, primitivi pa se nahajajo na samem dnu drevesa, v njegovih
listih. Končen CSG model zgradimo tako, da se iz listov sprehodimo proti korenu drevesa.
Poglavje 5
Implementacija
Prispevek magistrske naloge je spletna aplikacija za upodabljanje polnih modelov z me-
todo CSG (angl. Constructive Solid Geometry). Uporabljene tehnologije so HTML, CSS,
JavaScript (verzija ES2015) in WebGL. Natančneje WebGL 2.0 in WebGL 2.0 Compute.
Upodabljanju scene je namenjeno HTML platno (<canvas>) iz katerega se pridobi kontekst
webgl2 ali webgl2-compute. Za uporabnǐski vmesnik skrbi zunanja knjižnjica dat.gui
[33]. Uporabnǐski vmesnik aplikacije omogoča vrtenje kamere v vseh treh koordinatnih
oseh, približevanje in oddaljevanje ter enostavno menjavo scene preko spustnega menija.
Aplikacija je sestavljena iz več delov. Vse se začne z JavaScript kodo, ki skrbi za
inicializacijo spremenljivk uporabnǐskega vmesnika, pridobitev WebGL konteksta, izde-
lave senčilnega programa, nastavitev medpomnilnikov in uniform ter neskončne zanke za
nenehno upodabljanje. Drugi pomemben del je senčilna GLSL koda, ki poskrbi za za-
polnitev celotnega HTML platna s fragmenti, nastavitev globalnih spremenljivk, skladov
za shranjevanje vmesnih rezultatov, funkcij za transformacije in izračun presečǐsč žarka s
primitivi, glavne funkcije za evalvacijo Boolovih izrazov in sprehod po binarnem drevesu,
definicije žarka in zapis barve fragmenta v medpomnilnik fragmentov, katerea vsebina se
upodobi na zaslonu. Tretji del so datoteke z definicijami scen za prikaz. Vsaka scena
vsebuje koordinate primitivov (krogel, škatel in valjev), usmeritev kamere in binarno ozi-
roma CSG drevo, ki opisuje kako je sestavljena scena. Ta opis in koordinate primitivov se
shranijo v teksture, da do njih lahko dostopa senčilna koda.
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5.1 Predstavitev primitivov in tekstur primi-
tivov
Algoritem podpira tri tipe primitivov. Krogle, kocke oz. škatle in valje. Pred izvajanjem
se njihove vrednosti iz opisa scene shranijo v teksture. Vsak tip primitiva je zapisan v
svoji ločeni teksturi. Vsi primitivi istega tipa so zaporedno shranjeni v svoji teksturi.
Drugače rečeno, vse krogle v sceni so zaporedno nanizane v teksturi za krogle. Enako
velja za kocke in valje. Vse tri teksture za predstavitev podatkov uporabljajo tip RGBA.
Tako je vsaka slikovna točka teksture predstavljen s štirimi vrednostmi oziroma barvnimi
komponentami. Barvne komponente so rdeča (R), zelena (G), modra (B) in transparentna
(A). Vsaka barvna komponenta je velikosti 8 bitov. Skupaj so velikosti 32 bitov oziroma
4 bajte.
Krogle so opisane s štirimi vrednostmi. Prve tri vrednosti so koordinate x, y, z, ki
opǐsejo kje se nahaja sredǐsče krogle v tridimenzionalnem prostoru. Zadnja četrta vrednost
je radij krogle. Če želimo upodobiti kroglo z radijem 1, ki se nahaja v koordinatnem
izhodǐsču sveta, to opǐsemo kot [0,0,0,1]. Sledi kocka oz. škatla opisana s tremi skupinami
štirih vrednosti, kar je skupaj dvanajst vrednosti. Prva skupina pove kje se kocka nahaja
v prostoru. Prve tri vrednosti prve skupine so x, y, z koordinate. Druga skupina vrednosti
opisa kocke je velikost kocke v x, y, z smereh. Tudi v tej skupni je zadnja vrednost
neuporabljena. Zadnja tretja skupina opisuje rotacijo kocke prav tako v x, y, z smereh.
V vseh treh skupinah je zadnja vrednost neuporabljena in je lahko poljubna. Potrebna
je, ker so vse teksture v katerih so shranejni primitivi tipa RGBA, ki zahteva, da je vsaka
slikovna točka opisana s štirimi vrednostmi. Valj je opisan na enak način kot kocka z eno
razliko. Druga skupina uporablja le prvi dve vrednosti. Prva opǐse vǐsino valja, druga
njegov radij.
Teksture ustvarimo s funkcijo gl.createTexture() in vsako vežemo na svojo teks-
turno enoto na GPE s funkcijo gl.activeTexture(). Kot parameter sprejme številko
teksturne enote, za kar lahko uporabimo vgrajene vrednosti gl.TEXTUREx. Kjer je x vre-
dnost od 0 do gl.MAX TEXTURE IMAGE UNI
TS. Vse teksture so dvodimenzionalne le po definiciji gl.bindTexture(gl.TE
XTURE 2D, texture), saj se y vrednost ne uporablja in je inicializirana na vrednost 1. S
tem ustvarimo en velik enodimenzionalen seznam. Vrednosti, ki jih sprejmejo teksture so
tipa gl.FLOAT, ki je 32 biten. Ker JavaScript interno vsako številko predstavi kot 64 bitno
številko s plavajočo vejico je potrebno vrednosti primitivov preden se zapǐsejo v teksturo
pretvoriti v 32 bitno predstavitev. To storimo s funkcijo Float32Array(). Vse skupaj
izgleda nekako tako
const texture = gl.createTexture();
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V osnovi so teksture namenjene prenosu slikovnih podatkov na GPE. Vendar lahko v njih
shranimo tudi poljubne podatke kot smo storili mi. Ker za dostop do podatkov shranjenih
v teksturah uporabljamo vzorčenje, moramo izklopiti kakršne koli posebne filtre, ki jih
teksturne enote v GPE uporabljajo za vzorčenje. Drugače bodo podatki, ki jih bomo









Filtra gl.TEXTURE MIN FILTER in gl.TEXTURE MAG FILTER skrbita za izdelavo tako ime-
novanih mipmap-ov. To so pomanǰsane verzije osnovnih tekstur, ki jih GPE avtomatično
generira. Omogočajo manǰso porabo grafičnega pomnilnika za grafične elemente, ki imajo
velike vrednosti v medpomnilniku. Tako se za grafične elemente, ki so pri uporabi per-
spektivne projekcije daleč stran in se slabo vidijo, uporabljene teksture veliko manǰse kot
originalne, saj človeško oko ne opazi razlike. Naši podatki niso slikovne narave in te op-
timizacije ne potrebujejo, zato jo izklopimo tako, da vrednost gl.TEXTURE MIN FILTER
in gl.TEXTURE MAG FILTER nastavimo na gl.NEAREST. Parametra gl.TEXTURE WRAP S in
gl.TEXTURE WRAP T povesta GPE kaj naj naredi s teksturami, ki so manǰse od objekta na
katerega jih lepimo. Osnovna vrednost je gl.REPEAT, ki teksturo ponovi v smeri x in y
koordinate oziroma s in t. Vrednost parametrov tako nastavimo na gl.CLAMP TO EDGE, s
čimer povemo GPE naj teksturo pusti tako kot je in naj jo ne ponavlja.
Senčilnik fragmentov do vsake od tekstur s primitivi dostopa preko uniform tipa
sampler2D. Vsaka taka uniforma je vezana na določeno teksturno enoto gl.TEXTUREx,
omenjeno zgoraj. Ko želimo prebrati vrednost iz teksture uporabimo funkcijo texelFetch().
Funkciji podamo teksturo iz katere želimo brati, koordinato slikovne točke tipa ivec2 in
nivo natančnosti (0 za največjo natančnost). Spodnja koda prikazuje primer branja iz
teksture v kateri so shranjene krogle.
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uniform sampler2D u_spheres;
int offset = 0; // začetek podatkov željenje krogle
vec4 sphere = texelFetch(u_spheres, ivec2(offset, 0), 0);
5.2 Metanje žarkov na GPE
Moderne grafične kartice so zgrajene na grafičnem cevovodu, ki narekuje pot transformacij
grafičnih primitivov. V tem cevovodu sta dva koraka na katera lahko s pomočjo WebGL
vplivamo s programiranjem senčilnikov. Prvi tak korak je senčilnik ogljǐsč, drugi senčilnik
fragmentov. Na žalost se pomen grafičnega cevovoda pri uporabi metode metanja žarkov
nekoliko izgubi. Izdelan je bil z namenom uporabe metode rasterizacije, ki deluje ravno
obratno od metode metanja žarkov. Rasterizacija predvideva, da naprej definiramo objekte
katere želimo upodobiti in šele na to poǐsčemo slikovne točke na katerih bodo objekti vi-
dni. Iskanju teh slikovnih točk je namenjen korak rasterizacije v grafičnem cevovodu.
Metoda metanja žarkov pa najprej začne z definicijo vseh slikovnih točk in šele za tem ǐsče
objekte, ki so vidni v posamezni slikovni točki. To pomeni, da grafični cevovod deluje ravno
v napačnem vrstem redu kot bi hoteli. Da bo deloval nam v prid, lahko uporabimo nasle-
dnji trik. V senčilnik ogljǐsč pošljemo štiri ogljǐsča. Ogljǐsča definirajo pravokotnik, ki v
celoti prekrije naše platno <canvas>. To storimo zato, ker je naslednji korak po senčilniku
ogljǐsč korak rasterizacije. Namenjen je razbitju poligonov definiranih v senčilniku ogljǐsč
na vidne fragmente. Če torej definiramo kvader velikosti platna, bo korak rasterizacije
platno razbil na fragmente enake velikosti slikovnih točk platna. Vsak fragment bo poslan
v naslednji korak, senčilnik fragmentov. Tako smo dobili posamezne slikovne točke platna
definirane v WebGL, ki jih sedaj lahko pobarvamo v senčilniku fragmentov. Definicija
platna pa je tudi edino delo, ki ga bo opravil senčilnik ogljǐsč. Za vso preostalo delov
(upodabljanje in CSG), bo poskrbel senčilnik fragmentov. Zgoraj opisani trik programsko
naredimo tako, definiramo atribut tipa vec2. Le-ta bo v senčilniku fragmentov vseboval
x in y koordinati ogljǐsč trikotnikov. Sledi definicija medpomnilnika za prenos vredno-
sti ogljǐsč na GPE. Medpomnilnik kreiramo z ukazom gl.createBuffer(). Povežemo
ga na medpomnilnik tipa gl.ARRAY BUFFER na GPE z ukazom gl.bindBuffer(). Sedaj
pripravimo vrednosti ogljǐsč. Kot že omenjeno v preǰsnjem poglavju, moramo tudi tukaj
uporabiti Float32Array(), da vrednosti pretvorimo v format s plavajočo vejico, ki ga
GPE razume. Vrednosti ogljǐsč, ki jih pošljemo na GPE so [-1,-1, -1,1, 1,-1, 1,1]. Namesto
šestih potrebujemo le štiri, ker bomo za tip GPE primitiva uporabili gl.TRIANGLE STRIP,
ki za opis trikotnikov uporabi tudi ogljǐsča sosednjih trikotnikov. Podatke v medpomnilni-
kih shranimo z ukazom gl.bufferData(), katerega tip nastavimo na gl.ARRAY BUFFER,
uporabo pa na gl.STATIC DRAW, saj vrednosti ogljǐsč med upodabljanjem ne bomo spre-
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minjali. Atribut, ki smo ga definirali kot povezavo na medpomnilnik, moramo omogočiti s
funkcijo gl.enableVertexAttribArray(). Podatke shranjene v medpomnilniku opǐsemo
s funkcijo gl.vertexAttribPointer(). Pomembno je, da nastavimo drugi parameter na
vrednost 2, s čimer povemo, da vsako ogljǐsče sestavljata dve vrednosti v medpomnil-
niku. Vse kar preostane, da se platno zapolni s fragmenti je nastavitev vrednosti vgrajene
spremeljivke gl Position v senčilniku fragmentov. Celotni postopek prikazuje spodnji
primer.
// JavaScript
const screenAttr = gl.getAttribLocation(program,
’a_screen’);
const buffer = gl.createBuffer();
gl.bindBuffer(gl.ARRAY_BUFFER, buffer);
gl.bufferData(gl.ARRAY_BUFFER,
new Float32Array([-1,-1, -1,1, 1,-1, 1,1]),
gl.STATIC_DRAW);
gl.enableVertexAttribArray(screenAttr);





void main() { gl_Position = vec4(a_screen, 0, 1); }
Ukaz gl.drawArrays() GPE pove, da je vse pripravljeno in lahko začne z upodabljanjem.
Drugi parameter funkcije je indeks od kje naj začne z branjem podatkov v medpomnilniku
tipa gl.ARRAY BUFFER in tretji koliko je vrednosti shranjenih v medpomnilniku.
Vsak fragment s seboj nosi svoje koordinate, ki povedo kje se fragment nahaja v koordi-
natnem sistemu fragmentov. Njegova maksimalna vrednost v x in y smeri je širina in vǐsina
platna. Koordinate posameznega fragmenta so dostopne v spremenljivki gl FragCoord, ki
je del vsakega senčilnika fragmentov. Njena vrednost se nastavi avtomatsko. Za vsak fra-
gment definiramo žarek, ki svojo pot začne v svojem izhodǐsču, potuje v smeri fragmenta,
in skozi fragment svojo pot nadaljuje naprej v sceno. Koordinatni sistem fragmenta se raz-
likuje od koordinatnega sistema žarka. Ker pa za definicijo žarka potrebujejo koordinate
fragmenta, jih moramo pretvoriti v koordinatni sistem žarka, drugače ne bo delovala vsa
sledeča matematika. To storimo tako, da koordinati fragmenta delimo z velikostjo platna,
pomnožimo z 2 in prǐstejemo -1.
Vsak žarek ima svoje izhodǐsče. Ponavadi je enako izhodǐsču koordinatnega sistema.
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Premaknili smo ga nekaj enot stran v smeri pozitivne z koordinate (+z). Tako je usmer-
jen v smeri negativne z koordinate (-z), v kateri se nahaja scena. Žarek potuje iz svojega
izhodǐsča v smeri fragmenta. Smer žarka določimo z vektorjem katerega x in y kompo-
nenti sta koordinati fragmenta v koordinatnem sistemu žarka, z komponenta pa je enaka
-1. Vrednost -1 pomeni, da je virtualno platno (na katerem bo upodobljena scena), od
koordinatnega izhodǐsča oddaljeno eno enoto v negativni smeri z. Smer žarka bomo nor-
malizirani (spravili v razpon od 0 do 1) tako, da bomo vsako komponento delili z dolžino
vektorja oz. uporabili kar vgrajeno funkcijo normalize(). Seštevek komponent bo s tem
enak 1. Z normalizacijo smo dosegli to, da razdalja do objektov v sceni ne bo odvisna od
dolžine vektorja smeri žarka.
// JavaScript




// GLSL: senčilnik fragmentov
uniform vec2 u_resolution; // x: 0..širinaPlatna
// y: 0..višinaPlatna
float px = -1.0 + 2.0 *
(gl_FragCoord.x / u_resolution.x);
float py = -1.0 + 2.0 *
(gl_FragCoord.y / u_resolution.y);
vec3 rayOrigin = vec3(0, 0, 3);
vec3 rayDirection = normalize(vec3(px, py, -1));
5.3 Predstavitev drevesa CSG
Za predstavitev polnega modela smo uporabili binarno drevo oziroma drevo CSG. Nje-
gova vozlǐsča vsebujejo Boolove operacije, listi primitive. Ponavadi so binarna drevesa
implementirana s pomočjo razredov in kazalcev. Vsako vozlǐsče ima kazalce do levega in
desnega otroka. Listi imajo namesto kazalcev ničelno vrednost null ali nil. Kazalci pred-
stavljajo povezave med vozlǐsči in omogočaja sprehod po drevesu za katerega se običajno
uporabi rekurzija zaradi elegantnosti in enostavnosti implementacije. Senčilni jezik GLSL
na žalost ne podpira ne kazalcev, ne rekurzije. Zaradi tega je binarno drevo predstavljeno
z enodimenzionalnem seznamom. Drevo vǐsine h je predstavljeno s seznamom velikosti
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2(h+1) − 1. Vozlǐsča so v seznamu nanizana po nivojih od leve proti desni. Po drevesu se
premikamo z izračunom novega indeksa preko naslednjih formul. Iz trenutnega indeksa se
levo premaknemo z 2i + 1, desno z 2i + 2, nivo vǐsje pa z i−12 .
Slika 5.1: Slika prikazuje kako se z izračunom novega indeksa lahko prema-
knemo iz starša v levega ali desnega otroka in iz otrok nazaj v starša.
Drevo je enako kot primitivi shranjeno v teksturi. Način shranjevanja je enak kot pri
primitivih, razlike so le pri tipu podatkov in velikosti posameznih slikovnih točk. Slikovne
točke so tipa gl.RG8UI. Oznaka RB predstavlja rdečo in zeleno barvno komponeno. Obe
komponenti sta osem bitni, celoštevilski in vedno pozitivni. Tudi tukaj moramo nare-
diti pretvorbo iz JavaScript števil s plavajočo vejico v reprezentacijo, ki jo razume GPE.
Zato podatke ovijemo v tip Uint8Array. Deljenje z 2 je potrebno, ker je vsak podatek
predstavljena z dvema številoma.




Rdeča komponenta pove ali se na tem mestu v teksturi nahaja Boolova operacija ali pri-
mitiv oziroma list. V prvem primeru je vrednost rdeče komponente OP, v drugem SPHERE,
BOX ali CYLINDER. Seveda so te oznake le simboli za unikatna pozitivna cela števila (npr.
1). Zelena komponenta pove katera operacija se nahaja v vozlǐsču ali indeks kje najdemo
primitiv v teksturi kjer so shranjeni primitivi. Tudi Boolove operacije imajo svoje simbole.
UNION predstavlja unijo, INTER presek in SUBTR razliko. Spodnja psevdokoda prikazuje tri
primere enostavnih CSG dreves. Vsako drevo sestavljajo eno vozlǐsče z Boolovo operacijo
in dva primitiva shranjena v listih.
26 POGLAVJE 5. IMPLEMENTACIJA
// unija dveh krogel
[OP,UNION, SPHERE,0 ,SPHERE,1]
// presek dveh škatel
[OP,INTER, BOX,0, BOX,1]
// razlika dveh valjev
[OP,SUBTR, CYLINDER,0, CYLINDER,1]
Pomembno je, da je drevo vedno polno, drugače formule za izračun novega indeksa ne
delujejo. Če elementa na indeksu i ni, tam vstavimo vrednosti NIL,NIL. S tem zagotovimo,
da so vsi ostali elementi na pravem mestu. Spodnji primer prikazuje opis drevesa, ki
uporablja prazne elemente.
[OP,UNION, SPHERE,0, OP,INTER,
NIL,NIL, NIL,NIL, BOX,0, BOX,1]
(a) Drevo CSG kot enodimenzionalni
seznam.
(b) Nepolno drevo CSG z ničelnimi vre-
dnostmi v seznamu na mestih kjer ni
elementov.
5.4 Premikanje po drevesu CSG
Za implementacijo algoritma, ki se premika po drevesu CSG, rekurzije ne moremo upo-
rabiti, ker v jeziku GLSL ne obstaja. Zato smo implementirali iterativni algoritem, ki
za premikanje po drevesu uporablja tri stanja (DOBOTH, DORIGHT, DONE), sklad in zanko.
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V enem trenutku je algoritem lahko samo v enem od treh možnih stanj. Poleg rekur-
zije GLSL tudi ne omogoča uporabe neskončne while zanke. Če jo uporabimo, dobimo
napako. Tudi, če v telo zanke vstavimo break, se program ne bo prevedel. Vsi senčilni
programi morajo biti deterministični. Vedno se morajo zaključiti ali vrniti napako. Z
uporabo neskončne zanke definiramo algoritem, ki se nikoli ne konča. Rešitev je uporaba
zanke for namesto zanke while in spremenljivke tipa bool, ki služi kot ustavitveni pogoj
zanke.
Prvotno stanje v katerem se nahaja algoritem je DOBOTH. Stanje označuje, da sta leva in
desna veja drevesa ali poddrevesa CSG še neobiskani. Poddrevo je vozlǐsče, katerega leva
in desna veja sta prav tako lahko binarno drevo [34]. Če se algoritem v tem stanju nahaja
v operaciji, bo najprej obiskal levo vejo in stanje DORIGHT dal na sklad. V nasprotnem
primeru, ko se nahaja v listu, bo izračunal presečǐsči žarka s primitivom. Stanje DORIGHT
služi za premik iz leve veje v desno. V stanju DONE algoritem izvede Boolovo operacijo nad
intervali, ki jih tvorijo pari presečǐsč. Sklad hrani stanja v katera se bo algoritem postavil
v prihodnosti. Na primer, da se algoritem nahaja v stanju DORIGHT. Temu stanju sledi
stanje DONE, ampak ker algoritem še ni zaključil z desno vejo, shrani stanje DONE na sklad.
Ko konča z desno vejo, iz sklada vzame stanje DONE in izvede Boolovo operacijo.
Izračunana presečǐsča hrani v dveh dodatnih skladih poleg tistega za premikanje po
drevesu. Sklad imenovan timestack hrani število izračunanih presečǐsč za vsako vejo.
Če algoritem ne bi sproti izvajal Boolovih operacij vsakokrat, ko se izračuna presečǐsča za
levo in desno vejo poddrevesa, bi vsak prostor v skladu hranil število izračunanih presečǐsč
na primitiv, velikost sklada pa bi bila enaka številu listov drevesa oziroma primitivov.
Drugi sklad imenovan hitstack hrani vrednosti izračunanih presečǐsč. Natančneje, hrani
razdaljo od izhodǐsča žarka do točke na primitivu, kjer se primitiv seka z žarkom, in
normalo na to točko. Število izračunanih presečǐsč mora biti obvezno enako dve. V
primeru, ko je bilo izračunano samo eno presečǐsče, se ga ignorira. To hkrati pomeni,
da se v skladu hitstack na sosednjih mestih hrani vhodno in izhodno presečǐsče v tem
vrstnem redu. Za oba sklada velja, da se v sklada vedno najprej zapǐse informacija o
presečǐsčih leve veje in nato desne veje podrevesa. Drugače povedano zapisi v skladih so
oblike leva veja, desna veja, leva veja, desna veja... V primeru hitstack-a ena veja pomeni
dva zapisa. Informacije v obeh skladih se posodobijo po izvedbi Boolove operacije. Vse





if state is DONE:
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evaluate CSG expression
else:
if node is operation:
if state is DOBOTH:
statestack.push(DORIGHT)
node = node.left





find ray/primitive intersection points








5.5 Izvedba Boolovih operacij nad intervali
Srce algoritma CSG je izvajanje Boolovih operacij nad intervali, ki jih tvorijo pari presečǐsč.
Izvedba Boolove operacije nastopi, ko se algoritem postavi v stanje DONE. V tem stanju
iz teksture, ki hrani drevo CSG vzorči katera Boolova operacija se nahaja na trenutnem
vozlǐsču. Obstajajo tri Boolove operacije:
1. Unija vhodne intervale združi v en skupen interval.
2. Presek iz vhodnih intervalov izlušči tiste, ki se sekajo med seboj in vrne sekajoči
se del intervalov.
3. Razlika kot rezultat vrne tiste dele intervalov kjer levi interval ne seka desnega.
Žarek na svoji poti potuje skozi različne primitive v sceni. Točkam kjer žarek vstopi ali
izstopi iz primitiva rečemo presečǐsča. Pari presečǐsč tvorijo intervale. Za lažje razumevanje
bomo intervalom, ki nastanejo na levi in desni veji poddreves rekli levi intervali in desni
intervali.
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Slika 5.3: Unija.
5.5.1 Unija
V primeru, da je operacija vozlǐsča unija, je naloga algoritma zelo preprosta. Iz sklada
timestack vzame zadnji dve shranjeni vrednosti. Prva vrednost je število izračunanih
presečǐsč za desni vejo, druga za levo vejo. Vrednosti sešteje in seštevek shrani nazaj na
sklad. Z združevanjem intervalov preko Boolovih operacij, algoritem CSG ustvarja nove,
bolj kompleksne objekte. Z operacijo unije algoritem združi interval levega in desnega
objekta v dva intervala, ki se lahko prekrivata, ali ne. Da unija ohrani vsa presečǐsča je
pomembno. Kajti, če notranja presečǐsča zavržemo, dobimo napačne rezultate pri preseku
in razliki. Notranja presečǐsča namreč nosijo informacijo o tem, da se objekta originalno
nista dotikala.
5.5.2 Presek
Postopek, ki ga izvede algoritem pri preseku ni tako preprost kot pri uniji. Enako kot
pri uniji iz sklada timestack vzame število izračunanih presečǐsč za levo in desno vejo
poddrevesa. Če algoritem v kateri od vej ni našel nobenega presečǐsča, je rezultat preseka
enak nič. V tem primeru, se na sklad timestack shrani vrednost nič in iz sklada hitstack
odstrani vsa presečǐsča za levo in desno vejo poddrevesa. Ko je število izračunanih presečǐsč
v levi in desni veji poddrevesa večje od nič, algoritem med seboj primerja vsa presečǐsča
teh vej. Pri primerjavi intervalov upošteva naslednje pogoje:
1. Če je interval desne veje popolnoma v intervalu leve veje, shrani vhodno in izhodno
presečǐsče intervala desne veje.
2. Če je vhodno presečǐsče intervala desne veje v intervalu leve veje, shrani vhodno
presečǐsče intervala desne veje in izhodno presečǐsče intervala leve veje.
3. Če je izhodno presečǐsče desne veje znotraj intervala leve shranimo vhodno presečǐsče
leve veje in izhodno presečǐsče desne veje.
4. Če je interval leve veje popolnoma znotraj intervala desne veje, shranimo interval
leve veje.
5. Če se interval leve in interval desne veje popolnoma prekrivata, shranimo levega.
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Slika 5.4: Presek: pogoj 1.
Slika 5.5: Presek: pogoj 2.
Slika 5.6: Presek: pogoj 3.
Slika 5.7: Presek: pogoj 4.
Slika 5.8: Presek: pogoj 5.
Da ne pokvari vrednosti shranjenih v skladu hitstack, za vmesne rezultate uporablja
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začasni sklad imenovan tempstack. Na koncu operacije iz sklada hitstack pobrǐse inter-
vale leve in desne veje ter vmesne rezultate iz sklada tempstack shrani v sklad hitstack.
5.5.3 Razlika
Algoritem pri operaciji razlike dele intervalov leve veje, ki se prekrivajo z intervali desne
veje odstrani. Intervale desne veje odstrani v celoti. To naredi tako, da najprej iz sklada
timestack vzame število izračunanih primitivov za levo in desno vejo poddrevesa. Če je
število izračunanih presečǐsč na desni veji enako nič, potem obdrži samo leva presečǐsča
tako, da njihovo število zapǐse v sklad timestack. Če je število presečǐsč leve veje ali obeh
vej enako nič, potem odstrani vsa presečǐsča leve in desne veje iz skladov timestack in
hitstack ter v timestack zapǐse število 0. Samo v primeru, ko je na vsaki veji vsaj en
intervali, primerja intervale obeh vej.
Rezultat razlike med dvema intervaloma je lahko nič, en ali dva intervala. Če imamo na
desni veji več kot en interval, je potrebno primerjati vse desne intervale z levim. Algoritem
lahko med seboj primerja le dva intervala hkrati. Rezultate primerjav začasno shranjuje v
tempstack2 in potem ostale desne intervale primerja proti intervalom shranjenim v skladu
tempstack2. Naloga sklada tempstack2 je, da shrani vse vmesne rezultate dokler algoritem
ne izračuna končnega rezultata operacije razlike. Demonstriramo na primeru 5.9. V
primeru je L interval leve veje, DA prvi interval desne veje in DB drugi interval desne
veje. Z izvedbo operacije L−DA, algoritem izračuna dva nova intervala, TA in TB . Oba
začasno shrani v sklad tempstack2. Od obeh intervalov v skladu potem odšteje še DB , da
dobi končni rezultat L−D.
Ko je na levi in desni veji več intervalov, je postopek še bolj kompleksen. Algori-
tem celoten problem rešuje tako, da najprej alocira dva pomožna sklada, tempstack1 in
tempstack2. V sklad tempstack2 shrani prvi interval leve veje poddrevesa. Sedaj prvi
interval na desni veji poddrevesa primerja z vsemi intervali v skladu tempstack2. Re-
zultate primerjav shranjuje v sklad tempstack1. Število rezultatov shranjenih tekom teh
primerjav shrani v pomožno spremenljivko N . Ko konča s primerjavo intervala desne veje
poddrevesa z intervali na skladu tempstack2, ga prvo sprazni in nato iz sklada tempstack1
v sklad tempstack2 prepǐse N zadnjih rezultatov v tempstack1, tekom prepisa te rezul-
tate iz tempstack1 tudi odstrani, ostale rezultate v skladu tempstack1 ignorira. Postopek
se ponovi za naslednji interval na desni veji poddrevesa. Ko konča z intervali na desni
veji poddrevesa, prepǐse celoten sklad tempstack2 v sklad tempstack1. Sedaj vzame
novi interval leve veje poddrevesa in celoten postopek ponovi. Čisto na koncu iz sklada
hitstack odstrani vse intervale obeh vej poddrevesa in rezultate iz sklada tempstack1
prepǐse v sklad hitstack. Pri primerjavi intervalov upošteva naslednje pogoje:
1. Če je desni interval popolnoma v levem, shrani v začasni sklad tempstack1 izhodni
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Slika 5.9: Primer prikazuje kako izgledajo vmesni rezultati pri izvedbi ope-
racije razlike.
presečǐsči levega in desnega intervala.
2. Če je vhodno presečǐsče desnega intervala v levem in izhodno presečǐsče desnega
intervala izven levega, shrani vhodno presečǐsče desnega kot izhodno presečǐsče
levega in obdrži vhodno presečǐsče levega intervala.
3. Če je izhodno presečǐsče desnega intervala v levem, shranimo izhodno presečǐsče de-
snega kot vhodno presečǐsče novega intervala in izhodno presečǐsče levega intervala
kot izhodno presečǐsče novega intervala.
4. Če sta vhodno in izhodno presečǐsče desnega intervala popolnoma izven levega in-
tervala, potem shranimo levi interval.
5.6 WebGL 2.0 Compute
Zgoraj opisani algoritem za neposredno upodabljanje polnih modelov smo razvili tudi s
tehnologijo WebGL 2.0 Compute. Za uporabo te tehnologije smo se odločili, ker omogoča
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uporabo računskih senčilnikov (angl. compute shaders). Ti senčilniki so neodvisni od
standardnega grafičnega cevovoda in nimajo fiksnih vhodov in izhodov. Uporabljajo lahko
medpomnilnike SSBO, ki poleg branja omogočajo tudi pisanje. Omejeni so le z velikostjo
grafičnega pomnilnika. Ti medpomnilniki omogočajo, da zaobidemo limitacijo velikosti
skladov iz WebGL 2.0 implementacije. Tam je vsak sklad definiran v kontekstu posa-
meznega fragmenta. Torej je maksimalna velikost sklada odvisna od prostora, ki ga ima
fragment na voljo v grafičnem pomnilniku. Računski senčilniki niso vezani na fragmente.
Delujejo v konteksu delovnih skupin. Tudi medpomnilniki SSBO so vezani na posamezno
delovno skupino. Klic funkcije gl.dispatchCompute() pošlje eno globalno delovno sku-
pino na GPE za procesiranje [35]. Ta je nato razdeljena na lokalne delovne skupine, katerih
število na posamezno dimenzijo x, y in z specificiramo preko parametrov num groups x,
num groups y, num groups z funkcije gl.dispatchCompute(). Velikost delovnih skupin
v x, y in z dimenzijah podamo v računskem senčilniku z vhodnim določilom layout. Spo-
dnji primer prikazuje definicijo delovne skupine velikosti 1x1. Enaka velikost se uporablja
v implementaciji.
layout (local_size_x = 1,
local_size_y = 1,
local_size_z = 0) in;
Vsi skladi, ki jih uporablja algoritem, so implementirani s pomočjo medpomnilnikov
SSBO. Sklada statestack in timestack shranjujeta podatke tipa Int32Array, skladi
hitstack podatke tipa Float32Array. Medpomnilnike SSBO kreiramo z ukazom gl.crea
teBuffer(). Z ukazom gl.bindBuffer() kreirani medpomnilnik vežemo na tip medpo-
mnilnika gl.SHAD
ER STORAGE BUFFER. Sledi definicija tipa podatkov z ukazom gl.bufferData(), kjer način
uporabe nastavimo na gl.DYNAMIC COPY. Tako WebGL povemo, da se bodo podatki v
medpomnilniku pogosto spreminjali. V zadnjem ukazu gl.bindBufferBase() povemo
na katero mesto v senčilniku bomo vezali medpomnilnik SSBO. V senčilniku medpomnil-
nik vežemo na tip razporeditve std460 in enako mesto kot smo ga specificirali v ukazu
gl.bindBufferBase() preko določila layout. V senčilniku tudi določimo člane medpo-
mnilnika in njihovo velikost v primeru seznamov.
layout (std430, binding = 0) buffer stackSSBO {
int data[512];
} stateStack;
Posebnost implementacije v računskem senčilniku je njen način izrisa. Celotno platno
razdeli na 32x32 kosov. Vsakemu kosu določi enega delavca. Delavec nato kos razbije še
na fragmente. Če je platno velikosti 512x512, potem ima vsak kos 512/32 fragmentov v
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x in y smeri. Vsak fragment predstavlja eno slikovno točko na platnu skozi katero gre
žarek v sceno. Vsak kos ima skupino skladov, ki so deljeni med fragmenti. Da ne pride do
prepisovanja skladov med kosi, ima vsak kos v posameznem skladu svoj odsek do katerega
lahko dostopa. V primeru, da želimo imeti sklad velikosti 128, je končna velikost sklada
32x32x128, kjer je 32x32 število kosov na katere je razdeljena slika. Kazalci na glave
skladov se resetirajo ob menjavi fragmenta. Razlog za tak način dela je deljen pomnilnik




Hitrost našega algoritma za upodabljanje polnih modelov CSG smo testirali na prizorih z
različnim številom primitivov. Teste smo izvedli z brskalnikom Google Chrome, različica
87.0.4280.88, nameščenem na računalniku s procesno enoto Intel Core i5-4590 in grafično
procesno enoto Nvidia GeForce GTX 1660 Ti. V testnih prizorih število primitivov od
prizora do prizora narašča. WebGL 2.0 implementacija ima omejeno velikosti skladov.
Tekom testiranja smo ugotovili, da je na Nvidia GeForce 1660 Ti lahko sklad velik največ
679 polj. Pri večjih skladih se senčilniki ne prevedejo in brskalnik vrne napako, da smo
presegli maksimalno velikost sklada. Za natančno upodobitev prizorov morajo biti skladi
za shranjevanje vmesnih rezultatov veliki vsaj dvakrat toliko kot je primitivov v prizoru.
Prizora 4 in 5 to omejitev presegata, zato smo ju lahko upodobili in testirali le na WebGL
2.0 Compute implementaciji, ki te omejitve nima. Vse prizore smo testirali na veliko-
stih platna 512x512 slikovnih točk in 1024x1024 slikovnih točk. Pri vsakem prizoru smo
merili tri različne čase, minimalni, maksimalni in povprečni čas trajanja za upodobitev
ene iteracije algoritma. Vsi časi so v milisekundah. Meritve smo izvajali tako, da smo
prizor vrteli 30 sekund v vseh treh koordinatnih oseh. Pri tem smo upoštevali prvih pet
sekund kot ogrevalni čas, tekom katerega meritev nismo izvajali. Nato smo naslednjih 25
sekund merili čas vsake upodobitve in po tem postopek zaključili in izračunali minimalni,
maksimalni in povprečni čas upodabljanja prizora. Pri primerjavi smo se osredotočili le
na povprečne čase.
Najenostavneǰsi prizor je prizor 6.1a. Prikazuje model CSG, sestavljen iz treh valjev,
enega kvadra in ene krogle. Valji so združeni preko dveh unij, kvader in krogla pa s prese-
kom. Operacija v korenu drevesa CSG je razlika. Ker je unija valjev v desni veji drevesa,
se ta odšteje od preseka kvadra in krogle, s čimer nastanejo luknje v preseku kvadra in
krogle. Pri obeh velikostih platna je implementacija WebGL 2.0 Compute veliko hitreǰsa
kot implementacija WebGL 2.0. Pri velikosti platna 512x512 slikovnih pik je hitreǰsa za
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512x512 1024x1024
št. primitivov min max avg min max avg prizor
5 17,99 40,97 24,24 87,95 97,94 92,46 prizor 1
18 23 28,02 25,57 83,94 116 97,49 prizor 2
257 50,93 66,93 55,71 185,9 219,9 204 prizor 3
Tabela 6.1: Tabela prikazuje izmerjene hitrosti upodabljanja v milisekun-
dah ob uporabi WebGL 2.0.
16,742 milisekund, pri velikosti platna 1024x1024 slikovnih pik pa 64,14 milisenkunde.
V prizoru 6.1b število primitivov naraste na 18. Sestavljen je iz unije desetih valjev,
ki izgledajo kot zobniki. Skozi te je postavljen en zelo dolg valj, ki je prav tako združen
z ostalimi valji preko unije. Na straneh valjev, ki izgledajo kot zobniki, je osem dodatnih
valjev, združenih v unijo. Te valji niso vidni v prizoru. Korenska operacija je razlika,
stranski valji pa se nahajajo v korena desni veji drevesa CSG, kar pomeni, da se odštejejo
od preostalih valjev. Če prizor 6.1b primerjamo s prizorom 6.1a opazimo, da je le nekoliko
počasneǰsi. To velja samo za implementacijo WebGL 2.0. Pri implementaciji WebGL
2.0 Compute je prizor 6.1b 18 milisekund počasneǰsi od prizora 6.1a pri velikost platna
512x512 slikovnih točk. Pri velikosti platna 1024x1024 slikovnih točk je razlika v hitrosti
še večja (69,86 milisekund).
Prizor 6.1c vsebuje 257 primitivov. 256 od teh primitivov je naključno postavljenih
krogel z radijem 0,5 in združenih v unijo. Nahajajo se na desni veji drevesa CSG. V
sredini prizora se nahaja valj z vǐsino in radijem 2. Koren drevesa CSG vsebuje operacijo
razlike. Tako krogle združene v unijo naredijo veliko lukenj v valju. To je zadnji prizor,
ki ga implementacija WebGL 2.0 lahko izrǐse, saj sklad za shranjenje vmesnih rezultatov
zahteva vsaj velikost 514. Pri tem prizoru se implementacija WebGL 2.0 izkaže za veliko
bolǰso od implementacija WebGL 2.0 Compute. Razlika v hitrosti pri platnu velikosti
512x512 slikovnih pik je 195,89 milisekund. Pri platnu velikosti 1024x1024 pa kar 1803
milisenkund.
Prizora 6.1d in 6.1e sta bila testirana samo v implementaciji WebGL 2.0 Compute.
Zahtevata namreč velikosti skladov vsaj 1026 in 2050. Podobno kot prizor 6.1c sta tudi
ta dva prizora narejena iz razlike valja in unije naključno postavljenih krogel. Prizor se
uspešno izrǐse pri velikosti platna 512x512, pri velikosti 1024x1024 se izvajanje senčilnika
predčasno ustavi, ker izvajanje preseže časovno omejitev brskalnika.
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512x512 1024x1024
št. primitivov min max avg min max avg prizor
5 0,46 23,88 7,498 17,97 46 28,32 prizor 1
18 23,96 28 25,82 84,95 117 98,18 prizor 2
257 236,9 270,8 251,6 1996 2019 2007 prizor 3
513 492,7 524,8 510,3 N/A N/A N/A prizor 4
1025 2021 2066 2044 N/A N/A N/A prizor 5
Tabela 6.2: Tabela prikazuje izmerjene hitrosti upodabljanja v milisekun-
dah ob uporabi WebGL 2.0 Compute.
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(a) Prizor 1 (b) Prizor 2




V magistrskem delu smo razvili rešitev, ki omogoča interaktivno in realnočasovno upo-
dabljanje modelov CSG v spletnem brskalniku. Motiviralo nas je predvsem pomanjkanje
implementacij za upodabljanje CSG v spletnih brskalnikih, ki uporabljajo metanje ali sle-
denje žarkom in delujejo na GPE. Ker rešitev deluje v spletnem brskalniku, posledično tudi
deluje na veliki količini naprav brez dodatnih vmesnikov in posebne strojne opreme. Z upo-
rabo najnoveǰsega WebGL standarda WebGL 2.0 Compute smo pokazali tudi uporabnost
računskih senčilnikov in medpomnilnikov SSBO. Medpomnilniki SSBO nam omogočajo
shranjevanje večjih količin podatkov med izvajanjem senčilnega programa.
Algoritem ima še veliko prostora za izbolǰsave. Implementacija pospeševalne podat-
kovne strukture BVH bi prinesla dodatne pohitritve. S testiranjem ali žarek najprej za-
dane v kvader ovit model CSG bi se izognili nepotrebnemu sprehodu čez CSG drevo in
računanju presečǐsč. Dodatno optimizacijo bi lahko naredili pri skladih, saj vsi vnaprej
rezervirajo enako količino prostora kljub temu, da je v skladih hitstack shranjeno vsaj
dvakrat več podatkov. Ravno skladi so glavni razlog za dalǰsi čas pri prevajanju in izva-
janju senčilnih programov. Senčilnik mora namreč že vnaprej rezervirati ves prostor, ki
ga skladi potrebujejo. Tu bi lahko uporabili rešitev opisano v članku Stack Implementa-
tion on Programmable Graphics Hardware[8], kjer sklade zaporedno hranijo v teksturah.
Druga opcija bi bila uporaba medpomnilnika A (angl. a-buffer) iz članka ICESL: A gpu
accelerated csg modeler and slicer[11]. Tudi uporabnǐski vmesnik bi bil lahko bolǰsi, saj
celotno upravljanje s pogledom prestavi na drsne elemente. Bolǰsa rešitev bi bila uporaba
mǐske za vrtenje in približevanje scene. Implementacija, ki uporablja WebGL 2.0 Com-
pute bi namesto razdelitve scene na kose in uporabe le enega delavca na kos, uporabljala
mehanizme za sinhronizacijo podatkov.
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