This paper argues for the adoption of object-oriented design and UML tools for nonsoftware designs, i.e., systems, hardware and algorithms: This is a controversial position. It presents a case study, the design of a heating, ventilation, and air conditioning system, using UML tools. This case study also shows the incremental elaboration used to progress from the requirements model, to the analysis model, to the design model, etc. The paper finally discusses some difficulties that must be overcome in order to apply UML tools to system designs.
INTRODUCTION
Most 20th century systems were primarily mechanical hardware systems. Most 21st century systems will be primarily electronic software systems. In moving from the 20th to the 21st century, systems engineering tools should evolve. It would be nice if these new tools were used by both systems and software engineers. It would also be nice if systems and software engineers spoke the same language.
Software engineers traditionally have been about 5 years ahead of systems engineers in creating computer tools to help them do their jobs. Fifteen years ago software engineers developed CASE tools; 10 years ago systems engineers developed requirements tools like RDD-100, DOORS, Slate, RTM, Excel etc. Within the last 5 years, they created the Unified Modeling Language (UML), a Unified Software Development Process [Jacobson, Booch, and Rumbaugh, 1999] and the Rational Unified Process [RUP, 2002] . We think it is time for systems engineers to adopt some of these tools.
To design systems, systems engineers use requirements, specifications, block diagrams, scenarios, timelines, functional decomposition, functional flow block diagrams, finite state machine diagrams, verification matrices, etc. ]. There is no standard usage, however, and these tools do not link together. The software folks have taken these tools, improved them, and made them interact. Then, they created a standard for using these tools, a standard that most universities are teaching and hundreds of companies are using.
The Unified Modeling Language (UML) is a standard for specifying, visualizing, constructing and documenting system designs. It encourages hierarchical designs. The UML is a collection of tools for communicating system designs [Fowler and Scott, 2000] .
The UML supports about nine views of a system. There are two important reasons why so many views are used. First, a system cannot be described with only one view: multiple views are necessary. Second, much of the information in a UML model appears in several views. This produces double-checking and incremental growth of the models. However, using UML support tools, you only have to change an item in one place, and the change automatically propagates throughout all the views.
Problem Statement: The Deficiency
Systems engineering design tools are old-fashioned, they do not link together, and they are used differently by different people. Systems and software engineers do not communicate well. Some systems engineers are still using waterfall processes. Flow-down of requirements often causes excess design margins and expensive redesigns. Late changes in requirements cause costly redesign.
Unified Systems Engineering Process
The Unified Systems Engineering Process [based on Bahill and Gissing, 1998; Jacobson, Booch, and Rumbaugh, 1999 ] is iterative and incremental. It does not use a waterfall process. In a waterfall process, the requirements are flowed down from top-level requirements. This produces multiple analyses of requirements at each new level of detail. It causes design margins to increase at each new level, creating requirements that are more stringent than necessary. Finally, if the requirements are not achievable at the lowest level, specifications and designs must be radically changed.
Instead, the Unified Systems Engineering Process uses vertical requirements development in which each requirement (use case) is developed through iterative increments: the requirements model, the analysis model, the design model, etc. The behavioral requirements (use cases) and supplemental requirements (performance, reliability, usability, maintainability requirements) are analyzed and expanded during each iteration. Each iteration involves push back on unachievable requirements and a series of negotiations and tradeoffs between systems engineers, designers and stakeholders.
The Unified Systems Engineering Process, shown in Figure 1 , has time running from left to right through the system lifecycle: Inception, Elaboration, Construction, Transition, and Operation, Retirement and Replacement. The orthogonal direction shows the development of the design though the various models: Requirements, Analysis, Design, Implementation, Verification and Operations.
The Unified Systems Engineering Process has five major themes: (1) requirements (get them early and get them right, but plan for change), (2) architecture (design the interfaces early), (3) use and reuse components, (4) plan frequent small iterations, and (5) manage risk (start risk analysis early and develop high-risk subsystems first).
Advantages
The Unified Systems Engineering Process is based on what the software community calls object-oriented development. Douglas [2000] described the following advantages of object-oriented development: (1) The same modeling tools and views are used in all phases of development. Therefore, there is a consistency between the models mentioned in Figure 1 . This is doubly an advantage when systems engineers hand over a design to software engineers. (2) Object-oriented modeling has a strong cohesion among data items and the functions that manipulate them. This improves problem domain abstraction. (3) Because many object-oriented abstractions are based on the real world, they are more stable. Accommodating changing requirements may necessitate the addition or removal of objects, and the reassignment of responsibilities among objects, but it is less likely to require a total reconstruction of the system. (4) The techniques of generalization and refinement improve prospects for reuse. (5) The abstraction and encapsulation properties of object-oriented models allow a looser coupling between components and provides further resilience to change. This, along with the previously mentioned consistency of views from analysis to design to implementation, creates better scalability to large systems. (6) Better abstraction, encapsulation, and definition of interfaces improves reliability, because you can control how the components interact. (7) Object-oriented systems are inherently concurrent, which enhances the ability to model complex, real-world systems where concurrency is also inherent.
In addition, Marasco [2002] emphasizes that the UML tools are universal and graphical. A picture is worth a thousand words, because humans are visual creatures. Figure 2 [based on Marasco, 2002] shows some graphical symbols from ancient disciplines. They are understandable without words of explanation. They communicate among diverse peoples. Someday the UML tools might be just as universal.
The Controversy
In this paper, we argue for the adoption of UML tools for hardware and algorithm design. Others share our sentiments; see, for example, Ogren [2000] , Bienvenu, Shin, and Levis [2000] , and the OMG Systems Engineering Domain Special Interest Group (OMG SE DSIG) at http://sysengr.omg.org. But this proposition is controversial. Many systems engineers argue vociferously that systems engineers should not use UML tools. Time will tell.
When Raytheon submitted their preliminary proposal for the DD(X) program, the customer said their use of object-oriented design and UML tools for system design was a weakness. Eighteen months later in May 2002 when they won the proposal, the customer said that their use of object-oriented design and UML tools for system design was a major strength. It had systems and software engineers talking the same language [Brian Wells, personal communication, 2002] .
In 2001, Lockheed Martin won the Joint Strike Fighter (JSF) program. Early on they noted a government suggestion in the RFP that object-oriented design and UML tools be used for the system design. Lockheed Martins proposal was substantially superior in this aspect. 
What the UML Is Not
The UML design tools do not replace all other tools. You still need Mathematica, MatLab, Maple, Microsoft Project, Kalman filters, Minitab, etc. Also, you still have to create measures of effectiveness and investigate alternative designs so that you can do tradeoff studies, define system boundaries, run simulations, decide on make or buy, do configuration management and perform sensitivity analyses. The UML does not supplant Linear Systems Theory or Statistics. In selecting actors, classes, and functions, the systems engineer must still avoid using preconceived solutions as statements of the problem. The UML does not fill the shoes of intelligence or creativity. A fool with a tool is still a fool. You can bungle a design using UML just as easily as any other tool.
The rest of this paper is a case study illustrating the Unified Systems Engineering Process and some of the UML tools. A reader unfamiliar with the UML might want to read the Appendix first.
CASE STUDY: AN HVAC SYSTEM

Case Study Problem Statement
Design a heating, ventilation and air conditioning (HVAC) system for a typical Tucson family house. Assume that the outside air temperature varies between 25ºF and 115ºF (4ºC and 46°C) and that the room temperature is supposed to stay between 70ºF and 73ºF (21ºC and 23°C). The primary components, of this HVAC system are the heater, air conditioner, fan, thermostat, and controller. Please note that Section 3 of this paper is a glossary of HVAC specific terms.
The Requirements Model
The requirements model establishes what the system should do and defines the boundaries of the system. It should start with an investigation of the highest risk aspects of the proposed system. High-risk aspects are identified by analyzing behavioral threads through the system, possibly constrained by performance measures, which are flagged as high priority by the customer. New or advanced technology and complex algorithms may also contribute to the risk. The requirements associated with such characteristics of the system should be thoroughly validated. The requirements model starts with a skeleton of these high-risk functions. The essence of this model, and the fundamental basis of the Unified Systems Engineering Process, is the use case.
Use Cases
A use case is an abstraction of a required function of a system. A use case is described by a sequence of interactions between one or more actors and the system. [Cockburn, 2001; Kulak and Guiney, 2000 This is a simplistic example of a use-case description. This use case describes how the primary actor, Home Owner, expects to use the Controller and also how the Home Owner expects the system to operate as a result of the Home Owners interactions with the system. The engineer designing the Controller for this system would accept this use case as input to understand how the controller is to be used by the Home Owner, and how the Home Owner expects the system to operate. Then, in accordance with the Unified Systems Engineering Process, the controller designer would write lower level use cases based on this one that describe the exact algorithm for controlling the interfaces between the Air Conditioner and Heater, as well as specify the protocol for communicating with these external systems (to the Controller designer, anyway).
This use case would also be very important to potential users and user interface designers. Potential users of the system can provide input and suggestions to the operation of the system through a use case such as this one. The use case serves as a communication tool between the systems engineers and the user community. User interface designers can extract information that helps them design an efficient interface based on the usage of the system as described in the use case.
There is no standard that specifies which fields should be in a use-case description. Your minimal set should be based on your company requirements template. The number of fields and the detail in each field increases as the design progress from the requirements model to the analysis model to the design model to the implementation model. Bahills use case template is available at http://www.sie.arizona.edu/sysengr/slides/ templates.doc.
Definitions
A use case is an abstraction of a required function of a system. A use case produces an observable result of value to the user. A typical system will have many use cases each of which satisfies a goal of a particular user. Each use case is described by a sequence of interactions between one or more actors and the system. This sequence of interactions is described in a use case description and the relationships between the system and its actors are portrayed in a use-case diagram.
A use case description is written in a natural language. It is written as a sequence of numbered steps with a main success scenario and alternate flows. It contains the name of the use case, a brief description and the sequence of steps: it may also contain its level, the scope, the primary and supporting actors, preconditions, postconditions, the trigger, the priority, the frequency of use, and the owner/author. The steps should be written in clear, concise, present tense, active voice.
Actors reflect roles of things outside the system that interact with the system. Primary actors initiate the functions described by use cases. Supporting (or secondary) actors are used by the system. They are not a part of the system, and thus cannot be designed or easily altered. They often represent external systems or commercial off the shelf (CotS) components. Most fields in a use-case description are optional: Use them when they are useful; do not use them when they are not. An exception is the scope: The scope is almost always useful. In this example, the design would be quite different if the scope were an HVAC system for a university or an automobile. The scope is the same for each use case in this household HVAC system. This is not true in general, and defining the scope, or the system boundaries, is a difficult task.
A Use-Case Diagram
A use-case diagram, as shown in Figure 3 , shows the relationships between the use cases and the actors. The Unified Systems Engineering Process is architecture based. It also requires investigation of alternatives, risk analyses and business analysis.
Other Important Parts of the Requirements Model
Candidate Architecture. We plan to use a natural gas heater and an electric air conditioner. There will be one central thermostat. Alternatives. An important task is investigating alternative designs. For our HVAC system, we will also consider electric heat, wood, oil, coal, heat pumps, solar panels, three-phase electricity, steam, hot or chilled water systems, fans, ice farms and cooling towers. In our tradeoff study, we will use criteria like total life cycle cost and performance. A possible performance measure of effectiveness would be how quickly the system can heat or cool the house by 10ºF. Preliminary Risk Analysis. At this point, we have identified three major risks: (1) The capacity might be inadequate to heat or cool the house. We will investigate typical equipment in a dozen Tucson homes and also use professional guidelines in selecting equipment. (2) The air condi-tioner could be too expensive for the homeowner. We will be cognizant of his and her budgets. (3) If the air conditioner were to turn on and off every minute, it would be very annoying. Initial Business Case. On a hot day, an air conditioner can use $7 of electricity. On a cold day, a heater can burn up $3 of fuel. The annual cost of operating this system is a measure of performance that should be tracked.
The Analysis Model
The analysis model serves as a point of inflection in our modeling effort. While the requirements activity focuses on the voice of the customer, the analysis activity shifts that focus to the voice of the designer. In analysis, we begin to reason about architectural components, or classes, and the relationships among them. These decisions are diagrammed with additional UML models. Analysis starts with the skeleton use cases derived in the requirements model. It adds muscle to those skeletons and then creates more skeleton use cases. In our HVAC case study, our customer has just given us a new nonfunctional performance requirement. If the air conditioner were to turn on and off every minute, it would be very annoying. Therefore, onoff cycles should last at least 15 minutes. Creating a temperature dead zone is one obvious solution for this problem. Figure 4 shows the use-case diagram for the analysis-model use cases.
Analysis-model Use Cases
Potential Classes
A class is an abstraction of common properties from a set of similar objects. For example, the class mammal would contain dogs, tigers, and platypuses. Their common properties are that they have fur, are homoeothermic and feed their offspring milk. Now, we need to identify the classes that may be needed in our HVAC system. Thinking about key abstractions, we get Heater and Air Conditioner (AC). Thinking about interfaces, gives us the Thermostat, the Heater Interface, and the Air Conditioner Interface. Most systems have a controller, such as our Regulate Temperature Controller. Underlining nouns in the problem statement and use cases gives us the Fan and Room Temperature. Douglas [2000] gives many more strategies for identifying classes.
Next, we identify particular instances of these classes, called objects. For this case study we used the objects :Thermostat, :Controller, :AC Interface and :Air Conditioner.
Collaboration Diagram
The analysis model often introduces a new view, the collaboration diagram, which shows sequential messages being passed between these objects [Gomaa, 2000] . Figure 5 shows such a collaboration diagram.
Class Diagram
The collaboration diagram helps us understand the relationships between the classes. These relationships are shown in the class diagram, as shown in Figure 6 . Each class box nominally has three compartments: the top contains the name, the middle lists the attributes, and the bottom lists the operations, which are the functions [Oliver, Kelliher, and Keegan, 1997: 44] .
Other Important Parts of the Analysis Model
Candidate Architecture. To ameliorate the risk of being too expensive, we have decided to switch to a piggyback cooling system. In the winter, the house will use a natural-gas heater. In the spring and fall, it will use an evaporative cooler. And July to September, it will use a 220-V electric air conditioner. A Cooling System is a generalization of the classes Evaporative Cooler and Air Conditioner. There will be one central thermostat for all three systems. Because of our new performance requirement that the onoff cycles should last at least 15 minutes, we have a new measure of effectiveness: average duration of onoff cycles.
Interface Definition. During the discovery of potential classes in the analysis model, thought should be given to the interfaces between these classes. The port, connector, and protocol concepts of the future UML 2.0 release can be used to define interfaces in a UML model [Hofmeister, Nord, and Soni, 2000; U2 Partners, 2001] .
A port represents an interaction point between conceptual classes or components in a UML model. A port may be used to model both inputs and outputs of a class. A port obeys a well-defined protocol. The protocol should be described in terms of incoming and outgoing messages that flow into and out of the ports. Sequence diagrams can be used to show the time-sequenced receipt and dispatching of messages that define the protocol. A connector joins two ports and serves as a conceptual communications path between the classes. A connector may be physical or conceptual.
Interfaces between classes can be described by defining and describing the ports associated with each class (both input and output ports should be considered), the protocol expected when communicating with the class through each port, and the connectors between the classes. See Hofmeister, Nord, and Soni [2000] and U2 Partners (http://cgi.omg.org/docs/ad/01-11-01.pdf) for a more detailed treatment.
Risk Analysis. At this point, we have identified two major risks: (1) The capacity might be inadequate to heat or cool the house. So, in selecting equipment, we will consult HVAC specialists as well as electrical and mechanical engineers. (2) The air conditioner could be too expensive for the homeowner. We have mitigated this risk by using a piggyback cooling system.
The Business Case. Assume the system is for an existing 2000 square foot house. On the hottest of days, without adequate insulation and careful caulking an air conditioner can cost as much as $7 a day. On a very cold day, heating could cost as much as $3 a day. Several aspects of the business case are given in Table I . The business case should also investigate schedule, cost, and performance.
The Design Model
The design model takes the skeletons and the muscularized skeletons developed in the analysis model and then adds muscle to the skeletons, develops the muscularized skeletons, and adds new skeleton use cases. It also further develops the systems classes. The Unified Systems Engineering Process uses iterative, incremental elaborations. Our design model must accommodate the new piggyback cooling system.
Design-model Use Cases
As with analysis modeling, design modeling is likely to produce more inputs into the use case model as specific design areas are finalized. The elaborated use cases should contain more concise business rules that exercise many alternative paths through the use case. Other use cases that might be considered for this HVAC system include Switch Fan between Automatic and On (this would change Rule1), Control Humidity, and Ventilate with Fresh Air. 
Sequence Diagrams
Sequence diagrams show the messages (or commands) being passed between the objects for one particular instance of one flow of one use case. A sequence diagram contains the same information as a collaboration diagram: it is just displayed differently. In fact, the computer usually creates one from the other. Figure 8 shows a sequence diagram for the normal operation of the Cool House use case. Figure 9 shows a sequence diagram for the normal operation of the Heat House use case. Figure 10 shows a sequence diagram for the alternate flow of the Heat House use case when the Home Owner smells gas.
Design-model Class Diagram
In the design model, we will add detail to the classes identified in the analysis model and we will add more classes. For each class we might add attributes, responsibilities, stereotypes, roles, dependencies, associations or multiciplicies. roomTemp <= coolerLowerLimit could be renamed contactsOpened, etc.
This level of detail would be appropriate for an implementation model, but a design model should stay closer to the problem domain and farther from the solution domain.
Other classes that may be necessary: Calendar, Timer, and Algorithm (for selecting equipment). Figure 11 shows the class diagram for this model. However, this is an impoverished example of a class diagram. It lacks associations, roles, multiplicities, visibility, etc. This often happens with extremely simple hardware examples. We could make the diagram richer by positing a class called Cooler, of which Air Conditioner and Evaporative Cooler are subtypes; this would show the inheritance relationship. We could add multiplicities, but most are one, except the Home Owner and the evaporative cooler could be one or two. However, too much detail may confuse rather than clarify. Because actors are not a part of the system being designed, they are often excluded from class diagrams.
Statechart
A statechart shows the dynamic behavior of an object [Douglas, 2000; Gomaa, 2000] . Statecharts are typically constructed to understand the behavior of Active Classes. An active class represents a thread of control in the system. Objects that are instances of active classes can initiate communication with other classes and serve to control the overall flow for a particular behavioral threadusually to help satisfy a given use case. Figure  12 shows the statechart for the controller class in our system.
Other Stuff
Because we switched to a piggyback cooling system, we now have an evaporative cooler, which is inexpensive, but it does not have a small dead zone. This therefore necessitates a new measure of effectiveness: excursions out of the dead-zone; number, size, and duration.
Infrastructure. The house will need to have a gas line, a water line, a drainpipe, 110-and 220-V electricity and air ducts. 
Implementation Model
In this case study, we did not do anything for the implementation model because we are designers, not builders. We would hire specialty engineers to help us construct the implementation model. The class descriptions would contain or reference manufactures names, models, and specifications. This model should also contain schematic diagrams, blueprints, deployment diagrams, etc. Most importantly, it would be based on our design model using the same UML tools. Of course, we already got advice from these specialty engineers in the first phase of the project where we defined the operational scenario.
Verification Model
System verification means building the system right: ensuring that the system complies with its requirements and conforms to its design. Requirements verification means proving that each requirement has been satisfied: this can be done by inspection, modeling, simulation, analysis, test or demonstration.
Plans for testing the system should start at the beginning of the project. Tests should be performed at the end of each iteration. The following shows some of the tests that could be performed at the end of the construction phase. Obviously, the verification model for a system should be much bigger than this example.
Cooling System Test Case
Tests can be designed using statecharts. Normal inputs should be used as well as those that stress the system. The following inputs would be suitable for testing the Cooler:
Normal: These inputs would be applied to the system and changes of state would be observed. Table II The following test procedure specifies how the test vectors will be applied.
1. Choose a hot day, e.g., outside temperature > 90°F.
2. Set Cooler On/Off switch to On. 3. Set coolerUpperLimit and coolerLowerLimit according to the Test Case [ ].
4. Observe room temperature for 1 hour. 
Heating System Test Case
The following inputs would be suitable for testing the Heater. These inputs would be applied to the system and changes of state would be observed. Table III shows a matrix of test vectors for the Heater.
The following test procedure specifies how the test vectors will be applied.
1. Choose a cold day, e.g., outside temperature < 60°F. 2. Set Heater On/Off switch to On. 3. Set heaterUpperLimit and heaterLowerLimit according to the Test Case [ ]. 4. Observe room temperature for 1 hour. 5. If it goes outside the heaterLimits, record a defect.
Testing Using Use Case Scenarios
The system can also be tested using the use cases. Particular instances of use cases (as in collaboration and sequence diagrams) can be used to test the system. For example, Use Case Name: Heat House.
Scenario:
1. Pat Harris starts this scenario on January 8 with the outside temperature = 40°F, the heater off, the roomTemp = 70.5°F and the heaterLowerLimit and heaterUpperLimit at their default values. 2. The roomTemp falls below 70°F. 3. The system turns on the Heater and the Fan. This is called an instance or an instantiation of a use case, because particular names, dates, places, times and temperatures are substituted for the parameters in the use case.
Operations Model
The operations model (usually a computer simulation) should be built from the implementation model. It should reflect the structure of the system as it was actually built [Wymore, 1993] . It will be used to manage and improve the operational system. It will be updated anytime the operational system is changed. Most importantly, it will used to help with retirement of the system. Another UML tool called an activity diagram will be used to show the workflows, that is who does which tasks.
GLOSSARY FOR THE HVAC SYSTEM
A glossary is a mandatory part of a Unified Systems Engineering Process design.
Built in Test (BiT)systems should be designed so that they test themselves and make the results of the test known. coolerLowerLimitwhen the room temperature gets below this, temperature the cooler should be turned off. coolerUpperLimitwhen the room temperature gets above this temperature, the cooler should be turned on. Dead zoneWhen the room temperature is in this zone between the upper and lower limits, nothing should be turned on. Evaporative cooleran effective but inexpensive cooling system for dry climates. A unit has a box with water absorptive pads. When dry air is blown through the pads, water evaporates and the air is cooled. heaterLowerLimitwhen the room temperature gets below this temperature, the heater should be turned on. heaterUpperLimitwhen the room temperature gets above this temperature, the heater should be turned off. HVACheating, ventilation, and air conditioning system Piggyback systema cooling system with both an air conditioner and an evaporative cooler. The evaporative cooler is used when the relative humidity is low, and the air conditioner is used when the humidity is relatively high. systemStatusa Boolean flag that indicates whether or not all systems are functional.
LEVELS AND ASPECTS
Most systems are impossible to study in their entirety, but they are made up of hierarchies of smaller subsystem that can be studied. Simon [1962] discusses the necessity for such hierarchies in complex systems. He shows that most complex systems are decomposable, enabling subsystems to be studied outside the entire hierarchy. For example, in studying the motion of a baseball, it is sufficient to apply Newtonian mechanics considering only gravity, air, the ball, and the bat. One need not worry about electron orbits or the motions of the sun and the moon. Forces that are important when studying objects of one order of magnitude seldom have an effect on objects of another order of magnitude. Engineers, therefore, study subsystems of large systems. The order of magnitude could be for forces, physical size, time intervals, or complexity. Often this dimension is called the level. It is important that interacting elements of a model be at the same level. If the use case is at one level and the classes are at a different level, the model will be hard to understand. In our HVAC system, we modeled objects that the user is likely to interact with, such as the thermostat, the controller, the heater, the air conditioner, and the evaporative cooler. We did not worry about low-level details such as the colors of the wires interconnecting the equipment and the electrical voltages. Likewise, we did not worry about high-level issues, such as possible brown outs or heating of the city caused by operation of a million air conditioners. Our use cases were all at the user level, although we did find it useful break these up in to sublevels, as indicated in the use case descriptions. When dealing with use cases at one level, you might be interested in use cases one level above or below, but you would seldom be interested in use cases two levels above or below. It is important to select the correct level for each model. But is it is also important to identify alternative aspects of the system under study. For the HVAC system, we will first look at the operations aspect and the maintenance aspect as defined in Table IV. The operations aspect is a physical decomposition, and the maintenance aspect is a temporal decomposition. Many other aspects of an HVAC system are possible, such as functions, forces, economics, recycling, and airflow. Often the aspects of the system will intersect at an operating point, as is shown in Figure 13 . The use cases in this paper exist at the intersection of the user operations level and the periodic maintenance level.
In Zachman Frameworks, the levels are Scope, Business Model, System Model, Technology Model, and the Detail Model. The aspects (called perspectives) are who, what, when, where, why, and how. They emphasize that in order to understand an enterprise, each cell in the framework must be modeled [Zachman, 1987] .
CHALLENGES
There are challenges in teaching hardware and algorithm designers to use these new software tools.
Changing from Finite State Machines to Statecharts
In the old days, we designed computer systems so that they sampled all of their inputs on every clock cycle. These systems looked at the present state and the present inputs and then determined their next state. That was fine when the clock was running at a megahertz.
But now that the clocks are running at over a gigahertz, we do not want to load down the controllers like that. Instead, we want our state transitions to be event driven or at least sampled with different clocks. Often this means putting intelligence in the sensors. We no longer want the sensors to be simple switches that are polled by the controller each nanosecond. Instead, we want the sensors to interrupt when significant events have occurred. (However, the UML does have the ability to check guard conditions on every clock cycle, so designers could still use the UML in the old-fashioned polling fashion, if they wanted to.) Our old finite state machines were either Mealy (pulse outputs labeled on the transitions between states) or Moore (level outputs labeled with the states) machines. UML statecharts encourage both types of outputs in the same diagram. Finally, statecharts encourage concurrent state machines and hierarchies of state machines. Switching from finite state machines to statecharts requires a change in thinking for hardware designers.
Changing from Functional Thinking to Object Orientation
In the old days, we focused on the functions that the system had to perform. Functional flow block diagrams showed the functions the system had to perform and the inputs that were transformed into outputs by those functions. Some designers also listed the physical element that the function was assigned to, but, in general, there was no formality to the mapping between functions and the components that would implement them, Wymorian notation being the exception [Wymore, 1993] . Systems engineers seeped in the functional mentality might think that the UML ignores functions. It does not. The functions are listed in the bottom part of each class box. In fact, the purpose of analysis and design is assigning responsibilities or functions to candidate classes. This is the art form of system design. The way in which you assign responsibilities defines the characteristics of your system (flexibility, reliability, scalability, etc.) The result of responsibility assignment is the system architecture, or the essence of your system. So traditional hardware design tools focus on the functions and only mention the components in passing, and the UML techniques focus on the objects and merely list the functions in passing. This shift in emphasis from functions to objects requires a paradigm shift for hardware designers.
Progressing from Use Cases to Classes
UML designs are use-case based. Use cases capture the required functionality of the system. Designers use the use cases to discover the fundamental classes that the Figure 13 . Most of the use cases in this paper exist at the intersection of the User Operations level and the Periodic Maintenance level. system will require. But, because the use cases capture the required functionality of the system, it may be hard for a hardware designer to give up on the functions and concentrate on the classes. After all, the functions are what he or she wants. This also requires a different way of thinking.
Most of the classes created by hardware designers are abstractions of physical objects. Sometimes it is hard to discover classes that are not based on physical objects, an example of such a nonphysical class is the algorithm for selecting equipment in our HVAC system.
Changing from Waterfall Processes to Incremental Iterations
Our last paradigm shift is changing from waterfall processes to incremental iterations. In the old days, requirements engineers dug out the requirements, wrote them up, and threw them over the wall to the designers. They created designs and threw them over the wall to manufacturing, etc. The Unified Systems Engineering Process encourages designers to start with the high-risk and high-priority portions. Produce a skeleton design and try it out. Then in the next iteration add muscle to that skeleton and add skeletal designs for additional functions, etc.
Using UML for Real-Time Systems
The UML was not designed for real-time systems. However, many authors have discussed ways of dealing with timing issues. Douglas [2000] has several examples including a cardiac pacemaker. Axelsson [2002] used UML tools to model an automobile engine throttle system, and Neill and Holt [2002] created UML extensions to handle timing issues. Also old-fashioned transfer functions should be used in conjunction with UML tools when they help communicate the designs; see, for example, Gomaa [2000: Figure 20 .1].
CONCLUSIONS
The Unified Modeling Language and the new software development processes can be used for hardware and algorithm design. This paper primarily illustrated the Unified Systems Engineering Process that was derived from these new software development processes. In passing, it showed rudimentary use of some of the UML tools. Finally, it presented some ideas that might help hardware and algorithm designers to use the Unified Systems Engineering Process and some of the UML tools. The UML tools are excellent communications tools. They are improvements of ancient systems engineering tools but they were designed to function together.
APPENDIX: UML NAMES AND RELATIONSHIPS
The following comments are generalizations drawn from a large number of sources. No source stated things exactly this way. Someone somewhere would probably disagree with each statement. But if these gross generalizations help, then use them.
Actions and activities are the outputs in statecharts. Actions are associated with transitions between states, and activities are associated with the states. They should be named with verbs or verb phrases. Typically, the first letter of the first word is lowercase, the first letters of subsequent words are uppercase, and there are no spaces between the words.
Actors are named with nouns or noun phrases. Their names should reflect the roles that are played and not the names of actual people. Names of actors are usually written with the first letter of each word capitalized and spaces between the words. Supporting (or secondary) actors are not a part of the system being designed, and thus cannot be designed or easily altered. They often represent external systems or commercial off-the-shelf (CotS) components.
Attributes help specify the state of a class. They should be named with nouns or noun phrases. They are usually written with the first letter of the first word in lowercase, the first letters of subsequent words uppercase, and no spaces between the words.
An event is an occurrence that has a location in time and space. In statecharts, events are the inputs that cause transitions between states. Events should be named with verbs or verb phrases. Typically, the first letter of the first word is lowercase, the first letters of subsequent words are uppercase, and there are no spaces between the words.
A Function converts an input into an output at a specified boundary. The function signature identifies the inputs and outputs. Functions (also called responsibilities and operations) should be named with verbs, verb phrases, or clauses. Typically, the first letter of the first word is lowercase, the first letters of subsequent words are uppercase, and there are no spaces between the words.
Inputs and outputs can be identified using an object (or context) diagram [Gomaa, 2000] . Arrows pointing into an active object represent inputs (events) that trigger state transitions. Arrows going out of an object show the functions (activities and actions) that are the outputs on the statechart. do something that it knows how to do. The system inputs and outputs are often specified here. Messages should be named with verbs or verb phrases. Typically, the first letter of the first word is lowercase, the first letters of subsequent words are uppercase, and there are no spaces between the words.
Objects and classes are named with nouns or noun phrases. They are usually written with the first letter of each word capitalized and no spaces between the words. Object names are usually underlined.
The precondition, the trigger, and the first step of the main success scenario are interrelated and are often confused and interchanged. If you already have a statechart, then use it to help rewrite the use case. The precondition (and the postcondition) should contain, among other things, the state of the system and values for pertinent attributes. The trigger should contain the event that causes a transition from the precondition state. The first step of the main success scenario may contain actions and activities.
States should be named with historical statements or temporal phrases describing past or present activities. A state name should reflect an interval of time when something is happening. A state name can be a gerund, a noun phrase, a clause, or even a sentence. State names should not sound like combinations of input conditions. State names are usually written in sentence case with the first letter of each major word capitalized and spaces between the words.
The type of an attribute is initial letter uppercase, such as Boolean or Integer. Types are adjectives.
Use cases should be named with verbnoun phrases. They should relate to the problem domain and not to any particular solution. The verb should be in the imperative mood. Use case names are usually written with the first letter of each word capitalized and spaces between the words. Bahills use cases template is available at http://www.sie.arizona.edu/sysengr/slides/templates.doc.
Some UML things on one diagram seem to be the same or similar to other UML things on other diagrams. Actions and activities are different, but each is synonymous with functions, operations, responsibilities, and outputs. Oliver, Kelliher, and Keegan [1997: 44] also treat function, method, operation, and activity synonymously. Some messages on collaboration or sequence diagrams can become activities or actions on a statechart, while other messages can become events, which are synonymous with inputs. Actors and roles are related.
