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Naslov: Razvoj orodja za vizualno upodabljanje glasbe
Avtor: Anže Gregorič
Namen diplomske naloge je, da se ustvari sodobneǰsa različica uporabnǐskega
grafičnega vmesnika za upodobitev glasbe. V sklopu diplomske naloge je bil
torej razvit program, ki omogoča risanje vzporedno z izbrano zvočno dato-
teko. Nekaj prednosti nove verzije programa so: poljubno premikanje po
zapisu zvočne datoteke z enim klikom, možnost brisanja iz zgodovine risanja
in kraǰsa pot mǐske za izbor barve, velikosti in načina risanja. Diplomska na-
loga opisuje načrtovanje oblikovanja in implementacijo vmesnika, ter zaključi
z možnimi nadgradnjami uporabljenih elementov in metod.
Aplikacija je bila razvita v Javi 8.0 s pomočjo zbirke orodij za abstraktna
okna Java Swing. Logika programa v večini sledi metodologiji ogrodja model-
pogled-krmilnik, kjer programsko logiko delimo na tri medsebojno povezane
elemente. Običajno delovanje aplikacije se prične z uvozom zvočne datoteke
v formatu WAV, nadaljuje z risanjem uporabnika ob zvoku in zaključi z
izvozom videa v formatu MP4.
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The graphical user interface for music visualization already exists and the
goal of diploma thesis was to create an upgraded version. As part of the
thesis, a program was developed that allows drawing in parallel with the
selected audio file. Here are some of the benefits of a new version of the
program: one-click scrolling of audio files, the ability to delete drawing his-
tory and shorter mouse path to select colour, size and drawing tool. The
diploma thesis describes planning of the design and the implementation of
the interface. It concludes with possible upgrades of useful elements in the
method.
The application was developed in Java 8.0 with a Java Swing, that is used
to create window-based applications. The logic of the program mostly follows
the methodology of the MVC (Model-View-Controller) framework, where the
program logic is divided into three elements. Typical flow of application is by
first importing sound file in WAV format. User draws visual interpretation
of the sound by given tools and when finished exports the video in MP4
format.





Kot otrok sem hodil v osnovno glasbeno šolo. S svojo učiteljico flavte Andrejo
Humar sva pogosto govorila, kaj čutiva in vidiva ob glasbi. Tekom študija se
nisem veliko srečal s programskim risanjem in predvajanjem zvoka. Izbrana
tematika upodobitev glasbe je bila kot nalašč, da se vržem v manj znane
vode in razširim znanje na teh dveh področjih.
Glasba je ena najbolj gledanih kategorij videov na YouTubeu. Milijone
ljudi po vsem svetu uporabljajo to platformo za iskanje ali odkrivanje glasbe,
ki jim je všeč. Izdelava glasbenih videov, ki resnično izstopajo v morju po-
dobne vsebine, še zdaleč ni enostavna. Če nismo profesionalni filmski ustvar-
jalci in bi radi upodabljali glasbo, lahko uporabimo glasbeni vizualizator.
Pred več kot dvajsetimi leti se je v podobni situaciji znašel gospod Božidar
Svetek. Želel je ustvariti lastno upodobitev glasbe preko risanja v programu.
Leta 1997 je gospod Svetek pridobil pomoč programerja Roberta Turnǐska
pod mentorstvom doc. dr. Nikolaja Zimica in tako sta skupaj ustvarila pro-
gram za upodabljanje glasbe z risanjem [26]. Program deluje še danes na
starem računalniku podjetja SGI na operacijskem sistemu IRIXu. S takra-
tno rešitvijo je bilo za snemanje videa potrebno uporabiti zunanji program.
Posnetek je bilo nato potrebno zapeči skupaj s predvajano glasbo na CD
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v CD-pogonu. Gospod Svetek je moral biti pri risanju zelo previden, saj
program ni ponujal možnosti popravkov ali premikanja po posnetku. Prav
tako je bil omejen le na devet kanalov (vsak kanal predstavlja eno iteracijo
risanja), ki so se na koncu hkrati izrisali kot video. Ločljivost videa je bila
640x480 (v razmerju 4:3), kar ni primerljivo s kvaliteto današnjih vizualizacij.
Matija Jeras je leta 2016 pod mentorstvom izr. prof. dr. Matije Marolta
izdelal diplomsko delo Interaktiven spletni sistem za vizualizacijo glasbe [12].
Njegovo delo poskuša rešiti problem hkratnega risanja več uporabnikov. Žal
izvorna koda Roberta Turnǐska ni na voljo na starem sistemu, implementacija
Matije Jerasa pa pristopa bolj k hkratnemu risanju preko spleta s strani več
uporabnikov.
1.2 Načini upodabljanja glasbe
Večina glasbenih vizualizatorjev na spletu omogoča, da se izbere predlogo
zvočnega spektra, slog vizualizacije ali celo doda logotipe in povezave na
račune v družbenih medijih. Tehnike vizualizacije segajo od preprostih (npr.
simulacija zaslona osciloskopa) do izbranih, ki pogosto vključujejo številne
sestavljene učinke. Spremembe glasnosti in frekvenčnega spektra glasbe spa-
dajo med lastnosti, ki se uporabljajo kot vhod za vizualizacijo. Učinkovita
glasbena vizualizacija dosega visoko stopnjo vizualne korelacije med spek-
tralnimi značilnostmi glasbene skladbe, kot sta frekvenca in amplituda, ter
predmeti ali sestavnimi deli vizualne slike, ki se upodabljajo in prikazujejo.
Bolǰsi primer glasbenih vizualizatorjev bi bil VSXu, ki je prosto dostopen na
[1] in posnetek [2] je eden od primerov, ki jih uporabnik lahko ustvari.
Če uporabnika ne zanima nadzor nad ustvarjanjem vizualizacije, lahko
izbere predvajalnik glasbe, ki le-to avtomatsko kreira. Na sliki 1.1 je primer
predvajalnika glasbe VSXu, ki je le eden izmed mnogih predvajalnikov glasbe
(MilkDrop 2, Resolume, Kauna, plane9, Rainmeter, Night Sky, Avee Player,
Tessalator, ...).
Več o glasbenih vizualizatorjih [7] in tehnikah upodabljanja zvoka [8] je na
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Slika 1.1: Primer vizualizacije v predvajalniku glasbe VSXu.
voljo preko podanih virov. Vizualizacije g. Svetka so dostopne na njegovem
YouTube kanalu PodobaGlasba [5] in knjiga Ustvarjanje svetlobe : optična
podoba glasbe [22]), je zbirka hipotez, idej in ugotovitev, ki jih je pridobil
pri upodabljanju glasbe. V eni izmed potrjenih hipotez omenja ponovljivo
strukturo tonske transkripcije (brez barve in oblike), kar je potrdil s svojimi
deli, ki jih je ponovno ustvaril čez eno leto.
1.3 Cilj diplomske naloge
V tem diplomskem delu želimo omogočiti uporabnikom, da si izberejo glasbo
in ob njej izrǐsejo svojo lastno interpretacijo zvoka v nekem trenutku. Torej
podobno kot omenjeni vizualizatorji, s to razliko, da omogočimo uporabni-
kom izražanje preko ilustratorja aplikacije.
Cilj tega diplomskega dela je grafični uporabnǐski vmesnik, ki bo omogočal
večino funkcionalnosti programa, napisanega leta 1997, z nekaterimi novimi
dodatki.
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Dodane oziroma bolǰse funkcionalnosti programa so:
• večja risalna površina,
• bolǰsa resolucija videov,
• premikanje po glasbi,
• vizualni prikaz glasbe,
• možnost izbrisa že narisanega,
• neomejeno število kanalov.
Dobro je poudariti, da pri tej diplomski nalogi ne gre za avtomatizacijo
upodabljanje glasbe. Gre za orodje, kjer bo vsaka vizualizacija ob zvočni





Gospod Svetek Božidar je predstavil, kako poteka delo v programu Roberta
Turnǐska. Na sliki 2.1 lahko vidimo večino opreme, ki jo g. Svetek uporablja
za upodabljanje glasbe.
Slika 2.1: Predstavitev opreme za ustvarjanje vizualizacije glasbe.
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Običajen postopek dela je, da najprej izbere glasbo preko YouTubea ali
CD-ja in si pripravi zvočno datoteko, ki jo kasneje naloži v program. Preden
prične z delom v programu, si izbere paleto barv (ali ustvari novo v ilustra-
torju) in le-to prav tako naloži v program. Barvna paleta je vidna na desni
strani uporabnǐskega vmesnika. Z izbrano zvočno datoteko in paleto barv
Slika 2.2: Uporabnǐski vmesnik Roberta Turnǐska. Zgoraj levo so gumbi za
predvajanje glasbe, zgoraj desno pa so gumbi za odpiranje datotek. Levo
spodaj lahko vidimo sedem orodij za risanje.
lahko prične z upodabljanjem glasbe. Računalnik Silicon je možno priključiti
na ekran televizorja za bolǰsi pregled med delom ali kasneje, saj tako lažje
spremlja, kako je ustvarjeno delo videti. Da dobi zgolj sliko risalne površine
na televizor, uporablja še en zunanji program. Pomanjkljivost takega zaje-
manja slike je, da se včasih lahko opazi poteze mǐske, kar se vidi v nekaterih
njegovih delih. Do vidnih potez mǐske pride le v primeru spreminjanja orodij
in barv.
Program onemogoči risanje, če se zvok ne predvaja. Za hitre prehode med
predvajanjem in pavzo lahko uporabi desni klik mǐske. Popravkov in premi-
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kanja po zvočni datoteki nima na voljo, temveč le pavzo in igraj. Da lahko
vizualizira več inštrumentov ali različnih zvokov, so uvedli način presnema-
vanja preko kanalov. Na voljo ima devet kanalov (vsak kanal predstavlja
eno iteracijo risanja). V njegovem načinu dela torej en kanal predstavlja en
inštrument, na katerega se osredotoča med predvajanjem zvoka. Zadnji, de-
veti kanal uporabi za dodajanje naslova, ki ga pripravi kot sliko ali video.
Uvod navadno traja približno pet sekund.
Na voljo je sedem orodij za risanje. G. Svetek od vseh možnih največ
uporablja:
• razpršeno črto (za brenkala in godala),
• poln krog (za tolkala ali prehode med A in B deli glasb),
• razpršilo in
• razpršilo, ki pojenja v točko.
Program shranjuje datoteke, ki predstavljajo risanje na en kanal. V datoteko
se shranijo izbrano orodje, barva, številka kanala, izbrana velikost risanja,
koordinata klika in lokacija v zvočni datoteki, kjer se je risanje ustvarilo.
Datoteka je nujna za prenos dela med kanali in na koncu za shranjevanje vi-
dea. Shranjenega videa ni možno uvoziti nazaj v program, zato je v primeru,
kjer bi uporabnik želel spremeniti zaključeno delo, potrebno začeti znova.
2.2 Uporabnǐski vmesnik
Načrtovanje izgleda uporabnǐskih vmesnikov se običajno začne z določanjem,
katere elemente želimo imeti in kje bodo postavljeni, ter s kratkim opisom
funkcionalnosti za vsakega od njih. Velik del načrtovanja je naredil že g.
Svetek Božidar v preǰsnjih dveh različicah programa, od koder sta oba pro-
gramerja Robert in Matija implementirala svojo verzijo. Slika 2.3 prikazuje
enega izmed začetnih predlog izgleda in okno vmesnika po implementaciji.
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Slika 2.3: Od načrtovanega okna do končnega izgleda uporabnǐskega okna.
Dva stolpca na levi sliki sta združena v enega na desni sliki, medtem ko je
tretji stolpec za izbor barve izpuščen in je logika selekcije barve po večini
spremenjena.
Podanih je bilo več vzorcev in na voljo je bila ravno tako implementacija
Matije Jerasa.
Na sliki 2.4 je prikaz komponent za izbor barve, velikosti in orodij za
risanje, ki se jih bo opisalo v nadaljevanju.
2.3 Izbor velikosti in načina risanja
Uporabnik ima na voljo štirinajst različnih velikosti za risanje. Velikost se
izračuna na podlagi vǐsine risalne površine, kjer je najmanǰsa velikost en
piksel in največja dvakratna velikost vǐsine. Največja velikost se navadno
uporablja za preris celotne risalne površine, bodisi za ritem v glasbi ali samo
spremembo barve ozadja. Preostanek gumbov se uporablja za izbiro čopiča
oziroma načina risanja. Dogovorili smo se za gosto črtkano črto, manj go-
sto črtkano črto, poln krog in razpršilo. Gumb na levi, skrajno spodaj, se
trenutno uporablja za testiranje novih ali spremenjenih načinov risanja.
Prikaz trenutno izbrane velikosti risanja je viden levo zgoraj na sliki ??
s številko sto. Za natančno spreminjanje velikosti ima uporabnik možnost
obračanja kolesca na mǐski, pri čemer en premik kolesca spremeni velikost
risanja za tri piksle. Če uporabnik drži levi klik mǐske in hkrati vrti kolesce,
se bo velikost sočasno spreminjala.
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Slika 2.4: Okno uporabnǐskega vmesnika. Zgoraj je prikaz amplitude zvočne
datoteke, levo izbor velikosti in orodij za risanje, ter desno izbor barve in
kanalov.
2.4 Izbor barve
Za izbor barve smo izbrali barvni krog, viden desno na sliki 2.4 in barvno
kolo, ki se ustvari na podlagi klika na barvnem krogu. Uporabnik ima tako
dva načina izbora barve. Izbrana barva se prebere po izpustu klika mǐske
glede na trenutno lokacijo le-te. Če držimo klik in se premaknemo na nekaj
že narisanega, dobimo barvo z risalne površine. To delovanje se je najprej
pojavilo kot hrošč, ki se ga je pustilo pri miru, ker simulira delovanje kapalke.
Kapalka v risalnih aplikacijah odčita RGB (rdeča, zelena, modra) vrednost
piksla na trenutni lokaciji mǐske. V preǰsnji različici programa se je pojavljal
problem pri izbiranju različnih odtenkov barve. V ta namen se pod krogom
nahaja barvno kolo, ki z vsakim klikom ustvari čedalje svetleǰse ali temneǰse
odtenke trenutno izbrane barve.
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2.5 Kanali
Uporabnik ima možnost kreiranja več kanalov. Namen kanalov je, da se upo-
rabnik lahko osredotoči na samo en inštrument oziroma zvok v izbrani zvočni
datoteki in izrisuje le tega. Ko se ustvari ali odstrani kanal, se predvajanje
glasbe ustavi. Z odstranitvijo kanala se izbrǐse vse uporabnikove akcije na
izbranem kanalu, ki jih je izrisal na risalni površini. Delni izbris zgodovine
iz kanala je možen s klikom na sliko amplitude. To možnost se omogoči
preko klika na radio gumb, ki ga na sliki 2.4 vidimo nad barvnim krogom
(brisanje). Brez označenega gumba se delnega brisanja ne izvaja. Vsi kanali
skupaj predstavljajo zgodovino uporabnikovega risanja. Zgodovino je možno
shraniti v tekstovno datoteko z gumbom shrani.
2.6 Izbolǰsave izgleda
Z g. Svetkom sva veliko časa posvetila najbolj primerni postavitvi in izgledu
elementov v grafičnem vmesniku. Želel je obdržati funkcionalnosti originalne
rešitve, hkrati pa čim bolj poenostaviti uporabo. V ta namen se je obdržalo
le tista orodja, ki jih je g. Svetek tekom let največ uporabljal.
Za izbor velikosti risalnega orodja se lahko uporabi tako številsko in bese-
dilno predstavitev kot tudi sliko. Za večino risalnih orodij se je izbralo sliko,
za nadzor nad kanali in nad glasbo pa besedilo. Velikost okna aplikacije se
ne spreminja, kar je potencialni problem pri manǰsih ekranih, če uporabnik
e vidi celotnega okna programa. Za bolj intuitiven občutek bi se namesto te-
ksta lahko uporabilo primerne ikone. Na primer odpri besedilo lahko zamenja
ikona za repozitorij in shrani lahko zamenjamo z ikono diskete.
Dobra nadgradnja bi bila ravno tako statusna vrstica, v kateri se izpǐsejo
dejanja uporabnika. Več o narejenih in možnih nadgradnjah izgleda in funk-
cionalnosti je predstavljeno v naslednjem poglavju.
Poglavje 3
Implementacija
Diagram pomembneǰsih javanskih razredov v programu je viden na sliki 3.1.
Glavni razred, ki se vede kot krmilnik krmilnikov, je MusicVisualization. Kr-
Slika 3.1: Diagram razredov in interakcij med njimi.
milnik za glasbo uvozi zvočno datoteko ob pritisku na gumb Odpri. Hkrati
glavni krmilnik posreduje podatke o zvočni datoteki razredu WavePngGene-
rator, ki vrne sliko amplitude kot instanco razreda BufferedImage in shrani
trenutno verzijo še na disk. Na predpomnjeno sliko se narǐse še kurzor (ru-
mene barve in širok tri piksle), ki označuje, kje v predvajani zvočni datoteki
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se trenutno program nahaja.
3.1 Opis tehnologij
Grafični uporabnǐski vmesnik je bil razvit programskem jeziku Java 8.0 v ra-
zvojnem programu NetBeans IDE 8.1 na Windows 10 operacijskem sistemu.
Za varnostno kopiranje datotek in verzije programa je bila uporabljena plat-
forma za razvoj programske opreme GitHub. Za gradnjo izgleda aplikacije
smo uporabili Java Swing in AWT. Za avtomatsko izgradnjo aplikacije z
vsemi knjižnicami smo uporabili Maven, le-to je ravno tako odgovorno za
ustvarjanje zagonske datoteke .jar. Risalno orodje paint.net je bilo upora-
bljeno za kreiranje barvnega kroga in manǰsih ikon za gumbe. To orodje je
hkrati služilo kot zgled za postavitev in izgled elementov v grafičnem upo-
rabnǐskem vmesniku.
3.1.1 JFC, Java AWT in Java Swing
JFC je zbirka komponent grafičnih uporabnǐskih vmesnikov, ki olaǰsajo ra-
zvoj namiznih aplikacij. Za implementacijo grafičnega uporabnǐskega vme-
snika je bil uporabljen Java Swing, ki je razširitev AWT. AWT je zbirka
orodij za abstraktno okno. Gre za API, ki omogoča razvijanje aplikacij z
okni oziroma grafičnih uporabnǐskih vmesnikov. Odvisen je od platforme,
na kateri se izvaja, kar pomeni, da so okna prilagojena izgledu operacijskega
sistema. Iz tega razloga rečemo, da so AWT komponente težke. Kompo-
nente zasedejo več prostora in se izvajajo počasneje. AWT ne sledi MVC-ju
(ang. ”Model View Controller”), kjer model predstavlja podatke, pogled pre-
zentacijo oziroma kar uporabnik vidi, kontroler pa predstavlja vmesnik med
obema. Swing, sledi modelu MVC in ima komponente lahke, brez odvisnosti
platforme in operacijskega sistema.
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3.1.2 GitHub
GitHub nudi gostovanje za nadzor različic za razvoj programske opreme z
uporabo Gita. Ponuja nadzor nad različnimi verzijami (vejami) in upra-
vljanje izvorne kode (SCM) ter lastne funkcije. Omogoča nadzor dostopa
in več funkcij sodelovanja, kot so sledenje hroščev, zahteve po funkcijah in
upravljanje opravil.
V okviru diplomske naloge se je razvoj izvajal na dveh različnih računalnikih,
en domači in drugi službeni. Pred vsakim začetkom dela je bilo potrebno
naložiti zadnjo verzijo kode in kodo potrditi nazaj po zaključku dela. Ravno
tako GitHub nudi ustvarjanje projektov in dodeljevanje nalog. Preko dodelje-
vanja nalog, ki izgledajo kot kartice s kraǰsim opisom, je bil razvoj aplikacije
bolje nadziran.
3.2 Orodja za risanje
Orodja za risanje so implementirana v razredu DrawArea znotraj metode
paint. Elementi so instance razreda JButton in jih v tej diplomski nalogi
kličemo gumbi. Poravnani so vertikalno na JPanelu pBrushes. Gumbi so
kvadratne oblike z eno stranico dolžine 80 pikslov. Za vsak gumb pose-
bej se je v risalnem orodju paint.net pripravila manǰsa PNG slika, ki se nato
naloži v ikono gumba. Program si zapomni zadnje izbrano orodje v spremen-
ljivki za risanje selectedBrush in le-to upošteva pri izrisu. Spremenljivka je
celoštevilske vrednosti. Da se izrǐse že samo ena točka metoda paint pričakuje
naslednje atribute:
• JPanel l - instanca panela, na katerega uporabnik rǐse,
• int x - celoštevilska x koordinata klika,
• int y - celoštevilska y koordinata klika in
• boolean repaint - parameter, ki pove ali naj metoda uporabi poseben
preris iz zgodovine ali ne.
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Znotraj metode paint se uporabi še lastne spremenljivke razreda DrawArea.
Najbolj pomembne spremenljivke so:
• int brushSize - izbrana velikost risanja,
• int selectedBrush - izbrano orodje za risanje,
• Color selectedColor - izbrana barva in
• double angle - izračunan kot glede na naklon pravokotnice daljice med
staro in novo točko risanja.
Metoda na koncu vrne instanco razreda Graphics, ki omogoča risanje na
grafične elemente z metodo paintComponents. Za risalno površino je bila
izbrana instanca razreda JPanel z imenom pDrawingBoard.
3.2.1 Razpršena črta
Slika 3.2: Levo je prikaz koordinatnega sistema v Javi. Vrednosti koordinat
ordinatne osi y naraščajo, kadar se premikamo navzdol. V primeru premika
na abscisni osi x je enako, kot smo vajeni iz matematike. Desno je primer
risanja, če uporabnik drži mǐsko in narǐse krivuljo.
Rezultat risanja s prvim orodjem na izbiro je viden na sliki 3.2. V trenutni
implementaciji sta na izbiro dva enaka gumba, ki imata različen algoritem
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za risanje točk. Na sliki 3.2 se naklon spreminja v korelaciji s spremenljivko
angle.
Prvi algoritem najprej izračuna nov kot črte, ki bo narisana na podlagi
preǰsnjih in novih koordinat x in y. Algoritem ugotovi, v katerem kvadrantu
krožnice je kot in ali je večja razdalja risanja v smeri ordinatne ali abscisne osi.
Večjo razdaljo ǐsče, da je na voljo več različnih točk za risanje. V primeru, da
bo narisana črta vertikalna (navpična), se bo naključno risanje točk izvajalo v
smeri ordinatne osi. Za y koordinato preko formule za daljice nato izračuna
še x koordinato. Število izrisanih točk je enako polovici izbrane velikosti
risanja. Porazdelitev točk, izračunanih s prvim algoritmom, ni normalna
(Gaussova) porazdelitev.
Slika 3.3: Prvi algoritem za risanje razpršene črte.
Drugi algoritem za risanje razpršene črte poizkuša izrisati točke tako,
da proti skrajni legi črte točke pojenjajo. Z drugimi besedami, s pomočjo
naključne vrednosti glede na Gaussovo porazdelitev, ki je rezultat funkcije
nextGaussian, pridobi verjetnost, ali bo nova točka narisana. Bolj kot je
nova naključna točka na daljici oddaljena od koordinat klika, manǰsa je ver-
jetnost, da se jo bo narisalo. Funkcija nextGaussian vrne decimalno vrednost
povprečno vrednostjo 0.0 in standardnim odklonom 1.0.
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Slika 3.4: Drugi algoritem za risanje razpršene črte. Funkcija shouldIDraw
za vsako točko upošteva oddaljenost od sredine, ki se jo 95% normalizira na
interval od [0, 1], pri čemer 5% pade izven tega intervala.
3.2.2 Poln krog
Poln krog je krožnica, ki ima zapolnjeno notranjost. Krožnica se izrǐse s
sredǐsčem, kjer se je zgodil klik s funkcijo fillRoundRect. To orodje je eno
bolj preprostih za implementacijo, a vseeno nepogrešljivo.
Slika 3.5: Poln krog. Uporablja se za ritem in preris celotne risalne površine.
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3.2.3 Razpršilo
Podobno kot pri razpršeni črti, je tudi razpršilo implementirano na dva
načina. Levo na sliki 3.6 je izris določenega števila točk, ki imajo naključno
lokacijo glede na izbrano velikost risanja. Cilj je bila simulacija dejanskega
razpršila, kjer skoraj nikoli ne dobimo vseh točk znotraj krožnice. Število
izrisanih točk se določa po naslednji formuli:
int dotsToDrawAtATime = 4 * currBrushSize;
Koordinate točk se računajo s pomočjo funkcije nextGaussian. Oddaljenost
od sredǐsča navidezne krožnice je petina trenutne izbrane velikosti risanja
zmnoženo z verjetnostjo. Kot je bilo že omenjeno v poglavju 3.2.1, nextGa-
ussian ne vrača vrednosti samo z intervala [-1, 1]. Ker uporabljamo petino
izbrane velikosti risanja, se bo normalno znašel izven krožnice zelo majhen
% točk, a bo na tak način prikazano bolj realno razpršilo.
Slika 3.6: Dve različni implementaciji razpršila.
V primeru, kjer imamo izbrano velikost risanja enako sto pikslov, bomo
narisali štiristo točk s približno največjo oddaljenostjo petdeset pikslov od
sredǐsča. Za razširitev orodja bi lahko dodali drsnik, ki bi določal število
narisanih točk oziroma gostoto. Predviden prostor za drsnik je desno spodaj
od risalne površine.
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Slika 3.7: Algoritma za implementaciji razpršila. Če gledamo sliko 3.6, je
leva slika rezultat levega algoritma in desna desnega.
3.3 Barvni krog in kolo
Na začetku načrtovanja aplikacije je bilo veliko govora o izbiri barve. V
prvi implementaciji je bila izbira barve zanimivo nastavljena. Uporabnik
aplikacije je imel možnost kreiranja lastnih barvnih palet. Da smo zaobjeli
celoten spekter barv, vključno s sivo, belo in črno, smo izbrali barvni krog
viden na sliki 3.8. Uporabnik aplikacije lahko klikne kjerkoli na krog ali
izven v sivih kotih slike in barva se zajame, ko se klik konča. Ker program
čaka prekinitev klika, je možno izbrati barvo tudi izven okna za izbor barve.
Če uporabnik klikne kjerkoli znotraj okna za izbor barve in se premakne na
risalno površino, bo tako izbral barvo, ki je bila uporabljena na točki, kjer je
tipka mǐske izpuščena.
Pod barvnim krogom se nahaja barvno kolo. Le-to se ustvari vsakič znova
glede na trenutno izbrano barvo z dvema funkcijama brighter in darker, ki
se ju kliče vse dokler klic metode ne vrne več različne barve. Na tak način
dobimo dva seznama barv, ki se jih združi in narǐse v barvno kolo. Delovanje
omenjenih funkcij ni vedno konsistentno s tem, kar bi pričakovali. Število na-
risanih pravokotnikov variira od 14 do 27, pri čemer se manǰse število pojavi
pri bolj temnih ali svetlih barvah in večje število pri barvah srednje svetlosti.
Oba elementa barvni krog in barvno kolo sta instanci JLabel. Za barvni krog
se v ikono elementa naloži vnaprej pripravljena slika. Ob zagonu aplikacije
je barvno kolo v celoti črno. Ob izbrani barvi se za barvno kolo vsakič po-
sebej zgradi in izrǐse seznam barv, ki jih pridobimo s pomočjo brigther in
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Slika 3.8: Barvni krog zgoraj in barvno kolo spodaj.
darker funkcij. Hkrati je barvno kolo indikator, katera barva je bila izbrana,
čeprav ne vidimo točno katera. Zahteve za bolj natančno indikacijo trenutno
izbrane barve ni bilo. Elementa barvni krog in kolo sta vertikalno poravnana
v instanci JPanel z imenom pColorSelect. S pomočjo opisanih barvnih ele-
mentov uporabnik lahko izbere skoraj katerokoli barvo in ni bilo potrebe po
kreiranju orodja za lastno kreacijo barvne palete. Če bi se za le-to odločili,
bi bil dovolj že izris nove slike, ki bi se jo naložilo kot novo ikono.
3.4 Orodja za glasbo
Gumbi za upravljanje z zvočno datoteko so horizontalno poravnani in so vi-
dni zgoraj, na sliki 2.4. Za trenutne potrebe uporabnika so zadosti Igraj,
Pavza, Stop in Odpri, vidni na sliki 3.9. Kontejner elementov je poravnan po
celotni dolžini risalne površine. Za prikaz preostanka časa zvočne datoteke v
sekundah se uporablja digitalni prikaz. Risanje je mogoče šele po naložitvi
zvočne datoteke, vendar je možno risanje ob pavzi. Slednjo opcijo se izključi
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Slika 3.9: Gumbi za odpiranje, igranje in ustavljanje glasbe in odštevalnik.
ob predaji programa g. Svetku. Za zdaj program podpira le .wav datoteke,
če želimo polno delovanje. Za večino akcij z glasbo je zadolžen razred Cli-
pPlayer, ki je t. i. ovojnica razreda Clip. Clip je posebna vrsta podatkov in
jih je možno predvajati v zanki. Omogoča sprehajanje na katerokoli pozicijo
v glasbenem zapisu. Razred večinoma komunicira z mikrosekundami, kar
se v določenih delih programa konvertira v milisekunde. Mikrosekunde se
izkoristi za identifikatorje v podatkovni strukturi TreeMap pri shranjevanju
v zgodovine uporabnǐskih akcij. TreeMap je javanska različica podatkovne
strukture slovarja, s to razliko, da ima ključe urejene po velikosti. Bolj na-
tančno, kako je zgodovina sinhronizirana z uporabnikovim risanjem in glasbo,
je opisano v naslednjem poglavju.
3.5 Kanali
Namen kanalov je urejeno shranjevanje uporabnikovega ustvarjanja in hkrati
podpora uporabniku, da se lahko osredotoči le na en tip zvoka. Kanali so zgo-
dovina uporabnikovega risanja, urejena v relaciji s časom predvajane zvočne
datoteke. Za shranjevanje se uporablja TreeMap<Long, ArrayList>. Za
ključ se uporablja cela števila (v pomnilniku zasede 64 bitov [6]) in Array-
List, ki je seznam uporabnikovih akcij risanja (UserAction). Gre za slovar,
ki ima ključe urejene naravno. Z naravno urejenostjo je mǐsljeno, da so ključi
vedno primerljivi in unikatni. Dobra lastnost izbrane podatkovne strukture
je hiter dostop do ključev (O(log2n), kjer je n število ključev). To velja za
operacije: iskanje, pridobivanje, vstavljanje in odstranjevanje ključev [4]. Pri
dodajanju (in odstranjevanju) v drevo se vozlǐsča uravnotežijo, kar pomeni,
da je najvǐsje vozlǐsče (en par ključa in vrednosti) najbolj sredinska vrednost
ključa.
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Slika 3.10: Predstavitev izbrane podatkovne strukture za kanale.
Število kanalov ni omejeno. Uporabnik ima možnost premikanja po času
svojih dejanj na izbranem kanalu s klikom na prikaz amplitude. Amplituda
prikazuje avdio zapis od začetka do konca od leve proti desni. Kurzor, ki
določa, kje se nahajamo v avdio zapisu, je določen rumene barve in je širok tri
piksle. Vsakih sto milisekund se osveži odštevanje sekund in slika amplitude,
preko katere se izrǐse kurzor. Možno je brisanje zgodovine iz izbranega kanala.
Da se brisanje omogoči, je potrebno klikniti na gumb brisanje. S klikom na
prikaz amplitude se premaknemo v zvočnem zapisu in s tem preverjamo, ali je
potrebno kaj izbrisati iz trenutnega kanala. Seznam izbrisanih uporabnikovih
dejanj se zapǐse na izhodu konzole. Brisanja trenutno program ni sposoben
razveljaviti in ga mora uporabnik izvajati previdno. Kontrolni gumbi za
kanale se nahajajo desno spodaj v uporabnǐskem vmesniku, vidno na sliki
3.11. Kadar uporabnik doda ali odstrani kanal, se predvajanje zvoka ustavi.
S tem želimo omogočiti večji nadzor nad predvajanjem zvoka. Da ni potrebno
vsakič znova klikati igraj gumba, je bila dodana opcija desnega klika, ki
predvajanje ustavi ali ponovno prične. Ker Java ne loči med levim in desnim
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Slika 3.11: Izbor kanalov in dva gumba za kreiranje in brisanje kanalov.
klikom na nivoju dogodka in je levi klik dogodek risanja na risalni plošči,
je bilo potrebno v poslušalcu dogodka to posebej ločiti. Z vsakim dodanim
kanalom se prǐsteje števec indeksom in posebej ustvari zgodovino za kreirani
kanal. Čim uporabnik doda kanal, se le-ta tudi že izbere.
Shranjevanje zgodovine se izvaja v kontrolniku kanalov LayerController.
Zgodovina je shranjena na dveh mestih. Prvo mesto je generalna zgodovina
vseh kanalov, ki se uporablja za preris, kadar uporabnik spremeni trenutno
pozicijo v zvočnem zapisu. Drugo mesto je zgodovina kanala, ločena od vseh
ostalih, in je za preprosteǰse brisanje zgodovine kanalov. V primeru trkov,
oziroma kadar se dva uporabnikova dejanja risanja zgodita ob istem času
zvočnega zapisa, se doda v seznam. Trkov se v programu ne izogibamo,
vendar se izris zgodi iterativno po metodi prvi shranjen, prvi narisan.
3.6 Prikaz amplitude zvoka
Programi za obdelovanje glasbe različno rešujejo prikaz amplitude zvoka.
Naša implementacija sledi zgledu programa Audacity. Namen prikaza am-
plitude je, da uporabniku poda občutek, da se lahko sprehaja analogno skozi
zvočno datoteko. Na sliki 3.12 je primer prikaza amplitude.
Ena večjih pomanjkljivosti stare rešitve programa je bila, da je uporabnik
moral ustvarjati brez napak. Kadar se je zmotil, napake namreč ni bilo
možno popraviti. Iz tega razloga smo predstavili v sistem kanale in njihovo
zgodovino ter prikaz amplitude glasbe.
Amplituda glasbe se prikazuje s pomočjo .png slike, ki je rezultat razreda
WavePngGenerator. Algoritem za vhod vzame širino in vǐsino komponente
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Slika 3.12: Zgoraj je prikaz amplitude za zvočni zapis dalǰsi od ene ure in
spodaj prikaz za minuto dolg zapis. Pomanjkljivost za dalǰse datoteke je, da
uporabnik nima na voljo kraǰsih časovnih premikov.
JPanel, ki je zadolžena za prikaz amplitude zvoka in vhodni tok podatkov
prebrane zvočne datoteke.
Vhodni tok podatkov je instanca razreda AudioInputStream (dokumen-
tacija [19]). V dokumentaciji je omenjeno, da je dolžina izražena v vzorčnih
okvirih in ne bajtih, vendar se beleži zadnje prebrani bajt. Razred Clip pri-
dobi tok podatkov iz zunanje zvočne datoteke ali URL-ja. Z njim je možno
zapisati novo zvočno datoteko v različnem formatu. Program izračuna število
vzorcev, ki skupaj predstavljajo en zvočni okvir, ki se jih bo prikazovalo na
piksel:
vzorcev na piksel =
stevilo bajtov
velikost vzorca× panel sirina
Za vsak vzorčni okvir (na piksel) se najde maksimum in minimum vzorec
3.13. Razdalja med vzorcema se normalizira na interval [-1, 1] in množi z
vǐsino komponente, na katero bo amplituda narisana. Vse razdalje se shrani v
seznam, ki ga uporabimo za risanje na sliko. Sliko se ob vsakem uvozu zvočne
Slika 3.13: Prikaz zvočnega okvira, minimalnega in maksimalnega vzorca
znotraj okvira in razdalje med dvema vzorcema.
datoteke ustvari na novo. Za osveževanje risanja amplitude se uporablja Bu-
fferedImage. V primeru dinamičnega spreminjanja velikosti komponente za
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amplitudo, bi namesto vzorčnega okvirja na piksel vzeli fiksno število vzor-
cev (na primer 256 vzorcev). Pri vsaki spremembi velikosti okna bi uporabili
vnaprej pripravljen seznam in risali z novo širino in vǐsino kontejnerja.
3.7 Shranjevanje zgodovine in izvoz videa
Zgodovino kanalov je možno shraniti v tekstovno datoteko. Namen shranjene
tekstovne datoteke je, da uporabnik lahko nadaljuje oziroma nadgradi delo.
V datoteki so vsi podatki, ki jih program potrebuje za rekreiranje zgodovine
uporabnikovih dejanj. Če želimo uvoziti tudi stanje aplikacije, v kateri je
uporabnik shranil zgodovino, se shrani časovni žig. Torej zaznamek, kjer se
je uporabnik nahajal v predvajani zvočni datoteki.
Izvoz videa se omogoča na podlagi dane zvočne datoteke in uporabniko-
vega risanja. Za izvoz je pripravljen zapis uporabnikovih dejanj v generalni
zgodovini kanalov.
• int brush - izbrano orodje za risanje,
• Color color - izbrana barva za risanje,
• int size - izbrana velikost risanja,
• boolean doAngle - parameter, ki določa ali naj se računa kot risanja,
• double angle - kot risanja,
• double oldAngle - preǰsnji kot risanja,
• int layer - številka kanala,
• int x - koordinata x klika,
• int y - koordinata y klika,
• int lastX - preǰsnja koordinata x klika in
• int lastY - preǰsnja koordinata y klika.
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Našteti podatki so torej identični podatkom, ki se uporabijo pri draw funkciji,
kadar se izvaja ponovno risanje. Za hrambo enega uporabnikovega dejanja
(instance razreda UserAction) se uporabijo vsi našteti podatki. Tako pri-
pravljene podatke uporabnik lahko shrani v tekstovno datoteko, ki se bo
nahajala v posebej ustvarjenem repozitoriju logs. Znotraj le-tega se ustvari
repozitorij zvočne datoteke. Uporabnik ima možnost shranjevanja tovrstnih
Slika 3.14: Primer hrambe zgodovine v tekstovni datoteki. Prvi stolpec je
časovni žig, preostali pa so prej omenjeni parametri uporabnikovih dejanj v
enakem vrstnem redu, kot je našteto na začetku poglavja 3.7.
datotek s klikom na gumb shrani, ki se nahaja v uporabnǐskem vmesniku de-
sno spodaj. Z datotekami je možno naložiti staro zgodovino in uporabniku
ne bo potrebno imeti ves čas odprt program. V ta namen se bo vsake toliko
časa shranilo do sedaj narejeno delo in bomo tako omogočali restavriranje že
narejenega dela.
Za izvoz videa je bila uporabljena metoda lepljenja medpomnjenih slik
in zvočne datoteke. Program izvozi video v formatu MP4. Za enkodiranje
videa se uporabljata jcodec-0.2.5 in jcodec-javase-0.2.5 knjižnici [23]. Ravno
tako je možna metoda lepljenja zvočne datoteke in slik, ki so shranjene v
uporabnǐskem datotečnem sistemu. Izvoz videa je še v učno-testni fazi. Upo-
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rabnik aplikacije lahko testira funkcijo preko klika na test gumb, ki se nahaja
čisto desno spodaj v uporabnǐskem vmesniku.
Poglavje 4
Testiranje in evalvacija
Tekom načrtovanja in implementacije je bilo veliko sprememb v postavitvi
kontrolnih gumbov in kako le-ti delujejo. Testiranje uporabnǐskega vmesnika
je bilo večinoma izvajano le s strani programerja, kar se v praksi pogosto
izkaže za neučinkovito. Za bolj dovršeno testiranje sem prosil g. Svetka, ki
najbolje pozna predhodno delovanje programa. V ta namen sva namestila
na njegovem osebnem računalniku Javo, da je lahko zagnal datoteke tipa
JAR. Pri testiranju se je izkazalo, da je njegov računalnik manj zmogljiv
kot računalnik, na katerem se je program razvijal. To je bilo najbolj opazno
pri premikanju po zvočni datoteki in prerisovanju že narejenega dela. Do
danes je bil program testiran z zvočnimi datotekami v formatih MP3 in
WAV. Uporabljene so bile tri različne datoteke, s katerimi smo preverili prikaz
amplitude in predvajanje zvoka in so imele tako WAV kot MP3 različico.
Časovna dolžina datotek je bila od 47 sekund do ene ure.
4.1 Uporabnǐski vmesnik
Za evalvacijo je bila narejena primerjava s programom Roberta Turnǐska 2.2
s pomočjo slike 4.1.
Uspešno smo obnovili večino funkcionalnosti starega programa. Izbiranje
velikosti in orodij za risanje je skoraj identično, s to razliko, da smo povečali
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Slika 4.1: Primerjava stare (levo) in nove (desno) verzije uporabnǐskega vme-
snika.
velikost gumbov. Obdržali smo le orodja za risanje, ki se največ uporabljajo.
Dodatna funkcionalnost je še vrtenje kolesca na mǐski, s katerim uporabnik
lahko zmanǰsuje ali povečuje trenutno velikost risanja. Gumbi za nadzor
nad glasbo so povsem drugačni (namesto slike je besedilo), vendar delujejo
enako. Prikaz amplitude omogoča uporabniku bolǰsi pregled nad tem, kje v
zvočni datoteki se trenutno nahaja. V barvnem krogu je možno izbrati več
barv, za katere se lahko še dodatno zoži izbor preko barvnega kolesa. Nadzor
nad kanali je preprost. V stari različici je uporabnik potreboval izvažati delo
enega kanala, ki ga je nato nazaj naložil v program in nadaljeval naslednji
kanal. V novi različici uporabnik le klikne na gumb nov kanal. Uporabnik ni
več omejen le na devet kanalov in jih lahko ustvari poljubno mnogo. Brisanje
kanalov in zgodovine je enostavno in dopusti uporabniku napake ali testiranje
različnih vizualizacij.
4.2 Možne nadgradnje
Pri spremembah arhitekture, logike in dodajanju novih programskih funkcij
pogosto pride do tako imenovanega tehničnega dolga. Tehnični dolg (znan
tudi kot obligacijski ali kodni dolg) je koncept v razvoju programske opreme.
Le-ta odraža implicitne stroške dodatnih predelav, ki jih povzroči izbira eno-
stavne (omejene) rešitve namesto uporabe bolǰsega pristopa, ki bi trajal dlje.
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Uporabniku bi se lahko omogočilo izbor maske pri risanju ali izvozu videa.
Gre za posebne primere, kjer predvajanje videa ni predvideno na platno
pravokotne oblike, temveč okrogle ali celo elipsaste oblike. Božidar Svetek je
lepo opisal primer, ko je imel predstavitev za upodobitev glasbe na stropu
okrogle oblike, da je celoten občutek predstave dobil pridih planetarija. Pri
tej predstavitvi je imel le preǰsnjo verzijo programa in pametno pripravljene
leče, ki so projicirale okroglo sliko. Na sliki 2.3 je na levi prikazan primer
maske že med risanjem.
Zelo koristna nadgradnja za uporabnika bi bil pretvornik med formati
zvočnih in video datotek. Če bi uporabnik uvozil video, bi bilo možno uvoziti
tudi video kot dodaten kanal. Razširitev dolžine zvočne datoteke in lepljenje
uvodnega naslova dela ter oblikovno lepši dizajn grafičnih elementov je ravno
tako uporabna nadgradnja. Vsakič, ko je uporabnik prisiljen uporabiti kaj




V diplomski nalogi smo implementirali grafični uporabnǐski vmesnik za upo-
dabljanje glasbe. Namen naloge je bil ustvariti orodje, ki bo omogočalo
nadaljnje ustvarjanje glasbenih vizualizacij gospodu Božidarju Svetku. Pred-
stavljen je bil način dela gospoda Svetka v obstoječem programu za upoda-
bljanje glasbe. Njegovo delo v predhodniku našega programa je jasno določilo
smernice za implementacijo vmesnika, čeprav izvorne kode ni bilo na voljo.
Večina zastavljenih ciljev diplomskega dela je bilo doseženih. Uporabnik
ima na voljo večjo risalno površino, možnost premikanja po glasbi preko
prikaza amplitude in neomejeno število kanalov. Kanali omogočajo bolǰso
preglednost uporabnikovega dela. Izkoristi se jih lahko za ločevanje med
inštrumenti, vokali ali tip zvoka. Glavne funkcionalnosti obstoječega orodja
so bile obnovljene in njihova uporaba je poenostavljena. Z novim programom
bo g. Svetek lahko še naprej ustvarjal vizualizacije.
Ljudje smo povečini vizualna bitja in si želimo stvari predstavljati. Kako
bi nekdo narisal zvok flavte ali oboe, se najverjetneje razlikuje od vsakogar
posebej. Na koncertih simfoničnih orkestrov je pogosto opaziti ljudi, ki po-
slušajo miže in odtavajo v lastne domǐsljijske vizualizacije. G. Svetek bi rad
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filharmonija, 2014. [Dostopano: 26. 2. 2020].
[23] svitvitskiy. jcodec. Dosegljivo: https://github.com/jcodec/jcodec.
[Dostopano: 29. 2. 2020].
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