Abstract-Universities face many challenges when creating opportunities for student experiences of global software engineering. We provide a model for introducing global software engineering into the computing curriculum. Our model is based on a three year collaboration between Robert Gordon University, UK and the International Institute for IT Bangalore, India. We provide evidence based on student feedback from three cohorts of virtual team who never met face to face. We found potential employers were supportive of global software engineering in university curricula. We identify four key principles for global software engineering student projects: reconcile contrasting assessment demands between institutions, create a detailed joint timetable to reconcile teaching calendars, provide a project management framework to support phased delivery and carefully manage project scope.
I. INTRODUCTION
Worldwide increases in fluidity of information flows and international travel have become known as globalisation [1] . These trends, driven by enhanced network and communication technologies, have triggered changes in software procurement and software engineering processes [2] [3] . The trend towards globalised software production is pioneered by software intensive high-technology businesses [4] . In large enterprises, global software development (GSD) has become the norm involving outsourcing, off-shoring and distributed development models [5] . This paper addresses three related research questions: "how can universities provide opportunities for students to gain first-hand experience of geographically distributed software development projects?", "What are the perspectives of potential employers on student virtual team projects" and "how can virtual team project experiences be harnessed to improve employability skills in the commercial software sector?"
To address these question we have collected data from students from India and UK participating in international group projects. Three cohorts over a three year period have been successfully conducted with students working in virtual teams, who never met face to face. The three project cohorts evolved in sophistication and scale, reflecting an adoption process for global software engineering in higher education curricula. Further, we have asked business owners and executives to identify the key virtual team working skills they value in graduates.
The paper is structured as follows. First, a review of related literature in global software engineering education, agile software processes and student project pedagogy is presented. Next, the research methods used in the study are described. Findings from the three cycles of student project and employers are then presented followed by discussion, recommendations and conclusions.
II. GLOBAL SOFTWARE ENGINEERING
Empirical research shows that geographically distributed software development takes longer, and requires more people for work of equal size and complexity when compared with co-located team work [2] . Nevertheless, as has been said, globalisation makes distributed, offshore and outsourced software development a reality. The focus of global software engineering includes geographical distance, temporal distance and socio-cultural distance.
A. Agile Software Development
Agile Software Development is the term used to describe a collection of methods including: Dynamic Systems Development Methods (DSDM) [6] , Feature Driven Design [7] , Crystal [8] , Scrum [9] , Extreme Programming [10] and Lean Software Development [11] . Traditionally these approaches were advocated for smaller, co-located development teams. However in recent years, agile development methods have found favour in large scale enterprise offshore and out-sourced software development programmes [12] [13] . The three most important perceived agile principles identified by practitioners are: (1) achievement of customer satisfaction through early and continuous delivery of valuable software, (2) business representatives and development team members working together frequently throughout the project, and (3) face-to-face conversations as the most efficient way to convey information to, and within, the development team [14] . Empirical research reveals that agile methods improve job satisfaction, productivity and customer satisfaction, but with adoption challenges for largescale projects [15] .
B. Global Software Engineering Education
Universities faculty face considerable challenges in teaching knowledge, skills and attitudes in software engineering [16] . In the discipline of computer science, a well established benchmark exists which is the result of efforts over a 40 year period [17] . This benchmark curriculum has influenced curricula development around the world, even in such seemingly remote places as sub-Saharan Africa [18] . The benchmark identifies 18 topical areas of study in computing including software engineering.
Collaborative working in co-located project teams is valuable for encouraging teamwork, and how to formalize and streamline stake-holder participation [19] .
Creating a learning environment reflecting current best practice for global software engineering projects, is difficult since collaborating teams working at multiple locations are required. Previous research has reviewed global software engineering teaching and the range of learning opportunities created [20] [21] . One approach is to recruit students from multiple universities who then work jointly, forming a virtual team, on a software development project.
C. Geographically Distributed Student Project Configurations
As software development environments are unpredictable, software engineering requires a careful balance between the systematic application of trusted techniques and experimentation with adoption of new practices [22] . Each project must decide on this balance between established and new practices depending upon the specific project, team (size and composition) and level of turbulence.
1) Project Focus:
Projects involving virtual teams can have differing areas of pedagogical focus. Projects may focus on problem solving and design culminating in production of a report [23] . Multinational teams developing software systems have been used to as part of courses on quality assurance issues [24] . In contrast, software engineering classes have been combined with project work simulating a commercial software development environment [25] . Students working in groups have developed software applications with academic staff acting as clients and providing support and advice with technology, marketing and sales. Groups were selected by staff members and simulated the full software lifecycle.
2) Project Distribution:
Geographical distribution can involve student teams from multiple universities in the same country [26] . Here each class has different project tasks, responsibilities and expertise. A final software system is produced by students from one of the universities integrating components produced elsewhere. However, geographically distributed projects can provide an opportunity for students to acquire cultural competencies. For example, the initiation phase of a project involving three countries, has focused on using Hofstede et al.'s cultural dimensions [27] to create a framework for the proposed course [28] . Students from four countries involved in international projects have been used to develop a global team learning performance model [29] . The study identifies culture and attitudes, followed by team member experience and grade point average as having the greatest effect on team performance. The authors suggest that the level of interaction is more significant than the amount of time zone overlap [29] .
3) Customer Relationships: Managing customer relationships is an important aspect of software engineering. Customers on geographically distributed student software projects can be students, lecturers or external clients [30] . Students taking the customer role can face cutural challenges when prioritising and negotiating requirements with student teams [31] .
Lecturers acting as customers [32] can manage project scope and ensure student focus for the purposes of assessment. The Global Studio Project involves students from five universities in four countries shadowing a global software development project in Siemens [33] . The Global Studio Project identified the importance of improvisation during the project. A set of real-world project scenarios provided by the Federal Aviation Authority's Simulation and Analysis Group were used for joint projects involving two US universities [34] . Self-forming local teams were established and then paired with a remote team. Team leaders, that remained in post for the duration of the project, acted as the focal point for communication between remote teams. Selection of collaboration tools was left to the discretion of the teams.
4) Software Development Process Selection:
The software development process can be explicity mandated in entirety by staff for the project [32] , [35] or can be selected by students [36] . In other projects, some more general guidance and advice on software process is given without mandating any particular approach in detail [31] .
5) Software Lifecycle Coverage:
Projects using agile methods tend to cover the entire software lifecycle from requirements, design, implementation through to testing [32] . Such projects require virtual team members to coordinate while producing development artefacts including: requirements specifications, designs, source code, test criteria and test scenarios.
6) Participant Selection:
Participants on geographically distributed student software projects can be volunteers, selected included automatically as part of a course or module. For some projects staff involvement in participating institutions is primarily focused on "highly-qualified, self motivated" participant selection [37] . Students on the Siemens Global Studio Project were volunteers that had already attended traditional software engineering courses on software processes, requirements, architecture design and human-computer interaction [33] .
7)
Personal Contact: Some projects have funding to support face-to-face contact during an initiation phase of the project [23] . Other projects have obtained limited funding to support face-to-face meetings for staff members, but not sufficient to support each cohort of students [38] .
D. Pedagogical Approach
Our approach involves student virtual teams comprising students from two countries [38] . An iterative and incremental approach is used to explore the entire software lifecycle, including requirements analysis, design, implementation, testing and deployment. The project work is supplemented with classroom tuition on software engineering and agile methods. Efforts have been made to concentrate the tuition in the earlier part of the project. A classroom-based action learning approach has been used to evolve the course over three cohorts.
We have used open-ended questionnaires to elicit feedback from students and employers.
Open-ended, self-directed learning situations that are founded on enquiry and discovery are known as problem-based learning (PBL) [39] . Problems closely related to a real life scenario are tackled in a group-setting for learners in PBL study schemes [40] , helping people learn to solve problems by applying their knowledge and skills. PBL encourages active experimentation that creates opportunities for students to learn from experience [41] .
We view software engineering project work as a form of experiential problem based learning. Project work provides an opportunity to rehearse activities prior to joining a professional community of practice without the pressure of detailed assessment of each phase or sub-task. PBL provides opportunities for the learner to develop skills and construct new understandings in a safe environment. Student learners practice planning skills and are encouraged to show creativity and imagination during the project assignment. Learners are empowered to follow their particular interests within the project, tailoring their learning to build on previous experience. Motivation is improved, when compared with more closely structured learning schemes, because learners control the direction, project scope and detailed implementation of the solution.
III. METHODS
The research questions in this study triggered a mixed method research approach [42] . A classroom-based action research approach has been used to develop the computing curricula module over a period of three years. Action research was supplemented with open-ended surveys that were used to collect data from both students and potential employers of computing graduates.
A. Research Sites
The research was conducted at Robert Gordon University (RGU), UK and the International Institute for IT, Bangalore (IIIT-B), India. RGU achieved university status in 1992, although its origins can be traced to Robert Gordon a merchant and philanthropist who established a hospital for education in 1730. RGU has around 11,000 undergraduate and 6,500 post graduate students. The university is based on a campus in the south western suburbs of the city of Aberdeen, Scotland.
IIIT-B is a graduate school founded in 1999 and awarded deemed university status in 2005. IIIT-B has around 600 postgraduate students and is based in Electronic City, one of India's largest industrial parks, located in the outskirts of Bengaluru, Karnataka. IIIT-B has established close connections with the large and influential Indian and international IT commercial sector.
B. Data Collection
Action research is an iterative methodology for understanding and reflecting upon practice [43] [44] . Action research was used to introduce international project working to our students and effect positive change in practice.
Our action research has comprised three main cycles: extracurricula pilot [45] , credit-bearing pilot [46] and class cohort. The action research cycles we used comprise four phases: (1) problem identification, (2) planning, (3) action and (4) evaluation [44] .
Open-ended survey questionnaires were used to elicit feedback from student participants, see Appendix 1. The questionnaire was returned by 10 out of the 12 student participants, in the credit-bearing pilot and by 19 students in the subsequent iteration.
Global software development activities are completely dependent on the collaborative information technologies that enable productive interaction to take place between the separated parties. Disruption of these technologies almost inevitably leads to breakdown in the channels of communication that teams have set up and a consequent loss of productivity, in some cases, at a critical level. While it is true that issues such as lack of proper team leadership and inadequate management of resources contribute significantly to poor performance in unsuccessful projects, technology plays such a crucial role in enabling collaboration that it provides an obvious starting point for research when considering the educational aspects of GSD. The data collection in the current project therefore focussed on how, and in what way, issues of technology use affected the group interactions, specifically collaboration between the Scottish and Indian contingents.
The initial questions on the questionnaire set out to establish the degree of familiarity of the students with group working in general and their prior use of collaborative technologies to facilitate this type of activity. Data was then sought on how the students went about setting up the collaboration, the main challenges that they faced and the choice of specific technologies they made. Illustrations were given of the type of response that could be given. For example, challenges could be operational (e.g. different time-zones), academic (e.g. different sets of prior knowledge), or social (e.g. different cultural approaches to social interaction). With respect to choice of technology, the main information that was requested was about the factors that led to its adoption, and the decision-making processes that were used to arrive at this choice. The next section attempted to elicit views about specific issues concerning the technology. Some questions asked about the way in which the choice of technology supported the requirements of the task (i.e. technology fit) as well as the effect that the specific choice of technology had on the group interaction (i.e. technology mediation), whether it tended to facilitate some kinds of interaction (e.g. synchronous) but discourage others and how the group assessed its impact on the project. The questionnaire concluded with a question on what the student themselves gained from the experience, as well as asking what the student thought the faculty objectives were in setting up such a course unit, specifically, what employers would think of the activity.
An open-ended standardised online survey was used to collect perspectives of 10 potential employers. Purposeful sampling was used to identify senior executives and business owners. The survey instrument is reproduced in Appendix 2.
IV. STUDENT VIRTUAL TEAM PROJECT

A. Cohort 1 Extra-Curricula Pilot
The main objectives of the extra-curricula pilot were to enable students to:-1) Explore software development in an international team, 2) Use social computing (collaboration) software tools to enable communication, Two Groups of 6 students were established, each group comprising 3 students from each participating institution, as shown in Fig. 1 A. All students in each cohort, including those not engaged on the international group project, conducted their home institution module assessments as usual. The groups comprised an equal number of students from each institution, as shown in Fig. 2 A. The groups selected a project manager which was rotated through the group members during the project. The groups had both co-located and online meetings, with decisions and actions recorded in minutes. Each group produced requirements and design documents, implemented software, testing results, and a project report. Project participants were selected from a set of volunteers, with selection on the basis of previous experience, academic performance, individual class attendance records and communication skills (as assessed by oral interview). Group members undertook agile software development training.
B. Cohort 2 Credit-Bearing Pilot
The credit-bearing pilot participants were again selected from volunteers, however, the international project replaced a co-located group assessed activity, providing a module grade, as shown in Fig. 1 B. Those students that volunteered for the international were assessed on the international project group work. The remaining students in the cohort, i.e. those not engaged on the international group project, conducted the usual module assessments at their home institution. Again the groups comprised an equal number of students from each institution, as shown in Fig. 2 B. Group interactions were scheduled during timetabled class time, simplifying the process of arranging real-time conversations between group members. Groups were The supervisory team acted as scrum product owners representing the interests of the client and providing a prioritised list of software requirements, while not project managing the team, as such.
The teams built an online survey environment involving mobile phone client software for asking questions which were collated onto a server which stored survey results in a database.
C. Cohort 3 Scaling-up
For the third cohort, the entire UK class was engaged on the project, this was about 20 students from each institution, as shown in Fig. 1 C. The cohort at IIIT-B is larger, so bnot all students in the module could be accommodated in the international project activity. The groups comprised an equal number of students from each institution, as shown in Fig. 2 C, although this cohort had a larger number of groups. Training on agile software development methods was provided to group members. This was based on an intensive two-day workshop provided as a commercial short course available from RGU and so was comparable with professional instruction on this type of development methodology. The academic supervisors acted as product owners for the project using the scrum agile method. The product owners provided a prioritized list of the softwares functional requirements. However, the academic supervisors did not project manage the teams, as such.
Each team was required to build a software application. This was achieved in four iterations, as shown in Fig 3. Iteration 0 was for requirements analysis, high level design and iteration planning, see 3 A. The iteration planning involved mapping features planned for development to specific iterations. Iteration planning is usually associated with larger scale agile projects, but here was seen as useful for managing project scope. The remaining three iterations were traditional development sprints using a scrum model, as shown in Fig 3. Scrum meetings, while not conducted daily, usually occurred three or four times a week. The quality of the final software deliverable together with the project management aspects of the activity were assessed and formed the final module grade. The application comprised an online survey environment with a server for storing survey results in a database and mobile phone client software for asking questions.
1) Student Feedback:
Data collection using the technology use questionnaire described above began with the second iteration of the project and subsequently investigated using a thematic analysis based on the principal conceptual points behind each of the questions.
Even among the small number of participants in the second iteration, the range of experience varied widely with one RGU student claiming no prior experience while two IIIT-B students claiming extensive experience of group work. This data was self-reported so the information characterised student self-perceptions rather than describing levels of experience on some objective scale. However, in general, the IIIT-B students identified themselves as more experienced group workers than their RGU counterparts. The reported familiarity with collaborative technology was similar between the two cohorts, but again reflecting a wide range of experience within each group. Almost all groups responded that the problem associated with the different time zones was significant but, even so, some response data suggested that individual students within a group did not prioritise time resources issues. Adverse effects on the smooth running of the development groups were seen as a consequence of the time zone difference but some students did not appear to have an underlying appreciation that such difficulties could be mitigated by greater attention to standard project management tasks. As well as difficulties with time zones, the most widely identified concern was the significant variation in previous programming experience .
Most students in this iteration identified Google groups, Google drive, and Skype as the dominant collaborative technologies used, which was surprising given that these technologies were not specifically designed for this type of project work. This was, however, consonant with a general desire to prioritise robustness and ease of use over technical sophistication when adopting specific technologies. In general, students stated that the decision-making process around technology adoption was one of seeking consensus, although some students reported that the views of perceived experts were given extra weight within the consensus-seeking procedure. No student indicated how conflict resolution was achieved if this process broke down irretrievably. There were many responses concerning technology that was initially adopted but then discarded due to installation difficulties or lack of available time to engage with it on a professional level. One example of this was the web-based hosting service, GitHub which was acknowledged to be potentially useful but was found to be difficult to set up and was therefore discarded, first in favour of Subversion, and then, when this also proved too difficult, in favour of a low-tech solution based on Google Groups. Nevertheless, the students themselves noted that decisions about the lack of adoption of software were sometimes a source of problems at a later stage.
When asked about the benefits of their experience of GSD, both the UK and Indian cohorts of students tended to view the experience of developing the software deliverable within a distributed team as the primary learning objective. When asked to conjecture the opinion of other stakeholders, the students focussed exclusively on employers but the views expressed were positive. There was a general appreciation that experience of working in such distributed teams and of using a range of collaborative technology would make the student more attractive to potential employers and would contribute positively to their CV. This latter point is slightly at odds with the experience of many of the students where much of the industry-specific collaborative and software development technology initially adopted was later dispensed with in favour of more ad-hoc solutions to the problem of collaborative software engineering.
In general, however, there was enthusiasm from students about the concept of the international group project groupwork with an Indian university. It was an interesting and insightful experience (Student1), "an exciting module with the aspect of working with a group from another country" (Student2) and "a very interesting course" (Student3). However, there were concerns about the logistics and implementation of the module "there wasn't much teaching time" (Student4), "no guidance in place for the technologies we were expected to use" (Student4), "a time consuming module" (Student5) and "the collaboration had too many loopholes (meeting times, course schedule, etc.)" (Student6).
In the third yearly iteration of the course unit, data was again collected using the technology-use questionnaires. This time, responses were received from six RGU and thirteen IIIT-B students. The submissions of the former were, in general, somewhat more substantial than the latter although less numerous. Both RGU and IIIT-B students gave details of a range of experience of working in teams. At RGU, undergraduate participants from the class reported significant experience of technical and project management activity whereas when MSc students reported team-working exercises, they did so mainly in the context of non-Computing groups. The situation at IIIT-B was similar with students reporting a range of activities with a group work component.
When asked to comment on their prior experience of collaborative technology, both cohorts focussed on examples of general communications software (e.g. Skype or Google Hangouts), file sharing facilities (such as Dropbox or Google Drive) and social media applications. While some students had heard of more specialised software such as Github, use of this as collaborative tools was restricted to a very few students.
As expected from the returns from the questionnaire in the previous iteration, the single biggest challenge to collaborative working was reported to be the difference in time zones, which was stated to have a significant impact on the majority of project management issues. Both groups of students also expressed frustration at the detrimental effects of lack of appropriate hardware and network connectivity problems, which resulted in disagreement over the use of technology.
As in previous cohorts, the lack of a baseline level of prior academic knowledge and technical expertise was also cited as an important negative factor. The problems associated with the wide variation in individuals' prior skill set appear to underlie, or at least have contributed to, communication difficulties reported by students in both locations. This was sometimes manifested as a perception by some students of a lack of seriousness on the part of individuals in the other team. Both sets of students identified the need for clearly defined aims, for the software development exercise, and also for the learning objectives of the course unit in which the activity took place. The lack of a common set of course-unit learning objectives meant that agreement on a development methodology was more difficult, which again, led to frustration in some groups.
So far as technologies used for the task, the groups found that those used for local communication and development appeared to work well but there were, perhaps inevitably, less positive reactions to synchronous communications which tried to mediate between the distributed groups. All teams decided to use general communication tools such as Skype or Google Hangouts, and while these were effective, there were problems with the robustness of the network infrastructure in both universities. Both groups reported limitations of web or cloud-based sharing facilities and many groups appear to have resorted to using conventional asynchronous technologies such as email to share code. There were also some reports of the use of social media software to accomplish project management tasks.
Unlike the previous cohort, the responses revealed that a variety of decision-making processes were employed to agree on specific use of technology, ranging from systems of majority voting to decisions made by a single member perceived to be the group "expert". Nevertheless, it appears that consensus was again valued as a procedural goal.
There was surprisingly little analysis or comment by users in any of the groups about how the use of technology impacted on the types of interaction between group members within a co-located group or with the separated part of the team. Technology was assessed from a purely functional perspective and fitness for purpose was assessed almost solely on something being operational at the appropriate time. If a technology worked, then it was perceived to be good regardless of the effects on collaboration. There was also little analysis of alternatives: if something worked initially then the technology was used without subsequent investigation of whether it was the best tool for the activity in question.
While both Indian and Scottish groups of students continued to play down any explicit reference to culture, the third iteration did start to show some differences in perception between the two groups. There was a difference in how groups tended to report miscommunication how this was attributed. We discuss this in the next section.
Despite the difficulties encountered in this cohort, both sets of students reported significant benefits from participation in the project, although, in almost all cases, increases in technical competences was cited as the reason for this learning gain. Increased technical knowledge of Java/Android programming and web service development were most often cited as the important learning objectives attained by both groups of students. Exposure to Agile methods was reported as another positive experience with some development of practical skills in project management, such as team leadership, resource allocation, conflict management and time keeping, being seen as relevant. In addition, both groups of students stated that they thought that employers would look very favourably on this type of activity and that it would significantly enhance their employability compared to their peers who had not undertaken the exercise. When asked about the reasons that such a course unit was developed, one student stated that: "I believe the aim of the staff when they set up the collaboration was to simulate the real world environment and prepare us as a modern software developer capable of team-work, capable of peer-learning, capable of handling difficult situations and characters, capable of researching and sharing skills knowledge and understanding" (Student7).
2) Employer Survey Findings:
Employers were supportive of including international team working in the curriculum. Table I shows that employers were more positive about learning facts and knowledge and participating in project work, than they were about assessment of those skills. Table II shows that most employers thought that interna- tional project work would enhance skills leading to improved employability.
The key international team work issues graduates should be aware of are:
• Developing rapport with remote work colleagues (9 respondents)
• Delays caused by the communication overheads of cross site working (7 respondents)
• Cultural awareness when dealing with others (7 respondents)
• Impact of work item coupling between sites (5 respondents)
A minority of respondents thought software tools, either to support collaborative working or communications, were issues for graduates to be aware of. Other issues respondents identified included:
• Understanding of time zones
• Problem solving...balance people, process, technology, and x-cultural issues
• Need for correct, comprehensive, clear and easily readable written communication
• Value systems, influence of personality differences, preconceptions/stereotyping and working styles, and
• Language and semantics in multi-lingual environments.
One respondent was sceptical that virtual team working would make much difference at undergraduate level, feeling "this would come from on-the-job experience" Other respondents argued that "both the 'soft' and the 'hard' aspects are required to implement teamwork effectively","building skills in cultural awareness" and "exposing students to different realities is simply priceless" and "will help employees to get ahead faster." However, these skills would not compensate for "any weak points on the 'hard' technical skills side."
V. DISCUSSION AND RECOMMENDATIONS
Two universities have collaborated to provide a joint software engineering project using virtual student teams. The first cohort comprised volunteers working on an extra-curricula basis. The second comprised volunteers with the virtual team activity substituted for a co-located coursework assignment at both universities. The third cohort comprised the full class of UK students match with an equivalent number of team members from India.
We identify several lessons from our experience over the three years:
• pilot projects help win buy-in from institutional stakeholders and build supervisory staff expertise in supporting student virtual teams,
• contrasting assessment demands between institutions must be reconciled,
• detailed joint timetable planning helps to reconcile different institution's teaching calendars,
• provide a project management framework to encourage learning about development processes,
• support phased delivery to minimise project risk and
• carefully manage project scope to ensure deliverables are achievable.
Some students seemed to have difficulty reducing the scope of functionality they had committed to produce, as the project unfolded. Unforseen problems and challenges hampered progress towards the goals they had set themselves, creating stress for some team members. This stress was subsequently alleviated when the team members reduced project scope in later iterations.
One aspect of the responses to the questionnaire that is perhaps worth mentioning is the relatively low levels of reflective activity that students reported concerning the impact of technology on the project activities. In general, collaborative technology was seen in purely functional terms as a means to accomplish a specific, technical, end. There was almost no consideration of wider aspects of technology use such as its role in providing a mechanism for group coherence, both among the co-located team members, and between the geographically separated group. The effects of technology were seen in instrumental terms as working to produce the final software artefact and there was little thought of the reverse effects that such use could have in shaping group perceptions of the project task.
In the second cohort, this relatively low level of analysis about technology extended to the sphere of inter-cultural competence. In general, apart from some complaints between the groups about differing views of the project deliverable and the method to achieve them, there were not many comments that addressed differences in work practices due to cultural variation between India and Scotland. While there were some comments that expressed a degree of exasperation about physical and temporal differences (time-zones, differences in academic calendar, differences in the stated learning objectives between the Scottish module and the Indian one), there were no comments which concerned the cultural mores of the two teams.
It is interesting to note that in the third cohort, the students from both universities appeared to downplay cultural differences between the UK and Indian groups, where common points of disagreement occurred, the specific nature of these was reported differently depending on whether the student was from the UK or India. One example of this would be problems associated with people being given tasks that they were not able to complete. UK students appeared to interpret this in terms of lack of honesty whereas Indian students interpreted it as lack of commitment. For example, it was reported that the systems that provided synchronous video communication, such as Skype, placed some impediments to frank and honest discussion. Some UK students stated that such communication appeared to put some of their Indian colleagues, who may not have had sufficient expertise in some particular aspect of the project, in a difficult situation and rather than admit this or state that they did not have the appropriate skillset to accomplish specific tasks, they would agree to do things that they could not complete. Furthermore, misinterpretation of voice communication was cited as one reason for delay as often this would result in requests to resend queries at a later date in the textual form. In general, while the Indian students did not report these observations, there were corresponding complaints from some individuals in the IIIT-B teams that RGU students who had failed to perform certain tasks, which had been agreed at the team meetings, showing a lack of sufficient commitment to the project. In both cases, such behaviour appears to have led to an elevated degree of distrust in some groups.
It is, of course, difficult to draw hard conclusions from small sample sizes but it may indicate a difference in the perceived roots of failure in the two classes and may be something that could be mitigated by an increased attention to the development of inter-cultural competence.
The fourth cohort of virtual project teams is running at the time of writing. We are keen to gain a deeper understanding of the specific student knowledge, skills and attitudes affected by the project. We are using a skills inventory derived from a well-established model of industry software development roles.
VI. CONCLUSIONS
Over the last three years, Robert Gordon University, UK and the International Institute for IT Bangalore, India have collaborated to develop a joint software engineering project involving remote working in virtual student teams. The students work together in virtual teams and never met face-to-face.
In this paper we have provided an account of introducing global software engineering into the computing curriculum. We introduced the activity initially as an extra-curricula activity using volunteers. For the second cohort, the virtual team working project used volunteers but replaced another internal assessed activity. The third cohort comprised the entire UK class of about 20 students. This progressive approach to introducing international group work, minimised risk and helped staff members acquire virtual project management skills in the context of the classes. Minimal additional resources and support was available to add the international component to the modules, although travel funds enabled a staff member from each institution to meet and establish the joint project.
We found students from all three cohorts supportive of the concept of the virtual team project. Although each cohort seemed to face new logistical challenges when collaborating with students from another institution. Reconciling semester dates, scheduled class times and assessment objectives have all been challenging at various times. As always with student project work, there is a tension between teacher-led tuition and student-led self-study. Some students welcome tuition in which instructors provide facts and knowledge. While, many of the skills required for project work come from self-study and self-organising teams, learning from doing.
We found employers were supportive of global software engineering in university curricula, suggesting knowledge and skills would strengthen student employability prospects. Employers argued that students should develop skills in developing rapport with remote work colleagues, managing delays caused by the communication overheads of cross site working and cultural awareness when dealing with others.
In addition to the progressive approach to introducing international group work, we have identified four key principles for global software engineering student projects: reconcile contrasting assessment demands between institutions, create a detailed joint timetable to reconcile teaching calendars, provide a project management framework to support phased delivery and carefully manage project scope.
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APPENDIX 1 OPEN-ENDED STUDENT QUESTIONNAIRE
The first two questions look at your prior experience of working in groups and using collaborative technology. 
