Abstract. In this paper, we present a policy-based approach for automating the integration of security mechanisms into Java-based business applications. In particular, we introduce an expressive Domain Specific modeling Language (Dsl), called Security@Runtime, for the specification of security configurations of targeted systems. The Security@Runtime Dsl supports the expression of authorization, obligation and reaction policies, covering many of the security requirements of modern applications. Security requirements specified in security configurations are enforced using an application-independent Policy Enforcement Point (Pep)-Policy Decision Point (Pdp) architecture, which enables the runtime update of security requirements. Our work is evaluated using two systems and its advantages and limitations are discussed.
Introduction
Integrating security mechanisms into applications is necessary to ensure data confidentiality, data integrity and users' privacy preservation. Security is a crosscutting concern affecting most parts of an application and, therefore, decoupling security requirements from the code implementing system functionalities is desirable to achieve code modularity and simplify the correct development of systems and their maintenance. Previous works primarily focus on the separate specification of access control requirements and integration of access control enforcement mechanisms into applications using either Aspect Oriented Programming (AOP) [9] [4] [5] [6] [7] [8] or using a model-based approach [11] [12] [13] . In the former approach, access control enforcement mechanisms are automatically weaved into the application at compilation time, whereas in the latter approach, the system and its access control requirements are abstractly specified using models, from which implementation code is generated. Neither of these approaches allows for the runtime updating of security requirements.
The dynamic nature of modern applications and their sophistication requires however more than just static access control, typically the only security requirement covered in existing approaches (see Section 6 for a detailed discussion of current approaches and their features). In particular, security requirements typically reflect regulatory and internal mandates, which are naturally dynamic and could change with time. Also, many systems today have requirements that go beyond access control such as usage control [1] , which extends traditional access control by enabling specification of obligations that users must fulfill before, while or after access, and privacy obligations [3, 2] , which dictate duties and expectations on how users' personal data should be handled.
In this paper, we propose a Domain Specific modeling Language (Dsl) and an architecture for securing Java-based business applications to address the aforementioned issues. The Dsl supports the expression of fine-grained contextual authorization, obligation, sanction and reaction policies, thus covering the expression of many of the sophisticated security requirements of modern applications. Security policies specified using the Dsl are enforced into target applications using an application-independent architecture, which follows the Policy Enforcement Point (PEP) / Policy Decision Point (PDP) paradigm. The proposed architecture enforces security requirements into target applications in a non-intrusive manner using Aspect-Oriented Programming (Aop) [9] , enabling a clean separation between the application's functional and non-functional requirements. Furthermore, the architecture supports the update of security requirements at runtime.
The remainder of the paper is organized as follows. Section 2 describes S@R (for Security@Runtime), our Dsl for dealing with the identified challenges and its enforcement architecture. Section 3 illustrates our approach by presenting a complete application example. Section 4 describes the implementation of our tool prototype. Section 5 shows performance results of the prototype for two real-life systems. Section 6 presents related work; and Section 7 concludes the paper and discusses future work.
The Security@Runtime Approach
At the center of our approach is the Security@Runtime (S@R) Dsl, used for the configuration of the security enforcement mechanisms. This Section starts by presenting our Pdp/Pep architecture for enforcing S@R security configurations, then describes each S@R component in detail. Figure 1 shows the main components of the security enforcement architecture, namely the (i) Pap, (ii) Pep and (iii) Pdp. The Policy Administration Point (Pap) allows the specification of a S@R configuration for the Pep and the Pdp. The Pep monitors the application, using Aop [9] (in our case, AspectJ), and filters out information that is irrelevant to policy enforcement based on the configuration. Three events are monitored by the Pep: instance creation, instance field updates and method calls. If an event is relevant to policy management or enforcement, then the Pep notifies the Pdp to update the effective security policy accordingly, e.g. activate a new obligation. When an event corresponds to a method call, the Pdp computes an access decision. If access is granted, then execution proceeds; otherwise, different actions are possible: (1) a runtime security exception is raised with an appropriate message, (2) the system is stopped, or (3) the method execution is skipped. In our current prototype's implementation, a security exception is raised after access denial. Figure 2 shows the four building blocks of S@R: (1) DynamicState, (2) Declarations, (3) SecurityRules and (4) DynamicMappingRules. The Dynamic State is a partial representation of the runtime state of the application and is automatically maintained and managed by the Pdp. The other blocks define the configuration of the security mechanisms and are presented successively in the following: SecurityRules are introduced in Section 2.2; then Declarations and DynamicMappingRules are described in Section 2.3. A comprehensive example is given in Section 3 to illustrate the specification of security configurations.
Architecture Overview

Security Rules (SR)
A security policy is a set of security rules specifying what subjects, i.e. active entities in the system, are permitted, prohibited and obliged to do in the system. A security rule is contextual, i.e. it may apply only under certain conditions. A security rule includes the following elements:
-An Identifier of the security rule. -A Role representing a set of system users or resources (we choose to abstract resources using roles, similarly to subjects/users, to minimize the number of basic policy entities). -An Action representing an interaction between users and resources. -A Context denoting a set of system state conditions. Figure 3 shows the metamodel for security rules. Each SecurityRule has a unique identifier RuleId, a subject and a target role, and an activation context. The activation context defines the rule's applicability condition: a rule is active only if the evaluation of the boolean ContextExpression is true. A security rule is either a Permission, a Prohibition, or an Obligation and may be either ActionBased or StateBased. An ActionBased rule specifies that its subject role is permitted, prohibited or obliged to execute an Action on its target role. A StateBased rule specifies that its subject role is obliged or prohibited to maintain a required Context. An Obligation defines a violationContext that specifies under which conditions the obligation, after its activation, should be considered violated.
A ContextExpression is a boolean expression language constituted of BasicExpressions that can be composed with the usual boolean connectives. A BasicExpression is either a DefaultContext, a ContextRef, or a Delay. A DefaultContext is a special context that is always true. A Delay is a context that is true after the elapse of the time period specified in it. Finally, a ContextExpression can be an Interval, denoted [lhr, rhs]. An interval context holds since the left-hand side lhs holds until the right-hand side rhs holds.
Declarations and Dynamic Security Rules
Security policies are defined on the abstract level on roles, actions and contexts, allowing the use of the same policies in different systems. Declarations and DynamicMappingRules link elements of security rules to target applications by defining a mapping between these elements and the application classes, instances and method calls.
Declarations define aliases for the application classes and methods to simplify referring to them in security rules instead of using fully qualified names. A Declaration (cf. Fig. 2 ) is either a ClassDeclaration or an ActionDeclaration. A ClassDeclaration provides an alias for one application class and may optionally specify a list of the Fields of the class that are relevant to the enforcement of the security policy. This list improves system efficiency: only the updates of the relevant instance fields will be notified to the Pdp, as opposed to notifying the Pdp about changes of the value of every field of declared classes (see implementation details in Section 4). An ActionDeclaration provides an alias for one of the application methods or for every method in a sequence of (nested) methods. Declarations indicate which parts of the application are relevant to the security policy, therefore they are used by the Pep to filter information about changes in the application state that are being notified to the Pdp.
Dynamic Mapping Rules describe the mapping between the policy entities (roles, actions and contexts) and the application entities (instances, fields, methods and their parameters). A RoleRule specifies which instances in the application are assigned to which role in the policy. An OperationRule specifies a correspondence between method calls and policy actions. A ContextRule defines a policy context as a condition on the application state: the context holds if its MatchingExpression holds on the application state. In the following, we describe the representation of the application and policy states (which compose together the Pdp state) in S@R. Then, we explain how elements of the application state are mapped to elements of the policy state using dynamic mapping rules.
Application State At runtime, the state of an application consists of the set of active objects (or instances), the field instance values, and the stack of method calls. To correctly manage the security policy, e.g. activate contextual obligations, changes in the application state that are relevant to the enforcement of the policy need to be monitored. In our architecture, shown in Figure 1 , these changes are monitored by the aspect layer within the Pep, which notifies the Pdp when a relevant change is detected. Using the Pep's notifications, the Pdp maintains a partial representation of the application state. Concretely, this state takes the form of a set of First-Order Logic (Fol) facts, allowing the specification of security policies in Fol. This state is metamodelled in Figure 4 (left): an InstanceFact represents a class instance; a FieldFact represents an instance field; -instance of(i,r): i is an instance of class r.
-field of(i,f,v): v is the value of the field f of the instance i.
-call of(c,m): c is a call of the method m.
-param of(c,p,v): v is the value of parameter p in the method call c.
Two special parameters, this and target, are systematically added to the normal parameter list of a method call to denote the calling and called instance respectively.
Policy State is managed by the Pdp based on the application state. A PolicyState contains security rules that are applicable, or effective at a given time. Effective security rules are the set of ACTIVE permissions and the set of ACTIVE, FUL-FILLED or VIOLATED obligations (all values of the State enumeration in Fig. 4) . In S@R's concrete syntax, a policy state is represented using facts having one of the following forms:
-permitted(r,s,a,o): rule r authorizes subject s to take action a on o.
-prohibited(r,s,a,o): rule r prohibits s to take a on o.
-obliged(r,s,a,o,t): rule r obliges s to take a on o.
-obliged(r,s,c,o,t): rule r obliges s to maintain c on o.
Dynamic Mapping Rules
If the MatchingExpression of a DynamicMappingRule holds on the application and policy states for some instantiation, i.e. a variable substitution making the MatchingExpression true, then the DynamicMappingRule holds for this instantiation. For example, a RoleRule of the form role of(I, role name) <-instance of(I,class name) assigns an instance x to the role role name when instance of(x,class name) holds in the current state. Figure 5 shows the MatchingExpression's metamodel: it includes a matching expression for matching a class instance, a field value, a method call, or any logical combination of these elements. Note that data operators can be used for the FieldOf and ParamOf expressions. For example, field of(D,age,≤,18) means that D is any instance whose value for the field age is less or equal than 18. 3 Example: The Medical System (MS)
Consider as an example the information system of Hospital X. The hospital needs to comply with some internal and regulatory mandates governing the activities of its personnel in order to protect the privacy of patients and guarantee the confidentiality and integrity of its information system. In Hospital X, a security policy should be specified to govern interactions between Doctors, Patients, Reports and Files, each of these roles being implemented into a simple class in the application. Table 1 describes this policy informally. The policy specifies one access control requirement (R1), a non-persistent obligations (R2), i.e. an obligation that may be cancelled after it is activated, persistent obligations (R3), i.e. an obligation that cannot be cancelled, sanctions (R4) and reactions (R5) to compensate the violation of obligations, and the obligations R6 and R7 to satisfy some privacy and confidentiality requirements respectively. To enforce these requirements, the security officer of Hospital X should define a security configuration for the information system of Hospital X as follows: (i) declare the monitored aspects of the information system using Declarations; (ii) specify how application entities are mapped to policy entities using DynamicMappingRules; and (iii) define the SecurityRules formalizing the regulatory mandates.
Declarations are simply specified by defining aliases for classes and methods that need to be referenced in other parts of the configuration (dynamic mapping rules and security rules). The following example creates an alias "doctor" for the class *.Person.Doctor, declaring its field patients as the only policy relevant field (when the attribute clause is absent, all fields are considered relevant). Note that class aliases can then be used directly as role names (cf. Fig. 3) . Similarly, an alias "read" is created for the method *.Server.readFile(String). Finally, the actions "readServer" and "readFile" are used as aliases for the method calls appearing in the sequence (denoted by ->) of the method calls readFileServer followed by readFile. Here, each requirement is expressed using one security rule. Rule r3 has doctor, submit and report as its subject, action and target respectively. The rule's activation context is an Interval, thus r3 is activated when the context assigned doctor becomes true, and is never cancelled (because the Interval's rhs is false). Rule r2 is non-persistent because its activation context is a BasicExpression: in this case, the obligation is activated when assigned doctor holds, i.e. when a doctor is assigned to some patient, and it is cancelled when the activation context no longer holds, i.e. if this patient is no longer treated by this doctor. Dynamic Mapping Rules are defined as follows. The first mapping rule is a RoleRule: it says that any instance of the class report whose field type has the value of 'violation report' is assigned to the role of viol report. The second mapping rule is an OperationRule: it says that if an instance (denoted here by S) calls the method read method on a file (denoted by F), then the policy action "read" has subject S and target F (note the use of the special parameters this and target for the calling/callee instances). The fourth rule is a ContextRule that specifies that the context private holds for any file F whose field classification has the value of ''private''. The ContextRule violation r2 is different, because it depends on the policy state: violation r2 holds for a doctor D for which r2 is in the VIOLATED state.
role of(R,viol report) ← instance of(R,report) & field of(R,type,'violation report') operation(S,read,F) ← call of(read method) & param of(read method,this,S) & param of(read method,target,F) operation(S,delete,F) ← call of(delete method) & param of(delete method,this,S) & param of(delete method,target,F) hold( , ,F,private) ← instance of(F,file) & field of(F,classification,'private') hold(D, , ,violation r2) ← violated(r2,D,submit,report) field of(F,type,'vital') hold(D, , ,file created) ← instance of(F,file) & field of(F,creator,D) & instance of (D,doctor) hold(D, ,P,assigned doctor) ← instance of(D,doctor) & field of(D,patients,contains,P) & instance of(P,patient) hold( , ,F,file encrypted) ← instance of(F,file) & field of(F,encrypted,true)
One could also define the action read differently: an instance S reads F whenever readServer and ReadFile are called sequentially; then S is matched to the caller instance of the method aliased to readServer (precisely, *.Server.readFileServer(String), as declared before) and F to the target instance for the method aliased to readFile (declared previously as being *.File.readFile()).
operation(S,read,F) ← call of(read server) & call of(read file) & param of(read server,this,S) & param of(read file,target,F)
Implementation
The architecture described in Fig. 1 
Application Monitoring Layer
Each activity affecting the application state (instance creation, field update or method call) is monitored using an aspect. When an instance is created, if its class type is part of the Declarations within the S@R configuration, the aspect RelevantClassObserver detects the object using a pointcut of the form execution(*.new (..)), and passes it to the representation layer. Field value update detection is more sophisticated: pointcuts of the form set(* *) only works for Java primitive types (strings, integers, booleans and so on). To monitor changes within the other supported data structures (like ArrayLists), a specific pointcut is defined to detect the execution of all methods altering the contents of the data structure (for example, ArrayList.clear or ArrayList.set). The pointcut below is specifically defined for the class ArrayList. Currently, our implementation supports fields whose type is a primitive type and unidimensional structures (Vectors, HashSets and ArrayList). It is however straightforward to support more data structures.
Finally, method calls are intercepted using a pointcut of the form (call(public * *(..))). This aspect is of type around, i.e. the call is not executed until the aspect code is executed. This allows verification of the policy state at the Pdp before allowing the execution of the method.
Policy Representation Layer
The policy representation layer consists of a recursive algorithm that processes Java objects and method calls in order to represent them using the facts described in Figure 4 . For example, consider an instance of the declared class doctor with a field age of type Integer and another field patients of type ArrayList of Patient. Class Patient has a single field name of type String. Suppose there are two patients P 1 and P 2 in the treated patients list of doctor X. These objects would be represented as follows:
-instance of(X,doctor) representing the instance, -field of(X,age,18) if the value of age of X is 18, -field of(X,patients,Y) where Y is an identifier of the ArrayList of patients, -field of(Y,e,P 1 ) where P 1 is an identifier of the first Patient, this fact denotes that P 1 is an element of the ArrayList of patients, -field of(Y,e,P 2 ) where P 2 is an identifier of the second Patient, -field of(P 1 ,name,'John') if the name of the first Patient is John, -field of(P 2 ,name,'Ben') if the name of the second Patient is Ben.
A method call is represented using a fact of the form call of(method id) where method id is the method alias. Methods are processed similarly to class instances. However, param of facts use the parameter position instead of attribute names: for example, a fact param of(delete method,1,X) means that X is the first parameter of the method call delete method. Method calls have two additional parameters, namely the this and target parameters denoting the calling and called instances of the method call respectively. AspectJ enables an easy identification of these instances for intercepted method calls.
The Policy Decision Point (PDP)
The Pdp is a policy engine implemented in Prolog. It computes a decision for access control requests and manages obligations in the policy according to notifications received from the Pep as follows: for an instance creation notification, new Prolog facts representing the instance are inserted into the engine's knowledge base; for a field update notification, old facts specifying the field's value are retracted and replaced by new facts specifying the new value; for a method call notification, new facts corresponding to the call and its parameters' value (which works just as for instance fields) are inserted and the authorization policy is checked. An access control decision is then returned to the Pep and the facts corresponding to the call are retracted from the engine. After each notification, the Pdp also updates the state of obligations.
Access Control After a method call is attempted, the call is interpreted by the Pep. An access is granted if it is permitted and not prohibited, i.e. the prohibitions are given an implicit priority over permissions for the resolution of potential conflicts between them. This access control policy evaluation strategy is specified using Prolog rules as follows: 
permitted(I,S,A,T)
← permission(I,Rs,A,Rt,C), instance of(S,Rs), action(A), instance of(T,Rt), hold(S,A,T,C).
prohibited(I,S,A,T)
← prohibition(I,Rs,A,Rt,C), instance of(S,Rs), action(A), instance of(T,Rt), hold(S,A,T,C).
Obligations The Pdp manages the state of obligations by detecting their activation, cancellation, fulfillment and violation. We unify the representation of obligation activation contexts using Intervals: every activation context c is represented using an interval [c, !c].
An obligation is managed as follows: it is instantiated when its activation context holds. It is then fulfilled when its required action (context) is detected, otherwise the obligation is violated if its violation context holds. An obligation is canceled at any time when its deactivation context holds. Table 2 shows the conditions for the detection of the activation, cancellation, fulfillment and violation of obligations and the update actions taken by the Pdp when these conditions are detected. For example, Line 3 specifies that when the state of an obligation is active, its state is updated to violated when its violation context becomes true. State obligations (Line 5) are managed similarly, however their fulfillment is detected when their required context holds.
Support of Quaternary Predicates
One advantage of using predicate logic to represent the application state is that it simplifies the definition of predicates for the expression of sophisticated state conditions. For example, the rules below specify the contains operator for data structures like ArrayList s, the less than or equals operator for numbers and the derivation of violated facts from obligation facts respectively. ← field of(Id,Name,V), number(V), V =< Val.
field of(Id,Name,includes,Val) ← field of(Id,Name,V), field of(V,e,Val).
Policy Update
A runtime update of Security Rules is managed by simply adding (or retracting) the Security Rules from the policy engine (and their associated facts), i.e. if an obligation rule is removed then all its activated instances are also removed. When a new class is added (or removed) to the declarations part of the configuration, then the instances of this class are added to (or removed from) the knowledge base of the Pdp as discussed in Section 4.2. Similarly, when an attribute is added (or removed), then the facts representing it are added (or retracted). A method call that is declared (undeclared) starts (ceases) to be monitored by the Pep.
To handle these updates to declared classes and attributes, we need to keep a map of the class instances of the application at the Pep level.
Validation
To validate our approach, we considered two use case applications, namely our MS running example of Section 3, and an Auction Sales Management System (Asms). The Asms consists of 122 classes, 797 methods and about 11 kLoC. The Asms implements an Auction system, where users can buy or sell products online, after joining an auction and placing bids. Users can also post, or read, comments from the Auction session. In the evaluation, we specifically targeted performance-related research questions:
-does the tool perform sufficiently well to be used in practice? -what are the main factors impacting the tool performance?
To answer these questions, we defined a security policy for each example application and ran a scenario covering the different policy management operations, Figure 6 shows the results: policy management operations and access request evaluations are performed in a few milliseconds, and represent an almost constant overhead. On the other hand, obligation processing time increases with the number of (activated) obligations in the system: the activated obligations' contexts have to be verified individually to check whether they are canceled, violated or fulfilled, after each state update. We are currently investigating ways to improve this processing time.
Discussion and Related Work
Since the seminal contributions of Lodderstedt and Basin with SecureUml [10] , and Jürgens with UmlSec [20] back in 2002, model-based development of secure systems has been an active research area. In Table 3 , we compare several contributions with respect to several dimensions: system (DM) and security modeling (SM); contextual security (CS); security concerns (SC) (i.e. what kind of security properties can be expressed); and code generation (CG).
Domain and Security Modeling.
Uml is the most common way to define the target application domain, as shown in the first column of Table 3 . UML-based approaches annotate the business Uml model with their security requirements. Conceptually, our approach is different since we introduce the S@R DSL to specify security requirements and their mapping to target systems. One advantage of our approach is that it cleanly separates security from system specification making a true separation of concerns, as opposed to the use of OCL constraints to specify contextual policies when Uml profiles are used. Note that Xacml does not assume any specific domain modeling language and, therefore, it does not provide means to systematically integrate security mechanisms for enforcing Xacml policies in targeted systems.
Expressivity of Security Languages is a major challenge since it is necessary to cover the specification of many practical security concerns. Many systems today have security requirements that go beyond access control, as recognized by Basin, Clavel and Egea in [13] where they pointed out the need to add support for obligations. To the best of our knowledge, S@R is the first Dsl that supports management and enforcement of both authorizations and obligations. The specification of obligations is supported in Xacml [36] . However, obligations in Xacml are syntactic elements without formal semantics. Furthermore, Xacml does not provide management and enforcement support for obligations.
Violation Monitoring and Policy Runtime Updating. Runtime policy updating and security rule violation monitoring are not, to the best of our knowledge, present in any of the current approaches.
Security Infrastructure. Despite the use of automated transformations in Mds, it is still difficult to enable full code generation from high-level requirements. SecureUml [19] supports the generation of secure systems for two target architectures (Enterprise JavaBeans and Microsoft DotNet), but the generating mechanism relies on pre-existing security mechanisms. In Sectet, the information relevant for authorizations are specified using the tool's language, and transformed into Xacml specifications. In [31] , security and business are composed into a model from which Java code is generated. Our approach generates Prolog code from security policies defined within S@R, whereas the rest (i.e., aspects monitoring and policy interpretation) is application-independent.
Conclusion
This paper proposes an approach for securing Java-based business applications using security policies. Our approach cleanly separates between security and business concerns, allowing the separate development and specification of business and security aspects. It also enables the specification of fine-grained contextual permissions and obligations and supports their management, enforcement and their update at runtime. We have demonstrated the expressiveness of our security policy language using a comprehensive example and validated our approach by using it to secure two different systems. We have identified some limitations of our framework, namely its scalability when the number of activated obligations in the system increases. Therefore, we plan to study optimization techniques to improve the tool's performance. We also intend to provide support for more advanced usage controls and more Java data structures.
