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We present an original modeling tool, which can be used to study the mechanisms by which 
free/libre and open source software developers’ code-writing efforts are allocated within open 
source projects. It is first described analytically in a discrete choice framework, and then 
simulated using agent-based experiments. Contributions are added sequentially to either existing 
modules, or to create new modules out of existing ones: as a consequence, the global emerging 
architecture forms a hierarchical tree. Choices among modules reflect expectations of peer-
regard, i.e. developers are more attracted a) to generic modules, b) to launching new ones, and c) 
to contributing their work to currently active development sites in the project. In this context, we 
are able – particularly by allowing for the attractiveness of “hot spots”--  to replicate the high 
degree of concentration (measured by Gini coefficients) in the distributions of modules sizes. 
The latter have been found by empirical studies to be a characteristic typical of the code of large 
projects, such as the Linux kernel. Introducing further a simple social utility function for 
evaluating the mophology of “software trees,” it turns out that the hypothesized developers’ 
incentive structure that generates high Gini coefficients is not particularly conducive to 
producing self-organized software code that yields high utility to end-users who want a large and 
diverse range of applications. Allowing for a simple governance mechanism by the introduction 
of maintenance rules reveals that “early release” rules can have a positive effect on the social 
utility rating of the resulting software trees.   
SimCode: Agent-based Simulation Modelling of  
Open-Source Software Development  
 
1. Introduction 
By what mechanisms do free, libre and open source projects
1 mobilize their human resource 
inputs, allocate the contributors’ diverse expertise, coordinate the participation and retain the 
commitment of their members? How fully do the products of these essentially self-directed 
efforts meet the long-term needs of software users in the larger society, and not simply provide 
satisfactions of various kinds for the developers? How, in the absence of directly discernible 
market links between the producing entities and users or customers, is the output mix of the open 
source sector of the software industry determined? 
To pursue answers to these questions resource allocation in open-source software one must 
enquired into the nature and functioning of behavioral and organizational mechanisms that, in 
effect, assign the (largely volunteered) efforts of members of a distributed community among a 
variety of distinct projects, and among the multiplicity of development tasks required by each of 
those projects. How then do developers collectively select among the observed array of projects 
that are launched? What processes govern the mobilization of resources sufficient to enable them 
to attain the stage of functionality and reliability that permits their being diffused into wider use 
– that is to say, use beyond the circle of programmers immediately engaged in the continuing 
development of the code itself?  
Thinking about such issues is the economist’s métier. Considered from that viewpoint, it is rather 
surprising that these key microeconomics questions remain virtually unasked, let alone 
unanswered in the already extensive and rapidly growing literature devoted to “the economics of 
open source software.”
2 What is required, and has not yet been provided, is a representation of 
the variety of non-market mechanisms that can aggregate myriad decentralized, interdependent 
micro-level production decisions on the part of contributing (and non-contributing) agents, 
thereby generating an array of open-source products with particular functional properties and 
qualitative attributes that affect their attractiveness to users outside as well as within the project-
community. Economists, of course, have ready to hand a paradigm of a decentralized system that 
will perform these allocation tasks: a system of markets for resource inputs and outputs that is 
guided by endogenously generated price-signals. But in the case at hand, one is confronted with 
a production and distribution system that appears to be “working” in the absence of both 
“commands” and price-signals. This may account for a good bit of the hesitancy that members of 
the discipline have displayed in pressing for answers to their standard questions about 
microeconomic resource allocation in this area.  
                                                 
1 We will on occasion refer simply to “open source” code, without implying any distinction from the class of free 
and open source projects that release code under the GNU GPL. Although the term “libre source software” is more 
elegant in conveying the sense in which free and open source code is “free,” it is less familiar in the English-
speaking world.  
2 See, e.g., the listing of papers at: http://opensource.mit.edu/online_papers.php. Only a handful address themes of 
the kind described in the abstracts of Garzarelli and Gallopini (November 2003), and Dalle and David (2003). 
  
In order to venture into this unfamiliar territory, and eventually to be in a position to exploit the 
abundance of data that is becoming more accessible for systematic empirical resource on open-
source software development activities, clearly, there is a need some “special purpose” 
conceptual guides and a set of flexible tools suitable for exploratory analyses. We suggest that 
agent-based simulation modeling offers a method that can meet those requirements. Stochastic 
interaction models and their associated simulation experiments, such as the ones that are 
presented here, have long been found to be useful tools with which to gain insights into the 
properties of complex systems in which the endogenously governed actions of heterogeneous 
agents give rise to “emergent properties,” collectively generated coherent outcomes whose 
eventuation cannot be discerned by understanding the motivational rules or “objective functions” 
of the individual actors (see e.g. Dalle, 1997). Among the developers engaged in open-source 
projects there are two main forms of interaction: they may communicate directly via email or 
other messaging systems, and they interact indirectly through the medium of the “code” that they 
contribute, use and improve upon. This suggests the two principal avenues along which it would 
be plausible to proceed in seeking to understand how coordination is achieved in these 
distributed systems of collective production. In the line of research on which this paper reports, 
we focus attention upon interactions among the ensemble of developers that respond to the 
evolving state of the source code, and hence indirect – being mediated entirely by the commonly 
observable state of the code itself.
3
We may view the current status of the various pieces of code under development, which are the 
result of previous contributions – hence the importance of sequential interactions between them – 
as forming the set of “problems” that confront developers interested in a given project; among 
these problems individuals select which, if any, they will contribute to “solving.” This formulates 
an important aspect of the collective coordination processes as a sequence of micro “problem 
choice” problems (Carayol & Dalle, 2000). The latter conceptualization can be made more 
tractable by setting to one side the programmer’s “meta-choice” problem, that of deciding 
between working in the open source mode or becoming engaged in “close” software production 
activities undertaken by a commercially-oriented enterprise. The issues that have absorbed much 
of the attention of economists concerned with the open-source phenomenon -- questions of why 
people contribute their efforts to open-source projects, and why they do so not only on projects 
that will yield programs of a kind that are customized for their immediate use, but join large and 
more general purpose software system-building communities – will thus be set beyond the scope 
of this study.
4 This permits us to focus primary attention upon what has been described as 
                                                 
3 Studies of both the direct and indirect interaction space would be complementary, and this is a directions in which 
it is hoped that quantitative research on open-source communities will proceed, e.g., as Baharona and Robles (2004) 
have proposed. Repositories of messages from email-lists maintained by open source projects, and other Internet-
based communities provide the data sources on the structure of communications associated with the activities of 
these projects, and from which much could be learned regarding resource mobilization and task allocation to 
activities apart from writing and patching code. See Caldas (2002) for an analysis of clustering patterns and clique 
formation in the email communications of a scientific and technical work groups, which develops “web-metrics” 
techniques that have wider applications. With specific reference to open-source project communities, see the 
pioneering study by von Krogh, Spaeth and Lakhani (2003), which focused on the process through which new open-
source recruits made the transitions to from passive subscription to a project’s email list (“lurking”) to active 
participation in discussions (“joining”), and then to actually submitting code.  
4 For survey findings on the diverse and changing motivations of participants in open-source development, which 
provide useful bounds for much of the theoretical conjecture by economists and other social scientists on that theme,  
questions of “motivations at the margin:
5 issues not of why agents volunteer their efforts, but 
when and where they chose to put their efforts, and how much input is contributed to which 
tasks?  
 
2. On simulation modeling, complexity and parsimony: “sculpting with Occam’s Razor” 
Before proceeding to take up those questions, a few additional remarks may be in order to 
underscore the case for creating simulation models as a means of gaining insight into the 
dynamics of software projection in the open-source mode, and the relevance of such 
investigations in the context of the broader problems pursued in several scientific disciplines, the 
most prominent at this point probably being economics, management, and software engineering. 
It is not really surprising that software engineering research has also started thinking that 
simulation tool would be relevant to support the production of new scientific knowledge (Ramil 
& Smith, 2003), although it seems that simulation in that context is understood as a way to 
address the sparseness of the certain kinds of empirical data of interest for the efficient 
engineering of complex code structures. We should emphasize that this is not the purpose for 
which we have turned to the simulation approach. On the very contrary, new empirical data is 
flowing almost every week about open-source software development, due to the renewed 
interested which this research area has recently granted, and one of the main issues here is more 
to integrate the various elements that are thus produced, to try to make them fit together, to 
possibly reject some of them as characterized by artifacts, or to ask for more detailed studies 
along the most promising lines.
6
Of course, it is hoped that modeling and simulation tools like the one we are developing in the 
context of the SimCode project could also help in empirical studies, by allowing researchers, up 
to a point, to better test and report upon their hypothesis and conclusions in a framework where 
calibrated results from other teams would have been incorporated. To do this, however, we 
critically need an appropriately “open” methodology: a reasonably transparent simulation 
structure that others can elaborate and modify in order to address particular theoretical issues, or 
confront specific bodies of data. Thus, designing such a tool, we consider appropriate to make 
use of Occam’s principle of parsimony as a methodology; put differently, we take Occam’s razor 
a “meta-tool” for analytical tool-building. The reason for this has to do with the largely heuristic 
nature of the simulation tools that we need: were they aimed at being predictive, the use of 
Occam’s razor would need to be questioned in light of all recent works about Kolmogorov’s 
                                                                                                                                                               
see, Ghosh, Glott, Kreiger & Robles, 2002; David, Waterman & Arora, 2003; Lakhani, Wolf, Bates & DiBona, 
2003. 
 
5 See Dalle, David, Ghosh and Wolak (2004) for further discussion of the differences and connections between the 
two classes of motivational questions that research on open-source projects should purpose; and an initial attempt to 
statistically identify the effective micro-level “signals” that affect effort allocation, and which are generated by the 
evolving structure of the code of the Linux kernel, and the cumulative distribution of contributions by developers 
among the evolving sub-projects, or modules, of the project. 
6 To appreciate the extent to which the development of tools for massive data-extraction and automated data-analysis 
of material from open source repositories has run ahead of conceptual frameworks and interpretative hypotheses 
regarding the processes generating the data, one has only to look at the group of papers posted during the summer of 
2004 by Gonzalez-Baharona and his co-authors (Lopez, Ghosh and Robles) at: 
http://opensource.mit.edu/online_papers.php. 
  
complexity and about similar statistical approaches vindicating or supporting Occam’s razor. 
Here however, sculpting with Occam’s razor is conceived as an individual and collective 
learning process where earlier simulation experiments give insights about further ones, i.e. about 
modifications and evolutions of the model itself.  
One should think of designing a simulation tool in an environment where many researchers are 
producing empirical and theoretical knowledge about open-source software as a knowledge 
producing activity in itself. But it is one that is likely to proceed most quickly, and to prove most 
productive if parsimony places strong limits on the number of hypotheses and parameters that the 
model involves in any single formulation. Otherwise, users soon would be confronted with the 
proverbial “map that was as big as the country’: an overly complicated model whose opacity 
would prevent the modeler, and other contributors, from readily isolating the main effects that 
underlay the features of the system’s “emergent properties,” and from learning what parameter 
values were required to mimic important features of the available data. Indeed, only a relatively 
simple simulation model is able to be correctly reviewed in a peer-reviewed journal – according 
to the authors’ practical experience –, and only a relatively simple model in the spirit of Occam 
can be used by a scientific research community to test and experiment alternative pieces of 
working knowledge. Only by “sculpting with Occam’s razor” is it really feasible to render the 
design and exercising of a stochastic simulation model an interactive process that helps the 
modelers heuristically select among various tentative hypotheses, and implement them to 
discover what implications they hold for observable distributions of variables describing the 
actually phenomenon of interest. This self-revealing approach avoids trapping the model-builder 
in sterile closed loops, because transparency and “simplicity” sets conditions encouraging 
openness in interactions with other researchers, and in the reception and integration of their 
(hopefully constructive) criticism. 
In any case, we believe that modeling of this kind offers a framework upon which it will be 
possible to integrate empirical data about the extent and distribution of participation in open 
source program development, with observations concerning the social norms and organizational 
rules governing those activities. It thus takes a step beyond the preoccupation of much of the 
recent literature. Moreover, by facilitating investigation of the implications of the micro-
behaviors among the participants in open source and free software communities, this modeling 
approach provides a powerful tool for identifying critical structural relationships and parameters 
that affect the emergent properties of the system. 
Indeed, the tasks we have set for ourselves, and hopefully for some others, in regard to studying 
open source software represent an explicit attempt to the challenge of providing answers to the 
classic questions of whether and how this instance of a decentralized decision resource allocation 
process could achieve coherent and socially efficient outcomes. What makes this an especially 
interesting problem, of course, is the possibility of assessing the extent to which institutions of 
the kind that have emerged in the free software and open source movements are enabling them to 
accomplish that outcome – without help either from the “invisible hand” of the market 
mechanism driven by price signals, or the “visible hands” of centralized managerial hierarchies. 
Responding to this challenge requires that the analysis be directed towards ultimately providing a 
means of assessing the social optimality properties of the way “open source”, “open science”, 
and kindred cooperative communities organize the production and regulate the quality of the 
information tools and goods – outputs that will be used not only for their own, internal purposes, 
but by others with quite different purposes in the society at large.  
In this paper, we report on the current status of project SimCode, as we have chosen to denote it 
– for obvious reasons. Section 2 presents an overview of the model and of the simulation tool we 
have developed, and suggests, passim, several items that should fit into the future research 
agenda that we and others should undertake; section 3 reports on simulation experiments, and 




3.1 Structure and rationale 
The core of the stochastic simulation model of open source software production presented here is 
a behavioral kernel: heterogeneous developers face an existing set of software modules
8 – about 
the state of which we assume that they are fully informed
9 –, and they choose the module they 
will contribute to stochastically, according to their effort endowments and to the reward that each 
module can grant them. Heterogeneity, represented here by the existence of a stochastic 
(discrete) choice function, classically accounts for all the un-observed characteristics of each 
developer. Each developer will prefer to undertake the most rewarding tasks, according to a 
reward system still to be determined: however, this is not a deterministic choice as there are 
necessarily unobserved heterogeneous characteristics which drive this choice, and for which no 
model can account for if it wants to avoid to absolute contingency trap in which it would fall if it 
assumed it could take all relevant variables into account. A simple, and now relatively traditional 
way to handle this (Anderson, de Palma & Thisse, 1992), is to consider that the more rewarding 
modules will be chosen with a higher probability – or, in the statistical physicist’s language now 
common in most disciplines including economics, to consider rewards as weights and to compute 
the probability that each module is chose according to a ratio between its weight and the sum of 
all weights, possibly distorted by various parameters and coefficients. Namely: 




all modules all virtual modules
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  (2.1) 
Where  () ρ α    stands for the reward of α contributed to each module. 
                                                 
7 The current version of this model, and its exposition, have enormously benefited from various comments and 
criticisms we have received from various people after we had previously opted for an “early” release (Dalle & 
David, 2003), precisely to elicit comments both from the academic community and also from participant observers 
in open-source projects. Any modelling exercise like this one implies some conscious level of abstraction and 
simplification: however, the modellers might not be immediately accurate in their modelling attempts, over-
estimating some parameters while underestimating others, and therefore critically need insights and inputs from 
many other experts. Needless to say, this basic assumption still completely holds here. 
8 Which would probably correspond more to packages than to individual files according to the terminology in vigour 
in most open-source projects. 
9 Which implies that each new contribution is immediately made accessible to all developers. We do not account for 
now for the fact that some contributions are suitable not to be integrated in the code, depending notably on their 
relevance, and on maintenance policy, at least at the module level: see section 3 below for simulation experiments 
with various global maintenance rules.  
Among un-observed characteristics, an important caveat concerns here the precise nature of the 
problems that each developer faces in its own idiosyncratic situation, a feature which is 
reportedly known as a significant determinant of developer choice among various open-source 
projects: from Eric S. Raymond’s “Every good work of software starts by scratching a 
developer’s personal itch.” (Raymond, 1998a) to Eric von Hippel’s user theory (Harhoff, Henkel 
& von Hippel, 2000; Franke & von Hippel, 2002; von Hippel, 2002) and to more recent and 
quantitative evaluations (see e.g. Ghosh, Glott, Kreiger & Robles, 2002; David, Waterman & 
Arora, 2003; Lakhani, Wolf, Bates & DiBona, 2003). This is something that we only deal with 
stochastically in the current version of the model: namely, we account for un-observed 
characteristics like this one, but we do not specify it fully yet. A later version of this model 
should involve the development of such an improved behavioral kernel, which would account for 






A figurative representation of a software system growth process as an upward evolving tree 
  
precautions that would be needed to support the validity of the claims then obtained as these 
developments would increase the non-ergodicity (David, 2001), and perhaps the deterministic 
features, of the system, due to a higher number of variables which would then accounted for. 
It would mean developing a new module to the SimCode project. Indeed, this is exactly what 
open-source software development generally implies, since open-source developers do not 
simply consider adding their efforts to existing modules, but they also create new ones to 
supplement existing ones, when appropriate: this is precisely the mechanism that we have 
implemented to induce simulated code growth. To do so, we consider the following modeling 
finesse: we suppose that to each existing module is associated a ‘virtual’ module, which stands 
for the eventuality that a new module could be created from the existing one, either by 
developing an existing functionality out of it, in the form of an external module, or simply by 
adding a new one which would supplement this module: clearly then, the new module and the 
existing one would be technically linked
10, the new external module would typically be included 
in the existing during the compilation process, or sometimes simply called. Figure 1 represents 
the growth of a software system according to this rule: at each step, red lines and circles 
represented the last created module, while blues lines and circles represent virtual modules 
attached to each existing one, and black lines and circles represent older modules created during 
earlier steps.  
In this framework, the emerging architecture of the modules is indeed mathematically a tree, 
since, by construction, there are no loops and each module is linked to only one (parent) module. 
This tree does not completely correspond to the actual directory tree, nor to the full set of 
technical and functional dependencies, which are usually known as the architecture of a software 
system per se (Bass, Clements & Kazman, 1998), since some of technical dependencies are not 
accounted for here, namely the fact that some modules can be called by several others. We have 
rather characterized it here as an emerging architecture, i.e. the one which stems from the fact 
that developers generally decide to create a new module to solve a technical problem they face 
while working on a particular existing one, or as a development or part of an existing module. 
Therefore, this emerging architecture here has much to do with the kind of phenomenon that 
Herbert A. Simon (1962) famously characterized years ago in a seminal article on the 
“architecture of complexity”, and we indeed feel very much intellectually indebted to him, all the 
more so as the emerging architecture that he considers is also a tree-like “hierarchical system”
11: 
Simon indeed precisely suggested that the emerging architecture of complex systems tended to 
often be spontaneously such, because complex systems were born out of simple ones, and 
because simple systems then tend to be somehow included in more complex ones. As for our 
modeling of open-source software development, the rationale for the emergence of a hierarchy of 
modules is strongly similar: a complex system is dynamically born out of a simple one; new 
modules are created out of existing ones to supplement them by developing existing 
functionalities or adding new ones; and these new modules can be included in higher ones during 
the compilation process or at least are called as sub-systems. We are also very close here to the 
recent research on modularity (Baldwin & Clark, 2000), and extending the model further in this 
                                                 
10 Also in the sense of the wording of the GPL licence, for instance, which implies that if the “parent” module was 
GPL’d, then the new one would also be. 
11 But not in the traditional sense of hierarchy, just as a description of an architecture with several levels: indeed, so 
as to avoid mis-understanding, the French translation of this paper has precisely selected a word meaning “tree-like” 
(arborescent) to translate “hierarchy”.  
direction, notably by studying more extensively, and modeling more accurately, the actual 
technical interactions between modules, would also be a very fruitful research avenue 
This model then allows us to test one of the main hypotheses that have been suggested about 
software development in open-source mode, namely, what we suggest to call the “regard” 
hypothesis. According to this theory, developers are significantly influenced by reputation 
effects: Eric S. Raymond (1998ab) was among the first to emphasize this idea in the famous 
essays he wrote as a participant observer in open-source communities; and it has been since 
suggested repeatedly by several other important studies of open-source software development, 
also as a more general attempt to analyze the striking similarities between open-source and open 
science communities (Benkler, 2001; Kelty, 2001; Dalle, David & Steinmuller, 2002)
12. In a 
companion paper to this one (Dalle, David, Ghosh & Wolak, 2004), we indeed suggest that 
open-source software falls into a broader category which we characterize as peer regard 
economies: not reputation in a traditional sense, but rather to account for the fact that in these 
economies the actions undertaken by developers should at the margin account for the relative 
regard of their peers about their deeds
13. 
We therefore suggest that developer statistically tend to prefer lower-level modules to higher-
level ones in the hierarchical structure presented above, since the former, more general ones, are 
regarded as more generally relevant by their peers than more specialized ones, and also because 
their visibility being higher, it will automatically grant their contributors more regard from their 
peers. Contributing to the Linux kernel is deemed a potentially more rewarding activity than 
contributing to the file system, and the latter still dominates writing an obscure driver for a 
newly-marketed printer. Stated differently, we postulate here that there is a strong dependency 
between the emerging hierarchical architecture of the software system and the associated 
hierarchy of peer regard. Yet in other words, we postulate that there is lexicographic ordering of 
rewards based upon a discrete, mainly technically-based “tree-like” structure formed by the 
successive addition of modules. Clearly, this is an important assumption that should be tested 
empirically: in this respect, our companion paper presents preliminary elements in this direction, 
by showing that the pattern of signed and un-signed contributions in the Linux kernel is not 
random, and tends to show that technical dependencies tend to play a relatively significant role, 
among other factors (Dalle, David, Ghosh & Wolak, 2004). 
Still according to the “regard” hypothesis, and to also account for other observations by 
Raymond and others, we also add the two following properties influencing developer choice: 
[a] Launching a new project is more rewarding than contributing to an existing one, all the more 
so when several contributions have already been made: namely, the first contributions to a given 
module are more rewarding than later ones – this is more or less analogous to the “first to 
publish” rule in open science communities, and it seems to be also relevant in open source ones. 
[b] Contributing to an active project is more rewarding that contributing to a stagnant or dormant 
one, as contributions will simply be more noticed by a larger number of peers. 
This last property can be considered as a second-order effect, since it shows that developers and 
contributions are attracted by modules, which have already attracted more numerous 
                                                 
12 On the economics of Open Science, see Dasgupta & David (1987, 1994), David (1998abc, 2000). 
13 At least when they are in C-mode, as opposed to I-mode: see Dalle & David (2003).  
contributions, but it is also an important element of peer regard that contributions, however 
technically astute, should have an audience. 
 
3.2. Mathematical description 
In mathematical terms, we therefore get: 
    ( ) ( ) ( ) a module: mm m m mr x ρα α ∀= + m r x −  (2.2) 
Where  () m ρ α  still stands for the expected
14 reward of contributing α to module  ,  m ( ) m r    is the 
cumulative reward function, i.e. the total reward associated with the sum of all contributions to 
module  ,  m m x  is the current improvement of module m, i.e. precisely the sum of all past 
contributions, and α is a potential contribution for a developer’s given effort endowment. Clearly 
then, by construction, for   the virtual module associated with  :  m′ m
   ( ) :0 mm mx r x m ′ ′′ ′ ∀= =  (2.3) 
Thus: 
   ( )(  the virtual module associated with module  : mm mm ) r ρ α ′′ ′ ∀= α
)
 (2.4) 
And   is a (positive) increasing convex function in coherence with rule [a] above, which 
imposes that the first contributions are more rewarded than the later ones. 
() r   
We will further consider here that: 
   () () () () ( )() () ( ( ) 1 mm m m dm dm rx r x v xd m c m
γ λ −
== +  (2.5) 
Where   is the distance of module m from the first “root” module;   is the function 
which gives the version number of module   at distance 
() dm () () m dm vx
m ( ) dm from the root from its current 
improvement  m x ;   is the number of contributions received by module  , and  () cm m 0 λ ≥  and 
0 γ ≥  are parameters. 
This simplification of   into  () m r   () ( ) dm r    is a direct consequence of the hierarchical and 
lexicographic assumption presented above: the reward associated with module m depends on its 
location in the software architecture only as it depends from the height of the module in the 
hierarchical module tree,  . This dependency is then given according to characteristic 
exponent 
() dm
λ : when  0 λ =  all modules are similarly rewarded, whatever their height  , while 
as 
() dm
λ  goes to infinity the dependency of rewards to the height of the module increases, with: 
                                                 
14 Part of the reward at least, especially for new modules, depends upon other contributions to be added later: 
therefore its expected nature.  
    (2.6)  () () ( ) () ( ) () 00 1  and  : 0 as  mm m m r x v x c m m root r x
γ
λ =+ ∀ ≠ → → + ∞
Since, by construction, the height of a virtual module is the height of its parent plus one, (2.4) 
and (2.5) above imply that: 
   () () () () () () () ( ) 11 :1 mmdm dm mr rv d m
λ
ρα α α α
−
′′ ++ ∀= == +  (2.7) 
If of course we note also that : 
    (2.8)  () () ( ) () :1 1  s i n c e   : 0 mc m m c m
γ
′ ∀+ = ∀ = ′
By construction: the term in   in equation (2.5) above allows us to account for rule [b], 
namely, to render the more active projects – the “hot spots” – more rewarding for further 
contributions – even more and more so as 
() cm
γ  increases, while this effect disappears completely 
when  0 γ = . It is therefore not relevant for potential virtual modules, and the mathematical 
expression has been chosen in consequence. 
We then define also: 
   () ( ) ( ) log 1 mm dm vx x d
µ =+  ,  (2.9) 
where  0 µ ≥  is another characteristic exponent, which simply implies that it is easier to increase 
version numbers for high modules than for lower ones, and we easily verify that  () ( ) m dm vx , and 
therefore  ( ) m rx    are positive increasing convex functions of  m x . 
To complete the description of the model, what we are finally missing is a distribution of effort 
endowments  α within the population of independent developers
15, normalized by individual 
productivities to directly translate into potential improvements added to modules: that is, a 
distribution of the size of contributions
16. On the basis of the relative sizes of the high- and low-
activity segments of the developer population found by various surveys, and notably the FLOSS 
survey, we suppose that these endowments are distributed according to an exponential 
distribution function
17. Using the classical inverse transformation method on the cumulative 
                                                 
15 Whatever their unit of measurement, typically in SLOC or in KLOC: if such a measure was to be selected, it 
should be noted that we do not differentiate here between lines added, replaced and deleted. As a consequence, a 
more appropriate measure of improvement would then be the sum of all lines added, replaced, and deleted.  
16 Since, as we mentioned above, this model is for now a model of contributions and not a model of contributors: the 
heterogeneity of contributions is a consequence of the heterogeneity of contributors, and we do not track for now for 
individual developers and for instance for the history of their contributions, which would necessarily imply to attach 
idiosyncratic characteristics to each individual developer. As a consequence, the model presented here is not 
properly speaking agent-based, but is more stochastic in its nature, accounting better for the intrinsic heterogeneity 
of economic actors through the observable heterogeneity of their actions. 
17 For now, we do not make any distinction different types of contributions, be they patches to correct bugs, or the 
addition of new features – which Raymond (1998a) indeed characterizes as the correction of “bugs of omission”. 
This aspect of the model could certainly also be improved in later versions. We do not account either for the  
distribution (e.g. Ross, 2003), we then compute the following exponential random number 
generator, which generates contributions α from a uniformly distributed probability: 
   (
1
ln 1 p α )
δ
= −− , (2.10) 
Where  [ ] 0;1 p∈  is uniformly distributed and δ  is a parameter which controls for the mean of 




= , where  .  stands for the 
means. 
Simulation experiments can then be run easily according to this model, in discrete time: at each 
time step a new contribution is simply added to the existing system
18, i.e. either an existing 
module is improved or a new one is created. The procedure is the following: 
i.  A random contribution is given by (2.10) ; 
ii.  The rewards of all existing modules, considering their current improvements, and of 
all virtual modules are computed according to (2.5), (2.7), and (2.9); 
iii.  A module is chosen according to (2.1), and the system is then modified in 
consequence. 
Figure 2 represents the typical growth path of such a system, and should therefore be compared 
to Figure 1 above (numbers for each module are version numbers). 
To finish with the mathematical description of the model, we just need to add that our ultimate 
goal is to analyze some of the characteristics of the emerging software systems, described here as 
code trees: in particular, we are interested in measure how sensitive their morphology (software-
tree forms) is to parameter variation. Just to push the tree metaphor further, the obvious trade-
offs of interest are those between intensive effort being allocated to the elaboration of a few 
“leaves,” i.e. modules, which may be supposed to be highly reliable and fully elaborated 
software systems whose functions in each case are nonetheless quite specific, and the formation 
of a “dense canopy” containing a number and diversity of “leaves” that, typically, will be less 
fully developed. Indeed, a simple way to characterize this morphology, which we will use below, 
is simply to compute the Gini coefficient of the distributions of the sizes all “leaves” – modules. 
The reason for this is that an important empirical finding, reported by Ghosh & David (2003), is 
that the Gini coefficients of the distribution of module sizes tend to be very (indeed, extremely) 
high. As for now, these results were obtained for the Linux kernel. This relatively striking feature 
means that there is a very limited number of modules with receive numerous contributions, and a 
very large number of modules with only a limited number of contributions, maybe only one
19. 
 
                                                                                                                                                               
involvement of commercial developers: we have started doing experiments in this respect, which will be reported 
elsewhere. 
18 As in all the experiments presented here, starting only with the root module with initial improvement 1. 
19 We would suggest that one-contribution (and therefore one-contributor) modules realized in I-mode can 








































A simulation of the growth of a software project 
 
But we also believe that the emerging morphologies of such software systems are absolutely 
non-neutral with regard to their social utility. Clearly, this should be and must be here a highly 
debated issue, but the reason why we dare enter this area is because we really feel critical to 
make some progress in the understanding of this difficult problem: for the purposes of this first 
step, the focus of the analysis is confined to showing the ways in which the specific norms of the 
reward system and organizational rules can shape emergent properties of software systems, such 
as its range of functions and reliability. Indeed, the global performance of development in open  
source mode, in matching the functional and other characteristics of the variety of software 
systems that are produced with the needs of users in various sectors of the economy and polity, 
obviously, is a matter of considerable importance that will bear upon the long-term viability and 
growth of this mode of organizing production and distribution. 
Therefore, we introduce here a simple social utility function, which basically captures 3 
principles, which we first make clear:  
(1)  Lower modules are more socially valuable than higher ones because more users use 
them, and because also of the range of other modules and applications that eventually 
can be built upon them; 
(2)  A greater diversity of functionalities is more valuable because it provides software 
solutions to fit a wider array of user needs; 
(3)  Users value greater reliability, which is likely to increase as more work is done on the 
code, leading to a higher number of releases. Releases that carry higher version 
numbers are likely to be regarded as ‘better’ in this respect. 
We then capture these ideas together according to the following
20 social utility function: 









ξ − ⎡ =+ − ⎢ ⎣ ∑ ⎤
⎥ ⎦
 (2.11) 
Where  [ ] 0;1 ν ∈  and  0 ξ ≥  are parameters, again in the form of characteristic exponents: 
obviously, ν  controls rule (3) above, while ξ  controls rule (1) and while the summation in itself 
accounts for rule (2). 
 
 
4. Simulating the allocation of efforts in open-source software development 
For the sake of the exposition, Figure 3 (in annex) presents a typical collection of trees generated 
in the context of the simulation experiments presented in this section. In any case, all simulations 
reported in this paper have been conducted with similar values of the parameters, excluding λ  
and  γ  since they control the main regard effects that we intend to test, and which we will 














Which, at this point, can be considered as reasonable numerical values, all the more so similar 
results to the ones presented here hold for other values in the same range, except for higher 
                                                 
20 In the future, we might be willing to implement a better differentiation between functionality and reliability, with 
the idea also that different users might typically value both aspects differently.  
values of ξ  which tend to eliminate the existence of non-corner maxima to social utility, by 
typically, and logically, driving the maxima toward low very high values of λ . 
 
4.1 Simulation results on project architecture an the distribution of module sizes  
Table 1 and Figure 4 now present Gini coefficients measuring the degree of concentration of the 
module-size distribution for various values of λ  and γ , i.e. depending on the strength of the two 
main “regard” effects in the model: λ  controlling the influence of the inner hierarchy of modules 
within the project, and γ  control ing the attractivity of “hot spots” – active modules. Clearly, 
there is a region of the parameter-space within which both coefficients exert a positive influence 
on the Gini coefficient: one can see the boundary of that region describes a steeply rising “ridge-
line” in Table 1 along which the entries for G attain a maximum in the neighborhood 0.86-.88. 
The row-maxima and column maxima for the Gini coefficient, which coincide along that ridge-
line are marked in boldface in the table. In other words, there is a linear combination of 
l
λ  and γ  
that consitutes a limit, above which the software system fails to develop, so that virtually all the 
code growth is confined to a single (root) module.
21
We certainly do not generate Gini coefficients as high as those found in actual open-source 
project code (sometimes over 0.99), but this would have been impossible due to the limitations 
of our stylized simulation experiments; furthermore, we do not account for the technical 
peculiarities of some specific modules in a software project like Linux – where the modules 
providing a great variety of “drivers” results in a multiplicity of comparatively small code-
packages, which contributes the projects high Gini coefficient. But simulations that displayed 
even the results did not hold in various simulation experiments that we conducted, and that are 
not described here in detail, for which Gini coefficients typically remained low (i.e., rarely 
exceedisng 0.5). This was for instance the case when we grew software systems: 
i.  Without rule [b] above, i.e. without the “hot spot” effect; 
ii.  Without rule [b], but with another rule, [c], accounting for a negative effect that a 
higher number of existing modules stemming from any given one would have on the 
motivation to create still another child to this module. 
We would therefore suggest, according to these results but also to the other ones presented below 
which similarly exhibit high Gini coefficients, that there is a positive correlation between the 
existence of regard-based reward structures, and specially fashion effects, and the observed 
characteristics of package size distributions within some open-source software projects. 
                                                 
21 A close approximation to this boundary line is found as: max-Gini = (0.1)λ  + (0.43)γ . As one may see, this 
relationship begins to break down for value of λ < 1.   
 
    γ  
   0,0 0,2 0,4 0,6 0,8 1,0 1,2 1,4 1,6 1,8 2,0
0,0 0,47 0,47 0,47 0,48 0,47 0,48 0,50 0,55 0,61 0,70 0,68
0,5 0,48 0,47 0,47 0,47 0,49 0,50 0,54 0,60 0,70 0,83 0,73
1,0 0,48 0,48 0,48 0,49 0,51 0,53 0,58 0,67 0,82 0,87 0,67
1,5 0,48 0,49 0,50 0,52 0,53 0,57 0,65 0,75 0,85 0,72 0,41
2,0 0,50 0,50 0,51 0,54 0,58 0,61 0,74 0,86 0,87 0,71 0,32
2,5 0,50 0,52 0,53 0,57 0,61 0,69 0,79 0,88 0,81 0,43 0,30
3,0 0,52 0,53 0,56 0,60 0,65 0,74 0,85 0,87 0,61 0,38 0,17
3,5 0,53 0,56 0,59 0,63 0,70 0,79 0,88 0,72 0,58 0,15 0,17
4,0 0,55 0,57 0,61 0,66 0,75 0,84 0,86 0,61 0,56 0,22 0,05
4,5 0,57 0,60 0,65 0,70 0,79 0,87 0,83 0,52 0,22 0,05 0,00
λ
 
5,0 0,59 0,62 0,67 0,74 0,82 0,87 0,79 0,46 0,25 0,05 0,00




















Figure 4: Gini coefficient for module size distribution (without maintainers)  
  
4.2 Simulation results on developers’ choices, project “release” rules, and social utility  
To turn now to results about social utility, Table 2 and Figure 5 show that social utility varies 
systematically with λ  and γ . But the effect of higher γ , raising the attractiveness of “hot spots” 
of developer activity among the modules, is to monotonically reduce the social utility of the 
overall project code. In Table 2 only the column maxima are marked in boldface, to highlight the 
fact that these occur at successively lower values of λ  as the attractiveness of “hot spots” is 
increased, and that the value of the column maxima themselves decreases. It will be seen, 
therefore, that the locus of column maxima, and therefore the maxima of social utility nowhere 
correspond to the ridge-line region of Gini coefficients that appears in Table 1 and Figure 4 
(Note that the γ  axis has been inverted between the Figures 4 and 5, in order to obtain greater 
clarity in the perspective imposed by the 3-D view). 
Although these results are remain quite tentative, it is difficult to escape the conclusion that the 
‘regard’ motivations which we have hypothesized to operate within the open-source software 
communities of large projects are not conducive to generating socially optimal, or even second-
best optimality in the emerging functional design of software systems. To put it differently, and 
still more hypothetically, if the motivations of independent developers drive them to take 
decentralized decisions that are responsive to “peer regard” and imitative of “social fashion” 
within the project-community (which would correspond to specifying parameters λ  and γ  in the 
“high Gini” zone), then the results could be considered as a less socially beneficial global 
outcome, compared to other situations were fashion and regard effects would typically have less 
potency in guiding developer’s decisions. . 
 Needless to say, this rather striking conclusion rests entirely on the specification of the social 
welfare criterion, as well as the other behavioral specifications of the model. That it overturns the 
results reported by Dalle and David (2003) on the basis of an earlier version of the model is not 
problematic in itself: the present model, as has been seen, incorporated a previously overlooked 
“externality effect” – in the form of mimetic behaviors affecting individual choices about what 
parts of the project to which code is contributed, and effect that “social fashion – that enables the 
model to capture an important empirical feature of large projects’ code, namely, the skewed 
distribution of the module sizes. But, there are still other empirical regularities, such the 
characteristics of the distribution of individual developer contributions to each of the modules, 
that the model in its still present, highly simplified form cannot simulate. Therefore, it is 
undoubtedly premature to attach any finality and certainly any policy significance to the finding 
just reported.  
Nevertheless, in view of the importance and intrinsic theoretical interest of understanding the 
factors that will affect the assessment of open-source project performance from the viewpoint of 
external evaluators, and final users in particular –which our social welfare function seeks to 
represent, we believe it is appropriate to call attention to the foregoing results. At very least, it 
exposes the “instability” of the results yielded by the model during this still early phase of the 
sequential modification of its specifications. Indeed, one can do no less than report such reversals 
in results, if we are to adhere to the general scientific norm of “full disclosure” – placing one’s 




    γ  
   0 0,2 0,4 0,6 0,8 1 1,2 1,4 1,6 1,8 2
0 5,1 5,2 5,1 5,0 5,1 4,7 5,2 5,0 4,6 4,3 2,4
0,5 7,1 6,3 7,0 6,8 6,7 6,4 7,0 5,6 5,4 3,5 2,3
1,0 8,4 8,4 7,8 8,6 8,2 8,2 7,2 6,5 4,3 3,0 2,0
1,5 10,0 9,5 10,1 9,5 9,4 8,8 8,0 6,2 3,4 2,1 1,7
2,0 11,2 11,4 11,0 10,5 10,1 9,2 6,9 4,3 2,6 1,9 1,7
2,5 12,3 12,1 11,4 11,2 10,2 8,6 6,4 3,2 2,2 1,7  1,7
3.0 13,3 13,2 12,3 11,4 10,5 8,0 4,8 2,8 1,9 1,7 1,6
3,5 13,8 13,4 12,4 11,9 9,6 7,0 3,7 2,0 1,8 1,6 1,6
4.0 14,4 13,8 12,6 11,5 8,8 5,7 2,7 1,8 1,7 1,7 1,6
4,5 14,6  14,1 12,4 10,6 7,8 4,6 2,4 1,8 1,6 1,6 1,6
λ
 
5.0 15,0  13,8 12,2 9,7 6,9 3,4 2,2 1,7 1,6 1,6 1,6
Table 2: Social utility (no maintenance) 




































Figure 5: Social utility (without maintainers) 
  
We have modeled here open-source software development in which the contributions are not 
ing finesse would abstract from the 
selected, either ex ante or ex post, by maintenance criteria save for the endogenous regard norms 
that we have postulated for open-source development communities. This is clearly not so in most 
prominent open-source projects, including of course Linux and the crucial role still played by 
Linus Torvalds. Therefore, one may note that a simple (albeit highly stylized) way to introduce 
similar features into the present version of the model would be to provide one or more 
maintenance rules, according to which potential contributions to modules and/or virtual modules 
which do not follow these rules automatically receive a null reward. Consequently, such actions 
will never be chosen by the agents in the system, under the assumption that potential contributors 
know ex ante which maintenance rules will apply and have no (political) reason to offer code 
contributions that will not be accepted by the maintainers.  
Stating the latter condition differently, this simple model
possibility of code-forking arising because developers were unhappy with the established 
maintenance rules and decided to continue contributing to a “variant tree.” Such things do 
happen, but the phenomenon of deliberate code-forking driven by disaffection over maintainers’ 
rules appears to be relatively rare in open-source development, and the current version of our 
model abstracts from it entirely. In a previous paper (Dalle & David, 2003), we had presented 
experiments realized according to such a rule, although we had then characterized it as a further 
norm, which the developers would follow, instead of considering it as a maintenance rule per se: 
but both situations are similar since we consider that all developer know and follow the 
maintenance rules. Namely, we had considered a “limited tolerance to early release” i.e.: 
  () ( ) () ( ) :0 m r iff v v dm dm θ αα ∀= ≤  ,   
where vθ  is a version number release threshold below which contributions are not accep d (zero 
 spot effects, which were not accounted for in Dalle & 
te
reward for developers). Although releasing early is often encouraged in open-source 
communities, it can be either tolerated to release projects largely before they are functioning 
correctly – developers then get credit for early releases –, or on the very contrary preference can 
be given to already functioning pieces of code. Our main finding was that early releases tended 
to raise the social utility of projects: according to our initial experiments, the lower the release 
threshold (even when it is down to 0), the higher then the social utility of the projects, and a 
tentative interpretation for this was that early enough releases created positive-sum games 
between the first and the next contributors. To put it differently, when the initial release was low 
enough, and considering the fact that early contributions are more rewarding, there was still 
sufficient esteem to be gained by contributing to the newly created module so as to attract further 
contributions, and compared to other opportunities like contributing to an already well developed 
module, or else creating yet another one. 
Inasmuch as these results held without hot
David (2003), Figure 6 presents similar results with  1.5 γ = , which indeed hold for other values: 
we have selected here similar graphs to the ones presented in Dalle & David (2003), i.e. with 
30 . 50 . 522 δ µνξ λ == = == . These results tend to confirm that social utility still 
ed, although it now reaches a plateau on the right – on decreases as the release threshold is rais ce 
γ  is so high that the software trees do not “develop” any higher level applications (i.e. the 
typical tree remains almost completely “stunted” at its root level).   

















Figure 6: The impact of early release norms or maintenance rules 
 
5. Conclusio
e have reported in this paper on the latest stage in the advance of project SimCode, an effort to 
lation model of software development in open-source mode. Obviously, the next 




steps can be taken in either of two directions. Following the empirical path and the iterative 
development, we can seek to calibrate the model more precisely by using the empirical 
regularities (e.g., on the types and sizes of modules, and the overall architectural morphology) 
observed in a number of large open-source projects of various kinds. But there are also clearly 
are a number of research agenda items in view on the analytical path, many having been set out 
by our first report on this undertaking (Dalle and David 2003), with several new ones being 
added in the course of the foregoing discussion. Perhaps the most important discrete elaboration 
will be the steps from modeling the tree to modeling a forest: adding typically a second “project 
tree” that may compete with the first for developers’ contributions but also benefit from 
experience that they gain in working on the “rival” project. Next we envisage exploring whether 
the dynamics of the system becomes markedly more complex when the forest expands to beyond 
two trees, allowing some projects to have relationships marked by complementarity whereas 
other pairs are substitutes as far as the production relationships are concerned. 
Looking ahead on both paths, it seemed obvious that it will be beyond our power to adequately 
pursue on our own even the principal items in the vast research agenda that we
least not at a rate that can keep up with the proliferating sources of empirical data that a fully 
specified model could illuminate, and the multiplying policy questions that a carefully 
parameterized model could be used to analyze. Consequently, in a somewhat self-referential 
fashion, we are moving towards facilitating the conduct of the SimCode project in the distributed 
open-source manner: the next version of the model will provide not only the mathematical 
structure of a modularized version of the simulation structure, but will release the source code we 
are running, and which others may use to replicate our results and modify the structure. Whether 
this should formally become an experiment in the organizing of this kind of research on open- 
source as an open-source-like project (with all that this implies about claims to copyrights, 
licensing terms and governance norms), is an intriguing question. But, for the present, the “open 
science” mode seems to be powerful and attractively familiar way in which to move forward – 
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