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SOMMARIO 
 
 
Lo scopo della tesi è stato lo sviluppo di un sistema per PDA che sfrutta il 
protocollo OBD (autodiagnosi) per acquisire lo stato del veicolo, ovvero i valori 
rilevati dai sensori del vano motore. I servizi offerti sono basati sull'analisi dei 
dati acquisiti. Le opzioni principali sono rese disponibili al guidatore attraverso 
un'interfaccia multimodale (grafica/vocale). 
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1. INTRODUZIONE 
 
 
 
1.1 AUTOVETTURE E TECNOLOGIA PERVASIVA 
 
La guida di autoveicoli è per molti un’attività quotidiana. Le automobili odierne hanno 
svariati dispositivi high-tech integrati: il navigatore GPS è un tipico assistente elettronico. 
Esso può essere considerato un esempio di tecnologia assistiva, grazie all’output vocale 
che consente al guidatore di seguire il percorso mantenendo lo sguardo sulla strada. Un 
altro esempio è l’impianto vivavoce con connettività bluetooth. 
Molti automobilisti utilizzano il proprio smartphone anche come navigatore satellitare 
(oltre che come telefono). Si ritiene infatti vantaggioso il rapporto benefici /costo offerto 
dagli attuali PDA, aventi peraltro dimensioni e peso che li rendono tascabili. 
Le auto moderne adottano sistemi avanzati per il controllo delle funzionalità di bordo. 
Tuttavia i benefici potenziali di questa tecnologia pervasiva non sono ancora accessibili 
alla maggior parte degli utenti. Il motivo principale è la carenza di soluzioni interattive 
adatte a coloro che hanno poca familiarità con motori e computer. 
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1.2 OBIETTIVI 
 
Lo scopo di questo progetto è fornire all’utente-guidatore una modalità usabile per 
accedere, specialmente durante la guida, ai dati rilevati dai sensori di bordo. Pertanto, per 
ragioni di sicurezza, l’uso del sistema non deve richiedere eccessiva attenzione da parte 
del guidatore. 
L’auto equipaggiata di scan tool, offre una potenziale connettività a qualunque computer 
general purpose, compresi i PDA che sono molto versatili per l’utilizzo a bordo. Palmari 
e smartphone si possono rapidamente fissare al parabrezza grazie ai supporti universali e 
sono spesso utilizzati come navigatori satellitari. Il touch screen semplifica l’input, 
aumentando l’usabilità. Inoltre i PDA attualmente in commercio hanno memoria e 
velocità di calcolo sufficienti a gestire i processi di Automatic Speech Recognition (ASR) 
e Text To Speech (TTS), ossia l’input e l’output vocali. La multimodalità dell’interfaccia 
è un aspetto fondamentale per garantirne l’accessibilità al guidatore. 
Il sistema deve fornire informazioni sullo stato dell’auto, complementari o coincidenti 
con quelle visualizzate sul quadro strumenti di serie. Le informazioni, presentate nello 
schermo di un PDA generico, devono essere facilmente visionabili dagli occupanti e 
possono essere usate per generare eventi di interesse (generalmente warning). 
La soluzione deve essere semplice e sicura da usare, poco invasiva all’interno 
dell’abitacolo e ovviamente economica. I task dell’applicazione devono poter essere 
svolti dall’automobilista medio senza troppe difficoltà. Quelli più frequenti, magari da 
svolgere durante la guida, non devono richiedere uno sforzo eccessivo al guidatore, che 
non dovrebbe distogliere lo sguardo dalla strada. L’interazione vocale beneficia del 
livello qualitativo ormai raggiunto dai motori ASR che permettono di interpretare i 
comandi vocali dell’utente filtrando il rumore di sottofondo. La funzionalità TTS 
sintetizza il testo in messaggio vocale e sarà tipicamente utilizzata per notificare 
all’utente eventi di interesse per i quali non è significativo un semplice “beep”. 
Per favorire la praticità d’uso lo scan tool deve essere installato permanentemente a bordo 
dell’auto e deve contenere tutta la parte di interfacciamento verso il PDA, il quale non 
dovrebbe essere equipaggiato con schede di espansione: adattatori aggiuntivi e cavi sono 
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scomodi e occupano spazio nell’abitacolo. La collocazione ideale dello scan tool sarebbe 
quella che lo rende invisibile agli occupanti del mezzo, ma la sua posizione è comunque 
legata alla modalità di connessione al PDA. Nella sezione 3.1.1 si parlerà più in dettaglio 
delle diverse soluzioni hardware realizzate e valutate. 
 
 
1.2.1  VANTAGGI 
Alcune delle informazioni che costituiscono lo stato dell’auto sono di solito visualizzate 
nel quadro strumenti: velocità del veicolo e temperatura del liquido di raffreddamento 
sono spesso indicate analogicamente; tuttavia la maggior parte dei parametri non 
vengono pubblicati. 
• I valori non visualizzati nel quadro strumenti possono essere interessanti in certe 
circostanze: il sistema di autodiagnosi fornisce al sottosistema scan tool – PDA i 
valori di tutti i sensori del motore. Anche se l’automobilista medio non è interessato a 
visualizzare tutti questi valori in tempo reale, alcuni di essi possono servire per 
eseguire funzionalità complementari di diagnosi vera e propria cioè semplici test di 
efficienza del motore. I risultati, forniti in maniera grafica con commenti in 
linguaggio naturale, verrebbero facilmente interpretati dall’utente. In pratica 
verrebbero emulate sul PDA alcune delle verifiche che normalmente si effettuano 
nelle autofficine. Se un particolare test va effettuato in marcia allora il task associato 
deve poter essere svolto in maniera multimodale: in questo modo quando il guidatore 
non può contare sull’assistenza di un passeggero userà i comandi vocali; in seguito, a 
veicolo fermo, utilizzerà l’interfaccia grafica per visualizzare dettagliatamente il 
risultato del test. 
• Anche il monitoraggio digitale dei valori già pubblicati nel quadro strumenti, per 
quanto ridondante, può diventare vantaggioso in molte circostanze. Ad esempio 
monitorare la velocità permette di visionare la cifra in modo preciso e di verificare la 
corretta taratura del tachimetro analogico. L’applicazione potrebbe inoltre correggere 
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automaticamente i valori secondo funzioni note per ridurre lo scarto introdotto dal 
sensore. 
• Le elaborazioni effettuabili sui valori monitorati sono potenzialmente illimitate: un 
controllo attivo può essere effettuato sul valore corrente di un parametro. Ad esempio 
monitorare la temperatura dell’acqua in un lungo viaggio può servire a lanciare un 
warning acustico qualora la temperatura si avvicini a valori critici. Infatti spesso la 
sola spia del quadro strumenti non è sufficiente ad allertare il guidatore (che se non 
guarda il quadro non si accorge del problema). Nello stesso contesto il monitoraggio 
della velocità può avvisare l’utente quando vengono raggiunte velocità eccessive. 
Inoltre scegliere l’unità di misura (chilometri o miglia orarie) potrebbe far comodo a 
chi si reca in un paese dove è adottato un diverso sistema di misura. 
• Il sistema OBD fornisce informazioni sulle emissioni inquinanti del veicolo. Il 
monitoraggio delle emissioni è fondamentale per la corretta alimentazione del motore 
e si basa sulla sonda lambda (Oxygen Sensor). Quest’ultima è un sensore, immerso 
nel collettore della marmitta, che dà una misura percentuale dell’Ossigeno contenuto 
nei gas di scarico. Analizzando il grafico (Volt in funzione del tempo) è possibile 
stabilire se il sensore funziona correttamente e la qualità delle emissioni del mezzo. 
• Il monitoraggio dei valori può essere infine memorizzato. Anche se non rientra negli 
obiettivi di questo progetto, la trasmissione del file permetterebbe di rielaborarlo in 
altre sedi. Nello specifico, le informazioni del file di log possono servire per profilare 
l’utente guidatore ovvero per stabilire il suo stile di guida: registrando le coordinate 
terrestri per ogni valore campionato è possibile ricostruire dove e come l’utente ha 
usato l’auto. Ovviamente, per conoscere le coordinate terrestri del veicolo, è 
necessario che il PDA sia dotato di un GPS, eventualmente esterno. A “run time” la 
conoscenza delle coordinate può servire all’impostazione in tempo reale della velocità 
massima consentita: è sufficiente che l’applicazione abbia accesso a una mappa 
contenente le corrispondenze tra porzioni di territorio e velocità ammessa. In questo 
modo l’utente sarebbe allertato quando commette un’infrazione di eccesso di velocità 
anche senza avere impostato esplicitamente la velocità massima. Potendo risalire 
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(tramite il file di log) alle coordinate e quindi ai limiti di velocità, è possibile ricavare 
il numero e la qualità delle infrazioni commesse dall’utente. 
• I settori di applicazione del monitoraggio a bordo con PDA sono molteplici. Le 
aziende con parco auto sarebbero interessate a un’applicazione orientata a registrare i 
parametri per inferire lo stile di guida dei dipendenti-autisti: uso dell’acceleratore, 
velocità del veicolo, regime di giri, potenza erogata, in funzione delle coordinate 
terrestri rilevate dal GPS. Nelle auto per il car sharing il navigatore dedicato potrebbe 
essere sostituito da un PDA con GPS connesso all’interfaccia OBD per la 
registrazione dei dati; chi gestisce le flotte potrebbe così raccogliere dati preziosi sul 
comportamento al volante dei propri utenti. 
 
I risultati di questa tesi potrebbero essere riconsiderati in altri progetti. La ricerca sullo 
scambio di dati tra veicoli secondo il modello di rete non infrastrutturata è infatti molto 
promettente: si tratta di sistemi che ricostruiscono la “situazione” attorno all’auto 
offrendo al guidatore assistenza nel traffico e nelle svolte critiche; alcuni dati sono 
acquisiti dal sistema OBD. Dato che anche per questa tesi il presupposto è il gathering dei 
dati sullo stato del veicolo, un obiettivo sarà la messa a punto di una soluzione economica 
ed affidabile. Economicità e affidabilità potrebbero predisporne l’applicazione su larga 
scala. 
 
 
1.3  STRUTTURA DELLA TESI 
 
Questa tesi è organizzata in capitoli, ognuno dei quali riassume una fase del lavoro svolto 
per realizzare il progetto. 
• Il capitolo successivo descrive lo stato della tecnica riguardo l’uso dei sistemi OBD in 
ambito non professionale. Vengono segnalate le principali soluzioni hardware e 
software per l’accesso allo stato del veicolo tramite il sistema OBD. In seguito sono 
presentati dei lavori accademici relativamente alle interfacce automobilistiche, alcuni 
dei quali sfruttano la lettura via OBD dei parametri fondamentali sullo stato del 
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veicolo. Esaminare lo stato dell’arte è stato importante per individuare e valorizzare 
gli aspetti più innovativi del progetto. 
• La discussione sulla realizzazione tratta in dettaglio inizialmente i problemi 
dell’interfacciamento a livello hardware/firmware tra autovettura di serie e PDA. Le 
soluzioni sperimentate sono descritte e valutate in un’ottica di futura applicazione su 
scala. Decisamente più ampia è la sezione sul software del dispositivo mobile: a 
partire dal livello della comunicazione seriale e fino all’interfaccia grafica e vocale, 
sono illustrate sia le principali difficoltà incontrate che le strategie messe in atto per 
superarle. 
• I risultati di una prima valutazione tramite un test utente (allestito in laboratorio) 
vengono presentati prima di concludere, insieme alle modifiche effettuate proprio in 
funzione dei suggerimenti ricevuti dai primi utenti. 
• In conclusione si fa una prima valutazione dei risultati ottenuti e si propongono 
possibili sviluppi futuri. 
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2. STATO DELL’ARTE 
 
 
2.1 SISTEMI DI AUTODIAGNOSI 
 
Tutti i veicoli moderni sono equipaggiati con un sistema di autodiagnosi OBD (On 
Board Diagnosis) per la lettura elettronica della causa di un malfunzionamento. 
I sistemi OBD furono inizialmente progettati per ridurre l’inquinamento dell’aria causato 
dai veicoli terrestri. Si ritenne infatti che, con il monitoraggio automatico dell’impianto di 
alimentazione, sarebbero stati rilevati i guasti dei componenti più strettamente connessi 
alle emissioni. L’accensione della spia di malfunzionamento sul cruscotto segnalava al 
guidatore l’avaria di un componente essenziale, invitandolo a recarsi presso un’officina 
specializzata dove i meccanici avrebbero ripristinato il corretto funzionamento del 
motore. Dunque, mantenendo efficiente il parco veicoli, l’obiettivo era rispettare i livelli 
di emissioni previsti alla nascita di ogni veicolo. 
Le prime implementazioni, conformi ai requisiti OBD-I [23], fornivano la localizzazione 
del malfunzionamento (l’identificazione del sensore o attuatore non funzionanti) e la 
causa generica dell’avaria: tipicamente i problemi contemplati potevano essere di 
“circuito aperto” (mancata alimentazione del componente) o “corto circuito”. Nelle auto 
OBD-I l’accensione della spia di malfunzionamento segnalava dunque la presenza di un 
componente non funzionante. Questi sistemi divennero obbligatori su tutte le auto nuove 
vendute in California a partire dal 1987. 
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Tutte le auto (nuove) vendute dal 1996 negli Stati Uniti sono state equipaggiate con 
sistemi conformi all’OBD-II [1], adottanti varie funzionalità per il monitoraggio 
dell’iniezione oltre che modalità avanzate per individuare le avarie. 
Numerosi paesi hanno in seguito adottato le raccomandazioni OBD-II: nell’Unione 
Europea la variante EOBD (European OBD) è obbligatoria dal 2001; in Giappone è usato 
il JOBD. 
Le auto più recenti sono dunque OBD-II compatibili e hanno un’interfaccia standard per 
l’acquisizione dei dati rilevati dai sensori del vano motore. I sensori di bordo, infatti, 
monitorano continuamente lo stato del motore, fornendo alla centralina elettronica, detta 
ECU (Electronic Control Unit), i valori percepiti. Per leggere e gestire questi parametri 
attraverso un computer è necessaria un’ulteriore interfaccia hardware, chiamata in gergo 
scan tool, ovvero un livello intermedio tra il sistema OBD dell’auto e il computer stesso 
(Figura 2.1). 
 
 
  
 
Figura 2.1. La connessione tra il sistema di autodiagnosi OBD e un computer general purpose tramite 
uno scan tool tradizionale. 
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Lo scan tool è indispensabile essenzialmente per adattare i livelli di tensione dell’auto a 
quelli di una porta seriale RS232. Tuttavia molti scan tool sono vere e proprie unità di 
elaborazione, viste dal computer come dispositivi periferici. Il PC, grazie a uno scan tool,  
può comunicare con la centralina elettronica del veicolo per via seriale senza dover 
conoscere le specifiche del tipo di protocollo OBD supportato dal veicolo. È infatti lo 
scan tool che, conoscendo lo standard specifico implementato dall’OBD, permette al PC 
di scambiare informazioni con l’auto in maniera trasparente. Lo scan tool minimale è 
dunque fondamentalmente un interprete bi-direzionale OBD – seriale e può consistere in 
un singolo circuito elettronico. Le sue ridotte dimensioni fanno sì che si possa installare a 
bordo definitivamente o in maniera provvisoria. 
Fino ad ora le funzionalità dei sistemi di autodiagnosi sono state utilizzate principalmente 
dagli operatori delle officine autorizzate, che dispongono di strumenti certificati dalle 
case automobilistiche ovvero di stazioni di calcolo dedicate. La stazione di diagnosi, 
praticamente uno scan tool avanzato, viene collegata alla presa OBD collocata all’interno 
dell’abitacolo. Il processo di diagnosi prevede la localizzazione del guasto attraverso la 
decodifica di uno o più codici d’errore detti DTC (Diagnostic Trouble Code) che la 
centralina genera e memorizza nella propria memoria flash; in assenza di errori la 
diagnosi consiste nella lettura e analisi dei valori forniti dai sensori dell’auto. 
In questo progetto viene descritta e valutata una soluzione hardware/software innovativa 
per l’accesso facilitato al sistema OBD-II attraverso un’interfaccia multimodale su PDA. 
Di seguito viene descritto brevemente lo stato della tecnica sulle interfacce OBD per 
acquisizione dati tramite PC/PDA. 
 
 
 
2.2 HARDWARE E SOFTWARE PER L’AUTODIAGNOSI 
 
Il mercato offre un’ampia gamma di soluzioni hardware/software per l’interfacciamento 
di computer general purpose al sistema di diagnosi dell’auto. 
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Si tratta prevalentemente di tipologie di scan tool con cavo seriale, per le quali sono stati 
scritti molteplici software applicativi. [2] fornisce scan tool economici e componenti per 
l’assemblaggio, insieme a un’applicazione solo per PC e gratuita. Un software per 
palmari Pocket PC e Palm OS è scaricabile gratuitamente in [3]. 
Varie soluzioni professionali per la diagnostica e l’analisi delle prestazioni sono 
disponibili in [4]. 
Alcune recenti versioni di scan tool hanno connettività wireless in sostituzione del cavo 
seriale. Tuttavia le versioni di scan tool disponibili sul mercato non sembrano essere state 
progettate per l’installazione permanente e un uso a tempo pieno. Infatti anche gli 
esemplari più compatti, che consistono in un unico connettore con un mini circuito di 
conversione all’interno dello stesso, sono privi dell’interruttore di alimentazione. Dunque 
quando l’auto è ferma vanno scollegati per evitare di scaricare la batteria dell’auto. 
Considerando che la presa diagnosi è di difficile accesso (spesso si trova sotto il volante), 
sarebbe poco pratico dover collegare e scollegare lo scan tool ogni volta che si vuole 
usare il sistema di monitoraggio. 
Per questo motivo, nella fase iniziale del progetto, sono stati realizzati dei prototipi di 
scan tool pensati per l’installazione definitiva a bordo e ottimizzati per un uso intensivo. 
 
Riguardo alle applicazioni per PDA, si possono individuare due principali categorie: 
• quelle pensate per l’autodiagnosi vera e propria, ovvero per i professionisti 
(meccanici) che necessitano di uno strumento portatile e flessibile. Si tratta di 
soluzioni convenienti soprattutto per le officine non convenzionate con le case madri. 
 
• quelle orientate alla misurazione delle prestazioni e alla visualizzazione tramite 
grafica accattivante dei dati principali. Il target per questo tipo di applicazioni sono 
gli appassionati di tuning1 automobilistico. 
 
                                                 
1 Il tuning consiste nell’apportare modifiche all’auto per aumentarne le prestazioni o migliorarne la 
manovrabilità. 
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Nessun software per dispositivi mobili sembra essere stato ottimizzato per l’uso durante 
la guida: le interfacce presentano i dati testualmente o graficamente, ma non garantiscono 
al guidatore nessun tipo di accessibilità. 
 
 
2.3 LA RICERCA E I PROTOCOLLI DI AUTODIAGNOSI 
 
In ambito accademico sono stati proposti vari lavori sui servizi di supporto alla guida. In 
[5] si discute sullo stato della pratica dell’ingegneria del software per l’automotive, 
sottolineando l’importanza che stanno assumendo le interfacce utenti per il controllo 
delle funzionalità. Le auto di alta categoria hanno attualmente fino a 5 diversi bus di 
comunicazione per gestire circa 2000 funzioni, molte delle quali a supporto della 
diagnosi. Negli ultimi 30 anni le linee di codice del software di bordo sono passate da 0 
(zero) a 10.000.000. Inoltre, il costo sempre minore dei componenti hardware, peraltro 
sempre più affidabili, favorisce l’aumento di complessità delle reti di bordo (Figura 2.2). 
L’autore ipotizza la disponibilità, già dal prossimo futuro, dell’auto “programmabile”. 
 
 
 
Figura 2.2. La complessità delle reti di bordo è in costante aumento, anche grazie ai componenti 
hardware che sono sempre più affidabili ed economici. Il numero crescente di nuove funzionalità software-
based rappresenta una sfida per il futuro dell’ingegneria del software automobilistico, come discusso in [5]. 
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Traffic View [6] tratta della sicurezza e descrive una struttura su PDA per la 
comunicazione inter-veicolare. I dati scambiati tra le auto vicine sono quelli rilevati 
localmente su ogni veicolo. Si tratta prevalentemente delle coordinate terrestri, acquisite 
dal modulo GPS, e di alcuni valori ottenuti dal sistema OBD. Grazie ai dati ricevuti dai 
vicini, ogni veicolo è in grado di ricostruire la situazione del traffico nel suo intorno 
(Figura 2.3).  
 
 
 
 
Figura 2.3. Visualizzazione delle informazioni sul traffico con TrafficView [6]. 
 
 
Un approccio specifico per evitare le collisioni tra veicoli è proposto in [7]. I dati, rilevati 
in parte dal sistema OBD e in parte tramite hardware dedicato sono inviati in broadcast ai 
veicoli vicini. L’hardware è installato nel bagagliaio del veicolo e collegato al display 
della consolle centrale (Figura 2.4).  
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Figura 2.4. Assistenza al guidatore per ridurre il rischio di collisioni: in alto, un caso di frenata di 
emergenza automatica; in basso, l’hardware installato nel bagagliaio e che comprende un mini PC [7]. 
 
 
 
In [8] viene presentato CarTel, un modello di query per acquisire e condividere 
informazioni sui veicoli e sullo stato delle strade (Figura 2.5). Le auto sono equipaggiate 
con interfaccia OBD, ricevitore GPS e un piccolo gateway. Sono previste sia la 
comunicazione peer to peer tra veicoli che l’invio occasionale in Internet dei dati rilevati 
dal singolo veicolo. 
 
  20
 
 
Figura 2.5. Architettura di CarTel [8]. 
 
 
Un possibile utilizzo di dispositivi mobili e sistema OBD per fornire assistenza al 
guidatore in caso di guasto (Figura 2.6) è descritto in  [9]. Gli autori propongono dei 
servizi, destinati sia agli autisti che ai meccanici dell’assistenza stradale. Vengono 
ipotizzate due connessioni wireless dal PDA: una a corto raggio verso il sistema OBD 
dell’auto per leggere la causa del malfunzionamento e una a lungo raggio (via rete 
cellulare) verso un gateway; quest’ultimo offrirebbe l’accesso a una grande quantità di 
dati, specifici per varie auto, utili alla risoluzione del malfunzionamento. Tuttavia non 
viene approfondito l’aspetto della connessione tra PDA e sistema OBD. 
 
  21
 
 
Figura 2.6. Situazione di “Driver self-help” ipotizzata in [9]. 
 
 
In [21] viene presentato un approccio model-based per la diagnosi automobilistica 
avanzata; uno degli obiettivi è agevolare il rilevamento dei difetti di produzione e la 
prevenzione delle avarie. Il toolkit sviluppato, denominato SALVO, genera software di 
autodiagnosi per mezzo di alberi decisionali. L’applicazione è destinata comunque 
all’ambito industriale. 
 
Tuttavia, nessuna di queste proposte tratta in particolare dei possibili servizi per il 
supporto all’attività di guida quotidiana, come il monitoraggio della velocità o il controllo 
delle emissioni in tempo reale. 
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3. REALIZZAZIONE 
 
 
Il sistema proposto sfrutta l’acquisizione dei dati dalla centralina elettronica del veicolo. 
Si assume che l’auto su cui viene installato sia dotata di presa diagnosi OBD, ovvero di 
quella porta d’accesso verso la centralina elettronica e collocata all’interno dell’abitacolo 
(si veda la Figura 3.1). 
 
 
  
 
Figura 3.1. Per accedere alla presa OBD della Fiat Punto bisogna rimuovere lo sportello del vano fusibili 
(sinistra). La presa OBD è standard; si tratta del diffuso connettore femmina a 16 pin (destra). 
 
L’economicità è favorita dalla bassa complessità del livello hardware: l’interfaccia tra 
auto e computer (scan tool) è realizzata ad hoc con componenti economici e facilmente 
reperibili; il computer sul quale eseguire l’applicazione è un tipico PDA disponibile sul 
mercato. Il sistema comprende il PDA dell’utente, sul quale viene eseguita l’applicazione 
multimodale. Si può tuttavia escludere il PDA dai costi dell’hardware, dato che si tratta di 
un computer general purpose e non di un dispositivo dedicato all’uso a bordo. In questo 
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senso la convenienza economica rende la soluzione appetibile: con l’hardware ridotto al 
minimo e sfruttando le capacità di calcolo degli attuali PDA è possibile implementare un 
insieme di servizi tale che l’utente trovi vantaggioso il rapporto benefici / costo. 
Alla luce di queste riflessioni è lecito considerare come target iniziale quella parte del 
pubblico avente una conoscenza dei dispositivi mobili. 
 
La Figura 3.2 introduce macroscopicamente l’architettura del sistema che adotta la 
soluzione hardware definitiva. Alla base c’è la periferica di interfacciamento (scan tool) 
verso il sistema OBD dell’auto, che fornisce connettività wireless al dispositivo mobile. 
Al livello più alto, GUI (Graphical User Interface) e VUI (Vocal User Interface) offrono 
all’utente l’interazione multimodale. Il supporto vocale è fornito da istanze di ASR 
(Automatic Speech Recognition) e TTS (Text To Speech). 
 
 
 
 
Figura 3.2. L’architettura definitiva del sistema sviluppato. 
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In questa sezione sono discussi in dettaglio gli aspetti relativi all’implementazione del 
sistema e le funzionalità offerte, con un approccio “bottom-up”. Con riferimento allo 
schema della Figura 3.2, la descrizione qui fornita inizia dal confine inferiore del 
sistema, riflettendo la strategia di realizzazione effettivamente seguita. 
La prima parte della sezione tratta lo sviluppo del livello hardware di collegamento tra 
PDA e sistema OBD per un’auto di serie; vengono presentate e valutate sia la soluzione 
definitiva che quelle intermedie. La seconda parte descrive l’applicazione per dispositivo 
mobile a partire dalla comunicazione con l’auto attraverso lo scan tool, per concludere 
con la struttura dell’interfaccia multimodale. 
 
 
 
3.1 L’INTERFACCIA HARDWARE (SCAN TOOL) 
 
La presa OBD ha 16 pin (si veda la Figura 3.1), e permette di comunicare per via seriale 
con la centralina del vano motore. In una determinata auto solo alcuni pin del connettore 
sono effettivamente utilizzati e dipendono dallo standard di comunicazione 
implementato: in genere ogni casa automobilistica sceglie quale modalità di 
comunicazione utilizzare. La più diffusa in Europa è la ISO9141 [10]. L’OBD-ISO fa uso 
di 4 pin: le cosiddette linee “L” e “K”, il polo positivo a 12 Volt e la massa del segnale. 
Alcune auto offrono più modalità di comunicazione: quelle moderne usano il velocissimo 
bus CAN (Controller Area Network) per collegare i vari impianti al computer di bordo e 
al sistema di diagnosi. In questi veicoli il bus CAN è accessibile dal connettore OBD. 
Come già detto nell’introduzione, la comunicazione tra un computer (PC, laptop, PDA) e 
il sistema di autodiagnosi richiede in genere uno scan tool, cioè un livello hardware 
intermedio tra computer e presa diagnosi. Per poter essere collegato a un computer 
general purpose lo scan tool deve avere una capability seriale compatibile con il sistema 
operativo in uso. 
Una ricerca approfondita delle tipologie di interfacce hardware scan tool disponibili sul 
mercato ha evidenziato che: 
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• le più economiche adottano l’interfaccia RS232 con connettore a 9 pin; 
• le più moderne hanno l’interfaccia USB (eventualmente accessibile con profilo 
seriale); 
• le più pratiche per la diagnosi attraverso dispositivi mobili (soprattutto PDA) adottano 
il bluetooth, che garantisce la connessione wireless in un raggio di diversi metri. 
 
Uno scan tool conforme allo standard ISO9141 rappresenta una interfaccia hardware 
compatibile con buona parte delle auto in produzione. Il vantaggio principale nella scelta 
dello standard ISO è dunque l’elevata compatibilità con i veicoli in circolazione, 
quantomeno in Europa. Inoltre il costo del componente principale per l’interfaccia 
hardware è limitato: il chip interprete per OBD-ISO è particolarmente economico. Lo 
svantaggio della soluzione ad elevata compatibilità è purtroppo la limitata banda di 
comunicazione offerta, e quindi la bassa frequenza di aggiornamento dei parametri sul 
computer. La causa principale è che esistono varie interpretazioni dello standard da parte 
delle diverse case automobilistiche: gli interpreti integrati venduti al pubblico vengono 
spesso aggiornati per garantire la compatibilità più ampia e non vengono ottimizzati per 
nessun modello in particolare. In aggiunta, il computer comunica secondo una modalità a 
“domanda – risposta” con il chip interprete (che è il nucleo dello scan tool); quest’ultimo 
comunica a sua volta a domanda – risposta con la centralina dell’auto. 
L’interprete integrato scelto in questo progetto per il prototipo di scan tool comunica a 
10400 bps sul lato OBD (centralina), ma per garantire la compatibilità con tutti i sistemi 
operativi comunica a 9600 bps sul lato computer. C’è da considerare che sia le richieste 
che le risposte (verso e dalla centralina) comprendono diversi byte di intestazione e di 
checksum. Questi byte, gestiti dallo scan tool, sono invisibili a livello di programma. È 
quindi evidente che la banda teorica a livello dell’applicazione è molto più bassa dei 
10400 bps. Quella effettiva è ancora minore, perché bisogna sommare le latenze di 
comunicazione tra PDA e scan tool e tra scan tool e centralina. La latenza di 
comunicazione tra PDA e scan tool comprende il tempo di protocollo seriale. Questo è il 
tempo della semplice comunicazione seriale RS232, oppure del protocollo IrDA® [19] 
(se la connessione è a infrarossi) o dell’RFCOMM (se la connessione è bluetooth). 
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Queste latenze impattano sulla banda di lettura dei valori se il dialogo tra PDA e scan tool 
è a domanda-risposta strettamente sequenziale. 
Tuttavia gli esperimenti di comunicazione hanno suggerito di non utilizzare dal 
programma una modalità rigidamente a domanda-risposta: se le richieste vengono invece 
inviate “in pipeline” la frequenza di acquisizione delle risposte aumenta sensibilmente. 
Nella sezione 3.2.1 sono discusse in dettaglio le strategie seguite. 
 
 
 
3.1.1 PROGETTAZIONE DELLO SCAN TOOL IDEALE 
Gli esperimenti di acquisizione dati sono stati fatti su una FIAT Punto (EURO 2) 
immatricolata nel 2000 con sistema di autodiagnosi conforme ISO9141. In [11] sono 
fornite le specifiche sull’implementazione dell’ISO9141 da parte della FIAT a partire dal 
1999. Per questo è stato indispensabile l’utilizzo di un’interfaccia scan tool con interprete 
ISO-compatibile. I motivi pratici per i quali non è possibile un collegamento diretto tra 
computer e presa diagnosi sono infatti i seguenti: 
 
• i livelli di tensione della presa OBD-ISO di bordo non corrispondono a quelli della 
porta seriale, e possono danneggiare quest’ultima; 
 
• la trasmissione sul bus OBD-ISO richiede in genere una banda di 10400 bps2, che non 
tutti i sistemi operativi moderni supportano; 
 
• l’inizializzazione del bus OBD-ISO, la gestione di intestazione e checksum dei 
messaggi, richiedono la conoscenza dello standard ISO9141 il quale non è di dominio 
pubblico; 
 
                                                 
2 Secondo quanto riportato in [11] l’auto su cui è stato sviluppato questo progetto ha un bus OBD-ISO a 
4800 bps. 
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Sul mercato è disponibile una famiglia di interpreti integrati OBD-UART (Universal 
Asynchronous Receiver/Transmitter) a basso costo. Gli interpreti permettono di 
comunicare per via seriale con la centralina dell’auto senza che al programmatore 
dell’applicazione sia richiesta la conoscenza dello standard ISO9141. A livello 
elettrico/elettronico, una circuiteria in cui è inserito l’interprete integrato interfaccia 
quest’ultimo al cavo OBD da un lato e al computer dall’altro. 
La scelta dell’interprete è ricaduta sul circuito integrato ELM323 (Figura 3.3), 
programmato dalla ELM ELECTRONICS3. Si tratta di un microcontrollore con memoria 
flash già programmata. Il programma in memoria converte i comandi ASCII inviati dal 
computer in messaggi OBD verso l’auto, e viceversa, nel rispetto dello standard 
ISO9141. Il controllore gestisce inoltre l’inizializzazione del bus OBD, mantenendolo 
attivo anche in assenza di richieste da parte del computer. Questo integrato, oltre alla 
memoria flash contiene un vero e proprio processore RISC (Reduced Instruction Set 
Computer) programmato in Assembler. 
 
 
 
Figura 4.3. L’interprete ELM323, modulo sottoforma di circuito integrato, misura circa 15 mm. 
 
 
 
Poter contare su un modulo “stand-alone” per la comunicazione con la centralina 
elettronica costituisce una solida base di partenza per lo sviluppo di un sistema software 
                                                 
3 http://www.elmelectronics.com  
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ad alto livello. Il costo contenuto e la compatibilità con buona parte delle auto in 
produzione non lasciano dubbi sulla ragionevolezza della scelta. 
 
 
3.1.1.1 Scan tool classico con interfaccia RS232 (cavo seriale) 
I primi test sulle potenzialità del sistema OBD per la lettura in tempo reale dei dati sono 
stati fatti con un’interfaccia commerciale pronta all’uso e molto economica. Si tratta del 
diffuso “ELMSCAN ISO” distribuito da [2]. Il kit della periferica contiene un cavo con 
connettore OBD standard, il circuito principale con l’interprete ELM323 e un cavo 
seriale per il collegamento al PC (Figura 3.4). Questo tipo di scan tool è stato inoltre 
utilizzato in [6] e [8]. 
L’interfaccia RS232 è certamente lo strumento più semplice per lo sviluppo dei primi 
metodi di acquisizione dati via OBD. Tuttavia la struttura dell’interfaccia con cavo 
seriale mal si coniuga con il PDA. La porta seriale del palmare è disponibile solo sul cavo 
di sincronizzazione seriale, il quale necessita di un adattatore “null modem” per il 
raddrizzamento dei pin di trasmissione e ricezione: infatti il cavo di sincronizzazione, 
essendo pensato per il collegamento a un altro computer, è a sua volta un “null modem” e 
non può essere utilizzato per collegare direttamente alcuna periferica al palmare.  
 
 
 
Figura 3.4. Lo scan tool commerciale a basso costo, basato sull’interprete ELM323 e utilizzato nei primi 
esperimenti. Si notino il cavo con connettore OBD (nero) e il cavo seriale (grigio). 
  30
Considerando che alcuni PDA offrono la porta seriale solo nell’espansione da tavolo, 
oppure su una scheda CF, e che molti dei PDA più recenti non hanno una capability 
RS232, l’ipotesi di usare lo scan tool classico in questo progetto è stata scartata a priori. 
 
 
 
3.1.1.2 Prototipi di scan tool a infrarossi (parzialmente wireless) 
La connettività meno sfruttata di un PDA è senz’altro quella a infrarossi, con cui un 
dispositivo mobile può inviare / ricevere dati in maniera seriale. 
Nel caso più semplice è possibile un collegamento via infrarossi a livello fisico, senza 
controllo di flusso. Questa modalità, nota come Raw IR, corrisponde alla categoria SIR 
(Serial InfraRed) del livello IrPHY (Infrared Physical Layer Specification) che sta alla 
base del protocol stack IrDA® [19]. 
In alternativa al collegamento di basso livello si può ricorrere al protocollo IrDA® 
integrale, con l’emulazione completa dello standard RS232, che garantisce l’affidabilità 
dello scambio di dati. Di seguito sono presentate le due versioni di interfaccia scan tool a 
infrarossi realizzate appositamente per questo progetto (in quanto non reperibili sul 
mercato). Di seguito sono descritte in dettaglio le due strategie. 
 
• Infrarossi - Raw IR (SIR) 
Lo scan tool con interfaccia SIR consiste in un hardware molto elementare: oltre 
all’interprete OBD, è presente un encoder SIR integrato che converte i bit seriali in 
segnali elettrici da inviare al led infrarossi, e viceversa converte in bit i segnali in 
arrivo dal fotodiodo. 
Il vantaggio di questa soluzione è il costo contenuto dei componenti aggiuntivi per il 
collegamento (encoder SIR, led e fotodiodo). 
I primi esperimenti di comunicazione SIR effettuati in auto hanno però evidenziato la 
scarsa affidabilità della strategia. Anche rendendo solidale il transceiver infrarossi 
con il corpo del PDA, vibrazioni e luce solare inficiano non poco i segnali infrarossi, 
corrompendo i dati trasmessi tra PDA e scan tool. La comunicazione tra emettitori a 
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infrarossi e PDA, e i problemi di corruzione causati da ostacoli e movimenti sono 
stati affrontati in [20]. Per questo motivo l’opzione modalità “infrarossi senza 
protocollo” è stata abbandonata. Un altro svantaggio di questa soluzione è 
l’incompatibilità con alcuni PDA: i più recenti hanno infatti il controllore IrDA® 
embedded nella porta a infrarossi, e pertanto non consentono collegamenti SIR (di 
basso livello). 
 
• Infrarossi IrDA® 
La struttura dello scan tool con capability IrDA® coincide sostanzialmente con quella 
della corrispondente versione SIR: è sufficiente sostituire l’encoder SIR con un 
controllore IrDA® (il quale svolge anche la funzionalità di encoder di basso livello). 
Eventuali errori vengono corretti dal protocollo, il quale in caso di incongruenze 
richiede la ritrasmissione (trasparente ai livelli superiori). 
L’efficienza della trasmissione (banda effettiva), dipende comunque dalla distanza fra 
transceiver a infrarossi e PDA nonché dalla presenza di luce solare diretta. Minore è 
la qualità della trasmissione, maggiore è il tempo medio richiesto per trasmettere o 
ricevere un byte. 
Questa modalità, anch’essa molto economica, offre elevata compatibilità: la porta a 
infrarossi compatibile IrDA® è presente nella maggior parte dei PDA; nei palmari 
con semplice porta SIR (Serial InfraRed) o FIR (Fast InfraRed) la funzione di 
protocollo IrDA® è svolta dal sistema operativo. Le porte a infrarossi SIR o FIR, che 
non hanno il controllore del protocollo incorporato, forniscono essenzialmente la 
codifica dei segnali (raggi) infrarossi, nel rispetto delle raccomandazioni IrDA® di 
livello fisico. Un’applicazione può accedere, tramite porta COM, alla porta SIR o FIR 
e scambiare semplici byte con una periferica SIR attraverso raggi infrarossi. Se la 
periferica adotta il protocollo IrDA®, la comunicazione col computer deve rispettare 
lo stesso protocollo. L’emulazione del protocollo IrDA® da programma è possibile 
ma complessa, a meno che non si faccia uso di librerie specifiche come quelle di 
.NET). Quindi é preferibile ricorrere al supporto del sistema operativo, che crea una 
porta COM virtuale attraverso la quale dialogare con periferiche IrDA®. Questo è 
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possibile grazie al driver, tipicamente chiamato IrCOMM, associato alla porta 
virtuale. Per i dettagli sulla gestione a programma della comunicazione tramite 
infrarossi si veda la sezione 3.2.1. 
Il circuito principale di questo prototipo è stato alloggiato in un contenitore in plastica 
dotato di ventosa per il fissaggio al parabrezza (Figura 3.5). L’irreperibilità di uno 
scan tool a infrarossi e l’originalità della soluzione trovata hanno suggerito di 
presentare domanda di Brevetto come Modello di Utilità. La domanda 
(N°PI2006U00017) è stata depositata presso la Camera di Commercio di Pisa in data 
07/09/2006. 
 
 
 
 
 
Figura 3.5. Lo scan tool a infrarossi con capability IrDA® consiste in due parti: il circuito principale, 
fissato al parabrezza, contiene l’interprete ELM323 e il controllore del protocollo IrDA®; l’unità ottica, 
collegata al circuito principale tramite un cavo schermato, è fissata al PDA. 
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La presente strategia richiede comunque il fissaggio del transceiver infrarossi al corpo del 
PDA e dunque un certo impegno dell’utente ogni volta che sale a bordo e vuole usare il 
sistema. 
Per maggiori dettagli sulla realizzazione dei circuiti si rimanda all’Appendice. 
 
 
3.1.1.3 Prototipo di scan tool con connettività bluetooth 
Lo scan tool con interfaccia bluetooth, diversamente da quello a infrarossi, non necessita 
di un transceiver esterno. Un modulo bluetooth “stand alone” poco più grande di una 
moneta (Figure 3.6, 3.7) viene interfacciato all’interprete OBD. I vantaggi del 
componente utilizzato, il “Promi ESD 02”, sono: la semplicità di installazione nel 
circuito, la minuscola antenna integrata e un prezzo accessibile. 
 
 
Figura 3.6. Il modulo convertitore Bluetooth-UART “Promi ESD 02” (fonte dell’immagine: il sito web 
del produttore4). Grazie alle dimensioni ridotte può essere facilmente inserito in un circuito stampato. Si 
noti l’antenna integrata (componente bianco). 
 
 
 
Buona parte degli attuali PDA hanno la capability bluetooth interna. A livello del 
programma, l’interazione con il bluetooth avviene tramite emulazione di porta seriale: il 
sistema operativo dimensiona una porta COM virtuale attraverso cui dialogare con 
                                                 
4 http://www.initium.co.kr 
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qualunque dispositivo periferico bluetooth che offra il servizio SPP (Serial Port Profile) 
[15]. 
La strategia di comunicazione totalmente wireless svincola l’utente dall’uso di 
qualsivoglia cavo o supporto fisico. L’unico circuito dello scan tool wireless è stato 
alloggiato nello sportellino del vano fusibili (Figura 3.7); la soluzione è assolutamente 
non invasiva: l’unico componente visibile è l’interruttore dell’alimentazione installato 
nello sportellino e accessibile al guidatore. L’interruttore serve per scollegare il polo 
positivo della presa diagnosi dal circuito dello scan tool; si tratta infatti del polo a 12 Volt 
che rimane alimentato anche a motore spento. Il polo positivo è stato ulteriormente 
bypassato inserendo un fusibile da 250 mA nel connettore. In questo modo l’auto è 
protetta da eventuali cortocircuiti (che non di rado si verificano nei circuiti artigianali). 
Il modulo bluetooth sperimentato è di Classe 1, con 10 metri di raggio teorico. Nelle 
prove effettuate la connessione ha garantito circa 6 metri effettivi di raggio. A livello 
dell’applicazione multimodale per usufruire delle funzioni potrebbe non essere necessario 
posizionare il PDA nel car holder, ma basterebbe averlo appoggiato al sedile e interagire 
vocalmente. 
L’unico svantaggio dell’interfaccia bluetooth è il costo non proprio contenuto del 
componente di connessione: quando questo prototipo di scan tool è stato realizzato, il 
modulo bluetooth costava da solo più di tutti gli altri componenti messi insieme. 
È questa la soluzione ritenuta ottimale, che è stata adottata nel prototipo definitivo. 
Il modulo bluetooth sperimentato è configurabile via hardware: è necessario collegarlo a 
un PC tramite la scheda apposita per l’attivazione. Non è infatti possibile utilizzarlo senza 
averlo prima configurato. Il kit di sviluppo hardware, fornito dal produttore, non è stato 
acquistato: per motivi di costi si è preferito realizzarlo autonomamente, con una spesa 
irrisoria e un risparmio di un fattore 100. Il circuito-programmatore ha consentito di 
attivare il modulo bluetooth, digitando da HyperTerminal di Windows i comandi per 
configurare la comunicazione UART con l’ELM323. 
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Figura 3.7. Il circuito che costituisce lo scan tool totalmente wireless. Sulla sinistra il modulo bluetooth. 
A destra l’interprete ELM323 è riconoscibile dalla scritta. In alto, i morsetti a vite: ad essi sono fissati i fili 
verso la presa diagnosi e l’interruttore esterno. 
 
 
In un contesto di applicazione più ampio si può immaginare che un numero arbitrario di 
veicoli siano equipaggiati di scan tool wireless, e che gli utenti guidatori facciano uso a 
tempo pieno del sistema. 
I veicoli di più utenti possono trovarsi nel raggio di pochi metri l’uno dall’altro. È dunque 
possibile che il PDA di un utente stabilisca una connessione verso un veicolo che non è il 
suo. Questa è una situazione da evitare, ed è una conseguenza della modalità di 
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connessione totalmente wireless (il problema non esiste invece nel caso di interfaccia a 
infrarossi). 
Per ovviare a questo problema, prima di inserirlo nella circuiteria il modulo può essere 
programmato associandogli un nome e una passkey per la connessione bluetooth. 
Tipicamente il nome sarebbe la targa del veicolo su cui è montato lo scan tool e la 
passkey un codice segreto. La configurazione della connessione bluetooth verrebbe 
dunque effettuata una sola volta, ossia prima dell’installazione a bordo. In questo modo il 
PDA di un utente non potrebbe connettersi ad altri veicoli dato che ogni scan tool sarebbe 
univocamente associato ad un solo veicolo. 
 
 
3.2 L’APPLICAZIONE SU DISPOSITIVO MOBILE 
 
L’applicazione, scritta in linguaggio C#, si basa sulla lettura dei valori rilevati dai sensori 
del veicolo. I sensori sono connessi alla centralina elettronica, alla quale forniscono in 
tempo reale una tensione che riflette il valore rilevato. Ad esempio il sensore per la 
temperatura del liquido di raffreddamento fornisce una tensione proporzionale alla 
temperatura rilevata. Ogni tensione in input è digitalizzata per poter essere trattata 
elettronicamente dalla centralina. Il sistema OBD, normalmente integrato nella centralina, 
può essere interrogato sui valori correnti secondo il protocollo ISO9141. Il PDA invia 
allo scan tool le interrogazioni come byte di caratteri ASCII. Il “nucleo” dello scan tool, 
cioè l’interprete ELM323, converte le richieste di caratteri ASCII in formato ISO9141, 
inviandole sul bus OBD, attende la risposta e la fornisce per via seriale (virtuale) al PDA. 
La Figura 3.8 riassume il flusso delle informazioni tra auto e PDA, attraverso lo scan 
tool. Si noti che il monitoraggio fisico sullo stato del motore da parte dei sensori è 
continuo. 
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Figura 3.8. Il percorso dell’informazione dall’auto al PDA. Si noti che la Serial Interface dello scan tool 
wireless consiste nel modulo bluetooth. 
 
 
Il “confine” tra l’applicazione e l’hardware di interfacciamento verso l’auto (scan tool) è 
lo stream di I/O della connessione in uso. Come già accennato, il prototipo di scan tool 
wireless realizzato e usato per lo sviluppo ha connettività bluetooth. Il sistema operativo 
del PDA gestisce automaticamente le connessioni bluetooth. All’atto del primo 
“discovery” dello scan tool wireless è stato possibile creare una porta seriale virtuale 
(virtual COM port) ed associarla allo scan tool. La porta creata, esattamente la “COM8”, 
costituisce il “confine” tra applicazione e hardware di interfacciamento verso l’auto (cioè 
lo scan tool). Dal codice del programma il dialogo con l’auto consiste in uno scambio di 
messaggi, ognuno dei quali è una serie di byte, attraverso lo stream di I/O della porta 
COM in uso. 
La struttura dei messaggi è specificata nel datasheet del circuito integrato ELM323 ossia 
l’interprete OBD ISO – Serial ASCII [13]. 
Seguendo le specifiche dell’integrato fornite dal produttore (la compagnia ELM 
ELECTRONICS3), è stato possibile definire metodi per creare, inviare, ricevere ed 
analizzare i messaggi scambiati con lo scan tool. 
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L’ELM323 è tuttora considerato un modulo “sperimentale”, come afferma lo stesso 
produttore che non fornisce alcun kit di sviluppo. Nonostante gli integrati della famiglia 
ELM3 si stiano diffondendo su scala mondiale sia nell’hobbistica che in soluzioni 
commerciali, non sembrano essere disponibili librerie per la programmazione. È stato 
quindi indispensabile seguire rigorosamente le specifiche dell’integrato ELM per creare 
primitive di comunicazione, le quali poi sono state raffinate per ottenere un sensibile 
incremento di prestazioni. 
 
 
 
3.2.1 IL DIALOGO CON L’AUTO 
 
Uno dei primi problemi affrontati è stato definire la comunicazione seriale. Il “nucleo” 
dello scan tool, ovvero l’interprete integrato ELM323, comunica col computer senza 
controllo di flusso. In pratica, l’interfaccia fisica seriale dello scan tool è costituita solo 
dai tre pin TX (trasmissione), RX (ricezione) e GND (massa del segnale). In caso di 
connessione wireless questi pin sono ovviamente assenti e vengono emulati dal livello di 
trasporto. Il baud rate dell’integrato, cioè la banda di 9600 bps, è un’altra caratteristica 
fondamentale che il produttore sottolinea nella documentazione. 
Grazie alla classe SerialPort del pacchetto System.IO.Ports di .NET è stato 
possibile creare connessioni compatibili con l’integrato ELM323, specificando i 
parametri fondamentali: 
• 9600 bps 
• 8 bit di dati 
• nessuna parità, né controllo di flusso 
• 1 bit di stop 
Questa configurazione è spesso indicata come (9600, 8, N, 1). 
Lo scan tool commerciale con cavo seriale è stato quasi subito abbandonato in favore 
della versione a infrarossi. Anche la soluzione SIR (Serial InfraRed) semplice è stata 
scartata dopo pochi esperimenti, in quanto non garantiva l’affidabilità della trasmissione: 
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la luce del sole e le vibrazioni del veicolo disturbavano la comunicazione tra porta a 
infrarossi del PDA e transceiver dello scan tool. È stato dunque progettato uno scan tool 
avanzato a infrarossi, con protocollo IrDA® (Infrared Data Association). I sistemi 
operativi per PDA incorporano un driver per comunicare con periferiche IrDA® 
attraverso l’emulazione di porta seriale. In Windows Mobile tale driver consiste nel file 
IrCOMM.DLL. Sfruttando le routine del driver sarebbe in teoria possibile utilizzare la 
porta virtuale creata dal sistema operativo per comunicare con la periferica via IrDA®. In 
altre parole si potrebbe creare un’istanza di SerialPort sulla porta collegata al driver 
IrCOMM (su Pocket PC è normalmente la COM3). Purtroppo la comunicazione con lo 
scan tool attraverso l’IrCOMM non ha garantito una sufficiente banda effettiva. 
Probabilmente l’istanza di porta seriale virtuale, utilizzando il driver IrCOMM, introduce 
eccessive latenze che mal si coniugano con la strategia di comunicazione a domanda-
risposta tra PDA e scan tool. 
La disponibilità della classe IrDAClent in System.Net.Sockets ha suggerito di gestire 
esplicitamente la connessione IrDA®. 
Per mantenere la generalità delle connessioni a livello di programma sono state definite le 
classi Connection, SerialConn e IrDAConn con i rispettivi costruttori: 
 
• public Connection(String port, int bps) { ... } 
Crea una connessione generica. Se port è una porta COM viene creato un oggetto di 
tipo SerialConn; se invece port è “IrDA” viene creato un oggetto IrDAConn. 
 
• public SerialConn(String portName, int bps) { ... } 
Crea una connessione seriale standard sulla porta portName con baud rate bps. Gli 
altri parametri sono impostati secondo le specifiche degli integrati ELM (8 bit di dati, 
1 bit di stop, nessuna parità, nessun controllo di flusso). Il baud rate per l’ELM323 è 
fisso a 9600. È  stato lasciato come parametro libero perché per gli altri integrati della 
famiglia ELM può essere diverso. In questo modo le classi per la connessione 
sarebbero compatibili con gli integrati specifici per le altre versioni di sistemi OBD 
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(diverse quindi dall’ISO9141), che dovessero essere utilizzati in future varianti dello 
scan tool. 
 
• public IrDAConn() { ... } 
Crea una istanza di IrDAClient (definita in .NET) con cui enumera i dispositivi 
IrDA® disponibili nell’ambiente; quindi crea una connessione verso il primo 
dispositivo della lista. È praticamente certo che lo scan tool sia l’unico dispositivo 
IrDA® presente in auto. 
 Al costruttore di IrDAConn non viene passato il baud rate: il protocollo IrDA® 
prevede infatti che il dispositivo primario (computer) lo chieda esplicitamente al 
controllore embedded della periferica. La periferica, in questo caso lo scan tool, ha un 
controllore dello stack di protocollo IrDA® con baud rate fisso a 9600 (così come 
l’interprete integrato ELM323 al quale è collegato). Il controllore, che all’inizio della 
connessione “contratta” il data rate con il PDA, fornisce il suo stesso data rate, cioè 
9600 bps. Per maggiori dettagli sul controllore integrato del protocollo IrDA® si veda 
l’Appendice. 
 
La Figura 3.9 mostra come l’utente può sfruttare la generalità delle connessioni. La porta 
scelta può essere “COM”, “IrDA” oppure “other”; quest’ultima modalità è utile quando 
l’eventuale porta seriale virtuale non viene resa nota nell’enumerazione delle porte COM 
attive. Il problema si verifica su Windows Mobile 5.0 e può essere aggirato esplicitando 
nel campo “other” il nome della porta desiderata. Gli esperimenti effettuati su un PDA 
con Windows Mobile 5.0 hanno evidenziato che la porta virtuale collegata al bluetooth 
(nel nostro caso la COM8) non viene enumerata dal metodo GetPortNames() di 
SerialPort. La porta comunque esiste in quanto è segnalata nelle impostazioni di 
connessione per i dispositivi bluetooth, ed è ovviamente accessibile alle applicazioni. Per 
l’utilizzo dello scan tool bluetooth è stato quindi necessario specificare “COM8” nel 
campo “other”. 
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Se in futuro dovessero essere utilizzate nuove interfacce per la comunicazione tra PDA e 
periferica, come il socket SDIO [22], il campo “other” sarebbe inoltre indispensabile  per 
specificare il nome di una porta generica. 
 
 
 
Figura 3.9. Il form per la scelta delle impostazioni. 
 
 
Nel contesto in cui viene creata la connessione generica (istanza di Connection), la 
comunicazione verso lo scan tool è orientata al byte. Per ogni byte da scrivere e da 
leggere nello stream di I/O vengono chiamati rispettivamente i metodi pubblici  
writeByte(byte b) e readByte() definiti in Connection.cs. 
 
Il dialogo con la centralina dell’auto (attraverso lo scan tool) è a domanda-risposta. Per 
conoscere il valore corrente di un parametro viene inizialmente inviata una richiesta allo 
scan tool, dal quale si attende il messaggio di risposta contenente l’informazione 
desiderata. 
Con la modalità rigorosamente a domanda-risposta si è ottenuta una frequenza di 
aggiornamento compresa tra 1 e 2 hertz. In pratica il programma ha ricevuto la risposta 
da parte dello scan tool una o due volte al secondo. 
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Le prestazioni sono sensibilmente migliorate con l’uso di due thread separati per scrittura 
e lettura. Il primo invia in continuazione le richieste verso lo scan tool, con un certo 
delay; il secondo legge i byte di risposta e quando rileva la fine di un blocco ne estrae il 
dato utile aggiornando l’interfaccia grafica. Il thread di scrittura riduce sensibilmente il 
suo delay ad ogni loop, cioè tende leggermente ad accelerare. 
È stato fondamentale mantenere un contatore delle richieste inviate e uno delle risposte 
ricevute; si consente infatti un minimo “sfasamento”, cioè una certa asincronia tra il 
thread di scrittura e quello di lettura. In particolare si ammettono al massimo 3 richieste 
pendenti: le richieste inviate possono essere al massimo 3 in più delle risposte ricevute; 
quando le richieste non soddisfatte sono più di 3 si salta la richiesta corrente e si 
incrementa il ritardo del thread di scrittura di un certo ∆t (circa 20 millisecondi). Il thread 
di scrittura continua ad aumentare il proprio delay (cioè rallenta) fintanto che lo 
sfasamento non si riduce a 3. Da quel momento, il thread di scrittura riprende a ridurre 
leggermente il suo delay ad ogni loop. 
L’asincronia può essere schematizzata con una coda verso lo scan tool di richieste non 
soddisfatte (Figura 3.10). Il numero di richieste non soddisfatte è infatti dato dalla 
differenza tra numero di scritture e numero di letture. Si noti che il numero di scritture 
non può essere minore di quello delle letture perché lo scan tool risponde solo su 
richiesta. 
 
 
Figura 3.10. L’asincronia della scrittura sullo stream di uscita può essere vista come una coda di 
richieste non soddisfatte. La notazione “<cr>” corrisponde al “carriage return” cioè il byte di valore 13. 
Verrà discusso più avanti come il <cr> viene usato per richiedere allo scan tool la ripetizione del comando 
precedente. 
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Si è stabilito empiricamente che possono sussistere fino a 5 richieste pendenti senza che 
si verifichino anomalie nel funzionamento dell’interprete ELM323. Oltre questo valore 
non è raro avere messaggi di errore da parte dell’integrato. L’applicazione, tuttavia, 
comincia ad autoadattarsi quando le richieste non soddisfatte sono 4, riducendo la 
frequenza di richiesta. In questo modo la comunicazione è autostabilizzante: qualunque 
sia la frequenza con la quale l’integrato risponde, l’applicazione tende a ridurre il ritardo 
di scrittura, cioè ad accelerare sensibilmente le richieste. Non appena si supera il valore 
critico di asincronia, viceversa, il thread di scrittura viene decisamente rallentato. 
La strategia con thread di scrittura e lettura separati garantisce una frequenza di 
aggiornamento di circa 2,5 hertz. 
Va ricordato comunque che il dialogo con l’integrato dev’essere a domanda risposta, 
peraltro l’unica modalità prevista dal suo manuale d’uso. La (piccola) asincronia creata a 
programma dovrebbe essere virtuale, e cioè solo sullo stream di I/O. E comunque non è 
dato sapere se una o più richieste pendenti vengono effettivamente inviate all’integrato o 
quante esso ne può fisicamente mantenere. 
L’interprete ELM323 accetta il corpo di un comando OBD (senza intestazione né 
checksum). I byte del comando devono essere caratteri ASCII rappresentanti cifre 
esadecimali. Le risposte sono fornite in esadecimale ASCII e comprendono un 
identificatore, la lunghezza della risposta e il dato. Questa modalità semplifica la lettura 
dei valori quando per l’interazione con lo scan tool è utilizzato un terminale testuale. 
Tuttavia, se si considera che un byte è espresso in esadecimale con 2 cifre (da 00 a FF), 
l’esadecimale ASCII richiede il doppio dei byte per rappresentare l’informazione, 
portando a un notevole spreco di banda. 
Per sfruttare al massimo le prestazioni dell’hardware, si è allora deciso di utilizzare 
l’interprete in modalità “packed data”. Il manuale dell’interprete consiglia l’uso di questa 
opzione per massimizzare la banda di lettura dei valori. Nello specifico, l’opzione fa sì 
che l’interprete risponda per byte e non per valori esadecimali. In pratica, anziché in base 
16, le cifre del vettore di risposta sono in base 256. 
Il packed data mode dimezza quindi il numero dei byte di informazione; inoltre annulla la 
formattazione dei messaggi di risposta (elimina gli spazi tra i valori esadecimali). Quindi 
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permette un risparmio dei byte diretti dallo scan tool al computer di oltre il 50%. Il 
settaggio del packed data mode avviene durante l’inizializzazione dell’interprete, ossia 
ogni volta che l’applicazione si connette allo scan tool. 
 
È stato possibile razionalizzare la banda anche in uscita (cioè dal computer allo scan 
tool): durante la scansione del singolo parametro viene inviato un comando completo 
solamente nella prima richiesta, mentre per le successive si invia il byte di “carriage 
return”. Così come enunciato nel manuale, l’interprete considera il carriage return come 
una richiesta di ripetizione del comando precedente. Dunque, un comando che 
normalmente consiste in 5 byte può essere inoltrato tramite un singolo byte. 
La comunicazione con lo scan tool avviene secondo le specifiche dell’interprete ELM323 
[13]. 
La connessione si considera instaurata dopo l’apertura dell’istanza di SerialPort, e se 
il metodo Open() sull’istanza ritorna true. Da quel momento si dialoga con lo scan 
tool, e quindi con l’auto, attraverso richieste e risposte che consistono in vettori di byte. 
Una richiesta all’interprete può essere un comando di configurazione oppure un comando 
OBD. 
I comandi di configurazione sono di tipo AT (supportati da molti modem), cominciano 
per “AT” e hanno lunghezza variabile. Si tratta di istruzioni per il set-up dell’interprete e 
che non vengono inoltrate all’auto. 
I comandi OBD utilizzati in questo progetto sono essenzialmente della modalità “01”, 
ovvero quelli per la lettura dei parametri. La loro struttura è data dalla stringa “01” 
seguita dal PID (Parameter ID) del sensore da scansionare. Ad esempio, per leggere la 
temperatura corrente del liquido refrigerante, si invia allo scan tool la stringa “0105”. 
“05” è infatti il PID della temperatura del refrigerante. 
Per i dettagli sui comandi utilizzati si veda la Tabella 1. 
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Tabella 1. Lista dei comandi OBD utilizzati in questo progetto, anche se non tutti sono compatibili con 
l’auto sul quale il sistema è stato collaudato. 
 
DENOMINAZIONE DESCRIZIONE CMD BYTE
    
Vehicle speed Velocità del veicolo. 01 0D 1 
Engine RPM Giri al minuto del motore. 01 0C 2 
Colant Temperature Temperatura del liquido di 
raffreddamento. 
01 05 1 
Throttle Position Percentuale di apertura del corpo 
farfallato, proporzionale alla pressione 
sull’acceleratore. 
Non è supportato dai veicoli diesel. 
01 11 1 
Intake Air Temperature Temperatura dell’aria in ingresso nel 
motore. 
01 0F 1 
Intake Manifold Air Pressure 
(MAP) 
Pressione (depressione) nel collettore di 
aspirazione. 
01 0B 1 
Mass Air Flow (MAF) Quantità assoluta di aria in ingresso nel 
motore. 
01 10 2 
Ignition Timing Advance Anticipo, in gradi, dell’accensione. 01 0E 1 
Short Term Fuel Trim 1 Fattore di arricchimento 
dell’alimentazione a breve termine. 
Varia con frequenza. 
01 06 1 
Long Term Fuel Trim 1 Fattore di arricchimento 
dell’alimentazione a lungo termine. 
Varia lentamente e in genere solo 
durante la fase di riscaldamento. 
01 07 1 
Short Term Fuel Trim 2 01 08 1 
Long Term Fuel Trim 2 
Stesso significato dei precedenti. Sono 
presenti nei motori di grosse dimensioni. 01 09 1 
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Oxygen Sensor 1 Bank 1 Output, in millivolt, della sonda lambda 
collocata prima del catalizzatore. Misura 
la percentuale di Ossigeno (o Anidride 
Carbonica) presente nel gas di scarico in 
uscita dal motore. 
01 14 2 
Oxygen Sensor 2 Bank 1 Output, in millivolt, della sonda lambda 
collocata dopo il catalizzatore. Misura la 
percentuale (o Anidride Carbonica) 
presente nel gas di scarico in uscita dal 
catalizzatore, emesso effettivamente dal 
veicolo. 
01 15 2 
Oxygen Sensor 3 Bank 1 01 16 2 
Oxygen Sensor 4 Bank 1 01 17 2 
Oxygen Sensor 1 Bank 2 01 18 2 
Oxygen Sensor 2 Bank 2 01 19 2 
Oxygen Sensor 3 Bank 2 01 1A 2 
Oxygen Sensor 4 Bank 2 
Ulteriori sonde lambda. Sono presenti in 
motori di grosse dimensioni. 
L’associazione tra numero e tipologia 
del sensore (pre o post-catalizzatore) 
dipende dal veicolo. 
01 1B 2 
Estimated Engine Load Percentuale di utilizzo della potenza del 
motore. È un valore stimato dalla 
centralina in funzione di valori come 
pressione dell’aria in ingresso, regime di 
giri o altri. 
01 04 1 
Fuel Pressure Pressione del carburante nell’impianto di 
alimentazione. 
01 0A 1 
Fuel System Status Stato del sistema di alimentazione. 01 03 2 
OBD Version Variante del sistema OBD del veicolo. 01 1C 1 
    
 Richiesta dei PID supportati dal veicolo 01 00 4 
 Richiesta dello stato dell’indicatore MIL 01 01 Var. 
 Richiesta dei DTC memorizzati 03 Var. 
 Cancellazione dei DTC memorizzati 04 Var. 
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Tutti i comandi inviati all’interprete devono terminare con il carattere “Carriage Return”, 
ossia il byte di valore 13. La terminazione del comando è necessaria in quanto l’interprete 
non inoltra il comando all’auto fintanto che non riceve tale carattere. 
Non appena ottiene il risultato dalla centralina dell’auto, l’interprete fornisce la risposta 
contenente il dato richiesto. Ogni risposta termina col carattere-chiave “>”, del quale 
l’applicazione si mette in attesa prima di decodificare la risposta. 
 
Segue un esempio di sessione di dialogo con l’auto; in grassetto i caratteri inviati e in 
corsivo le informazioni ricevute dallo scan tool. La Figura 3.11 mostra l’interfaccia 
grafica prima, durante e dopo il tentativo di connessione. 
 
 
ATZ<cr>  Reset dell’interprete 
ELM323 V2.0 > Identità dell’interprete 
 
ATE0<cr> Disattivazione della funzione “echo”; in questo modo l’interprete 
non ritorna al computer i caratteri ricevuti. 
OK > 
 
ATST32<cr> Impostazione del timeout, ovvero l’attesa massima prima di 
scartare la risposta del veicolo. 32 codifica il ritardo di 50 
millisecondi. 
OK > 
 
0105<cr> Invio di un generico comando per inizializzare il bus OBD del 
veicolo. 
BUS INIT... OK > 
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03<cr>  Richiesta dei DTC memorizzati. 
[codifica dei DTC presenti nella memoria flash della centralina] > 
 
ATPD<cr>  Settaggio della modalità “packed data”. 
OK > 
 
0100<cr>  Richiesta dei PID supportati 
[codifica del set di PID supportati dal veicolo] > 
 
0101<cr> Richiesta dello stato dell’indicatore MIL (spia di 
malfunzionamento) 
 
[codifica dello stato del MIL e del numero di DTC memorizzati] > 
 
010D<cr> Invio della richiesta di valore per il parametro corrente (in questo 
caso si richiede la velocità del veicolo) 
[messaggio di risposta] > 
 
<cr> Dopo la prima richiesta è sufficiente inviare il Carriage Return; 
l’interprete riesegue il comando precedente. 
[messaggio di risposta] > 
 
<cr>  
[messaggio di risposta] > 
 
... 
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Figura 3.11. A sinistra la situazione all’avvio dell’applicazione. Al centro, dopo l’apertura della porta 
seriale, l’applicazione inizializza il bus dell’auto. A destra: l’inizializzazione è terminata e viene 
scansionato il parametro “Vehicle speed”. 
 
 
3.2.2 FUNZIONALITÀ FORNITE 
In seguito all’inizializzazione del bus OBD, l’auto viene interrogata sull’insieme dei PID 
supportati. Per ogni parametro all’utente viene mostrato il flag indicante se esso è 
supportato dalla sua auto. Generalmente il mancato supporto di un parametro indica che il 
sensore correlato non è presente. 
Se il parametro visualizzato nel form principale non è supportato, il suo titolo è 
accompagnato dall’asterisco (*). 
L’utente dovrebbe configurare la lista dei sensori in funzione della sua conoscenza, 
escludendo i parametri ai quali non è interessato. Questa prima personalizzazione può 
aver luogo in qualunque momento. In seguito, una volta stabilita la connessione con 
l’auto, l’utente dovrebbe accertarsi che tutti i parametri abilitati siano effettivamente 
supportati dal suo veicolo. Quelli non supportati andrebbero disabilitati, in quanto il loro 
monitoraggio (ammesso nel form principale) fornisce valori non significativi. 
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3.2.2.1 Lettura in tempo reale dei valori 
Nel form principale si è scelto di dare una presentazione dei valori orientata al singolo 
parametro. La motivazione fondamentale è la scarsa frequenza di aggiornamento dei 
parametri: come discusso precedentemente, grazie ad alcuni accorgimenti nella 
temporizzazione delle richieste, la frequenza è compresa tra 2,5 e 3 hertz. Ciò significa 
che la scansione di un singolo parametro garantirà l’aggiornamento dello stesso per circa 
2-3 volte al secondo. Ne consegue che, volendo monitorare contemporaneamente più 
parametri, la frequenza generale non potrà essere superiore a 3 / numero dei parametri. 
Un altro vantaggio della visualizzazione singola è il miglior sfruttamento dello spazio nel 
display: il valore viene stampato con un font più grande ed è più chiaramente leggibile. 
La leggibilità del valore è fondamentale quando il guidatore volesse visionarlo, magari 
per confrontarlo con quello pubblicato nel quadro strumenti. Quanto maggiore è la 
dimensione del font, tanto minore risulta il tempo necessario per mettere a fuoco e 
leggere il testo e dunque il rischio della cosiddetta “eyes off the road distraction”. 
Oltretutto, un font eccessivamente piccolo potrebbe richiedere l’avvicinamento del 
guidatore al display del PDA, facendogli abbandonare la corretta posizione di guida e 
causando un ulteriore tipo di distrazione nota come “mechanical interference”.  
 
È stata implementata anche una modalità per la lettura multipla dei valori. Un form 
dedicato visualizza contemporaneamente la lista dei parametri abilitati e il loro valore 
corrente (Figura 3.12). Ad ogni parametro è associata una priorità compresa tra 1 e 3 che 
può essere variata in tempo reale. La priorità si ripercuote ovviamente sulla frequenza di 
aggiornamento del parametro: l’utente dovrebbe associare un’alta priorità ai parametri 
per i quali richiede una frequenza elevata, e una bassa priorità a quelli che variano 
lentamente. Ad esempio il parametro “Engine RPM” che varia rapidamente dovrebbe 
avere priorità massima. A “Coolant Temperature” va invece associata una priorità bassa, 
dato che la temperatura varia lentamente nel tempo. Questa strategia è finalizzata a 
razionalizzare la banda disponibile. 
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Figura 3.12. Il form per la scansione multipla. Non particolarmente utile durante la guida, è stato 
pensato per eseguire semplici controlli sulla variazione dei valori, prevalentemente a veicolo fermo. 
 
 
Alcuni utenti potrebbero trovare utile la correzione della velocità in funzione delle ruote 
che monta l’auto: le ruote diverse da quelle di serie determinano uno scarto tra la velocità 
indicata (sia nel quadro strumenti che nel PDA) e quella effettiva. Il motivo è che il 
sensore di velocità è tarato per il raggio delle ruote di serie. Se si rispettano le indicazioni 
della casa madre lo scarto introdotto non eccede l’1%. Tuttavia, montando ruote con 
dimensioni molto maggiori, l’errore del tachimetro può diventare grossolano. All’utente è 
offerta la possibilità di inserire le dimensioni delle ruote di serie e di quelle correntemente 
montate, ottenendo così la correzione automatica della velocità del veicolo pubblicata sul 
PDA. La correzione sfrutta un fattore float (minore o maggiore di 1) che riflette la 
variazione percentuale della circonferenza di rotolamento della ruota. Moltiplicando il 
fattore correttivo per la velocità fornita dal sistema OBD si ottiene una velocità più 
prossima a quella reale. 
Per conoscere le dimensioni delle ruote originali del veicolo è sufficiente visionare la 
carta di circolazione (in molti paesi, tra cui l’Italia, la carta di circolazione deve riportare 
questi dati), individuando l’alternativa “minore”. Le misure delle ruote correntemente 
montate si leggono invece dal bordo della gomma. La Figura 3.13 mostra come 
individuare le misure per configurare questa funzionalità. 
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Figura 3.13. A sinistra: in alto un dettaglio della carta di circolazione che mostra gli pneumatici suggeriti 
(consentiti); in basso la misura della ruota correntemente montata. A destra il form per l’immissione delle 
misure: le misure “Native” sono le minori tra quelle specificate nella carta di circolazione; le “Current” si 
leggono sul bordo della gomma. 
 
 
Premendo il bottone “correction factor” nel form di configurazione, viene visualizzato il 
fattore correttivo calcolato in funzione delle misure immesse. Quando le ruote correnti 
hanno un raggio effettivo (e quindi un diametro di rotolamento) minore rispetto a quelle 
di serie, il fattore correttivo è minore di 1. Nel caso della Figura 3.13, passando da uno 
pneumatico di sezione 165 millimetri a uno di sezione 195, entrambi di 14 pollici, si è 
ridotto il diametro effettivo: il motivo è che il raggio del cerchio non è cambiato ed è 
diminuito il rapporto (aspect ratio) fra altezza e larghezza della gomma. L’aspect ratio è 
infatti passato da 70 a 60. Il fattore correttivo risultante è circa 0,99. Quindi la velocità 
verrà ridotta di circa l’1% prima di essere pubblicata sul PDA, perché il tachimetro del 
quadro strumenti indica quindi una velocità leggermente superiore a quella reale. 
Altre configurazioni potrebbero tuttavia incrementare il diametro effettivo: col passaggio 
da 14 a 17 pollici la circonferenza può crescere anche del 20%. In alcune nazioni è 
permesso infatti montare qualunque tipo di ruota senza dover aggiornare la carta di 
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circolazione. L’automobilista dovrebbe però tener conto dello scarto (in difetto) del 
tachimetro di bordo che indicherebbe 100 km/h mentre l’auto viaggia in realtà a 120 
km/h. Configurando l’applicazione con le misure esatte delle ruote di serie e di quelle 
montate il monitorando sul PDA fornirebbe invece un valore molto più attendibile. 
 
Segue la funzione per il calcolo del fattore correttivo: i valori di input sono 
rispettivamente il diametro del cerchio e il rapporto di aspetto delle ruote correnti e di 
quelle di serie. Vengono calcolate le circonferenze per le ruote correnti (c_current) e 
per quelle di serie (c_native). Il fattore di correzione è il rapporto tra la circonferenza 
corrente e quella “di calibrazione”.  
 
public float getCurrFactor( float cDiameter, 
float cAspectRatio, 
float nDiameter, 
float nAspectRatio) 
        { 
 
            float c_native = 0, c_current = 0, pi = (float)3.1416; 
 
            c_current = ( (cDiameter * (float)12.7) + 
                   (cDiameter * (cAspectRatio / (float)100))) * pi; 
 
            c_native = ( (nDiameter * (float)12.7) + 
                     (nDiameter * (nAspectRatio / (float)100))) * pi; 
 
 
            return c_current / c_native; 
        } 
 
 
Un parametro acquisibile in tutti i veicoli conformi OBD-II è lo “Estimated Engine 
Load” (Figura 3.14). Come accennato nella Tabella 1, il suo valore esprime la 
percentuale del carico stimato sul motore. È calcolato dalla centralina sulla base di altri 
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parametri tra cui la pressione dell’aria in ingresso e il regime di giri del motore. Si può 
interpretare come la percentuale della potenza disponibile erogata. La rappresentazione di 
default è la conversione in percentuale del byte ottenuto dall’auto (0 = 0%, 255 = 100%), 
con precisione fino alla prima cifra decimale. In alternativa è possibile visionare la 
potenza assoluta erogata in HP (Horse Power). Si noti che per ottenere valori significativi 
l’utente deve configurare l’applicazione fornendo la potenza massima del veicolo 
(specificata nella carta di circolazione). È infatti questo un dato fondamentale per passare 
dal valore percentuale a quello assoluto. 
 
  
 
Figura 3.14. Scansione del carico stimato sul motore. Per default viene visualizzato il valore percentuale 
(sinistra). In alternativa può essere ottenuto il valore assoluto in cavalli (destra). 
 
 
  
 
3.2.2.2 Notifiche di eventi rilevanti 
Un vantaggio del monitoraggio digitale è la possibilità di generare eventi quando si 
verificano particolari condizioni. Il fatto che l’applicazione sia informata in tempo reale 
sul valore di un parametro ne rende possibile il controllo attivo. Un tipo di evento 
estremamente semplice è quello generato quando il valore del parametro supera una 
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soglia critica. Contestualmente al monitoraggio della velocità del veicolo è possibile 
impostare un limite di velocità. L’impostazione manuale è fatta da un form dedicato 
(Figura 3.15). Per l’impostazione tramite comando vocale si rimanda alla sezione 3.2.3.2 
sull’interfaccia multimodale. Il superamento del limite genera un warning multimodale 
ovvero sia testuale che vocale. Il messaggio vocale riprodotto è personalizzabile (si veda 
la Figura 3.16). 
Il limite può essere attivato in due diverse modalità: 
• Limite massimo: ogni valore campionato viene analizzato; il superamento della soglia 
impostata per almeno un campione determina l’attivazione del warning, che viene 
disattivato quando la velocità è minore o uguale al valore soglia. 
• Limite medio: viene mantenuta la media aritmetica dei valori campionati; il warning è 
attivato quando la media dei valori supera la soglia. Non appena la media ritorna ad 
essere minore od uguale alla soglia, il warning cessa. 
L’opzione di limite medio è di ausilio nei tratti stradali coperti dal sistema Tutor, che 
misura la velocità media di percorrenza di alcuni tratti autostradali. Il Tutor, detto 
anche SICVE (Sistema Informativo per il Controllo della VElocità), rileva ogni 
veicolo in entrata e in uscita dal tratto tenendo traccia della targa e dell’istante di 
passaggio per il varco. Quando il veicolo passa per il varco d’uscita viene calcolata la 
velocità media di percorrenza del tratto: il tempo impiegato è la differenza tra 
l’istante di uscita e quello di entrata, lo spazio è noto. Se la velocità media è superiore 
al limite di velocità allora viene inoltrata la sanzione. 
Come si può intuire, il semplice superamento della velocità massima consentita non 
implica la sanzione: se ad esempio la prima metà del tratto viene percorsa a velocità 
troppo elevata è sempre possibile rallentare nella seconda parte per evitare la 
sanzione. Infatti, come dichiarato dalle forze dell’ordine, l’obiettivo di questo tipo di 
controllo è scoraggiare il mantenimento di velocità sostenute per lunghi tratti. 
La collocazione dei tratti stradali controllati dal Tutor è di dominio pubblico [17]. 
L’utente, per avere il supporto “anti-Tutor” in un tratto conosciuto, deve impostare un 
limite medio dal form dei limiti. Il warning acustico, oppure vocale (se l’opzione 
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“Speech and Recognition” è abilitata), si attiva quando la media dei campioni, 
raccolti a partire dall’istante in cui è stato impostato il limite, supera il limite stesso. Il 
warning prosegue fintanto che la velocità media non torna sotto il limite. Per evitare 
la sanzione, l’utente deve fare in modo che il warning cessi prima dell’uscita dal 
tratto. 
 
 
 
Figura 3.15. Il form per l’impostazione manuale del limite di velocità. 
 
 
  
 
Figura 3.16. Personalizzazione del warning di velocità eccessiva (sinistra). Notifica multimodale del 
superamento del limite di velocità (destra). 
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Un’altra funzione attiva sulla velocità è l’avviso automatico per l’uso dei fari. Nelle 
impostazioni generali l’utente dovrebbe esprimere la velocità alla quale vuole essere 
avvisato: quando tale velocità viene raggiunta, gli viene ricordato di accendere i fari. La 
velocità di soglia dovrebbe essere quella normalmente mantenuta sulle strade 
extraurbane, dove vige l’obbligo di accendere i fari. 
 
 
 
3.2.2.3 Test di efficienza 
L’analisi semantica dei valori risultanti dal monitoraggio può fornire informazioni 
aggiuntive, come il sospetto di problemi al motore o di malfunzionamento di un sensore. 
Il sensore dell’Ossigeno (o sonda lambda) è probabilmente il più importante componente 
dei motori moderni in quanto misura la concentrazione di Ossigeno nei gas di scarico. 
Nei veicoli attualmente in produzione sono presenti almeno due sensori di questo tipo: 
quello primario, detto anche “a monte” del catalizzatore e quello secondario, detto 
comunemente “a valle” del catalizzatore. 
L’output del sensore primario è fondamentale perché la centralina possa mantenere il 
miglior rapporto di miscela aria/benzina nelle camere di combustione. È infatti la 
centralina che comanda gli iniettori: aumentando/riducendo il loro tempo di apertura la 
carburazione viene arricchita/impoverita. Se il sensore funziona male, il motore non è 
alimentato correttamente, con conseguenti alte emissioni e basse prestazioni. 
L’output del sensore secondario permette alla centralina elettronica di stimare 
l’abbattimento di sostanze inquinanti (tra cui l’anidride carbonica) effettuato dal 
catalizzatore. Quando i valori forniti dai due sensori sono troppo simili, la centralina 
deduce che l’efficienza del catalizzatore è insufficiente è crea un DTC, accendendo la 
spia MIL. 
Il sensore secondario, reso obbligatorio dalla normativa EURO 3 [18], non è 
generalmente presente nelle auto più anziane. In questo progetto è stato creato un test di 
monitoraggio, denominato “Oxygen Test”,  specifico solo per il sensore primario. 
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Sfortunatamente l’auto usata per gli esperimenti (essendo EURO 2) non è dotata del 
sensore secondario che, quando l’auto è stata immatricolata, non era ancora obbligatorio. 
La funzione “Oxygen Test” mostra graficamente il monitoraggio del sensore 
dell’Ossigeno primario. Sul piano orientato le ascisse rappresentano il tempo (in secondi) 
e le ordinate esprimono la tensione (in Volt) fornita dalla sonda lambda. Tipicamente le 
sonde lambda forniscono un output nell’intervallo [0, 1] Volt. Si assume dunque che i 
valori ammissibili siano compresi tra 0 e 1 Volt. Si veda la Figura 3.18. 
Il campionamento ha frequenza di 2-3 hertz, per cui il grafico presentato non è altro che 
un’interpolazione lineare: la continuità è infatti data dalle linee che uniscono i campioni. 
L’analisi statistica ha come oggetto i soli campioni, che in un test di circa 10-15 secondi 
di durata ammontano a poche decine. La durata del test dipende dalle preferenze espresse 
dall’utente nel form dei settings. Un tipico test andrebbe effettuato a motore caldo, al 
minimo dei giri e dovrebbe durare dai 5 ai 20 secondi. Un test troppo breve non 
permetterebbe di apprezzare il grafico, ossia la curva periodica sinusoidale. Un test 
prolungato non sarebbe utile, giacché l’obiettivo è quello di verificare la risposta del 
sensore nel breve periodo. 
 
Sulla popolazione dei campioni sono calcolate la media aritmetica e la deviazione 
standard; vengono inoltre considerati il massimo e il minimo. 
La deviazione standard permette di stimare se il sensore funziona: se la variazione 
rispetto alla media aritmetica è insufficiente se ne deduce che il sensore non sta 
funzionando. Si è scelta sperimentalmente la soglia minima di 0.15: se la deviazione 
standard è minore di 0.15 il sensore è considerato inattendibile. 
Per il proseguimento dell’analisi è inoltre necessario che la curva raggiunga almeno una 
volta il bound superiore e quello inferiore. Se le due soglie non vengono mai raggiunte il 
sensore è ancora considerato scarsamente affidabile. 
Se il controllo sulla deviazione standard e sulle soglie dà esito positivo, si considera la 
media semplice dei campioni, che deve collocarsi tra 0.4 e 0.5 Volt. 
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Indipendentemente dai controlli precedenti si verifica che non ci siano picchi fuori 
norma. Si noti infatti che in caso di superamento del valore di 1 Volt, il test non può 
proseguire perché il grafico è inammissibile. 
 
Attraverso un albero decisionale (Figura 3.17) si stabilisce quale dei seguenti giudizi 
assegnare al test: 
• GOOD (verde), 
• NOT GOOD (giallo), 
• BAD (rosso). 
In base ai vari parametri della distribuzione (media, picchi, soglie) viene farcita una 
descrizione in linguaggio naturale sul risultato del test. Si veda la Figura 3.18. 
 
 
 
 
 
Figura 3.17. L’albero decisionale per determinare il giudizio sull’Oxygen Test. 
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Figura 3.18. L’Oxygen Test completo: il grafico dei campioni (sinistra) e il report con la descrizione in 
linguaggio naturale (destra). 
 
 
I DTCs (Diagnostic Trouble Codes) sono codici di errore generati da malfunzionamenti 
del motore o di altri organi. Quando rileva un malfunzionamento, la centralina 
dimensiona un’istanza di DTC nella memoria flash e attiva la spia MIL (Malfunctioning 
Engine Lamp) nel cruscotto. Se il problema non è particolarmente serio la spia MIL si 
spegne al successivo avviamento del motore. Il DTC rimane comunque memorizzato 
nella centralina per qualche decina di avviamenti, ma l’utente non ha modo di conoscerne 
né presenza e né la natura. 
L’applicazione effettua automaticamente l’interrogazione sui DTC. All’atto della 
connessione, dopo l’inizializzazione del bus OBD, richiede alla centralina sia lo stato 
della spia di errore che il numero dei DTC memorizzati. Infatti anche con la spia MIL 
spenta si possono avere uno o più DTC ancora in memoria. La presenza di uno o più 
DTC è notificata all’utente 
I veicoli attuali hanno una singola spia MIL, che può essere accesa o spenta. L’icona MIL 
dell’applicazione sviluppata può trovarsi in diversi stati, e quindi fornisce un’indicazione 
aggiuntiva all’utente (si veda la Figura 3.19) Quando non c’è connessione l’icona grigia 
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mostra il carattere “?”. Durante il dialogo con l’auto, se la spia MIL dell’auto è spenta e 
non ci sono DTC memorizzati, la descrizione dell’icona MIL è “OK”. Viceversa se vi 
sono DTC importanti nella ECU l’applicazione mostra l’icona rossa con la scritta 
“CHECK”. In quest’ultimo caso la spia MIL nel cruscotto è certamente accesa, e l’utente 
dovrebbe leggere la descrizione del/dei DTC quanto prima. L’icona MIL arancione indica 
invece che, nonostante la spia dell’auto sia spenta, almeno un DTC è ancora memorizzato 
e l’utente potrebbe aprire il form dei DTC per visionare la lista dei precedenti errori. 
 
 
 
Figura 3.19. I tipi di icona MIL previsti nell’applicazione. 
 
 
3.2.2.4 Funzioni Dipendenti dalla Posizione Terrestre 
L’associazione tra i valori acquisiti dal sistema OBD e le coordinate terrestri è 
fondamentale per sviluppare servizi basati sullo scambio di dati tra veicoli (v2v) e tra 
veicoli e infrastruttura (v2i) [7]. 
La posizione del veicolo può essere vista come una componente dello stato dell’auto, e 
quindi complementare agli altri valori monitorati. Per agevolare futuri sviluppi 
dell’applicazione basati sul logging dei valori è stata creata una funzione che decodifica 
le coordinate del GPS con protocollo NMEA (National Marine Electronic Association). I 
GPS per uso privato attualmente in commercio adottano infatti questa codifica. La 
funzione sviluppata apre una connessione seriale al GPS e acquisisce i byte di 
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downstream. La comunicazione col modulo GPS è monodirezionale: in pratica consiste 
solo nei dati in uscita dal GPS. I valori delle coordinate e le informazioni sui satelliti sono 
estratte dai blocchi (sentences) GGA, GSA, GSV, RMC e presentati in un form specifico. 
 
Segue un frammento del downstream di un tipico GPS con conformità NMEA. Ogni 
linea di caratteri è una “GPS sentence”. Ogni classe di sentence fornisce un tipo di 
informazione. La classe è determinata dai primi 6 caratteri della linea. In grassetto sono 
evidenziate le informazioni essenziali, ovvero le coordinate calcolate. Gli altri valori sono 
utili per stabilire gli indici dei satelliti visibili e di quelli correntemente utilizzati per il 
calcolo delle coordinate. 
 
... 
$GPGSV,3,1,09,06,79,267,40,30,69,082,30,25,38,304,40,05,31,105,22*74 
$GPGSV,3,2,09,02,20,044,32,01,19,274,39,21,18,181,,07,12,245,14*72 
$GPGSV,3,3,09,14,09,230,32*4C 
$GPRMC,153749.947,A,4343.1639,N,01025.2544,E,0.00,,260906,,,A*70 
$GPGGA,153750.947,4343.1639,N,01025.2544,E,1,06,1.2,70.3,M,,,,0000*3D 
$GPGSA,A,3,30,14,06,05,02,25,,,,,,,1.9,1.2,1.4*3C 
$GPRMC,153750.947,A,4343.1639,N,01025.2544,E,0.00,,260906,,,A*78 
$GPGGA,153751.947,4343.1639,N,01025.2544,E,1,06,1.2,70.3,M,,,,0000*3C 
$GPGSA,A,3,30,14,06,05,02,25,,,,,,,1.9,1.2,1.4*3C 
$GPRMC,153751.947,A,4343.1639,N,01025.2544,E,0.00,,260906,,,A*79 
$GPGGA,153752.947,4343.1639,N,01025.2544,E,1,06,1.2,70.3,M,,,,0000*3F 
$GPGSA,A,3,30,14,06,05,02,25,,,,,,,1.9,1.2,1.4*3C 
$GPRMC,153752.947,A,4343.1639,N,01025.2544,E,0.00,,260906,,,A*7A 
$GPGGA,153753.947,4343.1639,N,01025.2544,E,1,06,1.2,70.3,M,,,,0000*3E 
$GPGSA,A,3,30,14,06,05,02,25,,,,,,,1.9,1.2,1.4*3C 
... 
 
 
La funzionalità per l’acquisizione delle coordinate è stata testata su due diversi PDA: uno 
provvisto di modulo GPS interno, l’altro equipaggiato con un GPS su scheda CF 
(Compact Flash). La connessione all’eventuale GPS viene configurata nel form delle 
  63
impostazioni (si veda la Figura 3.20). Così come per l’interfaccia OBD, anche la 
connessione col GPS è di tipo seriale. È indispensabile che l’utente conosca sia la porta 
COM che il baud rate. La seconda informazione è una caratteristica intrinseca del GPS 
(tipicamente varia tra 4800 e 57600). La porta COM dipende invece dal tipo 
collegamento: in caso di GPS esterno con cavo seriale sarebbe quasi certamente la 
COM1, mentre per gli altri casi non esistono indicazioni generali in quanto l’associazione 
tra porta COM e dispositivo periferico è creata dal sistema operativo. Per semplificare 
all’utente l’individuazione della porta, il Combo Box “GPS Port” mostra solamente le 
porte COM correntemente attive nel sistema.  
 
 
   
 
Figura 3.20. La sezione delle impostazioni relativa alla comunicazione col GPS (sinistra). Il form per la 
visualizzazione delle coordinate (destra). 
 
In questa prima versione, la funzione di acquisizione delle coordinate è indipendente dal 
monitoraggio dei valori. Tuttavia sarà indispensabile per un eventuale sviluppo del 
sistema che dovesse prevedere funzioni di data logging. Le coordinate terrestri relative ai 
valori campionati sono fondamentali per associare stato del veicolo e posizione sul 
territorio. In questo modo si determina, per esempio, a quale velocità è stato percorso uno 
specifico tratto di strada, qual’è stato il carico stimato sul motore (Engine Load) e quindi 
la potenza erogata nonché la temperatura raggiunta dal motore. I dati rilevati possono 
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essere utilizzati in prima istanza per conoscere in che modo viene usato un veicolo, cioè 
la qualità della guida. 
 
 
3.2.2.5 Selezione grafica dei parametri 
Per selezionare un parametro occorre scandire la lista dal form principale usando i bottoni 
“<<” e “>>”. La lista contiene i parametri precedentemente abilitati dal form delle 
impostazioni.  
Un modo alternativo per selezionare il parametro è il form di selezione grafica: cliccando 
nel form principale l’immagine del motore (tra i due bottoni “<<” e “>>”), si apre il form 
che visualizza i gruppi dei sensori (Figura 3.21). Ogni gruppo è un insieme di sensori 
relativi a un certo impianto di bordo. Per agevolare l’utente principiante, un singolo click 
sull’icona del gruppo attiva il relativo tool tip che descrive brevemente la semantica del 
gruppo. Il doppio click sull’icona apre invece il form relativo al gruppo, contenente 
un’icona per ogni sensore. Vengono visualizzate solo le icone dei sensori abilitati. 
 
    
  
Figura 3.21. In ordine: i gruppi disponibili; il tool tip del gruppo “Air System”; i sensori del gruppo “Air 
System”, quelli del gruppo “Engine Core” e quelli di “Fuel System”. 
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Questa modalità è utile all’utente poco esperto perché dà indicazioni sul significato dei 
sensori. Può inoltre servire all’utente esperto, che conoscendo il gruppo di appartenenza 
dei sensori può passare rapidamente da un sensore a un altro senza dover scorrere 
sequenzialmente la lista. 
Nella sezione seguente viene presentata un’ulteriore modalità di interazione, che 
attraverso comandi vocali permette di selezionare il sensore desiderato in maniera rapida 
e sicura. 
 
 
3.2.3 L’INTERFACCIA MULTIMODALE 
L’interfaccia grafica è progettata per ottimizzare il limitato spazio disponibile nello 
schermo. Per facilitare la leggibilità sono stati usati font grandi. I componenti per l’input, 
come i bottoni, hanno dimensioni sufficienti per essere usati con un dito. Senza la penna 
l’interazione è infatti più agevole; questo vale sia a bordo, quando il PDA è alloggiato nel 
supporto, che fuori bordo durante un’ispezione al motore: se la penna cadesse 
accidentalmente nel vano motore ne conseguirebbe una situazione molto sgradevole. 
La maggior parte dei task da svolgere durante la guida non richiedono dunque l’uso della 
penna. Tuttavia, se i passeggeri possono interagire fisicamente con l’interfaccia del PDA 
usando le mani, l’autista dovrebbe astenersi per ragioni di sicurezza. I rischi connessi 
all’uso dei dispositivi mobili in auto sono ampiamente discussi in [14], in cui sono 
descritte le diverse tipologie di distrazione: è dimostrato che qualunque dispositivo, 
inclusi quelli di bordo, rappresenta un’interferenza potenziale per la guida. 
 
 
3.2.3.1 Requisiti dell’interfaccia multimodale 
L’input vocale è stato considerato come possibile soluzione per fornire all’autista una 
forma di accessibilità alle funzioni principali, in maniera che egli possa guardare la strada 
e mantenere le mani sul volante: in questo modo si eliminano almeno l’interferenza 
meccanica e quella visuale. Non meno importante è la minimizzazione dell’interferenza 
cognitiva, che si determina quando l’utente dedica la sua attenzione al task sul 
  66
dispositivo. Questo tipo di distrazione è particolarmente insidiosa dato che una sua tipica 
conseguenza è il fenomeno “look-but-did-not-see” (guardare ma non vedere) [14]: in 
pratica il guidatore riesce a mantenere i parametri dell’auto (velocità, direzione), ma non 
rileva prontamente eventuali ostacoli sulla carreggiata (pedoni, altri veicoli). 
Indipendentemente dalla modalità di interazione, l’esecuzione del task sul dispositivo 
richiede sempre una certa attenzione da parte dell’utente. Una strategia per minimizzare 
l’interferenza cognitiva sarebbe ridurre la durata dei task da effettuare durante la guida, 
cioè quelli svolti in modalità vocale. 
Un parametro fondamentale dell’usabilità sarebbe dunque il tempo richiesto per 
completare i task durante la guida. L’ideale sarebbe che l’opzione desiderata fosse 
selezionabile tramite un singolo comando vocale; l’interpretazione del comando da parte 
del sistema sarebbe seguita da un feed-back (positivo oppure di insuccesso). La soluzione 
estrema prevede dunque un unico “bacino” di comandi vocali, accessibili dal menù 
principale, ognuno dei quali è associato a una funzionalità. L’interazione vocale avviene 
dunque su singolo livello. Viceversa la navigazione in menù vocali complessi 
comporterebbe un’interferenza cognitiva prolungata nel tempo, incrementando la 
distrazione.  
 
 
3.2.3.2 Specifiche dell’interfaccia multimodale 
Diversi task sono stati resi accessibili attraverso parole chiave (in inglese) e il feed-back è 
disponibile sia graficamente che vocalmente (in inglese). Mentre è alla guida, l’utente 
può impostare un limite di velocità o selezionare un nuovo parametro da scansionare 
pronunciando semplici parole chiave. 
Il supporto vocale è gestito dai motori Embedded ASR e TTS di Loquendo [15]. La scelta 
è stata motivata dall’ottima qualità vocale, che fa del TTS di Loquendo il miglior motore 
di sintesi correntemente disponibile. La tecnologia ASR offerta è estremamente immune 
al rumore dell’ambiente e alle voci di sottofondo; inoltre è speaker-independent e 
disponibile per numerose lingue (compreso l’italiano). 
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I pacchetti Loquendo TTS e ASR sono separati e le funzioni delle librerie hanno 
l’interfaccia C/C++. L’applicazione principale è stata invece sviluppata in C#. 
L’integrazione del supporto vocale col resto dell’applicazione è avvenuta dopo la messa a 
punto dell’interfaccia grafica. Per non riscrivere l’applicazione in C++ si è scelto allora di 
sviluppare il supporto vocale separatamente. 
È stato osservato che le funzionalità essenziali per TTS e ASR consistono rispettivamente 
nel produrre un file audio da una stringa e (viceversa) nella generazione di una stringa a 
partire da un file audio. Questa considerazione ha suggerito di scrivere in C++ due 
componenti separati sottoforma di file DLL: uno per la sintesi e uno per il riconoscimento 
vocale. I componenti sono stati generati da “project” indipendenti. 
 
• AsrMod.DLL, inizializzato con il nome del file testuale contenente la grammatica. 
Dalle specifiche della grammatica viene generato un Recognition Object (RO), 
utilizzato a run time dal metodo asrRecog(byte[] toRec) ovvero la funzione 
che ascolta la voce dell’utente cercando di riconoscerne la frase pronunciata. Per 
semplificare il passaggio di parametri tra C# e C++, la struttura generata da asrRecog 
è un array di byte. Viene comunque effettuata una conversione a string per 
agevolare il parsing nell’applicazione principale. Si tratta essenzialmente di una 
stringa che contiene l’interpretazione delle parole dell’utente secondo le specifiche 
della grammatica in uso. A livello di grammatica è stato previsto il trattamento dei 
valori numerici in qualità di interi. In questo modo i valori dei limiti di velocità che 
l’utente imposta sono restituiti come cifre (e non come testo), e sono direttamente 
gestiti. Se non fosse stata seguita questa strategia l’applicazione principale avrebbe 
dovuto convertire esplicitamente la parola in numero prima di poterne usare il valore. 
 
• TtsMod.DLL, che definisce il metodo ttsRead(char[] input). Il metodo genera 
un file audio vocale corrispondente alla stringa in input. Il file è automaticamente 
riprodotto dalla scheda audio del computer. La versione di TTS utilizzata parla in 
inglese britannico (English – UK); la voce, femminile, è di “Kate”. 
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Le sessioni di speech sono normalmente create all’avvio dell’applicazione, così che il 
supporto sia istantaneamente disponibile quando richiesto dall’utente. Sono infatti 
necessari circa 30 secondi per l’inizializzazione dell’ambiente vocale. 
Prima di pronunciare un comando, l’utente deve premere un tasto fisico del PDA; 
l’applicazione risponde con un prompt audio (e grafico) e si mette in attesa del comando. 
Se il riconoscimento ha successo il nuovo stato viene descritto da un breve messaggio 
vocale generato con una chiamata al TTS; un esempio è descritto nella Figura 3.22. Si è 
optato per questo approccio in modo che la funzione di riconoscimento venga chiamata 
solo quando è premuto il tasto. L’uso continuo del processo di riconoscimento sarebbe 
stato complicato da gestire, perché il semplice rumore di sottofondo sarebbe stato 
processato inutilmente. Conseguentemente, il suono del motore o la voce dei passeggeri 
avrebbero causato errori o selezioni non richieste. 
 
 
     
 
Figura 3.22. L’utente pronuncia il comando vocale per la scansione di un nuovo parametro (a sinistra); 
l’applicazione fornisce il feed-back vocale descrivendo il nuovo stato e inizia a scansionare il parametro 
richiesto. 
 
 
La grammatica che specifica la sintassi vocale è compilata “al volo” durante 
l’inizializzazione dell’ASR. Si tratta di un file di testo formattato e che può essere 
facilmente editato senza dover modificare l’intera applicazione. Si è optato per la 
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compilazione “al volo” perchè il tempo necessario è trascurabile rispetto a quello 
richiesto per inizializzazione dell’ambiente. In altri termini, la compilazione all’atto 
dell’apertura del programma non ha impatto sul ritardo. Questa strategia non dà 
particolari benefici all’utente, a parte la possibilità di aggiornare la grammatica con la 
semplice sostituzione del file; l’utilità nella fase di implementazione si è avuta quando 
veniva messa a punto la grammatica, con frequenti modifiche, per trovarne la forma 
definitiva. 
La grammatica è stata resa sufficientemente generale per accettare le diverse forme di 
uno stesso comando. Ad esempio, per impostare 65 come limite di velocità massimo, 
l’utente può dire “Maximum speed sixty-five”, oppure “Maximum sixty-five” o 
semplicemente “Sixty-five”. La stringa risultante viene processata dall’applicazione, che 
interpreta adeguatamente le parole (e/o i numeri) rilevanti. 
Più una grammatica è generica, maggiore è la flessibilità offerta all’utente. Tuttavia una 
flessibilità eccessiva aumenta la probabilità di fraintendimento dei comandi. Per 
riconoscimento vocale ottimale si è cercato dunque un compromesso tra flessibilità e 
affidabilità. 
Il testo integrale della grammatica per il Loquendo ASR è riportato nell’Appendice. 
Si noti che utilizzando la modalità vocale per impostare un limite di velocità non richiede 
che il valore selezionato sia presente tra i “limiti preferiti”. Il limite “pronunciato” viene 
immediatamente impostato, anche se non viene salvato. 
 
Il codice: 
 
[System.Runtime.InteropServices.DllImport("ttsmod.DLL")] 
private static extern bool tts_Init(byte speed, byte pitch); 
 
[System.Runtime.InteropServices.DllImport("ttsmod.DLL")] 
private static extern bool tts_Read(char[] input); 
 
costituisce l’importazione dei metodi della DLL per il TTS: tts_Init è invocato 
all’atto dell’inizializzazione del sistema (qualora l’utente abbia abilitato il supporto 
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vocale); il metodo tts_Read viene chiamato per fornire il feed-back vocale. 
L’esecuzione del file audio è asincrona: nel corpo del metodo tts_Read(...) viene 
invocata la versione non-bloccante della primitiva Loquendo (che verosimilmente dà 
luogo a un thread separato). Ne consegue che mentre il sintetizzatore “legge” una frase 
l’applicazione prosegue le sue elaborazioni. L’importanza di tale asincronia è ovvia se si 
considera che alcune notifiche vocali, ad esempio l’help sul parametro corrente, possono 
durare fino a diversi secondi. In pratica, mentre il TTS riproduce il messaggio vocale, 
l’applicazione continua a monitorare l’auto; l’utente, mentre ascolta il messaggio, può 
effettuare altri task. 
Segue un esempio di chiamata verso il Loquendo TTS a run time: per notificare 
vocalmente la stringa toSay viene invocata la routine tts_Read definita nella DLL 
TtsMod.  
 
... 
string toSay = “”; 
... 
else 
{ 
toSay = "Sorry, I don't understand"; 
} 
 
try 
{ 
tts_Read(toSay.ToCharArray()); 
... 
 
Il codice:  
 
[System.Runtime.InteropServices.DllImport("asrmod.dll", 
SetLastError=true)] 
 
private static extern bool asr_Init( byte[] grammarTextName, 
                                         byte[] LoqASRConfPath, 
byte[] LoqASRBinariesSubdir, 
                                         byte[] LoqASRBinariesPath
 ); 
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[System.Runtime.InteropServices.DllImport("asrmod.dll", SetLastError = 
true)] 
private static extern bool asr_Recog(byte[] toRec); 
 
serve all’importazione della DLL per l’ASR: l’inizializzazione richiede, tra l’altro, il file 
testuale con le specifiche della grammatica, che viene compilata “al volo”. 
 
Segue un esempio di chiamata all’ASR di Loquendo. La chiamata si origina su espressa 
richiesta dell’utente (che preme un tasto del PDA): 
 
byte[] toR = new byte[256]; 
 
asr_Recog(toR); 
 
l’array di byte di ritorno viene convertito in stringa.  
 
string rr = ""; 
 
for (int i = 0; i < toR.Length; ++i) 
rr += (char)toR[i]; 
... 
... 
 
A seguire è riportata una parte del codice per il parsing della stringa: analizzando i 
termini fondamentali, l’applicazione determina qual’è la selezione dell’utente. L’analisi è 
indipendente dalla frase concreta. Grazie alla flessibilità della grammatica sono infatti 
possibili diverse forme dello stesso comando. Si noti che per il passaggio alla scansione 
della velocità del veicolo, l’utente può pronunciare: “SCAN VEHICLE SPEED”, oppure 
“SCAN SPEED” perché entrambe le forme sono compatibili con la grammatica. Per 
scansionare il regime di giri i comandi “SCAN ENGINE SPEED” e “SCAN ENGINE” 
sono entrambi ammessi. 
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… 
else if (rr.IndexOf("SCAN") > -1) 
{ 
 
if (rr.IndexOf("NEXT") > -1) 
{ 
scanNextSensor(); 
            toSay = "Next sensor " + newCommand.descr; 
      } 
      else if (rr.IndexOf("PREVIOUS") > -1) 
      { 
       scanPrevSensor(); 
            toSay = "Previous sensor. " + newCommand.descr; 
      } 
      else if (rr.IndexOf("SPEED") > -1) 
      { 
 
        if (rr.IndexOf("ENGINE") > -1) 
           { 
            scanNew(CmdRPM, false); 
                 toSay = "Reading engine speed."; 
         } 
 
          else 
           { 
             scanNew(CmdSpeed, false); 
                 toSay = "Reading vehicle speed."; 
          } 
 
   } 
      else if (rr.IndexOf("TEMP") > -1) 
      { 
        if (rr.IndexOf("AIR") > -1) 
            { 
              scanNew(CmdAirTemp, false); 
                 toSay = "Reading intake air temperature."; 
          } 
...                    
... 
else 
{ 
                success = false; 
} 
 
 
 
In caso di successo, la chiamata al TTS fornisce il feed-back come breve descrizione 
vocale del nuovo stato. 
 
if (success) 
{ 
toSay = toSay;                    
} 
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In caso di mancato riconoscimento il TTS legge il messaggio di errore. 
 
else 
{ 
toSay = "Sorry, I don't understand"; 
} 
 
try 
{ 
tts_Read(toSay.ToCharArray()); 
... 
... 
 
 
La Figura 3.23 riassume l’evoluzione cronologica del processo di riconoscimento 
vocale: chiamata ASR (1), pronuncia del comando vocale da parte dell’utente (2), 
conversione della voce in stringa in funzione della grammatica (3), parsing della stringa 
per l’estrazione dell’opzione richiesta (4). 
 
 
Figura 3.23. La chiamata ASR ha origine nell’applicazione principale; la funzione del modulo AsrMod 
ascolta il microfono del PDA tentando di interpretare il comando vocale dell’utente. 
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3.2.4 RIEPILOGO SULLA STRUTTURA DEL PROGRAMMA 
L’applicazione è stata sviluppata in Visual Studio 2005 e consiste in tre “Project” 
differenti: OBDriver (C#), AsrMod (C/C++) e TtsMod (C/C++). Il deployment su 
dispositivo mobile avviene tramite ActiveSync (cavo di sincronizzazione). Per 
semplificare il debug della fase finale, che richiedeva anche l’aggiornamento dei moduli 
DLL, si è creata un’unica “Solution”, contenente i tre progetti. 
 
 
 
 
Figura 3.24. L’applicazione principale, scritta in C#, e i moduli per ASR e TTS sono compilati 
separatamente. AsrMod.DLL e TtsMod.DLL, scritte in C++, vengono importate nell’applicazione 
principale. I metodi in esse definiti sono dichiarati all’atto dell’importazione e perciò possono essere 
normalmente chiamati dal codice C#. 
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La Figura 3.24 mostra le relazioni tra i Project. Come precisato nella sezione precedente, 
nel codice di OBDriver vengono importate alcune funzioni di AsrMod e TtsMod. 
L’importazione equivale a una dichiarazione di metodo. La compilazione di OBDriver va 
a buon fine indipendentemente dalla disponibilità delle DLL AsrMod e TtsMod. A run 
time l’applicazione richiede le DLL solo quando viene invocata una delle funzioni 
importate. 
Per l’applicazione principale, oltre ai form, sono state scritte diverse classi. La Figura 
3.25 mostra le relazioni tra di esse. Dal form principale, MainForm, è possibile aprire 
quasi tutti gli altri. 
Connection gestisce la connessione generica verso lo scan tool, con scrittura e lettura 
orientate al byte. SerialConn e IrDAConn definiscono connessioni specifiche: la 
prima gestisce una porta seriale (eventualmente virtuale) e fa uso della classe 
SerialPort; la seconda crea una connessione IrDA® verso il primo dispositivo a 
infrarossi individuato, e sfrutta IrDAClient. 
OBDCommand definisce un generico comando OBD. I campi principali sono la stringa 
del comando, il numero dei byte di dati della risposta, la descrizione e un breve help. Gli 
oggetti OBDCommand creati nell’applicazione riguardano solo i comandi per richiedere 
la lettura dei valori. L’uso di OBDCommand semplifica la gestione dei numerosi comandi 
della lista. 
ELMUtil contiene metodi specifici per il dialogo per gli integrati della famiglia ELM. In 
particolare, il metodo ELMgetResp attende e decodifica un messaggio di risposta, 
estraendo i byte di dati e altri campi. 
MyUtil definisce generiche procedure di utilità per la conversione e il controllo di 
numeri e stringhe. 
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Figura 3.25. Dipendenze tra le classi scritte per l’applicazione principale. 
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4. VALUTAZIONE 
 
 
 
In seguito alla messa a punto dell’interfaccia si è voluta dare una prima valutazione 
dell’usabilità. È stato allestito un test utente, in laboratorio, coinvolgendo alcuni 
volontari. 
Gli utenti non avevano mai utilizzato o visionato le interfacce dell’applicazione; per 
questo all’inizio del test hanno letto un’introduzione su natura e scopi del sistema. 
La prima parte del test ha riguardato l’interazione tradizionale, tramite touch screen. In 
questa fase è stata richiesta l’esecuzione di 10 task, tra cui la configurazione preliminare 
del sistema. I passi di configurazione sono infatti fondamentali in primo luogo per poter 
attivare la comunicazione con lo scan tool (e quindi col veicolo). È inoltre auspicabile 
che l’utente, almeno durante il primo utilizzo, visualizzi quali parametri sono supportati 
dalla propria auto e configuri la lista di quelli abilitati. La scelta dei parametri deve essere 
anche in funzione delle conoscenze dell’utente: i parametri poco significativi o non 
compresi dovrebbero essere disabilitati quanto prima. 
Le attività di uso comune svolte nella prima parte sono state: 
• selezione di un parametro specifico (con eventuale preliminare abilitazione) 
• personalizzazione dei limiti di velocità 
• selezione di un limite di velocità 
• passaggio a un’altra unità di misura 
• selezione di uno specifico parametro dal form grafico 
• annullamento del limite di velocità 
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Gli utenti sono stati osservati durante lo svolgimento dei task, annotando il tempo 
richiesto per il completamento. Il tempo necessario per completare un task dà indicazioni 
su quali parti della GUI potrebbero essere migliorate. 
 
Nella seconda parte del test è stata inizialmente mostrata agli utenti la struttura della 
grammatica, con la sintassi e alcuni esempi di comandi vocali. 
Quindi gli utenti hanno cercato di rieseguire alcuni dei task che in genere si effettuano 
durante la guida: 
 
• selezione di un parametro a piacere 
• richiesta della descrizione, vocale, del parametro scelto 
• selezione di un limite di velocità 
• selezione di un parametro specifico 
• selezione del successivo parametro nella lista 
• annullamento del limite di velocità 
 
 
Dopo il test è stato chiesto di compilare un questionario di valutazione dell’applicazione. 
L’età degli utenti era compresa tra 24 e 33, con media di 27,8. Il 15% erano donne. Il 
50% avevano precedentemente usato un PDA. L’83% erano laureati. Gli utenti avevano 
una buona esperienza di interfacce per PC, ma quasi nessuna conoscenza di interfacce 
vocali. 
Nel questionario è stato infine richiesto dare una valutazione da 1 a 5 degli attributi 
mostrati nella Tabella 2. 
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Tabella 2.  Punteggi che gli utenti hanno assegnato agli attributi principali. 
Voti 
Parametri 
Media Varianza Dev. Std.5 
Chiarezza dell’interfaccia grafica 3.3 1.29 1.13 
Intuitività delle icone 3.5 2.25 1.5 
Facilità di personalizzazione  3.3 1.75 1.32 
Efficacia dell’input vocale 4.16 0.806 0.9 
Efficacia del feed-back vocale 4 0.66 0.81 
Sicurezza in marcia 3.3 1 1 
Benefici 3.83 0.47 0.68 
 
 
 
I risultati del test hanno evidenziato che la chiarezza dell’interfaccia grafica poteva essere 
migliorata. Gli utenti hanno confermato anche informalmente questo fatto, dichiarando 
che le strutture dei menu e alcune icone sarebbero potute essere più intuitive. 
Prima di iniziare l’interazione multimodale gli utenti hanno visionato solo una breve 
descrizione della sintassi vocale. Tuttavia, la maggior parte dei comandi vocali sono stati 
sorprendentemente interpretati con successo dall’applicazione. Il risultato è lampante se 
si pensa che gli utenti, tutti italiani, hanno usato per la prima volta comandi vocali in 
inglese. La ragione principale del successo sembra essere la flessibilità della grammatica 
per l’ASR, che definisce differenti formati per lo stesso comando. Un’altra ragione è 
sicuramente l’affidabilità del Recognition Object (RO) generato dalla compilazione della 
grammatica all’atto dell’inizializzazione dell’ambiente ASR Loquendo. 
In seguito al test e all’analisi dei risultati sono state apportate le seguenti modifiche per 
migliorare l’usabilità: 
 
o Nuova struttura dei menù per il form principale. Le immagini del form principale 
presentate nelle sezioni precedenti si riferiscono alla versione già migliorata. Nella 
prima versione i menù erano i seguenti: 
                                                 
5 Deviazione Standard. 
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 File (Exit, Settings, Hardware) 
 Tools (Preferences, Speed limit, Oxygen test), 
 View (All sensors) 
 
La modifica della struttura è stata suggerita dalle difficoltà di alcuni utenti, i quali 
durante i task di configurazione hanno ripetutamente selezionato il menù sbagliato. 
Alla richiesta di personalizzare la lista dei sensori disponibili, anziché selezionare 
l’elemento “Preferences” hanno selezionato “All sensors” (che apre il form per la 
scansione di tutti i sensori); evidentemente la denominazione del menù “View” non 
era sufficientemente esplicativa. 
Al contrario la configurazione della connessione (scelta della porta COM, baud rate) 
è stata eseguita senza problemi: tutti gli utenti hanno subito individuato l’elemento 
“Settings” del menù File. 
Si è quindi optato per l’aggregazione degli elementi “Settings” e “Preferences” sotto 
un unico menù di configurazione. Il nome “Preferences” è stato cambiato in 
“Sensors”, dato che si riferisce solo alla personalizzazione della lista di sensori. 
 
Dopo la modifica, i menù sono diventati: 
 File (Exit) 
 Configure (Settings, Sensors) 
 Tools (Scan all sensors, Speed limit, DTCs, Oxygen test, Hardware) 
Il menù “File” potrà essere in futuro ampliato con le opzioni per gestire i file di log. 
Si noti come “Settings” e “Sensors” siano entrambi elementi del menù “Configure”. 
 
o Migliore affordance dei componenti nel form principale. Alcune icone nella sezione 
immediatamente sopra ai menù sono state talvolta fraintese. In queste prime versioni 
del sistema non è stata data particolare attenzione alla significatività delle immagini, 
che potranno essere modificate successivamente. Aldilà delle scelte sbagliate da parte 
degli utenti, l’osservazione del comportamento ha però evidenziato che alcuni 
tendevano a cliccare le varie parti dell’icona per la connessione: 
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credevano che i vari simboli (PDA, auto, X) avessero diverse funzioni. Per dare la 
giusta affordance è stato sufficiente aggiungere il bordo scuro ad ogni icona. I 
componenti in corrispondenza delle icone hanno la funzione di bottoni. Non si tratta 
però di Button, perché nel Pocket PC i bottoni standard non hanno l’immagine; 
sono invece  PictureBox, cliccabili come i Button ma senza bordo. Il bordo fa 
parte dunque dell’icona, ed è stato aggiunto a tutte le icone del form principale (si 
veda la Figura 3.26). 
 
 
   
 
 
Figura 3.26. Le icone del form principale: prima e dopo la modifica. 
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5. CONCLUSIONI E SVILUPPI FUTURI 
 
 
 
 
Il risultato di questo progetto è un sistema completamente funzionante e collaudato con 
successo. L’interfaccia hardware, cioè lo scan tool, è tuttora installata a bordo della stessa 
auto usata per gli esperimenti. 
Il circuito, assemblato artigianalmente, ha resistito per diversi mesi a vibrazioni, 
escursioni termiche e umidità, dimostrandosi quindi affidabile. Il prototipo avanzato di 
scan tool wireless è frutto degli esperimenti elettronici e delle valutazioni sull’usabilità 
dell’hardware enunciati nella sezione 3.1.1. La relativa semplicità strutturale, il costo 
contenuto dei componenti e la facilità di comunicazione seriale attraverso le librerie 
standard facilitano una possibile applicazione su scala. 
L’applicazione sviluppata su dispositivo mobile è stata testata a bordo per un massimo di 
20 minuti di seguito. Si osservi che i servizi offerti sono basati sul monitoraggio del 
motore e dei componenti connessi. In altre parole, per verificarne il corretto 
funzionamento, è necessario quantomeno che il motore sia acceso; in caso contrario non 
sarebbe possibile ottenere valori significativi dai sensori di bordo. Da ciò si dovrebbero 
facilmente intuire le difficoltà affrontate nei mesi dello sviluppo iniziale e del collaudo. 
Nella prima fase è stata messa a punto la base dell’applicazione, cioè le primitive di 
comunicazione con lo scan tool; la maggior parte dell’attività di programmazione ha 
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avuto luogo a bordo, attraverso il laptop collegato al PDA, a sua volta connesso allo scan 
tool. Questa fase è stata indispensabile a causa della mancanza di librerie specifiche per 
l’interprete ELM323, nucleo dello scan tool. Si tratta di un circuito integrato tuttora 
considerato sperimentale, e che ha recentemente subito un aggiornamento (passaggio alla 
versione 2.0 con aggiunta di modalità “packed data”, si veda la sezione 3.2.1). 
L’integrazione del supporto vocale è avvenuta quando l’applicazione, scritta in C#, era 
ormai in uno stadio avanzato. Un notevole impegno è stato richiesto per prendere 
confidenza con l’SDK Loquendo Embedded, disponibile con interfaccia C/C++. La 
creazione di moduli DLL come compilazione separata è stata invece immediata, grazie 
alle facilitazioni dell’ambiente .NET. Il tempo impegnato nello sviluppo del supporto 
vocale si può quantificare in un terzo di quello totale. Il PDA su cui è stata testata 
l’applicazione è il palmare HP iPAQ hx2700, disponibile sul mercato. Nonostante i 
processi per ASR e TTS richiedano parecchia memoria (circa 8 Mbyte in tutto), 
l’efficienza è elevata anche durante il dialogo con l’auto. 
Il sistema completo è stato oggetto di uno user test in laboratorio, oltre che di vari test in 
auto. Come è stato constatato, il livello di affidabilità del riconoscimento vocale è 
stupefacente: grazie al filtro antirumore, l’ASR di Loquendo interpreta 
sorprendentemente bene i comandi vocali. Durante le prove a bordo 9 selezioni su 10 
sono andate a buon fine. 
La multimodalità è un aspetto fondamentale di un’interfaccia automobilistica, in quanto 
riduce l’interferenza meccanica (abbandono della corretta posizione di guida) e quella 
visuale (distoglimento dello sguardo dalla strada). Tuttavia, recenti studi [13] hanno 
evidenziato che non è da sottovalutare l’interferenza cognitiva, cioè l’inevitabile 
dirottamento dell’attenzione verso l’ulteriore attività da svolgere (in questo caso verso il 
dispositivo mobile). 
Successivi sviluppi di questo progetto dovrebbero continuare a garantire l’accessibilità e 
l’usabilità in termini di sicurezza di marcia. Eventuali nuovi task da svolgere durante la 
guida, indipendentemente dalla qualità del supporto vocale, non dovrebbero richiedere 
più di qualche secondo per essere completati, per non causare eccessiva interferenza 
cognitiva al guidatore. Per semplificare ulteriormente l’interazione, l’utente userebbe un 
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dispositivo bluetooth di tipo “hands free”, cioè un auricolare con microfono wireless. In 
tal modo l’output vocale sarebbe meglio comprensibile perché ascoltato in cuffia, e per 
l’attivazione del dialogo verrebbe usato il tasto dell’auricolare (anziché il tasto del PDA) 
cioè quello per la risposta/chiusura per le telefonate. 
Sulle funzionalità del sistema da creare o migliorare, la direzione dipenderebbe dalle 
specificità della variante richiesta. Partendo da questa prima versione si potrebbero 
implementare ulteriori test di efficienza, magari performati automaticamente sulla base 
delle preferenze dell’utente: uno scheduler gestirebbe l’esecuzione periodica dei test, 
fornendo il report vocale e salvando i dettagli dei risultati. 
Funzioni più semplici sarebbero basate sul controllo attivo dei valori (così come avviene 
per la velocità). Una proposta sarebbe la soglia sul regime di giri regolata in base alla 
temperatura del motore: a freddo il regime massimo ammesso sarebbe intorno a 2000 
giri, per poi crescere con l’aumentare della temperatura. 
Se lo scopo dell’applicazione fosse invece l’accurato monitoraggio della guida in favore 
di altre entità occorrerebbe affinare delle specifiche funzioni per il logging. L’ente 
interessato al monitoraggio, l’azienda proprietaria del veicolo, potrebbe voler inferire lo 
stile di guida dell’utente, rilevando valori come “Vehicle Speed”, “Throttle Position” 
(relativo alla pressione sull’acceleratore), “Engine Speed” ed “Engine Load”. Dal 
campionamento di tali valori si estrae facilmente la qualità della guida: all’aumentare dei 
valori cresce infatti la percentuale di sfruttamento della potenza dell’auto e quindi 
crescono i consumi. L’azienda di car sharing potrebbe richiedere un sistema per la 
tariffazione differenziata in base alla qualità della guida e ai consumi stimati. 
L’interfaccia sul PDA, più che sui singoli parametri del motore, dovrebbe pubblicare il 
“fattore di diligenza” corrente e cioè quello usato per il calcolo della tariffa. Non è da 
escludere che l’intero sistema di gestione per autenticazione/tariffazione, monitoraggio e 
navigazione possa risiedere nel PDA installato permanentemente a bordo. 
Oltre che per la tariffazione, i dati rilevati possono essere inviati a terze parti: società 
specializzate nell’analisi statistica potrebbero effettuare data mining e profilazione di 
utenti. Gli stessi produttori delle auto avrebbero a disposizione su richiesta la mole di dati 
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relativi alle auto interessate: eventuali guasti e anomalie potrebbero essere associati alla 
modalità con la quale l’auto su cui intervenire era stata utilizzata. 
L’analisi dei dati è utile per la ricostruzione dei sinistri: attualmente sono disponibili 
alcuni strumenti detti “scatole nere”, per la registrazione dello stato precedente al sinistro. 
Tipicamente vengono registrate le coordinate terrestri, la velocità (inferita dalle 
coordinate), le accelerazioni. Alcune compagnie di assicurazione propongono sconti ai 
clienti che accettano di installare questi sistemi di monitoraggio sulla propria auto. I 
risultati di questo progetto servirebbero a sviluppare soluzioni alternative ai sistemi 
dedicati ora in uso. Le soluzioni PDA-based avrebbero un’affidabilità minore (perché è 
più semplice manometterne il software) ma sarebbero più economiche sia nell’acquisto 
che nell’aggiornamento. 
Gli sviluppi qui suggeriti e i numerosi altri possibili richiederebbero tra l’altro la 
compressione e la memorizzazione dei dati monitorati, quindi tecniche ad hoc per 
l’aggregazione. 
Non è da escludere un’eventuale revisione dell’hardware (scan tool) per eliminare 
l’interprete integrato ELM323. La struttura semplificata prevedrebbe semplici 
componenti per la conversione OBD-UART e quindi interfacciare la presa OBD 
direttamente al modulo bluetooth. Naturalmente la riduzione dei costi dell’hardware 
avrebbe come contropartita la complicazione del software, che dovrebbe gestire il 
protocollo ISO9141. Inoltre non sarebbe garantita la compatibilità con più auto che 
invece offre l’interprete integrato. Tuttavia, se non fosse essenziale l’elevata 
compatibilità e se l’equipaggiamento fosse ottimizzato per specifiche auto (di una certa 
flotta), allora un sistema hardware dedicato garantirebbe migliori prestazioni: a livello 
dell’applicazione si avrebbe una banda di lettura dei valori più elevata e quindi un 
monitoraggio più preciso. Il vantaggio è ovvio per quelle applicazioni che leggono più 
valori contemporaneamente (come per le proposte sopra illustrate). 
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APPENDICE 
 
 
A.1 Struttura generale dello scan tool 
Lo scan tool è una periferica che permette a un computer general purpose di dialogare 
con la centralina elettronica dell’auto, tramite il sistema OBD. Lo scan tool è spesso una 
vera e propria unità di elaborazione perché accetta dal computer semplici stringhe di 
comandi e le converte in messaggi OBD compatibili con lo standard specifico dell’auto. 
Viceversa riceve dall’auto i messaggi di risposta, li converte in stringhe e li invia al 
computer. 
I componenti essenziali dello scan tool sono: 
 
• il cavo con connettore OBD maschio 
• l’interprete OBD-seriale, tipicamente un circuito integrato 
• l’interfacciamento seriale 
 
Con il generico “interfacciamento seriale” si intendono gli elementi per la connessione al 
computer. 
 
Nel caso più semplice, l’interprete è connesso a un cavo seriale attraverso un transceiver 
RS232. Il transceiver è indispensabile per lo scambio di informazioni tra l’interprete 
integrato (alimentato a 5 Volt) e la porta seriale del computer (che lavora a circa 10 Volt). 
Il transceiver può consistere in un unico integrato (ad esempio il MAX2326) oppure  in 
una serie di componenti elettronici discreti (transistor, diodi, resistenze). Questa è una 
                                                 
6 Il MAX232 è un circuito integrato che che permette il collegamento della porta RS232 a un circuito 
logico. È prodotto dalla Maxim, http://www.maxim-ic.com . 
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soluzione particolarmente economica, e adatta all’uso di personal computer per effettuare 
la diagnosi. 
 
La versione di scan tool IrDA prevede (anziché il transceiver RS232) il controllore di 
protocollo IrDA e l’unità ottica a infrarossi. L’unità ottica (o transceiver a infrarossi), è il 
circuito i cui componenti fondamentali sono il led (per inviare i raggi) e il fotodiodo (per 
rilevare i raggi). Ulteriori specifiche di questa soluzione sono date nella sezione A.2. 
Lo scan tool con bluetooth offre il collegamento wireless, e quindi è estremamente 
pratico. L’interfacciamento seriale consiste nell’unico modulo bluetooth; nei moduli di 
“classe 2” (a corto raggio) l’antenna è in genere integrata (si vede la Figura 3.6). 
Nella Figura A.1 sono illustrate la struttura dello scan tool e le alternative per 
l’interfacciamento al computer. 
 
 
 
 
Figura A.1. Struttura dello scan tool e alternative per l’interfaccia seriale. 
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A.2 Lo sviluppo del prototipo di scan tool con interfaccia IrDA®. 
L’innovazione dello scan tool a infrarossi rispetto allo scan tool tradizionale risiede 
nell’interfaccia verso il computer. 
Per il prototipo sviluppato si è scelto il controllore IrDA® MCP2140, prodotto dalla 
Microchip7, perché il baud rate è fisso a 9600 bps, così come quello dell’interprete OBD 
(ELM323). Inoltre l’MCP2140 è facilmente reperibile ed estremamente economico. 
La Figura A.2 mostra i componenti principali per la costruzione di questo dispositivo. La 
versione completa e pronta all’uso è invece illustrata nella Figura 3.5. 
 
 
 
    
 
  
 
Figura A.2. La costruzione dello scan tool IrDA®. In ordine: la piastrina di plastica e rame per la base 
del circuito principale, insieme al pennarello di inchiostro per acido; i componenti per il circuito principale; 
la piastrina dopo l’incisione con l’acido e la foratura per i componenti; il circuito principale assemblato; il 
circuito dell’unità ottica (con led e fotodiodo) già assemblato e pronto per essere allacciato al circuito 
principale. 
 
 
                                                 
7 Microchip Technology Inc. http://www.microchip.com . 
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Segue la lista di componenti per la realizzazione dello scan tool IrDA®. I prezzi sono 
riferiti al 2006, comprendono l’IVA ma non la spedizione. 
 
 
Componente Q.tà Prezzo Distributore 
Piastrina per circuito 2 
Zoccolo da 14 pin 2 
Zoccolo da 18 pin 1 
Led 3mm 6 
Interruttore 1 
Resistenza 10 Ω 1 
Resistenza 22Ω 1 
Resistenza 100Ω 1 
Resistenza 270Ω 2 
Resistenza 510Ω 2 
Resistenza 800Ω 1 
Resistenza 1 kΩ 1 
Resistenza 2.2kΩ 2 
Resistenza 4.7kΩ 3 
Resistenza 10kΩ 7 
Resistenza 15kΩ 2 
Resistenza 47kΩ 1 
Condensatore 0.01µF 2 
Condensatore 0.1µF 2 
Condensatore 22pF 2 
Condensatore 27pF 2 
Condensatore 47pF 1 
Transistor 2N3904 2 
Transistor 2N3906 1 
Transistor BC557 1 
Transistor BC548 2 
Diodo 1N4148 1 
Led infrarossi 1 
Fotodiodo infrarossi 1 
Regolatore 78L05 1 
Inverter SN74HCT04N 1 
Oscillatore 3.5795 Mhz 1 
Oscillatore 7.372 Mhz 1 
Connettore Seriale-9 maschio + scatola 1 
Cavo schermato 4+maglia 1 m 
Contenitore in plastica circa 12x7x4 cm 1 
Contenitore in plastica circa 5x3x3 cm 1 
17,00 Un qualunque negozio di componenti elettronici 
Cavo con connettore OBD 1 12,00 http://www.obd2cables.com  
ELM323 1 15,00 http://www.elmelectronics.com 
MCP2140 1 3,20 
http://it.farnell.com 
oppure 
http://www.microchip.com 
 
Per un totale di circa 50 euro. 
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A.3 Lo sviluppo del prototipo di scan tool con bluetooth. 
Gli esperimenti condotti sullo scan tool IrDA® hanno evidenziato un’elevata affidabilità 
della trasmissione, grazie soprattutto al protocollo stesso. Tuttavia, considerato che buona 
parte dei dispositivi mobili hanno la capability bluetooth integrata, si è deciso di 
sviluppare uno scan tool totalmente wireless. Il vantaggio indiscutibile è la totale assenza 
di cavi o moduli esterni per il collegamento tra PDA e auto. Lo scan tool con connettività 
bluetooth è stato infatti “nascosto” all’interno del vano fusibili, e collegato direttamente 
alla presa OBD (si vedano: Figura 3.7 e A.3). Un interruttore è stato installato nello 
sportello del vano per essere accessibile al guidatore. È così possibile accendere lo scan 
tool solo quando si vuole usare l’applicazione di monitoraggio. Prima di scendere 
dall’auto, lo scan tool viene spento per non gravare sulla batteria di bordo. 
 
 
 
   
 
Figura A.3. A sinistra: lo sportellino del vano fusibili con lo scan tool; a destra: l’esterno dello 
sportellino con l’interruttore. 
 
  92
Il modulo bluetooth utilizzato è il Promi ESD 02 prodotto dalla Initum8. La Figura 3.6 ne 
illustra le ridotte dimensioni. 
Si è incontrata una certa difficoltà nell’interfacciare questo modulo con l’interprete 
ELM323. L’interprete infatti lavora a 5 Volt, ovvero richiede l’alimentazione, si aspetta i 
dati in input ed invia l’output a 5 Volt. Il Promi, invece, lavora a 3.3 Volt. 
Oltre all’uso di due regolatori di corrente per la riduzione dei 12 Volt dell’auto (uno da 
12V a 5V e l’altro da 12V a 3.3V), è stato necessario abbassare la tensione nel segnale in 
uscita dall’ELM323 verso il Promi. L’uscita dall’ELM323 infatti è a 5 Volt, troppo 
maggiore dei 3.3 Volt ammessi nel Promi. 
 
                                                 
8 http://www.initium.co.kr . 
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Segue la lista di componenti per la realizzazione dello scan tool con bluetooth. I prezzi 
sono riferiti al 2006, comprendono l’IVA ma non la spedizione. 
 
 
Componente Q.tà Prezzo Distributore 
Piastrina per circuito 1 
Zoccolo da 14 pin 2 
Led 3mm 6 
Interruttore 1 
Resistenza 10 Ω 1 
Resistenza 120 Ω  2 
Resistenza 100Ω 1 
Resistenza 270Ω 2 
Resistenza 510Ω 2 
Resistenza 800Ω 1 
Resistenza 1 kΩ 1 
Resistenza 2.2kΩ 2 
Resistenza 4.7kΩ 1 
Resistenza 10kΩ 3 
Resistenza 15kΩ 1 
Resistenza 47kΩ 1 
Resistenza 68 kΩ 1 
Resistenza 115 kΩ 1 
Condensatore 0.01µF 1 
Condensatore 0.1µF 2 
Condensatore 27pF 2 
Transistor 2N3904 2 
Transistor 2N3906 1 
Diodo 1N4148 1 
Regolatore LM317 1 
Regolatore 78L05 1 
Inverter SN74HCT04N 1 
Oscillatore 3.5795 Mhz 1 
Connettore Seriale-9 maschio + scatola 1 
Cavo schermato 4+maglia 1 m 
13,00 Un qualunque negozio di componenti elettronici 
Cavo con connettore OBD 1 12,00 http://www.obd2cables.com  
Modulo Bluetooth Promi ESD 02 1 66,00 http://www.elettroshop.it  
 
Per un totale di circa 90 euro 
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A.4 La grammatica che definisce la sintassi per i comandi vocali. 
La seguente grammatica è necessaria perché il motore ASR possa creare un Recognition 
Object (RO). La compilazione della grammatica avviene all’apertura dell’applicazione, o 
eventualmente quando viene abilitata l’opzione “speech and recongnition” nel form delle 
impostazioni (Figura 3.16). 
Si osservi la genericità di “s_speed_limit”, in cui i termini “maximum” e “medium” sono 
opzionali, così come “speed”. Sta all’applicazione interpretare la stringa di ritorno 
dall’ASR. 
Si noti l’associazione dei valori interi ai terminali numerici come five:5, ten:10, ecc. Il 
vantaggio è che per ogni numero nella stringa di ritorno dell’ASR anziché il letterale si 
avranno le cifre: “sixty five” si avrà la stringa corrispondente a 60+5, cioè “65”. 
Questo è stato un accorgimento fondamentale per l’interpretazione delle stringhe da parte 
dell’applicazione, che in questo modo non deve fare parsing aggiuntivi. 
Per semplicità di gestione i limiti di velocità ammissibili sono compresi tra 10 e 195 con 
passo 5. 
 
 
#JSGF V1.0 ISO-8859-1; 
 
 
grammar generic_choose; 
 
public <generic_choose> = help | (reset limit) |<new_sensor> | 
(<s_speed_limit> {:s} {<@generic_choose $s>}); 
 
 
<s_speed_limit> =  [maximum | medium] [speed] 
( 
  ( <ten>{:s1} |  <fifteen>{:s1}  |  (<tens>{:s1} [<five>{:s2}])  ) 
 
| (<hundreds>{:sh}) 
| (<hundreds>{:sh} [<five>{:s1} | <ten>{:s1} |  <fifteen>{:s1}  |  
(<tens>{:s1} [<five>{:s2}]) ] ) 
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) 
 
{<s add($sh add($s1 $s2))>}   {return($s)}; 
 
<five> = (five:5) {return($value)}; 
 
<ten> = (ten:10) {return($value)}; 
 
<fifteen> = (fifteen:15) {return($value)}; 
 
<tens> = (twenty:20 | thirty:30 | fourty:40 | fifty:50 | sixty:60 | 
seventy:70 | eighty:80 | ninety:90 ) {return($value)}; 
 
<hundreds> = ( one-hundred:100 ) {return($value)}; 
 
<new_sensor> =  (scan (([vehicle] speed) | 
  (engine-speed) | 
  ([coolant] (temp | temperature)) | 
  ( (oxygen | lambda) sensor [(one | two | three | four) (one 
| two)]) | 
  (engine-load) | 
  (fuel-pressure) | 
  (air-pressure) | 
  (air-temp | air temperature) | 
  (timing-advance) | 
  (throttle [position]) | 
  ([short | long] [term] fuel-trim [bank][one | two]) | 
  (O B D [compliant | version]) | 
   
  next | previous) ); 
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