Abstract-Bipartite ranking is a fundamental ranking problem that learns to order relevant instances ahead of irrelevant ones. The pair-wise approach for bi-partite ranking construct a quadratic number of pairs to solve the problem, which is infeasible for large-scale data sets. The point-wise approach, albeit more efficient, often results in inferior performance. That is, it is difficult to conduct bipartite ranking accurately and efficiently at the same time. In this paper, we develop a novel active sampling scheme within the pair-wise approach to conduct bipartite ranking efficiently. The scheme is inspired from active learning and can reach a competitive ranking performance while focusing only on a small subset of the many pairs during training. Moreover, we propose a general Combined Ranking and Classification (CRC) framework to accurately conduct bipartite ranking. The framework unifies point-wise and pair-wise approaches and is simply based on the idea of treating each instance point as a pseudo-pair. Experiments on 14 real-word large-scale data sets demonstrate that the proposed algorithm of Active Sampling within CRC, when coupled with a linear Support Vector Machine, usually outperforms state-of-the-art point-wise and pair-wise ranking approaches in terms of both accuracy and efficiency.
INTRODUCTION
The bipartite ranking problem aims at learning a ranking function that orders positive instances ahead of negative ones. For example, in information retrieval, bipartite ranking can be used to order the preferred documents in front of the less-preferred ones within a list of search-engine results; in bioinformatics, bipartite ranking can be used to identify genes related to a certain disease by ranking the relevant genes higher than irrelevant ones. Bipartite ranking algorithms take some positive and negative instances as the input data, and produce a ranking function that maps an instance to a real-valued score. Given a pair of a positive instance and a negative one, we say that the pair is misordered if the ranking function gives a higher score to the negative instance. The performance of the ranking function is measured by the probability of mis-ordering an unseen pair of randomly chosen positive and negative instances, which is equal to one minus the Area Under the ROC Curve (AUC) [16] , a popular criterion for evaluating the sensitivity and the specificity of binary classifiers in many real-world tasks [9] and large-scale data mining competitions [8] , [38] .
Given the many potential applications in information retrieval, bioinformatics, and recommendation systems, bipartite ranking has received much research attention in the past two decades [10] , [14] , [17] , [22] , [24] , [27] . Many existing bipartite ranking algorithms explicitly or implicitly reduce the problem to binary classification to inherit the benefits from the well-developed methods in binary classification [5] , [14] , [17] , [20] , [24] . The majority of those reduction-based algorithms can be categorized to two approaches: the pair-wise approach and the point-wise one. The pair-wise approach transforms the input data of positive and negative instances to pairs of instances, and learns a binary classifier for pre- dicting whether the first instance in a pair should be scored higher than the second one. Note that for an input data set that contains N + positive instances and N − negative ones, the pair-wise approach trains a binary classifier by optimizing an objective function that consists of N + N − terms, one for each pair of instances. The pair-wise approach comes with strong theoretical guarantee. For example, [3] shows that a low-regret ranking function can indeed be formed by a low-regret binary classifier. The strong theoretical guarantee leads to promising experimental results in many state-ofthe-art bipartite ranking algorithms, such as RankSVM [20] , RankBoost [17] and RankNet [6] . Nevertheless, the number of pairs in the input data can easily be of size Θ(N 2 ), where N is the size of the input data, if the data is not extremely unbalanced. The quadratic number of pairs with respect to N makes the pair-wise approach computationally infeasible for large-scale data sets in general, except in a few special algorithms like RankBoost [17] or the efficient linear RankSVM [22] . RankBoost enjoys an efficient implementation by reducing the quadratic number of pair-wise terms in the objective function to a linear number of equivalent terms; efficient linear RankSVM transforms the pair-wise optimization formulation to an equivalent formulation that can be solved in subquadratic time complexity [24] .
On the other hand, the point-wise approach directly runs binary classification on the positive and negative instance points of the input data, and takes the scoring function behind the resulting binary classifier as the ranking function. In some special cases [17] , [28] , such as AdaBoost [18] and its pair-wise sibling RankBoost [17] , the point-wise approach is shown to be equivalent to the corresponding pair-wise one [14] , [30] . In other cases, the point-wise approach often operates with an approximate objective function that involves only N terms [24] . For example, [24] shows that minimizing the exponential or the logistic loss function on the instance points decreases an upper bound on the number of mis-ordered pairs within the input data. Because of the approximate nature of the point-wise approach, its arXiv:1708.07336v1 [cs. LG] 24 Aug 2017 ranking performance can sometimes be inferior to the pairwise approach.
From the discussion above, we see that the pair-wise approach leads to more satisfactory performance while the point-wise approach comes with efficiency, and there is a trade-off between the two. In this paper, we are interested in designing bipartite ranking algorithms that enjoy both satisfactory performance and efficiency for large-scale bipartite ranking. The concrete problem setup will be provided in Section 2. We focus on using the linear Support Vector Machine (SVM) [37] given its recent advances for efficient large-scale learning [40] . We first show that the loss function behind the usual point-wise SVM [37] minimizes an upper bound on the loss function behind RankSVM, which suggests that the point-wise SVM could be an approximate bipartite ranking algorithm that enjoys efficiency. Then, we design a better ranking algorithm with two major contributions.
As illustrated in Section 3, firstly, we study an active sampling scheme to select important pairs for the pairwise approach and name the scheme Active Sampling for RankSVM (ASRankSVM). The scheme makes the pair-wise SVM computationally feasible by focusing only on a few valuable pairs out of the quadratic number of pairs , and allows us to overcome the challenge of having a quadratic number of pairs. The active sampling scheme is inspired by active learning, another popular machine learning setup that aims to save the efforts of labeling [32] . More specifically, we discuss the similarity and differences between active sampling (selecting a few of valuable pairs within a pool of potential pairs) and pool-based active learning (labeling a few of valuable instances within a pool of unlabeled instances), and propose some active sampling strategies based on the similarity. Secondly, we propose a general framework that unifies the point-wise SVM and the pair-wise SVM (RankSVM) as special cases. The framework, called combined ranking and classification (CRC), is simply based on the idea of treating each instance point as a pseudo-pair. The CRC framework coupled with active sampling (ASCRC) improves the performance of the pointwise SVM by considering not only points but also pairs in its objective function.
Performing active sampling within the CRC framework leads to a promising algorithm for large-scale linear bipartite ranking. In Section 4, we conduct experiments on 14 real-world large-scale data sets and compare the proposed algorithms (ASRankSVM and ASCRC) with several stateof-the-art bipartite ranking algorithms, including the pointwise linear SVM [15] , the efficient linear RankSVM [22] , and the Combined Ranking and Regression (CRR) algorithm [31] which is closely related to the CRC framework. In addition, we demonstrate the robustness and the efficiency of the active sampling strategies and discuss some advantages and disadvantages of different strategies. The results show that ASRankSVM is able to efficiently sample only 8, 000 of the more than millions of the possible pairs to achieve better performance than other state-of-the-art algorithms that use all the pairs, while ASCRC that considers the pseudopairs can sometimes be helpful. Those results validate that the proposed algorithm can indeed enjoy both satisfactory performance and efficiency for large-scale bipartite ranking.
A preliminary version of this paper appeared in the 5th Asian Conference on Machine Learning [34] . The paper is then enriched by 1) extending the design of the proposed CRC framework to allow a threshold term for the classification part in Section 3.5 2) examining the necessity of each part of the proposed CRC framework in Section 4.2 3) studying the effect of the budget parameter of active sampling in Section 4.4
SETUP AND RELATED WORKS
In a bipartite ranking problem, we are given a training set
, where each (x k , y k ) is a training instance with the feature vector x k in an n-dimensional space X ⊆ R n and the binary label y k ∈ {+1, −1}. Such a training set is of the same format as the training set in usual binary classification problems. We assume that the instances (x k , y k ) are drawn i.i.d. from an unknown distribution P on X × {+1, −1}. Bipartite ranking algorithms take D as the input and learn a ranking function r : X → R that maps a feature vector x to a real-valued score r(x).
For any pair of two instances, we call the pair misordered by r iff the pair contains a positive instance (x + , +1) and a negative one (x − , −1) while r(x + ) ≤ r(x − ). For a distribution P that generates instances (x, y), we can define its pair distribution P 2 that generates (x, y, x , y ) to be the conditional probability of sampling two instances (x, y) and (x , y ) from P , conditioned on y = y . Then, let the expected bipartite ranking loss L P (r) for any ranking function r be the expected number of mis-ordered pairs over P 2 .
where I(•) is an indicator function that returns 1 iff the condition (•) is true, and returns 0 otherwise. The goal of bipartite ranking is to use the training set D to learn a ranking function r that minimizes the expected bipartite ranking loss L P (r). Because P is unknown, L P (r) cannot be computed directly. Thus, bipartite ranking algorithms usually resort to the empirical bipartite ranking loss L D (r), which takes the expectation over the pairs in D instead of over the pair distribution P 2 , with the hope that L D (r) would be sufficiently close to L P (r) when the model complexity of the candidate ranking functions r is properly controlled. 
The bipartite ranking loss L P (r) is closely related to the area under the ROC curve (AUC), which is commonly used to evaluate the sensitivity and the specificity of binary classifiers [5] , [8] , [9] , [38] . More specifically, AUC calculates the expected number of correctly-ordered pairs. Hence, AUC • (r) = 1 − L • (r) for • = P or D, and higher AUC indicates better ranking performance.
Bipartite ranking is a special case of the general ranking problem in which the labels y can be any real value, not necessarily {+1, −1}. There are lots of recent studies on improving the accuracy [7] , [13] , [20] and efficiency [2] , [17] of general ranking problems. In this paper, instead of considering the general ranking problem, we focus on using the specialty of bipartite ranking, namely its connection to binary classification, to improve the accuracy and the efficiency.
Motivated by the recent advances of linear models for efficient large-scale learning [40], we consider linear models for efficient large-scale bipartite ranking. That is, the ranking functions would be of the form r(x) = w T x, which is linear to the components of the feature vector x. In particular, we study the linear Support Vector Machine (SVM) [37] for bipartite ranking. There are two possible approaches for adopting the linear SVM on bipartite ranking problem, the pair-wise SVM approach and the point-wise SVM approach.
The pair-wise approach corresponds to the famous RankSVM algorithm [20] , which is originally designed for ranking with ordinal-scaled scores, but can be easily extended to general ranking with real-valued labels or restricted to bipartite ranking with binary labels. For each positive instance (x i , y i = +1) and negative instance (x j , y j = −1), the pair-wise approach transforms the two instances to two symmetric pairs of instance ((x i , x j ), +1) and ((x j , x i ), −1), the former for indicating that x i should be scored higher than x j and the latter for indicating that x j should be scored lower than x i . In the linear case, the pairs transformed from D are then fed to a linear SVM for learning a ranking function of the form r(x) = w T x. Then, for the pair ((x i , x j ), +1), we see that I r(
Define the transformed feature vector x ij = x i − x j and the transformed label y ij = sign(y i − y j ), we can equivalently view the pair-wise linear SVM as simply running a linear SVM on the pair-wise training set D pair = {(x ij , y ij )|y i = y j }. The pair-wise linear SVM minimizes the hinge loss as a surrogate to the 0/1 loss on D pair [35] , and the 0/1 loss on D pair is equivalent to L D (r), the empirical bipartite ranking loss of interest. That is, if the linear SVM learns an accurate binary classifier using D pair , the resulting ranker r(x) = w T x would also be accurate in terms of the bipartite ranking loss.
Denote the hinge function max(•, 0) by [•] + , RankSVM solves the following optimization problem
where C ij denotes the weight of the pair x ij . Because of the symmetry of x ij and x ji , we naturally assume that C ij = C ji . In the original RankSVM formulation, C ij is set to a constant for all the pairs. Here we list a more flexible formulation (1) to facilitate some discussions later. RankSVM has reached promising bipartite ranking performance in the literature [5] . Because of the symmetry of positive and negative pairs, we can equivalently solve (1) on those positive pairs with y ij = 1. The number of such positive pairs is N + N − if there are N + positive instances and N − negative ones. The huge number of pairs make it difficult to solve (1) with a naïve quadratic programming algorithm.
In contrast with the naïve RankSVM, the efficient linear RankSVM [22] changes (1) to a more sophisticated and equivalent one with an exponential number of constraints, each corresponding to a particular linear combination of the pairs. Then, it reaches O(N log N ) time complexity by using a cutting-plane solver to identify the most-violated constraints iteratively, while the constant hidden in the big-O notation depends on the parameter C ij as well as the desired precision of optimization. The subquadratic time complexity of the efficient RankSVM can make it much slower than the point-wise approach (to be discussed below), and hence may not always be fast enough for largescale bipartite ranking.
The point-wise SVM approach, on the other hand, directly runs an SVM on the original training set D instead of D pair . That is, in the linear case, the point-wise approach solves the following optimization problem
(2) Such an approach comes with some theoretical justification [24] . In particular, the 0/1 loss on D has been proved to be an upper bound of the empirical bipartite ranking loss. In fact, the bound can be tightened by adjusting C + and C − to balance the distribution of the positive and negative instances in D. When C + = C − , [5] shows that the pointwise approach (2) is inferior to the pair-wise approach (1) in performance. The inferior performance can be attributed to the fact that the point-wise approach only operates with an approximation (upper bound) of the bipartite ranking loss of interest.
Next, inspired by the theoretical result of upperbounding the bipartite ranking loss with a balanced 0/1 loss, we study the connection between (1) and (2) by balancing the hinge loss in (2). In particular, as shown in Theorem 1, a balanced form of (2) can be viewed as minimizing an upper bound of the objective function within (1) . In other words, the weighted point-wise SVM can be viewed as a reasonable baseline algorithm for large-scale bipartite ranking problem.
. Then, for every w, the objective function of (1) is upper-bounded by 1 4 times the objective function of (2).
Proof. The objective function of (1)
The theorem can be easily proved by substituting 2w with a new variable u.
PROPOSED ALGORITHM
As discussed in the previous section, the pair-wise approach (1) is infeasible on large-scale data sets due to the huge number of pairs. Then, either some random subsampling of the pairs are needed [31] , or the less-accurate point-wise approach (2) is taken as the approximate alternative [24] . Nevertheless, the better ranking performance of the pair-wise approach over the point-wise one suggest that some of the key pairs shall carry more valuable information than the instance-points. Next, we design an algorithm that samples a few key pairs actively during learning. We first show that some proposed active sampling schemes can help identify those key pairs better than random sub-sampling. Then, we discuss how we can unify point-wise and pairwise ranking approaches under the same framework.
Pool-based Active Learning
The pair-wise SVM approach (1) is challenging to solve because of the huge number of pairs involved in D pair . To make the computation feasible, we can only afford to work on a small subset of D pair during training. Existing algorithms conquer the computational difficulty of the huge number of pairs in different ways. The Combined Ranking and Regression approach [31] performs stochastic gradient descent on its objective function, which essentially selects within the huge number of pairs in a random manner; the efficient RankSVM [22] identifies the most-violated constraints during optimization, which corresponds to selecting the most valuable pairs from an optimization perspective. We take an alternative route and hope to select the most valuable pairs from a learning perspective. That is, our task is to iteratively select a small number of valuable pairs for training while reaching similar performance to the pair-wise approach that trains with all the pairs. One machine learning setup that works for a similar task is active learning [32] , which iteratively select a small number of valuable instances for labeling (and training) while reaching similar performance to the approach that trains with all the instances fully labeled. [1] avoids the quadratic number of pairs in the general ranking problem from an active learning perspective, and proves that selecting a subquadratic number of pairs is sufficient to obtain a ranking function that is close to the optimal ranking function trained by using all the pairs. The algorithm is theoretical in nature, while many other promising active learning tools [25] , [29] , [32] have not been explored for selecting valuable pairs in large-scale bipartite ranking.
Next, we start exploring those tools by providing a brief review about active learning. We focus on the setup of poolbased active learning [32] because of its strong connection to our needs. In a pool-based active learning problem, the training instances are separated into two parts, the labeled pool (L) and the unlabeled pool (U ). As the name suggests, the labeled pool consists of labeled instances that contain both the feature vector x k and its corresponding label y k , and the unlabeled pool contains unlabeled instances x only. Pool-based active learning assumes that a (huge) pool of unlabeled instances is relatively easy to gather, while labeling those instances can be expensive. Therefore, we hope to achieve promising learning performance with as few labeled instances as possible.
A pool-based active learning algorithm is generally iterative. In each iteration, there are two steps: the training step and the querying step. In the training step, the algorithm trains a decision function from the labeled pool; in the querying step, the algorithm selects one (or a few) unlabeled instances, queries an oracle to label those instances, and moves those instances from the unlabeled pool to the labeled one. The pool-based active learning framework repeats the training and querying steps iteratively until a given budget B on the number of queries is met, with the hope that the decision functions returned throughout the learning steps are as accurate as possible for prediction.
Because labeling is expensive, active learning algorithms aim to select the most valuable instance(s) from the unlabeled pool at each querying step. Various selection criteria have been proposed to describe the value of an unlabeled instance [32] , such as uncertainty sampling [25] , expected error reduction [29] , and expected model change [33] .
Moreover, there are several works that solve bipartite ranking under the active learning scenario [11] , [12] , [39] . For example, [11] selects points that reduce the ranking loss functions most from the unlabeled pool while [12] selects points that maximize the AUC in expectation. Nevertheless, these active learning algorithms require either sorting or enumerating over the huge unlabeled pool in each querying step. The sorting or enumerating process can be time consuming, but have not been considered seriously because labeling is assumed to be even more expensive. We will discuss later that those algorithms that require sorting or enumerating may not fit our goal.
Active Sampling
Following the philosophy of active learning, we propose the active sampling scheme for choosing a smaller set of key pairs on the huge training set D pair . We call the scheme Active Sampling in order to highlight some differences to active learning. One particular difference is that RankSVM (1) only requires optimizing with positive pairs. Then, the label y ij of a pair is a constant 1 and thus easy to get during active sampling, while the label in active learning remains unknown before the possibly expensive querying step. Thus, while active sampling and active learning both focus on using as few labeled data as possible, the costly part of the active sampling scheme is on training rather than querying.
For active sampling, we denote B as the budget on the number of pairs that can be used in training, which plays a similar role to the budget on querying in active learning. In brief, active sampling chooses B informative pairs iteratively for solving the optimization problem (1). We separate the pair-wise training set D pair into two parts, the chosen pool (L * ) and the unchosen pool (U * ). The chosen pool is the subset of pairs to be used for training, and the unchosen pool contains the unused pairs. The chosen pool is similar to the labeled pool in pool-based active learning; the unchosen pool acts like the unlabeled pool. The fact that it is almost costless to "label" the instances in the unchosen pool allows us to design simpler sampling strategies than those commonly used for active learning, because no effort is needed to estimate the unknown labels.
Algorithm 1 Active Sampling
Input: the initial chosen pool, L * ; the initial unchosen pool, U * ; the regularization parameters, {C ij }. the number of pairs sampled per iteration, b; the budget on the total number of pairs sampled, B; the sampling strategy, Sample : (U * , w) → x ij Output: the ranking function represented by the weights w.
The proposed scheme of active sampling is illustrated in Algorithm 1. The algorithm takes an initial chosen pool L * and an initial unchosen pool U * , where we simply mimic the usual setup in pool-based active learning by letting L * be a randomly chosen subset of D pair and U * be the set of unchosen pairs in D pair . In each iteration of the algorithm, we use Sample to actively choose b instances to be moved from U * to L * . The strategy Sample takes the current ranking function w into account. After sampling, a linearSVM is called to learn from L * along with the weights in {C ij }. We feed the current w to the linearSVM solver to allow a warm-start in optimization. The warm-start step enhances the efficiency and the performance. The iterative procedure continues until the budget B of chosen instances is fully consumed.
Another main difference between the active sampling scheme and typical pool-based active learning is that we sample b instances before the training step, while pool-based active learning often considers executing the training step right after querying the label of one instance. The difference is due to the fact that the pair-wise labels y ij can be obtained very easily and thus sampling and labeling can be relatively cheaper than querying in pool-based active learning. Furthermore, updating the weights right after knowing one instance may not lead to much improvement and can be too time consuming for the large-scale bipartite ranking problem that we want to solve.
Sampling Strategies
Next, we discuss some possible sampling strategies that can be used in Algorithm 1. One naïve strategy is to passively choose a random sample within U * . For active sampling strategies, we define two measures that estimate the (learning) value of an unchosen pair. The two measures correspond to well-known criteria in pool-based active learning. Let x ij be the unchosen pair in U * with y ij = 1, the two measures with respect to the current ranking function w are
The closeness measure corresponds to one of the most popular criteria in pool-based active learning called uncertainty sampling [25] . It captures the uncertainty of the ranking function w on the unchosen pair. Intuitively, a low value of closeness means that the ranking function finds it hard to distinguish the two instances in the pair, which implies that the ranking function is less confident on the pair. Therefore, sampling the unchosen pairs that come with the lowest closeness values may improve the ranking performance by resolving the uncertainty.
On the other hand, the correctness measure is related to another common criterion in pool-based active learning called expected error reduction [29] . It captures the performance of the ranking function w on the unchosen pair. Note that this exact correctness measure is only available within our active sampling scheme because we know the pair-label y ij to always be 1 without loss of generality, while usual active learning algorithms do not know the exact measure before querying and hence have to estimate it [11] , [12] . A low value of correctness indicates that the ranking function does not perform well on the pair. Then, sampling the unchosen pairs that come with the lowest correctness values may improve the ranking performance by correcting the possible mistakes. Moreover, sampling the pair with lowest correctness value shall change w the most in general, which echoes another criterion in pool-based active learning called expected model change [33] .
Similar to other active learning algorithms [11] , [12] , computing the pairs that come with the lowest closeness or correctness values can be time consuming, as it requires at least evaluating the values of w T x k for each instance (x k , y k ) ∈ D, and then computing the measures on the pairs along with some selection or sorting steps that may be of super-linear time complexity [22] . Thus, such a hard version of active sampling is not computationally feasible for largescale bipartite ranking. Next, we discuss the soft version of active sampling that randomly chooses pairs that come with lower closeness or correctness values by rejection sampling.
The soft version of active sampling can be described as follows: we consider a rejection sampling step that samples a pair x ij with probability p ij based on a method random() that generates random numbers between [0, 1]. A pair that comes with a lower closeness or correctness values would enjoy a higher probability p ij of being accepted.
Next, we define the probability value functions that correspond to the hard versions of closeness and correctness. Both value functions are in the shape of the sigmoid function, which is widely used to represent probabilities in logistic regression and neural networks [4] . For soft closeness sampling, we define the probability value as: p ij ≡ 2/ 1 + e |w T xij | For soft correctness sampling, we define p ij as:
We take different forms of soft versions because closeness is of range [0, ∞) while correctness is of range (−∞, 0].
Note that the sampling strategies above, albeit focusing on the most valuable pairs, is inheritedly biased. The chosen pool may not be representative enough of the whole training set because of the biased sampling strategies. There is a simple way that allows us to correct the sampling bias for learning a ranking function that performs well on the original bipartite ranking loss of interest. We take the idea of [21] to weight the sampled pair by the inverse of its probability of being sampled. That is, we could multiply the weight C ij for a chosen pair x ij by 1 pij when it gets returned by the rejection sampling.
Combined Ranking and Classification
Inspired by Theorem 1, the points can also carry some information for ranking. Next, we study how we can take those points into account during active sampling. We start by taking a closer look at the similarity and differences between the point-wise SVM (2) and the pair-wise SVM (1). The pair-wise SVM considers the weighted hinge loss on the pairs x ij = x i − x j , while the point-wise SVM considers the weighted hinge loss on the points x k . Consider one positive point (x k , +1). Its hinge loss is [1 − w T x i ] + , which is the same as [1−w T (x i −0)] + . In other words, the positive point (x i , +1) can also be viewed as a pseudo-pair that consists of (x i , +1) and (0, −1). Similarly, a negative point (x j , −1) can be viewed as a pseudo-pair that consists of (x j , −1) and (0, +1). Let the set of all pseudo-pairs within D be D pseu . Then, the point-wise SVM (2) is just a variant of the pairwise one (1) using the pseudo-pairs and some particular weights. Thus, we can easily unify the point-wise and the pair-wise SVMs together by minimizing some weighted hinge loss on the joint set D * = D pair ∪ D pseu of pairs and pseudo-pairs. By introducing a parameter γ ∈ [0, 1] to control the relative importance between the real pairs and the pseudo-pairs, we propose the following novel formulation.
where D crc . The CRC framework (5) remains as challenging to solve as the pairwise SVM approach (1) because of the huge number of pairs. However, the general framework can be easily extended to the active sampling scheme, and hence be solved efficiently. We only need to change the training set from D pair to the joint set D * , and multiply the probability value p ij in the soft version sampling by γ or (1 − γ) for actual pairs or pseudo-pairs.
The CRC framework is closely related to the algorithm of Combined Ranking and Regression (CRR) [31] for general ranking. The CRR algorithm similarly considers a combined objective function of the point-wise terms and the pair-wise terms for improving the ranking performance. The main difference between CRR and CRC is that the CRR approach takes the squared loss on the points, while CRC takes the nature of bipartite ranking into account and considers the hinge loss on the points. On the other hand, the idea of combining pair-wise and point-wise approaches had been used in another machine learning setup, the multi-label classification problem [36] . The algorithm of Calibrated Ranking by Pairwise Comparison [19] assumes a calibration label between relevant and irrelevant labels, and hence unifies the pair-wise and point-wise label learning for multi-label classification. The calibration label plays a similar role to the zero-vector in the pseudo-pairs for combining pair-wise and point-wise approaches.
To the best of our knowledge, while the CRR approach has reached promising performance in practice [31] , the CRC formulation has not been seriously studied. The hinge loss used in CRC allows unifying the point-wise SVM and the pair-wise SVM under the same framework, and the unification is essential for applying one active sampling strategy on both the real pairs and the pseudo-pairs.
In summary, we propose the active sampling scheme for RankSVM (ASRankSVM) and the more general CRC framework (ASCRC), and derive two sampling strategies that correspond to popular strategies in pool-based active learning. The soft version of the sampling strategies helps reducing the computational cost, and allows correcting the sampling bias by adjusting the weights with the inverse probability of being sampled.
CRC with Threshold
In Theorem 1, we connect the point-wise SVM without threshold term (2) to the pair-wise SVM (1). The standard SVM for binary classification, however, often come with a threshold term θ to allow the classification hyperplane to be away from the origin. That is, the standard SVM solves
Note that for any given (θ, w),
If we revisit the proof of Theorem 1 with the equation above, we get a similar theorem that connects the standard SVM to the pair-wise SVM.
+ · C in (6). Then, for every (θ, w), the objective function of (1) is upper-bounded by 1 4 times the objective function of (6).
Given the connection between (6) to (1) in Theorem 2, one may wonder whether the trick of pseudo-pair works for connecting the two formulations. Consider one positive point (x k , +1). Its hinge loss within (6) 
which is the same as 1 − θ w
where 0 n+1 is a zero vector of length n+1. Thus, the positive point (x i , +1) can also be viewed as an extended pseudopair that consists of −1 x i , +1 and (0 n+1 , −1), ranked by the extended vector θ w . We will denote the extended vector −1 x i asx i . Similarly, a negative point (x j , −1) can be viewed as an extended pseudo-pair that consists of (x j , −1) and (0 n+1 , +1).
Note that if we consider all the extended vectorsx i , ranking pair-wise extended vectors by θ w means calcu-
That is, the hinge loss on extended pairs is exactly the same as the hinge loss on the original pairs. Based on the discussions above, if we define extended pairsx ij and extended pseudo-pairsx k based on the extended vectorsx i and 0 n+1 , we can combine the pairwise SVM and the standard SVM with threshold term to design a variant of the CRC formulation. In the variant, we take one common trick to include We use one trick (as taken by LIBLINEAR [15] ) that includes θ in the regularization term to allow simpler design of optimization routines. That is, we solve
in our study. We call this formulation (7) CRC-threshold, which is simply equivalent to the original CRC formulation (5) applied to the extended vectors. The equivalence allows us to easily test whether the flexibility of θ (through using the extended vectorsx i ) can improve the original CRC formulation.
EXPERIMENTS
In this section, we study the performance and efficiency of our proposed ASCRC algorithm on real-world largescale data sets. We compare ASCRC with random-CRC, which does random sampling under the CRC framework.
In addition, we compare ASCRC with three other stateof-the-art algorithms for large-scale bipartite ranking: the [23] in the experiments. Table 1 shows the statistics of the data sets, which contains more than ten-thousands of instances and more than ten-millions of pairs. The data sets are definitely too large for a naïve implementation of RankSVM (1) . The data sets marked with ( * ) are originally multi-class data sets, and we take the subproblem of ranking the first class ahead of the other classes as a bipartite ranking task. For data sets that come with a moderate-sized test set, we report the test AUC. Otherwise we perform a 5-fold cross validation and report the crossvalidation AUC.
Experiment Settings
Given a budget B on the number of pairs to be used in each algorithm and a global regularization parameter C, we set the instance weights for each algorithm to fairly maintain the numerical scale between the regularization term and the loss terms. The global regularization parameter C is fixed to 0.1 in all the experiments. In particular, the setting below ensures that the total C (ij) , summed over all the pairs (or pseudo-pairs), would be C · B for all the algorithms.
• WSVM: As discussed in Section 2, C + and C − shall be inverse-proportional to N + and N − to make the weighted point-wise SVM a reasonable baseline for bipartite ranking. Thus, we set C + = B 2N + · C and (2) . We solve the weighted SVM by the LIBLINEAR [15] package with its extension on instance weights.
• ERankSVM: We use the SV M perf [22] package to efficiently solve the linear RankSVM (1) • CRR: We use the package sofia-ml [31] with the sgdsvm learner type, combined-ranking loop type and the default number of iterations that SGD takes to solve the problem. We set its regularization parameter λ = 1 B·C .
• ASCRC (ASRankSVM): We initialize |L * | to b, and assign C crc from being too large. We solve the linearSVM within ASCRC by the LIBLINEAR [15] package with its extension on instance weights.
• random-CRC: random-CRC simply corresponds to ASCRC with p ij = 1 for all the pairs. That is, random-CRC samples uniformly within the unlabeled pool.
To evaluate the average performance of ASCRC and random-CRC algorithms, we average their results over 10 different initial pools.
Performance Comparison and Robustness
Next, we examine the necessity of three key designs within the active sampling framework: soft-version versus hardversion, sampling bias correction within soft-version of active sampling, and the choice of soft-version value functions. We first set γ = 1 in ASCRC and random-CRC, which makes ASCRC equivalent to ASRankSVM. We let b = 100 and B = 8000, which is a relatively small budget out of the millions of pairs. 
Soft-Version versus Hard-Version
We will discuss the time difference between the soft-and hard-versions of sampling in Table 5 of Section 4.3. The softversions are both coupled with bias correction. Intuitively, the soft version is much faster than the hard version. Here we examine the performance difference between the two versions first. In Table 2 , we compare the soft-and hardversions of closeness and correctness sampling under the ttest of 95% confidence level. For closeness sampling, the soft version performs better than the hard version on 9 data sets and ties with 3; for correctness sampling, the soft version performs better than the hard version on 12 data sets and ties with 1. The results justify that the soft version is a better choice than the hard-version in terms of AUC performance. Fig. 1 further show how the AUC changes as |L * | grows for different versions of sampling, along with the baseline ERankSVM algorithm. We see that hard-correctnesssampling always leads to unsatisfactory performance. One possible reason is that hard correctness-sampling can easily suffer from sampling the noisy pairs, which come with larger hinge loss. On the other hand, hard-closeness-sampling is competitive to the soft-versions (albeit slower), but appears to be saturating to less satisfactory model in Fig. 1(b) . The saturation corresponds to a known problem of uncertainty sampling in active learning because of the restricted view of the non-perfect model used for sampling [26] . The softversion, on the other hand, has some probability of escaping from the restricted view, and hence enjoys better performance.
Bias Correction for Soft Version Sampling
Next, we show the AUC difference between doing bias correction (see Section 3.3) and not doing so for soft-version sampling in Table 3 . A positive difference indicates that doing bias correction leads to better performance. First of all, we see that the difference of the bias correction is relatively small. For soft-close sampling, performing bias correction is slightly worse in 12 data sets; for soft-correct sampling, performing bias correction is slightly better in 9 data sets. Note correctness sampling is inheritedly more biased towards the noisy pairs as discussed during hardversion sampling. Thus, performing bias correction can be necessary and helpful in ensuring the stability, as justified by the better performance in those 9 data sets.
Value Functions for Soft Version Sampling
We show how the AUC changes as |L * | grows throughout the active sampling steps of ASRankSVM in Fig. 4 . For WSVM, ERankSVM and CRR, we plot a horizontal line on the AUC achieved when using the whole training set. We also list the final AUC with the standard deviation of all the algorithms in Table 4 .
From Fig. 4 and Table 4 , we see that soft-correct sampling is generally the best. We also conduct the right-tail t-test for soft-correct against the others, and list the results in Table 4 to show whether the improvement of soft-correct sampling is significant.
First, we compare soft-correct with random sampling and discover that soft-correct performs better on 10 data sets and ties with 4, which shows that active sampling is working reasonably well. While comparing soft-close with soft-correct in Table 4 , we find that soft-correct outperforms soft-close on 7 data sets and ties with 5. Moreover, Fig. 4 shows the strong performance of soft-correct comes from the early steps of active sampling. Finally, when comparing softcorrect with other algorithms, we discover that soft-correct performs the best on 8 data sets: it outperforms ERankSVM on 8 data sets, WSVM on 9 data sets, and CRR on 11 data sets. The results demonstrate that even when using a pretty small sampling budget of 8, 000 pairs, ASRankSVM with soft-correct sampling can achieve significant improvement over those state-of-the-art ranking algorithms that use the whole training data set. Also, the tiny standard deviation shown in Table 4 and the significant results from the t-test suggest the robustness of ASRankSVM with soft-correct in general. Nevertheless, we observe a potential problem of softcorrect sampling from Fig. 4 . In data sets letter and mnist, the performance of soft-correct increases faster than softclose in the beginning, but starts dropping in the middle. The possible reason, similar to the hard-version sampling, is the existence of noisy pairs that shall better not to be put into the chosen pool. When sampling more pairs, the probability that some noisy pairs (which come with larger hinge loss) are sampled by soft-correct sampling is higher, and can in term lead to degrading of performance. The results suggest a possible future work in combining the benefits of soft-close and soft-correct sampling to be more noise-tolerant.
Efficiency Comparison
First, we study the efficiency of soft active sampling by checking the average number of rejected samples before passing the probability threshold during rejection sampling.
The number is plotted against the size of L * in Fig. 5 . The soft-close strategy usually needs fewer than 10 rejected samples, while the soft-correct strategy generally needs an increasing number of rejected samples. The reason is that when the ranking performance becomes better throughout the iterations, the probability threshold behind soft-correct could be pretty small. The results suggest that the soft-close strategy is generally efficient, while the soft-correct strategy may be less efficient as |L * | grows. Next, we list the CPU time consumed for all algorithms under 8, 000 pairs budget in Table 5 , and the data sets are ordered ascendantly by its size. We can see that WSVM and CRR run fast but give inferior performance; ERankSVM performs better but the training time grows fast as the data size increases. The result is consistent with the discussion in Section 1 that conducting bipartite ranking efficiently and accurately at the same time is challenging.
For ASRankSVM, random runs the fastest, then softclose, and soft-correct is the slowest. The results reflect the average number of rejected samples discussed above. In addition, not surprisingly, the soft version samplings are usually much faster then the corresponding hard versions, which validate that the time consuming enumerating or sorting steps do not fit our goal in terms of efficiency.
More importantly, when comparing soft-correct with ERankSVM, soft-correct runs faster on 7 data sets, which suggests ASRankSVM is as efficient as the state-of-the-art ERankSVM on large-scale data sets in general. Nevertheless, we can find that the CPU time of soft-correct grows much slower than ERankSVM as data size increases because the time complexity of ASRankSVM mainly depends on the budget B and the step size b, not the size of data.
The Usefulness of Larger Budget
From the previous experiments, we have shown that ASRankSVM with a budget of 8, 000 pairs can perform better than other competitors on large-scale data sets. Now, we check the performance of ASRankSVM with different budget size. In Figure 2 , we show the AUC curves with much larger budgets on two data sets. Then, we find that the performance of ASRankSVM can be improved or maintained as the budget size increases. For example, in data set protein, we can match the performance of WSVM with around 40,000 pairs and surpass it slightly with around 80,000 pairs. Nevertheless, in most data sets, we find that the slope of AUC curves become flat around 10,000 pairs, and eventually converge as the budget increases. That is, increasing the budget in ASRankSVM leads to consistent but marginal improvements. Note that the potential problem of sampling noisy pairs within the soft-correct sampling can be more serious when the budget size increases. Fig. 3 illustrates the problem with the real-sim data when B = 50000, b = 1250, and γ = 1.0, where the performance of soft-correct degrades and rejects many more pairs in the latter sampling iterations. On the other hand, soft-close maintains the robustness and the efficiency as the budget increases, and improves the performance consistently throughout the iterations. Thus, if a larger budget is used, soft-close can be a better choice than soft-correct.
The Usefulness of the CRC Framework
Next, we study the necessity of the CRC framework by comparing the performance of soft-closeness and soft-correctness under different choices of γ. We report the best γ under a 95% significance level within {uniform, 0.1, 0.2, ..., 1.0}, where uniform means balancing the influence of actual pairs and pseudo-pairs by γ = |Dpair| |D * | . Moreover, we check whether CRC-threshold can be useful. Table 6 shows the best γ and formulation for each sampling strategy. The entries with "-th" indicates CRC-threshold. The bold entries indicates that the setting outperforms ERankSVM significantly. The table suggests three observations. Firstly, the choice of sampling strategy does not effect the optimal γ much, and most data sets have similar optimal γ for both soft-closeness and soft-correctness sampling. Secondly, we find that adding a threshold term for CRC can sometimes reach better performance. Last, we see that using γ = 1 (real pairs only) performs well in most data sets, while a smaller γ or uniform can sometimes reach better performance. The results justify that the real pairs are more important than the pseudo-pairs, while the latter can sometimes be helpful.
In summary, a special case of the proposed ASCRC algorithm that only samples actual pairs (ASRankSVM) works reasonably well for a budget of 8, 000 when coupled with soft-correct sampling. The setting significantly outperforms WSVM, ERankSVM, CRR and soft-close on most of the data sets, also the execution time shown the efficiency of soft-correct sampling is comparable with ERankSVM. While γ = 1 leads to promising performance on most of the data sets, further tuning with a smaller γ or adding a threshold term helps in some data sets.
CONCLUSION
We propose the algorithm of Active Sampling (AS) under Combined Ranking and Classification (CRC) based on the linear SVM. There are two major components of the proposed algorithm. The AS scheme selects valuable pairs for training and resolves the computational burden in largescale bipartite ranking. The CRC framework unifies the concept of point-wise ranking and pair-wise ranking under the same framework, and can perform better than pure point-wise ranking or pair-wise ranking. The unified view of pairs and points (pseudo-pairs) in CRC allows using one AS scheme to select from both types of pairs.
Experiments on 14 real-world large-scale data sets demonstrate the promising performance and efficiency of the ASRankSVM and ASCRC algorithms. The algorithms usually outperform state-of-the-art bipartite ranking algorithms, including the point-wise SVM, the pair-wise SVM, and the combined ranking and regression approach. The results not only justify the validity of ASCRC, but also shows the valuable pairs or pseudo-pairs can be helpful for large-scale bipartite ranking. 
