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Рассмотрена проблема плагиата в системах дистанционного контроля знаний учащихся в сфере 
информационных технологий. Системы автоматической проверки практических навыков учащегося не 
позволяют однозначно определить уровень самостоятельности работы. В качестве решения этой задачи 
реализован программный модуль для существующей системы автоматической проверки программных 
кодов. В основу модуля положен метод представления программных кодов в виде токенов и дальнейшего их 
сравнения с помощью модификации алгоритма получения жадного строкового замощения. Модуль 
позволяет определить степень сходства программных текстов, а также определить наличие в них заданных 
программных конструкций. 
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Дистанционное образование (ДО) сегодня приобретает все большую популярность. 
Это связано с целым рядом причин, в числе которых бурное развитие информационных 
цифровых технологий, тенденции современного ритма жизни человечества и прочее. 
Этому также способствует и то, что ДО расширяет подходы классического образования 
дополнительными возможностями. В числе которых можно выделить: удаленный доступ 
к материалам, самостоятельный выбор темпа изучения разделов курса, оперативные 
консультации с тьютером и прочее.  
Неотъемлемой частью образовательного процесса, и дистанционного в том числе, 
является контроль усвоения материала. В последние годы тестирование, как метод оценки 
знаний, приобретает всё большую популярность [1]. Это позволяет в какой-то мере 
автоматизировать процесс оценки знаний. Однако, для оценки отдельных компетенций в 
виде практических навыков обучаемого, этот метод либо не дает должных результатов, 
либо предполагает задействование значительных человеческих ресурсов для проверки. 
Таким образом, возникает потребность в дополнительном инструментарии для 
эффективной оценки специальных навыков (например, программирования). Подобного 
типа программное обеспечение уже реализуется, но еще используется не массово. Для 
оценки навыков программирования существует целый класс информационных систем, 
которые называют автоматическими проверяющими (или тестирующими системами) [2]. 
На текущий момент используются они в основном для проведения олимпиад и 
специализированных конкурсов. Одну из таких систем (UniJudge [3]) было предложено 
использовать в учебном процессе. Система позволяет оценить возможности испытуемого 
по реализации требуемых алгоритмов или в решении практических задач с помощью 
заданного языка программирования. В процессе тестовой эксплуатации выяснилось, что 
есть потребность в контроле уровня самостоятельности выполнения контрольных работ. 
Было предложено решение в виде модуля проверки уникальности программ – 
«антиплагиат программного кода».  
Достаточно просто отслеживаются решения-клоны, которые абсолютно идентичны 
или отличаются только форматированием (разными наборами пробелов и управляющих 
символов между элементами кода). Для этого можно применить классические методы 
сравнения текстовых фрагментов и оценить их меру близости. Но если нарушитель хоть 
немного творчески подойдет к вопросу, например, иным образом назовет переменные, то 
задача проверки на плагиат становится уже не тривиальной. Формально определить 
понятие плагиата при оценке программных кодов является крайне непростой задачей. 
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Обычно под этим понимают случай, когда между исходными кодами двух программ есть 
существенная (на уровне синтаксиса языка программирования) общая часть реализации 
одного алгоритма. 
В работе были рассмотрены различные подходы к этой проблеме.  
Очевидно, что для анализа текста программы необходимо в первую очередь 
представить его в виде некоторой модели удобной для обработки и сравнения. Одним из 
первых был предложен метод параметризованного представления кода и его вариации [4]. 
Зачастую детекторы, основанные на таком представлении, лучше находят плагиат, чем 
прямое сравнение в системах «подсчитывающих отличительные черты». Более 
продвинутым и используемым сегодня считается метод токенизированного представления 
кода [5]. Его основная идея такого представления состоит в сохранении существенных и 
игнорирование всех поверхностных (то есть легко модифицируемых) деталей кода 
программы. Таким образом мы автоматически игнорируем названия функций и 
переменных (классов, объектов и так далее), разделительные символы, предотвращаем 
влияние мелких изменений кода программы. Нужно отметить, что процесс токенизации и 
разбиение операторов на классы зависим от используемого в исходном коде языка 
программирования [5]. 
Непосредственно для сравнения представлений программных кодов лучшие 
результаты показывают различные модификации эвристического алгоритма получения 
жадного строкового замощения (The Greedy String Tiling) [6]. Суть алгоритма состоит в 
том, что ему на вход подается две строки символов над определенным алфавитом 
(например, множество допустимых токенов), а на выходе он выдает набор их общих 
непересекающихся подстрок близкий к оптимальному. Подстроку, входящую в этот 
набор, принято называть тайлом (tile). Входные строки S1 и S2 – это токенизированные 
представления сравниваемых программ. Существует достаточно большое количество 
оптимизаций алгоритма жадного строкового замощения, которые серьезно увеличивают 
его быстродействие, но не влияют на асимптотику [6]. Одно из более кардинальных 
улучшений реализовано с помощью алгоритма Карпа-Рабина поиска подстроки в строке 
[7]. Алгоритм Карпа–Рабина поиска подстроки в строке находит все вхождения короткой 
строки (шаблона S1) в более длинную (текст S2) с использованием хэш-функции. 
Сложность алгоритма на практике близка к линейной. Обычно для достижения большей 
эффективности используют комбинации разных эвристик и оптимизаций. 
В статье [8] приводится эвристическое приближение, основанное на применении 
алгоритма сжатия к токенизированному представлению программы. Обычно программа, 
которая является плагиатом другой, содержит длинные приблизительно совпадающие с 
фрагментами оригинальной программой блоки. Они возникают, когда злоумышленник 
копирует часть кода оригинальной программы и делает в нем простые изменения. 
Требуемый алгоритм сжатия должен эффективно справляться с такими моментами. 
Поэтому применяется алгоритм семейства LZ [9], который использует найденные 
неточных совпадения. 
Кратко описать процесс сравнения двух программ можно так: сначала производится 
их токенизация, далее запускается алгоритм компрессии, основанный на алгоритме 
сжатия LZ. Алгоритм компрессии первично находит самую длинную неточно 
повторяющуюся подстроку (approximately duplicated substring), которая заканчивается в 
текущем символе, кодирует ее указателем на предыдущее размещение и сохраняет 
информацию о внесенных поправках. Реализация отличается от классического LZ-сжатия 
некоторыми особенностями, которые связаны со спецификой задачи: классический 
алгоритм семейства LZ с ограниченным буфером может пропустить некоторые длинные 
повторяющиеся подстроки из-за ограничения на размер словаря (или скользящего окна) 
во время кодирования. Это не так критично для кодирования обычных текстов, где 
главный акцент на экономии памяти и уменьшении времени исполнения, ведь потери 
качества сжатия будут крайне малы. Но в силу специфики нашей задачи и выбранного 
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алгоритма для ее решения, использующего неточные совпадения, потеря даже небольшого 
количества длинных повторяющихся подстрок неприемлема. 
В модуле антиплагиата кода системы UniJudge реализуется рассмотренный 
эвристический подход на основе токенезации фрагментов кода. Для решения вопроса 
допустимости применения в текстах программ общеизвестных и массово копируемых 
алгоритмов предлагается предварительно выполнять декомпозицию кодов. Это позволит 
сравнивать программы не как единые объекты, а как композицию их фрагментов, и 
контролировать уже схожесть на основе уникальности заданных отдельных частей. Такой 
подход формирует новую задачу корректного фрагментирования программ. Данная 
проблема будет рассмотрена отдельно. 
Применение модуля «антиплагиата кода» позволит не только пресечь использование 
чужих программ или их частей, но и реализовать весьма важную для учебного процесса 
дополнительную функциональность – контролировать, при необходимости, наличие в 
тексте программы «обязательных учебных элементов». 
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