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V Liberci dne 28 května 2009:
Podpis: . . . . . . . . . . . . . . . . .
3
Anotace
Ćılem mé bakalářské práce je vytvořit program slouž́ıćı k evidenci IT
majetku středně velké firmy. Program muśı umožnit sledováńı životńıho cyklu
každé položky od nákupu až po vyřazeńı a archivaci. Důraz je kladen na
robustnost sytému a paralelńı práci v́ıce uživatel̊u v r̊uzných roĺıch. Nově
vytvořený program má za úkol nahradit systém několika nezávislých aplikaćı,
které v současnosti plńı tyto úlohy.
Program je realizovaný v jazyce Java.
Kĺıčová slova:
majetková evidence, Java, Struts
Abstrakt
The goal of my project is to create a program designed for IT property
accounts of a middle-sized company. This application has to keep track of an
item lifecycle form theirs purchase till disposal and archiving. The emphasis is
placed on stability and possibility of parallel work of several users in different
roles. The newly created program is meant to replace a system of independent
applications that are serving these purposes.
The application is created in Java.
Keywords:
property accounts, Java, Struts
4
Seznam zkratek
API Application Programming Interface - sada metod, dat, tř́ıd a dal-
š́ıch prvk̊u poskytovaných knihovnami či operačńım systémem, která slouž́ı
k usnadněńı tvorby programů.
CGI Common Gateway Interface - protokol umožňuj́ıćı propojeńı ex-
terńı aplikace s webovým serverem.
CMDB Configuration Management DataBase - úložǐstě informaćı
váž́ıćıch se ke všem komponentám informačńıho systému. [10]
HTML HyperText Markup Language - značkovaćı jazyk dominuj́ıćı
tvorbě webových stránek.
HTTP Hypertext Transfer Protocol - protokol aplikačńı vrstvy slou-
ž́ıćı p̊uvodně pro přenos hypertextových dokument̊u ve formátu HTML. Zdro-
je, ke kterým má HTTP přistupovat, jsou identifikovány pomoćı URL.
HW Hardware
JIT Just In Time - v souvislosti s jazykem Java - mezikód je mı́sto inter-
pretováńı nejprve přeložen a ihned poté spuštěn. K překladu přitom docháźı
až při prvńım konkrétńım požadavku na voláńı př́ıslušné části mezikódu. [8]
JSP Java Server Pages - technologie pro tvorbu dynamických webových
aplikaćı.
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JVM Java Virtual Machine - sada poč́ıtačových programů a datových
struktur, která využ́ıvá modul virtuálńıho stroje ke spuštěńı daľśıch poč́ıtač-
ových programů a skript̊u vytvořených v jazyce Java. Úkolem tohoto modulu
je zpracovat pouze tzv. mezikód, který je v Javě označován jako Java byte-
code.
LCD Liquid Crystal Display - zde myšleno jako jakýkoli monitor.
LDAP Lightweight Directory Access Protocol - TCP, client-server
protokol určený k práci s adresářovými servery, jedná se o odlehčenou verzi
DAP.
MVC Model View Controller - návrhový vzor skládaj́ıćı se ze tř́ı složek
(datový model, uživatelské rozhrańı a vnitřńı logika ). Tento model je alte-
nativou k tzv. Modelu 1 který rozlǐsuje pouze dvě složky - data a uživatelské
rozhrańı s ř́ıd́ıćı logikou.
NTB Notebook
SAP - v použitém kontextu myšleno jako Enterprise Resource Plan-
ning (ERP) firmy SAP - tedy SW který se stará o množstv́ı proces̊u pro-
dukčńı činnosti podniku.
SQL Structured Query Language - databázový jazyk určený k źıská-
váńı a správě dat relačńıch databázových systémů.
SW Software
UML Unified Modeling Language - obecný grafický jazyk určený pro
popis systémů.
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URL Uniform Resource Locator - identifikátor slouž́ıćı k popisu přesné
adresy a zp̊usobu zpracováńı zdroje.
VT Výpočetńı technika
XHTML eXtensible Hypertext Markup Language - striktněǰśı a čis-
tš́ı obdoba HTML vycházej́ıćı z HTML 4.01 a XML.
XML eXtensible Markup Language - jazyk odvozený odvozený ze
SGML primárně určný pro platformově nezávislý přenos dat, slouž́ıćı také
jako specifikace pro vytvářeńı konkrétńıch značkovaćıch jazyk̊u.
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Ćılem mé bakalářské bylo sestavit webovou aplikaci plńıćı úlohu primárńı
evidence výpočetńı techniky. Toto zadáńı vzešlo z požadavku klienta, který
si takový program objednal pro svou firmu. Jedná se o velkou společnost, pro
kterou bylo dále neudržitelné použ́ıvat pro svou potřebu několik vzájemně
nespolupracuj́ıćıch programů. Každý z nich udržoval záznamy jen o určitých
položkách a nemohl poskytnout data potřebná pro podporu koncových uživa-
tel̊u či reporting.
Jedná se tedy o evidenci stolńıch i přenosných poč́ıtač̊u a jejich periferíı. Je
třeba sledovat tyto položky od př́ıchodu do firmy, v obdob́ı, kdy jsou přiděleny
konkrétńım uživatel̊um, až po dobu, kdy se vraćı zpět do skladu a jsou likvi-
dovány. Dále je třeba zohlednit jednotlivé role, ve kterých budou uživatelé
programu vystupovat tak, aby měl každý z nich jednoduchý a přehledný
př́ıstup k těm dat̊um, které jsou pro něj relevantńı. Na druhou stranu je
nutné zabezpečit, aby uživatelé nemohli provádět operace, ke kterým nejsou
oprávněni.
Samotný projekt pak prob́ıhal v několika etapách. Nejprve bylo nutné
seznámit se s problematikou a osvojit si zp̊usob evidence v zadavatelově firmě,
následně vytvořit grafický návrh aplikace a rozvrhnout jej́ı členěńı. V daľśı
fázi byl vytvořen datový model. Teprve tehdy bylo možné zač́ıt s vlastńım
vývojem jádra programu. Tato etapa byla završena testováńım a dolad’ová-
ńım programu, aby byla zaručena nejen jeho naprostá spolehlivost, ale také
jednoduchost, jednoznačnost a intuitivnost ovládáńı. Završeńım celého pro-
cesu pak bylo předáńı celého projektu zákazńıkovi.
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1 Analytický model
Analýza programu vycháźı ze série setkáńı se zástupci klientské firmy. T́ım
byl vytvořen dokument a UML model jako podklad pro programátorskou
činnost. Ačkoli byly tyto podklady na velmi dobré úrovni, našlo se v pr̊uběhu
práce množstv́ı nejasnost́ı a nekonzistentnost́ı, které si vyžádalo daľśı upřes-
ňováńı a změny.
Pro pochopeńı projektu budou nast́ıněny některé základńı body analýzy.
1.1 Požadavky
Požadavky na program jsou rozděleny na funkčńı (tabulka č.1) a nefunkčńı
(tabulka č.2). Funkčńı požadavky stanovuj́ı, co by měl program umožňovat,
definuj́ı tedy úkoly, které bude schopen řešit. Nefunkčńı požadavky pak stano-
vuj́ı předevš́ım vlastnosti a omezuj́ıćı podmı́nky daného systému.
Č́ıslo požadavku Popis
FRQ1 Všeobecné požadavky
FRQ1.01 Nově vytvořený systém muśı být centrálńım evi-
denčńım systémem pro účely evidence výpočetńı
techniky.
FRQ1.02 Nově vytvořený systém muśı poskytovat primárńı
evidenci koncových zař́ızeńı pro potřeby všech
uživatel̊u a útvar̊u poskytuj́ıćıch podporu
uživatel̊um koncových zař́ızeńı a umožňovat
sledováńı a ř́ızeńı životńıho cyklu HW.
pokračováńı na daľśı straně
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– pokračováńı z předešlé stánky
FRQ1.03 Zefektivnit práci uživatel̊um aplikace tzn. mini-
malizovat nároky na manuálńı zadáváńı dat do
aplikace.
FRQ2 Základńı funkčnosti aplikace – aplikace
bude nab́ızet následuj́ıćı funkčnosti:
FRQ2.01 Vyhledáńı položky nebo položek výpočetńı tech-
niky na základě zadaných hodnot do filtru.
FRQ2.02 Zobrazeńı vyhledaných položek VT
prostřednictv́ım tabulky.
FRQ2.03 Zobrazeńı detailu vybrané položky.
FRQ2.04 Import souboru s novými položkami VT.
FRQ2.05 Manuálńı přidáváńı nových položek VT.
FRQ2.06 Př́ıjem položek na sklad.
FRQ2.07 Manuálńı doplněńı aktuálně zjǐstěných HW
parametr̊u dané výpočetńı techniky.
FRQ2.08 Aktivováńı výpočetńı techniky tj. umožnit iden-
tifikaci, zda je položka VT rezervovaná na
konkrétńı projekt či nikoli.
FRQ2.09 Přiděleńı položky VT konkrétńı osobě
(vlastńıkovi).
FRQ2.10 Zavedeńı položky VT do provozu.
FRQ2.11 Sledováńı parametr̊u VT v provozu.
FRQ2.12 Sledováńı položek VT určené ke svozu na sklad.
FRQ2.13 Umožnit zaznamenat výměnu staré položky VT
za novou.
pokračováńı na daľśı straně
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– pokračováńı z předešlé stánky
FRQ2.14 Dovolit zrušit přiděleńı VT konkrétńı osobě,
v př́ıpadě dlouhodobého neuvedeńı položky VT
do provozu.
FRQ2.15 Opraveńı č́ısla servisńıho požadavku, v př́ıpadě
jeho chybného zadáńı do aplikace.
FRQ2.16 Sledováńı položek VT určené k odkupu ze stolu.
FRQ2.17 Umožnit vrátit položky VT určené k odkupu
ze stolu do předchoźıho stavu. Bude se týkat
pouze těch položek VT, které nebyly do konce
následuj́ıćıho měśıce označeny statusem odkup
v systému SAP.
FRQ2.18 Archivováńı položek VT.
FRQ2.19 Reklasifikováńı položek VT.
FRQ2.20 Sledováńı položek VT k opravě.
FRQ2.21 Zaznamenáńı provedených oprav.
FRQ2.22 Přiděleńı položky na likvidaci.
FRQ2.23 Sledováńı počtu SW licenćı.
FRQ2.24 Sledováńı VT v jednotlivých stavech.
FRQ2.25 Namapováńı uživatele na roli.
FRQ2.26 Umožni návrat položky VT ze stavu archivace do
klasifikace.
FRQ2.27 Sledováńı neopravitelných položek VT.
Tabulka 1: Funkčńı požadavky
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Č́ıslo požadavku Popis
NRQ1 Databáze a data
NRQ1.01 Databáze nově vytvořeného systému muśı být
SQL Server 2005.
NRQ1.02 Nově vytvořený systém muśı poskytovat data pro
centrálńı CMDB.
NRQ1.03 Nově vytvořený systém muśı poč́ıtat s násle-
duj́ıćımi objemy ukládaných dat:
• evidence PC/NTB do cca 30000 záznamů
• evidence komponent/LCD do cca 50000
záznamů
• evidence tiskáren/tiskových front do cca
10000 záznamů
NRQ2 Uživatelé (Autentifikace uživatel̊u, správa
roĺı a kapacita)
NRQ2.01 Autentifikace uživatel̊u a správa jejich roĺı bude
prob́ıhat ve formě komunikace se službou Ac-
tiveDirectory.
NRQ2.02 Nově vytvořený systém muśı být dimenzován
na 50 uživatel̊u, přičemž současně přistupuj́ıćıch
uživatel̊u bude cca 10.
NRQ3 Uživatelské rozhrańı, konektory
pokračováńı na daľśı straně
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– pokračováńı z předešlé stánky
NRQ3.01 Nově vytvořený systém muśı mı́t uživatelské
rozhrańı dostupné přes web, jako klientský
prohĺıžeč bude použit IE verze 6 a vyšš́ı.
NRQ3.02 Nově vytvořený systém bude obsahovat 3 konek-
tory pro komunikaci s ostatńımi systémy. Dva
z těchto konektor̊u budou tzv. online konektory,
třet́ı konektor bude pracovat dávkově.
NRQ4 Migrace
NRQ4.01 Bude zabezpečena migrace dat ze stávaj́ıćıch
systémů. Zadavatel – připrav́ı
”
čistá“ data.
Vykonovatel – provede migraci a př́ıpadné
odstraněńı duplicit.
Tabulka 2: Nefunkčńıch požadavky
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1.2 Životńı cyklus
Životńı cyklus zachycuje stavy, ve kterých se jednotlivé položky mohou vysky-
tovat v pr̊uběhu jejich existence v podniku. Stavy jsou dány jednak t́ım, zda
je položka na skladě, či zda je přidělělena konkrétńı osobě a úkolu. A dále
mohou nést informaci o tom, v jaké kondici je konkrétńı položka, či jaké je
jej́ı nejpravděpodobněǰśı užit́ı v budoucnu.
Jednotlivé stavy jsou následuj́ıćı:
1. Nová VT





7. VT k vyřazeńı
8. Vyřazená
9. Archivace
Podstavy a přechody mezi stavy ilustruje obrázek 1
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Obrázek 1: Životńı cyklus evidovaných položek
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1.3 Uživatelé a role
Vzhledem k velikosti a požadavk̊um zadavatelské firmy bylo potřeba rozdělit
funkčnost aplikace podle jednotlivých roĺı, které do ńı budou mı́t př́ıstup.
Přǐrazeńı jednotlivých roĺı na konkrétńı uživatele zajǐst’uje systém LDAP.
V evidenčńım programu se uživatelé budou vyskytovat v roĺıch shrnutých do
tabulky č. 3.
Role Popis
Outsourcer Pracovńık skladu, který provád́ı př́ıjem nové nebo
svezené výpočetńı techniky na sklad a výdej
výpočetńı techniky na likvidaci. Dále provád́ı
klasifikaci techniky při př́ıjmu na sklad.
Distributor Přiděluje konkrétńı položku VT určité osobě
a ve výjimečných př́ıpadech ji zavád́ı př́ımo do
provozu.
EUE Aktivuje nově zavedené položky VT do systému,.
Redistributor Pracovńık, který provád́ı př́ıjem VT na sv̊uj
sklad, reklasifikaci položek VT, sleduje a edituje
VT v provozu, definuje neopravitelnost položky.
User IT Pracovńık, který pouze sleduje VT v provozu.
Help Desk Pracovńık, který pouze sleduje některé údaje VT
v provozu. Schvalovatel odkupu Pracovńık, který
se stará o odkup výpočetńı techniky ze stolu.
Opravář Zodpov́ıdá za opravu výpočetńı techniky.
Likvidátor Provád́ı likvidaci výpočetńı techniky. Definuje,
zda u dané výpočetńı techniky bude provedena
likvidace fyzická nebo likvidace odkupem.
pokračováńı na daľśı straně
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– pokračováńı z předešlé stánky
Admin-system Pracovńık, který provád́ı správu aplikace.
Admin-user Pracovńık, který provád́ı správu uživatel̊u ap-
likace.
Správce licenćı Pracovńık, který provád́ı správu licenćı.




Pojem Java je možné chápat ze dvou hledisek. Jednak jako programovaćı
jazyk, nebo jako platformu.
Programovaćı jazyk - v tomto kontextu je Java chápána jako objek-
tově orientovaný programovaćı jazyk, vytvořený Jamesem Goslingem (Sun
Microsystems, 1995). Původńı název toho projektu zněl Oak a primárńım
zaměřeńım byl určen pro programováńı domáćıch spotřebič̊u. V době, kdy byl
dokončen, se však nesetkal s valným komerčńım úspěchem. Teprve po daľśıch
několika letech vývoje a přispěńı daľśıch autor̊u byl přetvořen do podoby,
jakou známe dnes a ćılem jeho využit́ı se stal předevš́ım internet. V té době
již na trhu byl jiný programovaćı jazyk stejného jména a proto došlo ke změně
v názvu. Java vycháźı z jazyka C++, který také výrazně připomı́ná svou
syntax́ı. Společnost Sun definuje programovaćı jazyk Java jako jednoduchý,
objektově orientovaný, distribuovaný, robustńı, bezpečný, na architektuře
nezávislý, portabilńı, interpretovaný, vysoce výkonný a v́ıcevláknový. [9]
Od jazyka C++ Javu odlǐsuje několik specifických rys̊u. Mezi ty nejvý-
znaměǰśı patř́ı:
• silná typová kontrola
• odklon od použ́ıváńı ukazatel̊u
• odstraněńı v́ıcenásobné dědičnosti
• absence př́ıkazu goto
• absence globálńıch proměnných a funkćı
• garbage collector
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Veškerý zdrojový kód jayka Java je nejprve uložen do textového soubo-
ru s př́ıponou .java. Kompilátor javac pak tyto zdrojové kódy kompiluje do
soubor̊u .class. Ty obsahuj́ı tzv. bajtový kód (bytecode). Jedná se o zdro-
jový kód virtuálńıho stroje Java Virtual Machine (JVM). Teprve JVM je
specifický pro r̊uzné platformy (kombinace hardwaru a operačńıch sytémů).
Stejný soubor .class je tedy možné spustit v MS Windows, Linuxu, Solarisu
a daľśıch operačńıch systémech.
Platforma Java - jak již bylo uvedeno termı́n platforma je chápán jako
prostřed́ı, umožňuj́ıćı spouštět programy. Většinou je možné ji popsat jako
kombinaci HW a SW prostřed́ı. Jednou z výjimek je právě platforma Java.
Jedná se o čistě softwarové prostřed́ı, které funguje nad jinými, HW závislými
platformami.[11] Zahrnuje dvě hlavńı komponenty:
• JVM - java virtual machine
• API - application programing interface
API je rozsáhlou sb́ırkou hotových SW komponent, členěných do knihoven
(baĺıčk̊u) s př́ıslušnými tř́ıdami a rozhrańımi.
Jasnou nevýhodou, která plyne právě z požadavku na přenositelnost ba-
jtového kódu, je pomaleǰśı běh programu oproti např́ıklad C++, které své
programy rovnou kompiluje do zdrojového kódu závislého na platfomě. Java
byla ve svých počátćıch čistě interpretovaný jazyk, v pr̊uběhu vývoje se však
stále v́ıc uplatňuje JIT kompilace. Za běhu se kompiluj́ı nejčastěji použ́ıvané
části kódu, jako jsou např́ıklad cykly.
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2.2 Servlety a Java Server Pages
Servlety - p̊uvodńı návrh webových stránek nepoč́ıtal s dynamickým ob-
sahem. Aby byl tento nedostatek odstraněn, vznikly r̊uzné technologie. Jako
prvńı se objevilo CGI (Common Gateway Interface). Jedná se o standard,
který umožňuje propojeńı webových stránek a daľśıch aplikaćı. Toto řešeńı
ovšem neńı zdaleka dokonalé. Potýká se s velkou systémovou náročnost́ı,
protože pro každý požadavek vzniká nové vlákno a s ńım je spojená režie.
Daľśı nevýhodou je obt́ıžnost s napojeńım v r̊uzných fáźıch požadavku.
V zájmu zefektivněńı tvorby a běhu dynamických stránek tak vznikaly
nové technologie. Jednou z nich jsou servlety. Jedná se o tř́ıdy napsané
v jazyce Java, které oproti CGI poskytuj́ı vyšš́ı rychlost zpracováńı a nižš́ı
systémové nároky, nebot’ vytvářej́ı jen jediný proces. Servlety nemohou běžet
samostatně na webovém serveru, pro svou práci potřebuj́ı prostřed́ı vytvářené
webovými kontejnery, jako je např́ıklad Jakarta Tomcat. Servlety jsou tedy
součást́ı webových aplikaćı, kde vedle nich nalezneme HTML stránky, ob-
rázky, multimediálńı obsah, XML a daľśı. Je-li webová aplikace nasazena,
kontejner vytvoř́ı a nahraje instance servlet̊u, aby mohl pružně odpov́ıdat na
klientské požadavky.
Jednou z hlavńıch nevýhod servlet̊u je však náročnost na jejich údržbu.
I pro drobnou změnu uživatelského prostřed́ı je potřeba, aby vývojář se
znalost́ı javy upravoval kód servletu, znovu ho zkompiloval a nasadil.
Co je to JSP - Java Server Pages - je řešeńım výše zmiňovaného problému.
Dalo by se ř́ıct, že JSP je př́ıstup z druhé strany.[7] Mı́sto toho, aby byly
HTML tagy generovány v Java kódu, je javovský kód v podobě tzv. scriplet̊u
zakomponován do HTML. Zjednodušeně, JSP je technologie pro tvorbu dy-
namických webových aplikaćı vzniklá rozš́ı̌reńım servlet̊u. Na rozd́ıl od pro-
stých HTML stránek, které z̊ustávaj́ı stále stejné, obsah JSP se může měnit
na základě mnoha r̊uzných podnět̊u, at’ už se jedná o identitu uživatele,
21
prohĺıžeče, či výběru, který uživatel provede.[3] JSP vzniká spojeńım stat-
ických HTML tag̊u, XML značek a scriplet̊u, slouž́ıćıch právě ke správě
a uchováváńı dynamických informaćı.
JSP tedy funguje jako interface. Vývojář vytvoř́ı textový soubor ob-
sahuj́ıćı HTML, XML, XHTML a JSP tagy, které jsou pak JSP kompilátorem
(např. Jaspr v Tomcatu) automaticky transformovány do podoby servletu.
Vývojář se t́ımto nově vzniklým kódem nemuśı nikdy zabývat. K tomutu
překladu docháźı při prvńım voláńı a při každém daľśım je již použ́ıván zkom-
pilovaný servlet.
JSP podporuj́ı jak skriptováńı, tak i př́ıstup k plnohodnotné Javě, ne-
jsu interpretovány, ale kompilovány, č́ımž zvyšuj́ı efektivitu a d́ıky svému
javovskému základu sd́ılej́ı platformovou nezávislost. Funkci JSP vystihuje
obrázek 2, převzatý z [3].
Obrázek 2: Generováńı dynamického obsahu pomoćı JSP
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2.3 MVC a Jakarta Struts
JSP umožňuje v zásadě dva druhy př́ıstupu k webovým stránkám. Podle
prvńıho ř́ıd́ı zpracováńı celého požadavku samotná JSP stránka. Požadavek je
zaśılán př́ımo na JSP, ta může spolupracovat s např. JavaBeany, nebo jiným
zař́ızeńım a nakonec vybere daľśı stránku, na kterou klienta přesměruje.
Naproti tomu druhý model poč́ıtá s funkćı tzv. řadiče, tedy servletu, který
požadavek klienta zachyt́ı, zpracuje a vybere, která JSP bude zobrazena.
Ačkoli se tento postup může zdát složitěǰśı, výrazně zjednodušuje práci např́ı-
klad s autorizaćı uživatel̊u či internacionalizaćı. V tomto modelu je poměrně
jasně oddělena vnitřńı logika, zpracováńı vněǰśı formálńı stránky a zpracováńı
požadavku. Podle toho se nazývá Model-View-Controller (MVC). [4]
• Model - zodpov́ıdá za správu vnitřńı struktury, mohou to být např.
běžné objekty jazyka Java spravuj́ıćı data źıskávaná z databáze
• View - pohled - pohledy bývaj́ı HTML stránky nebo JSP. Podle toho
vytvářej́ı statický nebo dynamický náhled na data modelu. Dı́ky to-
muto odděleńı pohledu od modelu je možné, aby jeden model pod-
poroval několik pohled̊u (např. pro každý typ klienta) a přitom použ́ıval
tytéž komponenty.
• Controller - Řadič - bývá obecně servlet, který zpracovává požadavky
klienta. Může zajistit jejich pre- a post-processing. Dále je překládá
na konkrétńı operace a nakonec pomáhá zvolit následný pohled, který
vraćı klientovi.
Struts je open-source rámec, usnadňuj́ıćı vytvářeńı webových aplikaćı zalo-
žených právě na takovémto základě. Tento rámec poskytuje tři kĺıčové prvky
[1]:
• ovladač požadavk̊u - poskytovaný vývojářem aplikace, namapovaný na
standartńı URI
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• ovladač odpověd́ı - který předá kontrolu daľśımu zdroji schopnému zod-
povědět požadavek
• knihovnu tag̊u - nab́ızej́ıćı snadněǰśı a pohodlněǰśı vytvářeńı webových
aplikaćı založených na formulář́ıch
Abychom byli ještě přesněǰśı, Struts je MVC webový rámec založený na
akćıch. Jeho architekturu ilustruje obrázek 3. Kombinuje tedy servlety a JSP
tak, aby každá z těchto komponent dělala to, k čemu je nejvhodněǰśı. V tomto
podáńı je servlet v roli řadiče zajǐst’uj́ıćıho centralizovaný bod, který kon-
troluje všechny klientské požadavky. Jednotlivé URL požadavky mapuje na
tzv. akce. Úlohou akćı je pak vykonat specifickou službu pro požadované
URL s př́ıstupem k HTTP session, HTTP request a parametr̊u formuláře.
Výsledek je nakonec akćı vrácen přes konfiguračńı soubory do náležitého JSP.
Obrázek 3: MVC/Struts architektura
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3 Implementace
Vytvořený program je webovou aplikaćı s velice snadným ovládáńım. Ne-
vyžaduje téměř žádné zvláštńı znalosti, uživatel si vystač́ı se znalost́ı prob-
lematiky své profese.
Po spuštěńı aplikace je uživatel dotázán na své vstupńı údaje, podle
kterých je mu přidělena role v programu. Následně jsou mu v hlavńım menu
zobrazeny pouze ty funkce, ke kterým má jeho role př́ıstup. Toho je dosaženo
vložeńım podmı́nek př́ımo do servletové stránky menu.
Jednotlivé stránky (funkce programu) jsou vytvořeny pomoćı programu
Tiles tak, aby bylo možné už́ıt jednotnou šablonu. Odpadá tak nutnost
koṕırovat hlavičku a patičku každé z nich, stejně jako základńı formátováńı
stran.




Tabulka ITEM - primárńım zdrojem dat pro celý projekt je tabulka
ITEM reprezentuj́ıćı jednotlivé kusy HW. Pro účely jednoznačné identifikace
položek v databázi slouž́ı primárńı kĺıč ITEM ID a každý prvek je nav́ıc jed-
noznačně definován svým sériovým č́ıslem. Ostatńı sloupce tabulky jsou bud’
ciźı kĺıče do ostatńıch tabulek (TYPE ID, CLASS ID . . . ), údaje popisuj́ı
konkrétńı prvek, ale nevyžaduj́ı unikátnost v rámci celé databáze (INVEN-
TORY NUMBER, ORDER NUMBER . . . ), nebo se jedná o boolovské př́ı-
znaky (REPAIR FLAG, COLLECTION FLAG). Tabulku ilustruje obázek
4.
Obrázek 4: Tabulka ITEM
Tabulka ITEM ARCHIVED - na konci životńıho cyklu přechazej́ı po-
ložky evidence do stavu archivovaná. Právě pro tento účel slouž́ı tabulka,
která je výstižně pojmenovaná, ITEM ARCHIVED. Oproti předchoźı pos-
trádá veškeré př́ıznakové sloupce, stejně jako některé ciźı kĺıče k tabulkám,
které už nejsou relevantńı. Nav́ıc je zde atribut ARCHIVATION DATE,
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který, v souladu se svým názvem, obsahuje datum, kdy byla položka archivo-
vána. Tabulku ilustruje obázek 5.
Obrázek 5: Tabulka ITEM ARCHIVED
Tabulka ITEM CONFIGURATION - k tabulce ITEM je připojena
pomoćı kĺıče ITEM ID vazbou 1:0..1. Obsahuje data o konfiguraci jednot-
livých prvk̊u jednak z automatického reportu programu RADIA a jednak
manuálně zadávaná uživatelem ve vhodné roli. Tabulku ilustruje obázek 6.
Obrázek 6: Tabulka ITEM CONFIGURATION
Tabulka NOTE - slouž́ı k uchováńı poznámek o položkách. S tabulkou
ITEM je svázána vazbou 1:0..n kĺıčem ITEM ID. obsahuje id autora, text
poznámky a čas vytvořeńı. Tabulku ilustruje obázek 7.
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Obrázek 7: Tabulka NOTE
Tabulka USER - reprezentuje uživatele programu, nebo vlastńıka položky
v evidenci. S tabulkou ITEM je svázána vazbou 1:0..1 kĺıčem USER ID. Ta-
bulku ilustruje obázek 8.
Obrázek 8: Tabulka USER
28
Popisné tabulky - tyto tabulky obsahuj́ı id popisovaného prvku, jeho
název a popis, popř́ıpadě jiný doplňuj́ıćı údaj. Slouž́ı pro větš́ı efektivitu
práce (v databázi by bylo zbytečné tolikrát uchovávat stejná data). Jejich
strukturu zachycuje obrázek 9.
Obrázek 9: Popisné tabulky datového modelu
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3.2 SQL
Pro uchováńı údaj̊u v evidenci stejně jako ostatńı data potřebná k chodu
aplikace je podle zadáńı od klienta využ́ıván SQLServer2005. V p̊uvodńım
návrhu programu bylo poč́ıtáno s jedinou tř́ıdou, která by zahrnovala všechny
možné SQL dotazy pro aplikaci. Po vytvořeńı prvńıch několika formulář̊u
však bylo jasné, že by tato tř́ıda obsahovala takové množstv́ı kódu, kter by
ji učinilo zcela nepřehlednou a výrazně tak zt́ıžilo dodatečnou údržbu prog-
ramu.
Proto nejprve vznikla tř́ıda BaseDatabean, která zastřešuje ostatńı a vy-
tvář́ı neměnnou část dotazu. Od ńı byly následně odvozeny podtř́ıdy, které
sestavuj́ı specifickou část dotazu. Jednotlivé tř́ıdy DataBean (potomky tř́ıdy
BaseDataBean), je možné rozdělit do dvou část́ı. Prvńı obsahuje seznam kon-
stant typu string, které jsou tělem SQL dotazu a jsou známy před spuštěńım
programu. Druhou část́ı jsou metody, které spoj́ı celý dotaz do jediného
řetězce a doplńı o údaje odeslané z formuláře.
Pro názorněǰśı představu a snazš́ı pochopeńı funkce uvedu jednu metodu
ze tř́ıdy DisposeDataBean :
public PaginatedListImpl<ItemDto> getNotSatisfyingItems (PaginatedListImpl<ItemDto>
paginatedList, long itemState, long ClassificationId)
{
String sql = super.createPageableSqlQuery( ItemDto.SORT_COLUMNS,
ItemDto.DEFAULT_SORT_COLUMN, paginatedList,
SELECT_NON_SATISFYING_ITEMS );
Object[] basicSqlParameters = new Object[] {itemState, ClassificationId};
Object[] allSqlparameters = super.createParametersArray( paginatedList,
basicSqlParameters, true);
List<ItemDto> items = this.mainJdbcTemplate.query ( sql, ItemDto.rowMapper,
allSqlparameters);
30
int fullListSize = this.mainJdbcTemplate.queryForInt(
super.createFullListCountSqlQuery( SELECT_COUNT_NON_SATISFYING_ITEMS, paginatedList),





Tato metoda nejprve volá metody své nadtř́ıdy s parametry, které dostane
z formuláře. Z př́ıslušného konstantńıho řetězce následně vytvoř́ı pole ob-
jekt̊u s užit́ım parametr̊u, které dostala při svém voláńı. Poté doplńı údaje
o filtrech a stránkováńı a ty společně s údaji o řádćıch tabulky předá metodě
mainJdbcTemplate.query. Nakonec pošle dotaz na počet nalezených prvk̊u,
který vrát́ı jako sv̊uj výsledek.
3.3 JSP a akce
Akce jsou srdcem celé aplikace. V programu jsou rozvrženy tak, aby se kryly
s jednotlivými př́ıklady užit́ı v analýze. Skoro každá z akćı zobrazuje nebo
upravuje objekt představuj́ıćı tabulku položek z evidence. Bylo tedy vhodné,
aby metody určené k práci s t́ımto objektem byly zahrnuty do rodičovské
tř́ıdy, od které bude možné odvozovat potomky pro konkrétńı úlohy. Touto
tř́ıdou je ActionWithTableBaseImpl, která je sama potomkem tř́ıdy Action-
Support a rozhrańı ActionWithTable
Jak již bylo zmı́něno, jednotlivé akce pracuj́ı s tabulkou položek evidence.
Tato tabulka je v programu zahrnuta do tř́ıdy PaginatedListImpl. Ta obsahuje
samotnou tabulku reprezentovanou typem list a rozšǐruje j́ı o daľśı stavové
proměnné, jako je počet zobrazených prvk̊u tabulky, sloupec dle kterého
je seřazená, směr seřazeńı, podmı́nky, dle kterých byla vybrána, etc. UML
reprezentace této tř́ıdy je na obrázku 10.
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Obrázek 10: tř́ıda PaginatedListImpl
Atribut data (v aplikaci představuje obsah tabulek v jednotlivých for-
mulář́ıch), definovaný jako list, je nejčastěji tvořen seznamem datových ob-
jekt̊u popisuj́ıćıch evidované položky. Koresponduje tedy s tabulkou ITEM
z datového modelu. Tento objekt obsahuje pouze data a s nimi spojené acces-
sory. Daty jsou bud’ jednoduché typy nebo daľśı datové objekty, které opět
odpov́ıdaj́ı jednotlivým tabulkám.
Detailně se zabývat jednotlivými akcemi by bylo zbytečné, nebot’ jsou
si v mnohém podobné. Jako př́ıklad uvedu a v́ıce rozeberu jednu z nich.
U ostatńıch pak jen nast́ıńım jejich úkol, př́ıpadně uvedu jejich specifika.
3.4 Reklasifikace položky
Úkolem tř́ıdy ClassifyItemAction je zobrazit prvky z databáze, jimž byla
přidělena klasifikace a umožnit jej́ı změnu, pakliže ještě nemaj́ı jeden z př́ız-
nak̊u, který by změně klasifikace bránil.
Na začátku je tř́ıda inicializována metodou init() zděděnou po rodičovské
tř́ıdě ActionWithTableBaseImpl. Ta volá několik abstraktńıch metod, které
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jsou unikátńı pro každou akci. Prvńı dvě, getDialogName( ) a getDefault-
OrderBy() dodávaj́ı potřebné údaje v podobě textových řetězc̊u konstruk-
toru tř́ıdy PaginatedListImpl. Třet́ı metoda - readListData() naplńı objekt
PaginatedListImpl výsledkem vhodného SQL dotazu. Když tak učińı, ulož́ı
metoda init() objekt PaginatedListImpl do HTTP session, aby byl později
př́ıstupný i bez opětovného SQL dotazu. Výsledkem celé metody je řetězec
”
SUCCESS“, který slouž́ı jako identifikátor pro rámec Struts. Ten podle něj
zobraźı koresponduj́ıćı JSP. V našem př́ıpadě jde o classifyItem.jsp, což je
specifikováno na začátku metody v anotaci. Metoda init() tř́ıdy ActionWith-




if ( logger.isDebugEnabled() )
{
logger.debug( this.getClass().getName() + ".init() started" );
}
HttpServletRequest request = ServletActionContext.getRequest();
HttpSession session = request.getSession();

















Výsledné JSP ukazuje obrázek 11.
Obrázek 11: výsledek JSP reklasifikace
Uživatel má nyńı možnost provést svou volbu. Pokud si chce např́ıklad
zobrazit detail sledované položky, stiskne symbol v tabulce. Ten nese jako
sv̊uj parametr id př́ıslušné položky. Rámec Struts takový požadavek odchyt́ı
a volá metodu showItemDetail(), která je v následuj́ıćım př́ıkladě. Ta z HTTP
requestu vybere parametr item id a z HTTP session paginatedList (evidencni
tabulka). V té podle item id najde správný řádek, pro nějž chceme zobrazit
detail. Alternativou by bylo podle parametru item id naj́ıt potřebné údaje
v databázi, ale v tom př́ıpadě by bylo nutné vytvořit nový dotaz a zdržovat
se jeho vyřizováńım. Nahlédnut́ı do databáze se však stejně nevyhneme,
protože je třeba, krom již źıskaných dat, nahrát ještě informace o konfig-
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uraci zvolené položky a poznámky, které se k ńı vážou. Tyto informace jsou
uloženy v exterńıch tabulkách a nemuśı vždy být dostupné. Proto je SQL
dotaz v bloku try-catch. Nakonec jsou źıskané informace sloučeny do jed-
noho objektu a metoda vrát́ı řetězec
”
detail“ Podle této návratové hodnoty
urč́ı aplikace Struts, že má být použito JSP zobrazuj́ıćı detail položky.
public String showItemDetail ()
{
HttpServletRequest request = ServletActionContext.getRequest();
HttpSession session = request.getSession();
itemId = Long.valueOf( request.getParameter( RequestAttributes.ITEM_ID ) );
PaginatedListImpl<ItemDto> paginatedList = (PaginatedListImpl<ItemDto>)
session.getAttribute(SessionAttributes.PAGINATED_LIST);
List<ItemDto> items = new ArrayList<ItemDto>(paginatedList.getList());
int i = 0;















Toto JSP je předevš́ım informativńı. Nav́ıc, pokud položka ještě nebyla
označena k prodeji nebo k opravě, umožńı uživateli (pokud na to má jeho role
35
právo) změnit klasifikaci. Pokud tak uživatel učińı a stiskne tlač́ıtko
”
Reklasi-
fikovat.“ Spust́ı t́ım metodu itemReclasified(). Ta nejprve zjist́ı, zda byla
skutečně zadána nová hodnota klasifikace. Pokud ne, přidá do pole vyhraze-
ného chybovým hláškám varováńı o tomto problému a vrát́ı řetězec
”
detail“
Struts znovu zobraźı JSP s detailem. Pokud je klasifikace vyplněna, systém
podle ńı změńı stav položky a výsledek ulož́ı včetně nové poznámky (pokud
uživatel nějakou vytvořil). Následně vlož́ı do pole určeného informativńım
hláškám zprávu o úspěšné změně údaj̊u. Nakonec volá metodu initNext().
Ta má podobnou úlohu jako metoda init(). Na rozd́ıl od ńı ale vyb́ırá data
z HTTP session mı́sto toho, aby je brala z databáze. Vraćı opět řetězec
”
SUC-
CESS“, Struts tedy zobraźı p̊uvodńı JSP s tabulkou evidovaných položek.
Metoda itemReclasified() je obsahem následuj́ıćıho př́ıkladu.
public String itemReclassified ()
{
HttpServletRequest request = ServletActionContext.getRequest();






Long newItemSubState = null;





else if (newClassification.longValue() == Classification.B.classificationId())
itemState = ItemState.FOR_REPAIRS.stateId();
else itemState = ItemState.TO_DISCARD.stateId();
dataBean.updateItemStateAndClassification(itemState, newItemSubState,
newClassification, itemId);






JSP zobrazuj́ıćı klasifikované položky využ́ıvá krom rámce Struts ještě
Tiles pro vnořováńı často použ́ıvaných část́ı a DisplayTag usnadňuj́ıćı tvorbu
tabulek. Takto jsou naimportovány funkce pro zobrazováńı zpráv a varov-
ných hlášek z rámce Struts a funkce zajǐst’uj́ıćı korektńı chováńı ukazatele
počtu zobrazených položek v tabulce. Dále je naimportována část menu,
nadpis a úsek zobrazuj́ıćı filtry. Ten je sice unikátńı pro každý formulář,
ale jeho separace do samostatného souboru přispěla k přehlednosti kódu.
Dále následuje formulář se zobrazeńım tabulky. Zde už bylo nutné, vzhle-
dem k nutnosti už́ıt grafické vyjádřeńı boolovské hodnoty, vložit kód v Javě.
Posledńım sloupec tabulky obsahuje link na detail položky realizovaný po-
moćı přidaného parametru obsahuj́ıćı id položky. V samostatném formuláři je
uchovávaný objekt potřebný ke změně počtu zobrazených položek v tabulce.
Vygenerováńı tabulky je d́ıky knihovně Display Tag snadné a přehledné, viz
následuj́ıćı př́ıklad:
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<display:table uid="itemDtoTable" name="data" class="resultTable"
requestURI="classifyItem!displayTagService.action" excludedParams="*">
<%
String itemId = null;
boolean RF = false, BTF = false;
if (itemDtoTable != null ) {
itemId = ((ItemDto) itemDtoTable ).getItemId().toString();
RF = ((ItemDto) itemDtoTable ).getRepairFlag().booleanValue();


















<%if (RF) { %><img src="img/checkmark_small.GIF" />
<%} else {} %> </display:column>
<display:column titleKey="table.columnHeader.buyTableFlag">
<%if (BTF) { %><img src="img/checkmark_small.GIF" />











JSP zobrazuj́ıćı detail položky opět importuje funkce pro zobrazováńı
zpráv z rámce Struts. Nav́ıc obsahuje funkce pro ”schováváńı”některých část́ı
formuláře: funkci showNotesBox(), showOwnerBox() a funkci, která kon-
troluje, zda vložená poznámka nepřesahuje kapacitńı limit. Všechny údaje,
které jsou zde zobrazeny pomoćı s:property, jsou ještě zopakovány ve formě
s:hidden. Je to z toho d̊uvodu, že pokud je třeba na tuto stránku ještě jed-
nou přistupit (např. proto, že došlo k chybě při odeśıláńı formuláře) Strats
by je znovu nezobrazil. Ač je výsledná stránka poměrně jednoduchá a strohá,
zdrojový kód je relativně dlouhý a složitý. To je zp̊usobeno potřebou měnit
dle kombinace aktuálńı uživatelské role a př́ıznak̊u zobrazené položky.
3.5 Realizace životńıho cyku
Každá evidovaná položka postupuje během
”
života“ etapami cyklu, které
jsou rozberány ńıže.
Stav: Nová VT - nastává v okamžiku, kdy uživatel v roli outsourcera
naimportuje soubor obsahuj́ıćı nové položky VT do systému nebo je do
systému manuálně zadá. Poté systém provede logickou kontrolu vstupńıch
dat a ověř́ı existenci položky výpočetńı techniky. Pouze v př́ıpadě, že vše
proběhne v pořádku, je nová položka VT založena do systému se stavem
”
Nová VT“.
Tomuto stavu odpov́ıdá v aplikaci formulář Přidat novou položku (viz
obrázek 12). Ten je určen k manuálńımu přidáváńı nových položek do evi-
dence. Po stisknut́ı tlač́ıtka
”
Vložit“ provede kontrolu úplnosti zadávaných
dat. Pokud je vše v pořádku, je vytvořen přehledný souhrn a uživatel vyzván,
aby nově vytvářený prvek potvrdil. Když tak učińı, program zkontroluje, zda
by přidáńım toho prvku nedošlo k vytvořeńı duplicitńıho prvku v databázi.
Tuto kontrolu by sice z uživatelského hlediska bylo lepš́ı provést spolu s os-
tatńımi před vytvořeńım souhrnu, ale protože je program určen k souběžné
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práci v́ıce uživatel̊u, nebylo by t́ım zajǐstěno, že v době, kdy uživatel provád́ı
kontrolu přehledu nového prvku, nedošlo k vytvořeńı nového prvku s du-
plicitńımi údaji. Z hlediska databáze vznikne nový záznam v tabulce ITEM
popisuj́ıćı nově zadaný prvek.
Obrázek 12: formulář: Přidat novou položku




Položky VT v tomto stavu jsou určeny k přiděleńı konkrétńım osobám do
už́ıváńı.
Nově zavedené položky VT (tj. všechny položky ve stavu
”
Nová VT“)
muśı být aktivovány. Aktivaci provád́ı manuálně uživatelé v roli EUE, který








Rezervovaná VT“ se vztahuje pouze na ty položky, u kterých je
předem známo (již v obdob́ı objednávky), že jsou rezervovány na konkrétńı
projekt. Při aktivaci, tj. uvedeńı položky do stavu
”
Rezervovaná VT“, muśı
uživatel vyplnit název projektu, na který je položka rezervovaná.
Podstav
”
Volná VT“ se týká převážné vetšiny nových položek v systému.
Při aktivaci mohou být uživatelem hromadně vybrány a do tohoto stavu uve-
deny. Název projektu se v tomto př́ıpadě neuvád́ı.
Podstav
”
Redistribuovaná VT“ obsahuje položky, které již v minulosti
byly přiděleny, už́ıvány a nyńı jsou opět redistribuovány. Do tohoto stavu se
položky VT dostanou pouze ze stavu
”
Redistribuce“, kde uživatelé v roĺıch
outsourcer, opravář nebo redistributor přiděĺı vybraným položkám klasi-
fikaci A. Položky, které jsou ve stavu
”
Redistribuce“ klasifikovány jako B,
C a D se do stavu
”
Redistribuovaná VT“ nesmı́ dostat.
Stav: Přidělená - do tohoto stavu se položka VT dostává, jakmile uživatel
v roli distributor provede přiděleńı konkrétńı VT na konkrétńı osobu (sou-
časný vlastńık VT). Dále přeṕı̌se č́ıslo servisńıho požadavku (SP) do systému
a provede potvrzeńı.
Stav: V provozu - do tohoto stavu přecháźı položka VT z těchto stav̊u
a podstav̊u:
• Stav: Přidělená
• Podstav: Odkoupená ze stolu
• Stav: VT k přiděleńı – pouze ve výjimečných př́ıpadech
K přechodu ze stavu
”
Přidělená“ docháźı automaticky. Pokud je servisńı
požadavek shledán ve stavu
”
Uzavřen“, dojde v systému evidenćı VT k au-






Odkoupená ze stolu“ provád́ı uživatel v roli schvalo-
vatel odkupu, který vybere položku určenou k odkoupeńı ze stolu a potvrd́ı





VT k přiděleńı“ se položka dostává v př́ıpadě, kdy je zajǐstěno
okamžité předáńı VT konkrétńı osobě. Proto změnu stavu provád́ı uživatel
v roli distributor, který při přidělováńı VT konkrétńı osobě (vlastńıkovi) zvoĺı
př́ıznak na převedeńı položky VT rovnou do provozu (tj. zatrhne chack box
”
Výjimka“).
Stav: Redistribuce - v př́ıpadě, že je položka umı́stěná na redistribučńım
skladě, nacháźı se ve stavu
”
Redistribuce“. Tento stav se skládá z techto
podstav̊u:





Přijatá na sklad“ nastává, jakmile uživatel v roli outsourcera
nebo redistributora vyhledá v systému S/N dané položky a provede potvrzeńı
jej́ıho přijet́ı. Nebo také může nastat v př́ıpadě, kdy položka VT neńı dosud
vedena v aplikaci, ale je nutné ji přijmout na sklad. Outsourcer i redistributor
provád́ı př́ıjem pouze na sv̊uj sklad. Jestliže se položka VT dostala do tohoto
podstavu ze stavu
”
Neopravitelná“, bude u této položky VT přednastavena
klasifikace na
”
D“. Jestliže se však položka VT dostala do tohoto podstavu
ze stavu
”
V provozu“, klasifikace u ńı přednastavena nebude. Přechod z pod-
stavu
”
Přijatá na sklad“ do následuj́ıćıch stavu nebo podstavu nastává v oka-
mžiku, až outsourcer nebo redistributor doplńı do systému aktuálně zjǐstené
HW parametry o položce VT, doplńı poznámku, přideĺı klasifikaci a provede
potvrzeńı. Na základě přidělené klasifikace se položka dostává do těchto stav̊u
nebo podstav̊u:
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• Klasifikace A = převod položky VT do stavu:
”
Redistribuovaná VT“
• Klasifikace B = převod položky VT do stavu:
”
V opravě“
• Klasifikace C nebo D = převod položky VT do stavu:
”
K vyřazeńı“




Doplněńı HW parametr̊u položek“ Oba formuláře maj́ı stejný vzhled (viz
obrázek 13), lǐśı se pouze ve stavu zobrazených položek.
Obrázek 13: formulář: Př́ıjem položky




V provozu“. Uživatel jednu z nich vybere a zobraźı si jej́ı detail, nebo
stisknut́ım tlaćıtka
”
Nový záznam“ sděĺı programu, že bude vytvářet novou
položku (viz obrázek 14). Program vygeneruje formulář s detaily položky, na
kterém uživatel doplńı zjǐstěné údaje. Stav položky následně bud’to ulož́ı,
nebo provede jej́ı klasifikaci. Uložeńım je pouze změněn stav položky na
”
Přijatá na sklad“. Položky v tomto stavu jsou pak vidět ve formuláři
”
Změ-
nit HW parametry“. Pokud uživatel stiskne tlač́ıtko
”
Klasifikace“, provede
program kontrolu úplnosti dat a v kladném př́ıpadě změńı stav položky po-
dle zadáńı.
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Obrázek 14: formulář pro vkládáńı aktuálńı HW konfigurace parametr̊u
Podstav
”
V opravě“ nastává v okamžiku, kdy uživatel v roli outsourcer či
redistributor přiděĺı položce VT klasifikaci B. Přechod z podstavu
”
V opravě“
nastává, jakmile uživatel v roli opravář změńı u dané položky VT klasifikaci
z B na A, C nebo D a provede potvrzeńı.
Tomuto podstavu odpov́ıdá formulář
”
Oprava položky“ obr 15. Ten umož-
ňuje uživateli v roli
”
opravář“ vybrat ze zobrazených položek ve stavu
”
V op-
ravě“ jednu, zobrazit si jej́ı detail, připsat poznámku o opravě a změnit jej́ı
klasifikaci na A, C nebo D. Podle toho se také změńı stav položky tak, jak
bylo uvedeno výše. Dále má opravář možnost rezervovat si jednu nebo v́ıce
položek přidáńım do seznamu rezervovaných. Tyto seznamy může libovolně
vytvářet, editovat nebo mazat. Ostatńım uživatel̊um ve stejné roli se tyto
položky zobraźı s ikonkou seznamu a nemohou býti jimi editovány. Formulář
zobrazuj́ıćı detail položky v opravě je na obrázku 16.
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Obrázek 15: formulář zobrazuj́ıćı položky v podstavu
”
V opravě“
Obrázek 16: formulář zobrazuj́ıćı detail opravované položky
Stav: K Vyřazeńı - se skládá ze tř́ı podstav̊u:
• Odkoupená ze stolu
• Nevyhovuj́ıćı – funkčńı









V provozu“ nastává v okamžiku, jakmile uživatel v roli
schvalovatel odkupu označ́ı položku VT př́ıznakem
”
Odkup“ a provede potvr-
zeńı. Pro tyto účely slouž́ı formulář
”
Odkup položky ze stolu“, který je na
obrázku 3.5. Uživatel zde má možnost přidělit jednomu nebo v́ıce prvk̊um
př́ıznak k odkupu a přidělit č́ıslo servisńıho požadavku. Formulář zobrazuje
i položky které jsou z nějakého d̊uvodu k odprodeji nezp̊usobilé. Stisknut́ım
tlač́ıtka
”
K Odkupu“ zobraźı v tabulce ty položky, které již maj́ı př́ıznak
k odkupu, ale systémem ještě nebyly vyřazeny z databáze, tj. neproběhlo
ještě zpracováńı př́ıslušného servisńıho požadavku.
Obrázek 17: formulář: Odkup položky ze stolu
Přechod ze stavu
”
Neopravitelná“ nastává v okamžiku, kdy uživatel v roli
redistributor definuje, že položka VT bude odkoupena ze stolu (tj. přiděĺı j́ı
př́ıznak
”
Odkup“). To se provád́ı z formuľre
”
Detail položky určené k likvi-




Nevyhovuj́ıćı – funkčńı“ se položky VT dostanou pouze
v př́ıpade, když uživatel v roli outsourcer, redistributor nebo likvidátor přiděĺı






Nevyhovuj́ıćı – nefunkčńı“ se položky VT dostanou, jakmile
uživatel v roli outsourcer, redistributor nebo likvidátor přiděĺı vybraným




Ke správě obou těchto stav̊u slouž́ı formulář
”
Likvidace“, který zobrazuje
položky vždy v jednom ze zmiňovaných stav̊u. Umožňuje zobrazit detail jed-
notlivých položek, v němž je možné pro uživatele v roĺıch likvidátora a re-
distributora zvolit zp̊usob likvidace jednotlivých položek.
Stav: Vyřazená - do tohoto stavu se položka dostává ze tř́ı podstav̊u:
• Odkoupená ze stolu
• Nevyhovuj́ıćı - funkčńı
• Nevyhovuj́ıćı - nefunkčńı
Položka VT přicháźı do stavu
”
Vyřazená“ z výše vyjmenovaných pod-
stav̊u vždy automaticky a to na základě zjǐstěńı stavu př́ıslušného servisńıho
požadavku k dané položce VT. Pokud je servisńı požadavek shledán ve stavu
”




Vyřazená“. V př́ıpadě, že dojde k chybnému přesunut́ı položky
do stavu
”
Vyřazená“, provede uživatel v roli admin–system jej́ı zaktivněńı.





Redistribuce“. Tuto akci může uživatel provést z formuláře
”
Aktivace
vyřazených položek“, kde vybere jednu nebo v́ıce položek a zmáčkne tlač́ıtko
”
Aktivovat“.
Stav: Archivace - přechod do tohoto stavu provád́ı uživatel v roli likvi-
dátor pouze u položek, které jsou ve stavu
”
Vyřazená“. Tuto změnu provád́ı
ve formuláři
”
Archivace“. Ten umožňuje jednak označit jednu nebo v́ıce
položek ve stavu
”
vyřazená“ v zobrazené tabulce a hromadně je převést do
stavu
”
archivace“. Položky jsou t́ım smazány z databázové tabulky ITEM
a jsou pro ně vytvořeny nové řádky v tabulce ITEM ARCHIVED. Tato ta-
bulka neobsahuje všechny sloupce z tabulky ITEM. Některá data jsou t́ım
zcela ztracena a převod zpět již neńı možný. Formulář Archivace tyto položky
dovoluje zobrazit, ale nedovoluje provádět s nimi žádné daľśı akce.
3.6 Testováńı aplikace
Konečná fáze implementace programu byla doprovázena testy, které měly
odhlait př́ıpadné slabiny programu. Pro tento účel bylo vygenerováno třicet




V Provozu“. Dále byly vytvořeny imaginárńı uživatelé
v jednotlivých roĺıch zmiňovaných v analytické části (viz tabulka 3). Takto
velký objem dat byl samozřejmě vytvořen pouze pro zohledněńı vlivu ve-
likosti databáze na rychlost programu při kritických operaćıch, jako je vy-
hledáváńı nebp řazeńı dat. Ta se ukázala jako naprosto dostatečná. Dále se
již pracovalo s menš́ım počtem ručně vytvářených položek.
Výsledek pak byl odeslán testerskému odděleńı, které mělo za úkol ověřit
konzistentnost dat při simulovaném už́ıváńı evidence a zhodnitit jenoduchost
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a intuitivnost ovládáńı. Pr̊uběžně pak byly zpracovávány všechny připomı́n-




Program je ve své výsledné podobě schopen plnit všechny požadavky dané
zadáńım. Aplikace má minimálńı HW nároky (pro korektńı zobrazeńı je nutné
rozlǐseńı alespoň 1024x768) a je odladěný pro užit́ı v prostřed́ı prohĺıžeč̊u IE
(od verze 6) a Mozilla Firefox (od verze 2.0). Žádné výrazněǰśı pot́ıže se
neobjevovaly ani na jiných prohĺıžeč́ıch. Slabš́ım bodem je fakt, že ke všem
evidovaným položkám je přistupováno, jako by se jednalo o poč́ıtače, i když
jde např́ıklad o monitory, tiskárny nebo scanery. Jde ale zjednodušeńı, které
bylo zákazńıkem schváleno. Náprava tohoto problému by nicméně mohla být
vhodnou náplńı př́ı̌st́ı verze programu.
Evidence, která je výsledkem mé práce, zajíst’uje vhodným rozděleńım do
jednotlivých formulář̊u uživatel̊um v jednotlivých roĺıch přehlednost a jedno-
duchost nutnou k výkonu jejich potřeb. Zároveň ale dovoluje každému uživa-
teli pouze ty akce, ke kterým je oprávněn.
Hlavńım a neocenitelným př́ınosem pro mne byla možnost vyzkoušet si
spolupráci na skutečné zakázce v profesionálńım prostřed́ı. Účastnil jsem
se v omezené mı́̌re analýzy programu (v podobě dodatečných připomı́nek)
i návrhu datové struktury. Dále jsem pak vytvořil grafický návrh aplikace tak,
aby odpov́ıdal jednotnému image zákazńıka a v neposledńı řadě jsem vyv́ıjel
vlastńı aplikaci, když jsem na kostru programu vytvořenou zkušeněǰśım kole-
gou doplňoval akce, JSP a metody určené k źıskáváńı a ukládáńı dat z data-
báze. V samém závěru jsem si ověřil nezbytnost a nepostradatelnost d̊uklad-
ného testováńı před samotným odevzdáńım práce. Pro tyto účely vznikla
databáze obsahuj́ıćı v́ıce jak třicet tiśıc náhodně vytvořených položek, na
které byl program otestován. Dı́ky faktu, že testy prováděla třet́ı osoba,
obeznámená s problematikou jen okrajově, bylo možné krom funkčńıch chyb
naj́ıt i nedostatky v intuitivnosti ovládáńı. Takové problémy také tvořily
většinu nalezených chyb. I když jsem se s většinou technologíı, které byly
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použity (Java, Struts, JSP, SQL, Tiles) při vývoji setkal poprvé, podařilo se
mi je zvládnout natolik, aby nakonec všchny celky, které jsem vytvářel, t́ımto
testováńım zdárně prošly.
Program, vytvořený na základě zadáńı od klienta, plně splňoval sv̊uj účel,
což zástupce firmy, pro kterou byl vyhotoven, potvrdil na posledńım setkáńı.
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