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Microfluidic Lab-on-a-Chip devices (LOCs) are a powerful alternative to 
biochemical labs, with many applications. The trend is towards Programmable 
Multipurpose LOC devices (PMLOCs), which reduce the design, fabrication and 
testing times, compared to LOCs that are custom-built to implement specific 
protocols. PMLOCs are difficult to program: the current practice is similar to 
programming the early computers by toggling individually each transistor. This 
approach requires expertise in microfluidics and in hardware/software engineering 
(besides biochemistry); it is very time consuming and error prone; makes it 
impossible to optimize the use of expensive agents and hard-to-obtain samples.  
 
Our vision is to bring PMLOCs to the same level of programmability as computers. 
We have proposed a high-level language for PMLOCs (called bioloc) and the 
associated programming tools (compiler, assembler and simulator). The bioloc 
language uses constructs familiar to biochemists, hides the lower-level details from 
the end-user and is portable across the state-of-the-art PMLOCs: droplet-based LOCs 
using electrowetting-on-dielectric [2, 3] and continuous-flow LOCs using 
microvalves [1]. The tools generate automatically PMLOC-specific commands from 
the bioloc programs, reducing the time, cost and expertise required to implement a 
protocol, increasing reliability 
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Figure 5.4: Example Schedule
0 as activation status represents an open valve, 1 a closed valve and X represents
a don’t-care, i.e., the valve may be opened or closed without having any influence
on the application execution. For example, valve 1 (row 1 in Table 5.3), is
opened at time 0 s, stays open at 2 s and then its status changes to a don’t-care
at 4 s. This is because from 0 to 4 s, F0−1 and F0−2 are executed, as shown
in the schedule in Fig. 5.4, filling the upper and lower halves of Mixer1 (see
Table 5.1). At 4 s, both fluid samples are inside the mixer, therefore valve 2
closes in order to start the mixing operation (valve 2 status changes to 1 at 4 s in
Table 5.3). Once valve 2 is closed, the status of valve 1 switches to a don’t-care.
This is because valve 1 and valve 2 are placed in series on the flow channel (see
Fig. 5.3a) and once valve 2 is closed, opening or closing of valve 1 has no impact
on the application execution. The mix valves (e.g., valve 8, 9, 10 in Mixer1)
act as a pump in order to achieve mixing [55]. This pumping is also included
in η and for simplicity, it is shown as “Mix” in Table 5.3. The mix valves are
opened and closed at a certain frequency in order to achieve mixing, and this
opening and closing continues even between time steps.
5.3.2 Pin Count Minimization
The biochip architecture may contain some valves that are never closed during
the application execution. These valves are redundant and can be removed re-
ducing the pin count, e.g., valve 1 in Table 5.3 is never closed and is therefore
redundant. Connecting each valve to a separate control pin results in too many
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#include <ctype.h> 
 
#define number_of_74hc595s //
AUTOINSERTNUMBEROFBYTES// 
#define numOfRegisterPins number_of_74hc595s * 8 
 
int SER_Pin = 8;    //pin 14 on the 75HC595 Grøn 
int RCLK_Pin = 9;   //pin 12 on the 75HC595 Blå 
int SRCLK_Pin = 10; //pin 11 on th  75HC595 Gul 
 
byte rx = 3; //sort 
byte tx = 4; //gul 
byte SWval; 
 
// the setup routine runs once when you press 
reset: 
void setup() { 
  // initialize the digital pin as an output. 
  pinMode(SER_Pin, OUTPUT); 
  pinMode(RCLK_Pin, OUTPUT); 
  pinMode(SRCLK_Pin, OUTPUT); 
  pinMode(rx,INPUT); 
  pinMode(tx,OUTPUT); 
  digitalWrite(tx,HIGH); 
  Serial.begin(9600); 
} 
 
void sentChar(int data) 
{ 
  byte mask; 
  //startbit 
  digitalWrite(tx,LOW); 
  delayMicroseconds(104); 
  for (mask = 0x01; mask>0; mask <<= 1) { 
    if (data & mask){ // choose bit 
     digitalWrite(tx,HIGH); // send 1 
    } 
    else{ 
     digitalWrite(tx,LOW); // send 0 
    } 
    delayMicroseconds(104); 
  } 
  //stop bit 
  digitalWrite(tx, HIGH); 
  delayMicroseconds(5); 
} 
 
 
int readChar() 
{ 
  byte val = 0; 
  while (digitalRead(rx)); 
  //wait for start bit 
  if (digitalRead(rx) == LOW) { 
    delayMicroseconds(46); 
    for (int offset = 0; offset < 8; offset++) { 
     delayMicroseconds(92); 
     val |= digitalRead(rx) << offset; 
    } 
    return val; 
  } 
} 
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