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Abstract
Many organizations are using measurement as a means
to improve their software development and maintenance
processes. A reasonable consensus has been reached about
the main success factors for measurement programs. How-
ever, no comprehensive approach has so far been published
for the processes that need to be in place to ensure effective
and efficient measurement. We propose a capability matu-
rity model for measurement that can be used to both assess
the measurement capability of software organizations and
to identify directions for improvement of their measurement
capability.
This ‘Measurement-CMM’ originates from our efforts to
establish measurement programs in a variety of settings.
These efforts had mixed results, and our analysis thereof
showed widely different measurement capabilities amongst
the organizations involved. A measurement maturity scale
similar to that of the Software-CMM allowed us to explain
many of the differences observed. At the same time, it sug-
gests ways to improve on this.
1. Introduction
One of the first major publications on the topic of
measurement programs was the 1987 book by Grady and
Caswell [6]. Since then, many reports have been published
on the use of software measurement to measure complex-
ity, reduce faults, improve quality and improve processes.
According to Fenton and Pfleeger: ‘Software measurement,
once an obscure and esoteric specialty, has become essential
to good software engineering.’ [5].
In this paper we want to discuss the organizational side
of software measurement. More specifically, we want to
address the following questions:
 How to introduce measurement in a software orga-
nization? What are the necessary steps to set up a
measurement program and in which order should they
be performed? How can existing measurement pro-
grams be enhanced?
 What are the prerequisites that need to be satisfied
before we can set up a measurement program or take
certain steps to improve the program?
 What is – or what should be – the relation between
measurement and the maturity of the software pro-
cess?
In the past two years we have established measurement
programs in a variety of settings. These efforts had mixed
results. An analysis thereof showed that the participating
organizations had widely different measurement capabili-
ties. A measurement maturity model akin to the Capability
Maturity Model1, (CMM) [12] allowed us to explain many
of the differences observed, and provided us with initial an-
swers to the above questions.
Four case studies of software measurement are described
in the next section. In section 3, we look at the literature per-
taining to the successful introduction of measurement pro-
grams in organizations. Section 4 describes our proposal
for a measurement capability maturity model as a means of
structuring the introduction and enhancement of software
measurement in organizations. Finally, section 5 presents
our conclusions and gives indications for further research.
2. Case studies
Since 1995 we have been involved in a project aimed
at improving the quality of IT services, such as IT infras-
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tructure management, software maintenance and exploita-
tion of information systems. The research focuses on im-
proving the state-of-the-art with respect to the management
of Service Level Agreements (SLAs) between IT service
providers and their clients [17]. Service Level Agreements
include performance indicators of various kinds that to-
gether specify the service that is to be delivered. Measure-
ment plays an important role in this context:
1. Measurement of the service levels is needed to report
the quality of the delivered service to the customer.
2. The service provider needs measurement to gain in-
sight in his own abilities to be able to draw up realistic
SLAs.
3. The service provider needs measurement to identify
possible areas for improvement and track the im-
provement process.
To investigate these roles of measurement, we established
measurement programs in various software maintenance
settings, with mixed results. The environments in which we
implemented a measurement program can be characterized
as follows:
A. This organization is a business unit of a major Dutch
software house. It maintains and operates information
systems for several small and large customers. In 1994,
a questionnaire was developed to gather project infor-
mation in order to support the bidding process for new
projects and new Service Level Agreements.
Estimates were to be derived using an experimental tool
developed in the course of an ESPRIT project. There
was very little knowledge of the tool and the underlying
statistics within the business unit. The unit had under-
gone several reorganizations in the last few years, and
was still very much in a state of flux. The accuracy
of the data gathered was, at best, mixed. Quite a few
entries were left blank. Quite a few also suspiciously
looked like guesstimates. The questions posed some-
times asked for a subjective answer, and were some-
times ambiguous.
B. Organization B maintains and supports a large financial
administrative information system for one of the min-
istries of the Dutch government. Here, maintenance
function points – a variant of the standard Albrecht func-
tion points – are used to support negotiations between
the users and the maintainers about changes to the sys-
tem [11].
This seemed like a measurement-wise organization.
There were detailed guidelines as to how and what to
measure. The measurement process was strongly sup-
ported by management. Everybody knew what the mea-
surements were used for. There were clearly visible
piecharts illustrating various performance indicators on
the door of the manager’s office.
C. Organization C is the IT department of a large organi-
zation, responsible for carrying out the Dutch social se-
curity system. The measurements were done at three of
the so-called product teams, which are teams of about
15 engineers, each team being responsible for the main-
tenance of a number of information systems. The goal
of the measurement program was twofold: to gain in-
sight into the cost drivers for change requests and to gain
practical experience with the introduction of a measure-
ment program.
This is also an organization in flux. It is part of a large
organization that has been split up and gone commer-
cial. The people still have to get accustomed to their
new role: from being an internal maintenance depart-
ment to being a commercial service provider. The set-
ting up of a measurement program as well as collect-
ing data and analyzing them were done by an MSc stu-
dent as part of his graduation project. Participants were
willing to help, but their attention easily slipped. Man-
agement’s goals were primarily aimed at establishing a
sound organization, and taking measurements was sup-
ported insofar this helped to reach the primary goals.
D. The final organization is the IT department of a large
Dutch industrial organization. The measurements took
place at two departments, responsible for the mainte-
nance of several administrative systems and process-
control systems. The goal of this measurement program
was identical to the goal of organization C. As in organi-
zation C, the setting up of the measurement program as
well as the collection and analysis of data was done by a
(different) MSc student as part of a graduation project.
This organization is a stable organization. Its primary
process concerns the production of steel. For each in-
formation system, there is an intermediary between the
client and the maintenance department. This interme-
diary is located at the client site. He is responsible for
the phrasing of change requests. He is in direct contact
with the programmer(s) in the maintenance department.
The amount of analysis and design done at the client
side varies per system. Budgets are allocated per system
per year. There is some pressure from the client side to
make maintenance costs more ”visible”. The measure-
ment program was started because of this pressure.
The measurement program at organization A can be de-
noted as a failure, whereas the measurement program at or-
ganization B is a success. The measurement programs in
organizations C and D are successful to a certain extent, but
are not yet solidly embedded in the organizations. The ques-
Incremental implementation
Well-planned metrics framework
Use of existing metrics materials
Involvement of developers during implementation
Measurement process transparent to developers
Usefulness of metrics data
Feedback to developers
Ensure that data is seen to have integrity
Measurement data is used and seen to be used
Commitment from project managers secured
Use automated data collection tools
Constantly improving the measurement program
Internal metrics champions used to manage the program
Use of external metrics gurus
Provision of training for practitioners
Table 1. Success factors (taken from [8])
tion is: what causes these differences, and how can they be
overcome?
3. Enhancing Measurement Capability
Several authors have identified success factors for mea-
surement programs, e.g. [8, 9, 16]. After studying other
research on measurement, Hall and Fenton [8] identified a
consensus on requirements for measurement program suc-
cess. Table 1 displays those success factors.
However, these success factors do not provide organiza-
tions with a clear cut path on how to introduce measurement
into their organization, i.e. which steps need to be taken first
and which processes need to be in place. It seems a logical
step to try to develop a measurement improvement method
based on these consensus success factors. Before we go
deeper into this, we first take a look at the role measure-
ment plays in software process improvement methods.
With respect to software process improvement, differ-
ent approaches exist, most notably the Software Capability
Maturity Model (S-CMM) [2, 12, 13]. Other improvement
paradigms for software are largely based on the S-CMM,
including the BOOTSTRAP approach [7, 10] and the ini-
tiative to develop a suite of standards for software process
assessment and improvement (SPICE) [4]. Each of these
improvement models includes measurement as a means to
help improving the software process. However, these meth-
ods do not prescribe how the measurement processes them-
selves should be implemented. For example, the S-CMM
does prescribe that in all key process areas measurements
should be taken to determine the status of the activities. But
only on level 4, measurement is explicitly dealt with by the
key process area Quantitative Process Management. Since
the S-CMM is concerned with the software process, mea-
surement is only covered insofar it directly deals with im-
proving the software process. The issue of introducing and
improving measurement processes is beyond the scope of
the S-CMM proper.
On the subject of the relation between measurement and
software process improvement, Pfleeger and McGowan [15]
recommend the collection of different measures depending
on the organization’s maturity level. See table 2. In [14],
Pfleeger presents a combinational approach to measurement
programs, using the Goal-Question-Metric paradigm [1] to
derive goals to be met and questions to be answered, and
the S-CMM to decide what can be measured – i.e. what is
visible. As the process matures, visibility increases and a
more comprehensive set of metrics can be measured.
None of these sources gives a structured path to enhance
measurement capability. The success factors for software
measurements, though highly useful, do not differ all that
much from the hit list for software reuse, formal specifi-
cations, or any major organizational change relating to the
software process. They give premises for success, not roads
to get there. In a similar way, Pfleeger’s work [14, 15] gives
insight into which measures can be collected at which ma-
turity level. It does not help us to improve the measurement
process itself. Our Measurement-CMM is intended to fill
that gap.
4. The M-CMM
In this section we describe the proposed Measurement
Capability Maturity Model. First, the objectives of the M-
CMM are laid out. Next, the maturity levels of the M-CMM
are described. Section 4.3 touches on the key process areas
and finally section 4.4 describes the relation between the
Measurement-CMM and other maturity models.
Level Measures
5. Optimizing: improvement fed back to process process and feedback
for changing process
4. Managed: measured process (quantitative) process and feedback
for control
3. Defined: process defined, institutionalized product
2. Repeatable: process dependent on individual project
1. Initial: ad hoc baseline
Table 2. Process maturity related to measures (adapted from [15])
4.1. Primary objectives of the M-CMM
The goal of the M-CMM is twofold:
1. to enable organizations to assess their cababilities
with respect to both software and software process
measurement, and,
2. to provide organizations with directions and steps for
further improvement of their measurement capability.
The M-CMM does this by measuring the measurement ca-
pability maturity on a five level ordinal scale and by pre-
scribing processes that have to be in place in order for an
organization to reside on that level. This is roughly the same
framework as used in the Software-CMM [2], or the People-
CMM [3].
We define measurement capability as ‘the extent to
which an organization is able to take relevant measures of
its products, processes and resources in a cost effective way
resulting in information needed to reach its business goals.’
An organization that scores high on the M-CMM scale
will be able to:
 gather relevant information about its own perfor-
mance with respect to its long and short term business
goals;
 continue to collect the relevant information when
either the organization itself or its environment
changes;
 do so in a cost effective way by reducing the number
of collected measures or by using automated measure
collection when possible;
 provide an environment in which both management
and staff are convinced of the usefulness of mea-
surement and, moreover, are continuously being con-
vinced by the measures themselves.
Note that the business goals themselves are not part of
the model, they are input to the model. Measurement goals
are derived from the business goals. Organizations with
a higher measurement capability are better able to mea-
sure the right measures in order to help reach their business
goals.
Also note that measurement capability addresses the
ability of organizations to measure processes, products and
resources as is. Improvement of the software process or
products is not part of the M-CMM, though higher visi-
bility (i.e. maturity) offers more opportunities to measure,
see [15]. For example, let us suppose that an organization
wants to know how much time it spends on testing, but the
organization does not follow a defined development cycle
in which it is clear when the testing phase starts and when it
ends. In such a case the organization cannot expect to take
valid measurements of time spent on testing without clearly
specifying what is meant by testing and without making
sure everyone is working according to that specification.
Similarly, implementing a configuration management sys-
tem to ensure that software components are uniquely iden-
tifiable is not part of the M-CMM. While these software
process improvements do improve visibility of the soft-
ware process, they do not improve measurement capabil-
ity. Moreover, they are already part of software process im-
provements methods, such as the Software-CMM.
4.2. The maturity levels of the M-CMM
The maturity levels for the Measurement-CMM are de-
fined similarly to those of the other capability maturity
models. This means that on level 1 – initial – there are
no key process areas defined. In essence, level 1 is the
level on which all organizations reside that have no key
process areas implemented. On level 2 – the repeatable
level – organizations have basic measurement processes in
place, which means they are able to collect measures dur-
ing projects. Measures are probably not comparable across
projects, since each project potentially has its own mea-
surement goals and defines its own measures. On level 3
– the defined level – this problem is solved, because the
organization standardizes its measurement process and de-
termines a basic set of measures that each project has to
collect. Also, an organization wide measurement database
is created, which contains all historic project data. Level 4
is the managed level, meaning that the organization will be
able to assess the costs of different measures. Technology is
being used to make the measurement process more efficient.
Finally, at level 5 – the optimizing level – the organization is
ensuring that measurement processes are not only efficient,
but also effective. Measures are regularly judged on their
merits and measurement processes are adjusted when nec-
essary to reflect changes in the measurement environment.
More formally, we define the M-CMM maturity levels as
follows:
1. Initial: The organization has no defined measure-
ment processes, few measures are gathered, measure-
ment that takes place is solely the result of actions of
individuals.
2. Repeatable: Basic measurement processes are in
place to establish measurement goals, specify mea-
sures and measurement protocols, collect and analyse
the measures and provide feedback to software engi-
neers and management. The necessary measurement
discipline is present to consistently obtain measures.
3. Defined: The measurement process is documented,
standardized, and integrated in the standard software
process of the organization. All projects use a tailored
version of the organization’s standard measurement
process.
4. Managed: The measurement process is quantita-
tively understood. The costs in terms of effort and
money are known. Measurement processes are effi-
cient.
5. Optimizing: Measurements are constantly moni-
tored with respect to their effectiveness and changed
where necessary. Measurement goals are set in antic-
ipation of changes in the organization or the environ-
ment of the organization.
4.3. The key process areas of the M-CMM
For an organization to reach a certain level other than the
first level, certain processes need to be in place. These pro-
cesses are grouped in key process areas, where key merely
means that there could be more – non-key – processes, but
that those non-key processes do not need to be in place to
reach a certain maturity level. An organization can only
reach a certain maturity level when it has implemented all
key process areas for that level.
Below we present the key process areas for the M-CMM.
Note that each of these key process areas should be de-
scribed more thoroughly, in terms of goals and common fea-
tures (common features define the activities performed and
the activities needed to institutionalize the process, see [2]).
For reasons of space we only specify the purpose of each
key process area:
1. Initial: no key process areas.
2. Repeatable:
(a) Measurement Design: Measurement goals,
measures and measurement protocols are estab-
lished according to a documented procedure,
and goals, measures and protocols are kept con-
sistent with each other. Measurement protocols
are managed and controlled.
(b) Measure Collection: Measures are collected ac-
cording to the measurement protocol.
(c) Measure Analysis: The collected measures are
analyzed with respect to the measurement goals.
(d) Measurement Feedback: The measurement
goals, the measurement protocols, the collected
measures and the results of the analysis are
made available to the people involved in the
measurement process.
3. Defined:
(a) Organization Measurement Focus: Software
measurement activities are coordinated across
the organization. Strengths and weaknesses of
the measurement process are identified and re-
lated to the standard measurement process.
(b) Organization Measurement Design: A standard
measurement process for the organization is de-
veloped and maintained and information with
respect to the use of the standard measurement
process is collected, reviewed and made avail-
able.
(c) Organization Measure Database: Collected
measures are stored in an organization-wide
database and made available.
(d) Training Program: People are provided with the
skills and knowledge needed to perform their
roles.
4. Managed:
(a) Measurement Cost Management: The costs of
measurement are known and used to guide the
Measurement Design Process and the Organiza-
tion Measurement Design process.
(b) Technology Selection: The information of mea-
surement costs is used to choose and evaluate
technology support for the measurement pro-
cess.
Measurement Change Management
Technology Selection
Configuration Management
Organization Measurement Design
Measurement Feedback
Measure Collection
Measurement Design
Organization Measure Database
Measures
Training Program
Organization Measurement Focus
Measure Analysis
Measurement Cost Management
Organization Process Definition
People CMM
Software CMMMeasurement CMM (example kpa’s)
Resources
Process
Product
Peer Reviews
Figure 1. The M-CMM linked with other CMMs
5. Optimizing:
(a) Measurement Change Management: The mea-
surement capability is constantly being im-
proved by monitoring the measurement pro-
cesses and by anticipating changes in the soft-
ware process or its environment.
The M-CMM maturity levels together with the key pro-
cess areas provide organizations with both a measurement
scale along which they can assess their measurement capa-
bility, and directions for future improvements.
4.4. M-CMM and other capability maturity models
As mentioned in section 4.1, the Measurement-CMM
does not prescribe the improvement of processes other than
measurement processes. The improvement of software pro-
cesses is covered by the Software-CMM. The two models
are linked by the processes, products and resources that are
subject to measurement on the one hand, and are part of the
software process – and thus covered by the Software-CMM
– on the other hand. The same goes for the relationship be-
tween the M-CMM and the People-CMM. We can visualize
this as in figure 1.
We can see that an organization that has reached level
2 of the Software-CMM is able to take detailed measures
about software components that are under configuration
management. On the other hand, if the organization does
not have a standard software process, it will be difficult – if
not impossible – to measure the duration of software activ-
ities, since they have not been standardized. See [14, 15].
We observe that an organization that wants to increase
the knowledge about and insights into its own software pro-
cesses, needs to advance on both the S-CMM and the M-
CMM ladder.
5. Conclusions and future research
If we apply the Measurement Capability Maturity Model
to the environments discussed in section 2, we observe the
following:
 Organization A is at level 1. None of the key process
areas of level 2 has been fully implemented. The at-
tempt to build an organization-wide project database
clearly was a bridge too far. Our current attempts con-
centrate on improving the measurement design and
collection process areas.
 Organization B is at level 2. Since the organization
is concerned with one project only, one is tempted to
conclude that it is at level 3 as well. However, cur-
rent measurements are used for one goal only, viz.
estimate the size of changes. When we tried to relate
these size data to other resource and product char-
acteristics, we encountered considerable difficulties.
Clearly, process areas such as Organization Measure-
ment Focus and Organisation Measure Database are
not fully developed yet. Our next step is to implement
these.
 Both organization C and organization D are at level
1. The MSc projects concerned all of the process ar-
eas of level 2. Clearly, none of these processes are
firmly embedded within the organizations yet. For
that reason, the measurement program is still fragile.
Current efforts are directed at embedding the level 2
key processes in the organizations.
The Measurement Capability Maturity Model provides
us with the instruments to assess the various environments
in which we implemented a measurement program. It al-
lows us to assign a measurement score to each of the organi-
zations, and explains the success or failure of our measure-
ment efforts. It also identifies areas in which improvements
can be sought.
Evidently, the M-CMM needs to be further validated. It
must be refined and tuned to make it a useful assessment
tool. As noted in section 2, our research is concerned with
improving the state-of-the-art with respect to the manage-
ment of Service Level Agreements (SLAs) between IT ser-
vice providers and their clients. If we are able to deter-
mine the measurement capability of the service provider,
we are able to determine the level of detail and accuracy
to be aimed at when drawing up an SLA. Such will result
in more realistic SLAs on the short term. In the long run,
we will be able to improve the Service Level Management
process, and turn the IT service provider organization into a
learning organization.
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