Compiler Frontends and Backends
The front end focuses on analysis: 
Portable Compilers
Building a compiler a large undertaking; most try to leverage it by making it portable.
Instead of C MIPS C++ SPARC FORTRAN x86
Objective C Alpha
Ada-95 68k
Pascal PPC
Portable Compilers
Use a common intermediate representation. Removing unnecessary data movement Filling branch delay slots (Pipelined RISC processors)
Common subexpression elimination;
Machine-Dependent vs.
-Independent Optimization
No matter what the machine is, folding constants and eliminating dead code is always a good idea. The statements in a basic block all run if the first one does.
Starts with a statement following a conditional branch or is a branch target.
Usually ends with a control-transfer statement.
Control-Flow Graphs
A CFG illustrates the flow of control among basic blocks. 
Assembly Code
Most compilers produce assembly code: easier to debug than binary files. 
Role of an Assembler
Most assemblers are "two-pass" because they can't calculate everything in a single pass through the code. 
Constant data needs to be aligned. . 
The MIPS has pseudoinstructions:
"Load the immediate value 0x12345abc into register 14:" 
Optimization: Register Allocation
Where to put temporary results? Our compiler will just put them on the stack; a typical default. 
Linking
Goal of the linker is to combine the disparate pieces of the program into a coherent whole. 
