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7.1 Nadaljnje delo . . . . . . . . . . . . . . . . . . . . . . . . . . . 60
8 Sklepne ugotovitve 61
Seznam uporabljenih kratic
kratica angleško slovensko
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Povzetek
Naslov: Analiza in prikaz podatkov s pretokovnim programiranjem
Potreba po zajemu in obdelavi podatkov se je v zadnjem času zelo po-
večala. Obstaja že nekaj pristopov in orodij, ki omogočajo analizo podatkov.
Eden izmed pristopov, s katerim je mogoče izvajati analizo podatkov, je pre-
tokovno programiranje. Ta pristop definira program kot mrežo povezanih
procesov. Glavni cilj magistrskega dela je uporabnikom omogočiti enostaven
in učinkovit postopek obdelave in analize podatkov. V okviru naloge pred-
stavimo načrt in podrobnosti implementacije programa, ki deluje na podlagi
tokov in omogoča prikaz, zlivanje, urejanje in spreminjanje podatkov. Pred-
stavimo zasnovno programa, ki je prosto razširljiva s poljubnimi tipi procesov
imenovanimi entitete. Poleg razširljive zasnove, je program mogoče tudi zliti
z drugimi sistemi.
Ključne besede
pretokovno programiranje, zasnova modela, predajanje podatkov, sinhroniza-
cija

Abstract
Title: Data analysis and visualization with flow-based programming
The necessity of collecting and analysing data has been increasing for
past few years. There are already several approaches and tools available to
perform data analysis. One of the approaches that can be used to perform
data analysis is flow-based programming. Flow-based programming defines
the program as a network of connected processes. The main goal of this
master thesis is to provide users with a simple and efficient program for
data processing and analysis. In the master thesis we present a plan and
implementation details of a flow-based program that allows to view, merge,
edit, and modify data. We provide a generic model which allows program
scalability with any type of process called entities. In addition to scalable
model, the program can also be integrated with other systems.
Keywords
flow-based programming, generic model, data feeding, synchronization

Poglavje 1
Uvod
V zadnjem času se potreba po zajemu podatkov različnih vrst vse bolj po-
veču-je. Zajeti podatki se najprej obdelajo po določenih postopkih, nato
se analizirajo in uporabijo za vodenje različnih statistik. Analize podatkov
se izvajajo tako na področju gospodarstva kot tudi za raziskovalne namene.
Podjetja analizirajo zbrane podatke in na podlagi teh analiz izboljšajo ozi-
roma prilagajajo storitve ali pa na podlagi povpraševanja na trg postavijo
nove storitve. V akademski sferi se obdelava podatkov večinoma uporablja
v raziskovalne namene. Na podlagi teh se nato predlagajo nove rešitve in
pristopi.
Eno izmed področji, ki omogoča obdelavo in analizo podatkov, je po-
dročje pretokovnega programiranja (angl. flow-based programming). Pre-
tokovno programiranje predstavlja pristop, ki definira program kot mrežo
povezanih procesov. Mreža procesov predstavlja diagram poteka, ki določa
pretok podatkov med posameznimi procesi.
Omenjen pristop se uporablja za reševanje različnih problemov na več
področjih, kot so internet stvari, računalništvo v oblaku, razvoj mobilnih
aplikaciji in podatkovno vodene aplikacije. Vendar pa so predlagane rešitve
zelo usmerjene, rešujejo specifične probleme in niso prilagodljive oziroma
razširljive na ostale probleme. Obstaja tudi nekaj orodji, ki implementirajo
koncepte pretokovnega programiranja, vendar so zahtevne za namestitev in
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uporabo.
1.1 Cilji in prispevki
Glavni cilj magistrskega dela je uporabnikom na različnih področjih omo-
gočiti enostaven in učinkovit postopek obdelave in analize podatkov. Prvi
cilj magistrskega dela obsega razumevanje področja, umestitev koncepta pre-
tokovnega programiranja v širše področje in pregled obstoječih rešitev. Na-
slednji cilj obsega načrtovanje generičnega modela, ki bo poljubno razširljiv
in prilagodljiv za različne probleme. Za zagotavljanje pravilnega delova-
nja, mora sistem skrbeti za medsebojno sinhronizacijo procesov in stanja
v sistemu. Eden izmed ciljev je tudi integracija predlaganega programa z
zunanjimi sistemi, s čimer se razširi njegova uporabnost.
Rešitev, ki jo predlagamo v tem delu, predstavlja sistem, ki deluje na
podlagi tokov in omogoča prikaz, zlivanje, urejanje in spreminjanje podatkov,
pridobljenih iz različnih virov in namenjenih različnim ciljem. Predlagani in
implementirani sistem vključuje tudi uporabniški vmesnik, preko katerega je
mogoče načrtovati diagram poteka podatkov.
1.2 Struktura dela
V drugem poglavju magistrskega dela najprej umestimo pojem pretokovno
programiranje v širše področje. Predstavimo osnovne koncepte delovanja
tega modela. Opišemo obstoječa dela, ki uporabljajo koncepte pretokov-
nega programiranja na različnih področjih računalništva. Opišemo tudi dva
primera implementacij pretokovnega programiranja.
V naslednjih dveh poglavjih predstavimo osnovno delovanje in načrt naše
rešitve, ki jo predlagamo v tem delu. Uporabo rešitve tudi utemeljimo s
primerom uporabe.
V naslednjem poglavju opišemo podrobnosti implementacije predlaganega
programa. Sledi poglavje, kjer predstavimo zlitje programa s sistemom AL-
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Gator.
V sedmem poglavju sledi kratka analiza predlaganega sistema. Pred-
stavljene so prednosti in slabosti programa ter možnosti za izboljšavo. V
zadnjem poglavju so podane še sklepne ugotovitve.
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Poglavje 2
Pregled področja
Pojem podatkovno-pretokovno programiranje (angl. dataflow programming)
opisuje model oziroma paradigmo programiranja [1]. S podatkovno-pretokov-
nim modelom lahko poljuben sistem ali aplikacijo predstavimo kot usmerjeni
graf, ki predstavlja diagram poteka. Sistem opisujejo vozlišča v grafu ali
diagramu. Posamezno vozlišče ima vhodno in izhodno točko, preko katerih
potujejo podatki. Vozlišča so med seboj povezana z usmerjenimi poveza-
vami, s katerimi se definira pretok podatkov med vozlišči. Vsako vozlišče
predstavlja samostojen proces, ki na vhod prejme vhodne podatke, jih ustre-
zno obdela in nato preko izhoda posreduje naslednjemu vozlišču [2]. Primer
programa podatkovno-pretokovnega programiranja, ki izračuna aritmetični
izraz D = (A + B) ∗ C je predstavljen na Sliki 2.1. Iz primera je razvidno,
B
+
A
C
* D
Slika 2.1: Primer aritmetičnega izraza D = (A + B) ∗ C s podatkovno-
pretokovnim programiranjem.
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da se aritmetične operacije izvedejo šele takrat, ko iz procesov, ki so pripeti
na njihov vhod, prejmejo ustrezne podatke.
Ena izmed pomembnejših prednosti uporabe podatkovno-pretokovnega
programiranja je uporaba modela kot osnova za razvoj vizualnih program-
skih jezikov (angl. visual programming language). Z uporabo vizulanih
programskih jezikov in uporabo njihovih uporabniških vmesnikov se pospeši
prototipiranje in nato razvoj nekega sistema. Poleg tega pa omogočajo ra-
zvoj tudi uporabnikom z manj tehničnega znanja. Druga prednost uporabe
podatkovno-pretokovnega programiranja pa je doseganje hkratnosti (angl.
concurrency). Aplikacijo sestavljajo vozlišča, vsako vozlišče je samostojen
proces, ki se izvaja neodvisno od drugih. Takšen model izvajanja omogoča
vozlišču, da se izvede takoj, ko prejme vhodne podatke, saj v sistemu ni odvi-
snosti med podatki in tako ni mogoče, da bi več procesov hkrati dostopalo do
istih podatkov. Na ta način se tudi poveča učinkovitost izvajanja celotnega
sistema [1].
Pretokovno programiranje (angl. flow-based programming) je posebna
oblika podatkovno-pretokovnega programiranja [3]. Osnovna enota, ki sode-
luje v pretokovnem programiranju, je proces. Več medseboj povezanih pro-
cesov v kontekstu pretokovnega programiranja predstavlja program. Mreža
povezanih procesov tvori diagram poteka, s katerim je opisan potek pre-
toka podatkov med procesi. Diagram poteka se lahko opiše kot usmerjen
graf. Vsako vozlišče usmerjenega grafa predstavlja samostojni proces. Pro-
cesi med seboj komunicirajo preko informacijskih paketov, ki potujejo po
v naprej določenih povezavah. Kdaj se proces začne izvajati, je odvisno le
od vrstnega reda znotraj toka. Ko proces na svoj vhod prejme informacij-
ski paket se začne izvajati. Ko proces zaključi z izvajanjem, podatke preko
informacijskega paketa preda naslednjemu procesu znotraj toka.
Uporaba pretokovnega programiranja omogoča hitrejši razvoj program-
ske opreme, saj se odkrivanje morebitnih napak dogaja že v fazi načrtovanja.
Poleg naštetih prednosti omogoča tudi večkratno uporabo posameznih pro-
cesov, posledično pripomore k lažjemu vzdrževanju in stabilnosti delovanja
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sistemov.
Koncept pretokovnega programiranja se uporablja za reševanje različnih
problemov na različnih področjih v računalništvu, kot na primer internet
stvari (IoT), računalništvo v oblaku, razvoj mobilnih aplikacij in področje
podatkovno vodenih aplikacij.
Z vse večjim zanimanjem za področje internet stvari, se je pojavila po-
treba po hitrem in uspešnem procesiranju podatkov. Tako je ena od glavnih
zahtev interneta stvari postala obdelava velikih podatkovnih tokov, ki v real-
nem času potujejo po velikih senzorskih omrežjih. T. Szydlo, R. Brzoza-Woch
in drugi v svojem delu [4] opišejo rešitev zgornjega problema z uporabo proce-
sov in združevanja procesov v mreže. Na podlagi mreže procesov in povezav
je mogoče usmerjati prehajanje podatkov iz naprav in njihovo obdelavo ter
shranjevanje v podatkovno zbirko.
Na področju računalništva v oblaku M. R. Barros in ostali predlagajo
uporabo modela pretokovnega programiranja za izboljšanje razpoložljivosti,
ki je ena izmed pomembnejših lastnosti računalništva v oblaku [5]. Model
je sestavljen iz medsebojno neodvisnih procesov, kar omogoča hitrejše raz-
hroščevanje in odpravo napak. To je zelo pomembno pri sistemih z visoko
razpoložljivostjo. Neodvisnost modulov omogoča tudi lažje repliciranje in-
stanc modulov in posledično tudi upravljanje le-teh.
J. Zaman, L. Hoste in W. De Meuter so se v svojem delu [6] osredo-
točili na razvoj mobilnih aplikacij. Predstavili so problem razvoja mobilnih
aplikaciji za zbiranje različnih podatkov iz okolja ter izpostavili problem ob-
stoječih aplikacij, ki so implementirane za zajem specifičnih podatkov in
posledično imajo tudi omejen nabor funkcionalnosti. Prilagajanje funkci-
onalnosti aplikacij v tem konteksu zahteva ponovno implementacijo. Kot
rešitev predlagajo uporabo enega izmed pomembnejših principov pretokov-
nega programiranja in sicer komponentni razvoj. V delu predstavijo svojo
rešitev in sicer knjižnico komponent. Komponente imajo svoje lastnosti, ki
jih je mogoče prilagajati, s čimer so dosegli visoko prilagodljivost za različne
probleme. S povezovanjem komponent med seboj je mogoče sestaviti po-
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ljubno aplikacijo za zbiranje različnih podatkov in na ta način se prilagaja
tudi nabor funkcionalnosti.
O. Lobunets in A. Krylovskiy se v svojem delu [7] osredotočita na po-
dročje podatkovno vodenih sistemov. Predlagata uporabo modela pretokov-
nega programiranja za načrtovanje in implementacijo sistemov kot tok pove-
zanih procesov. Na ta način se lahko izboljša podajanje vhodnih in izhodnih
podatkov ter vmesne transformacije le-teh. Izpostavita tudi komponentno
orientiranost modela, ki omogoča ponovno uporabo posamezne komponente
v drugih sistemih ter lažjo transformacijo iz načrtovanja v implementacijo.
Na področju pretokovnega programiranja že obstajajo nekatere imple-
mentacije modela. Dve najbolj zanimivi sta predstavljeni v nadaljevanju.
Node-RED je spletno orodje namenjeno povezovanju različnih komponent
internet stvari (IoT) [8]. Orodje je implementirano v programskem jeziku Ja-
vaScript. Med seboj se povezujejo strojne naprave z različnimi aplikacijskimi
programskimi vmesniki (API) in storitvami, ki so dostopne na internetu. Pro-
cesi, ki nastopajo v tej implementaciji, se imenujejo vozlišča (angl. nodes)
in se med seboj povezujejo s tako imenovano žico (angl. wire). Orodje v
splošnem vozlišča deli na vhodna, izhodna in vozlišča za procesiranje podat-
kov. Sporočila, ki potujejo med vozlišči so običajni JavaScript objekti, ki
nosijo poljubne lastnosti. Poleg zalednega sistema ima orodje Node-RED
implementiran tudi uporabniški vmesnik, ki temelji na vizualnem programi-
ranju. Na ta način je omogočen hiter razvoj raznih sistemov.
NoFlo je programsko okolje, ki temelji na konceptih pretokovnega pro-
gramiranja in je napisano v programskem jeziku JavaScript [9]. Procesi se
v tej implementaciji imenujejo komponente. Vsaka komponenta je svoj Ja-
vaScript modul, ki opravlja določeno funkcijo. Z uporabo implementacije
NoFlo se programsko opremo razvije na način, da se kreira graf, ki vsebuje
komponente. Logika programa se določi tako, da se določi, kako se te kom-
ponente med seboj pogovarjajo. NoFlo se lahko uporabi za koordiniranje in
reorganiziranje pretoka podatkov v katerikoli aplikaciji, ki je napisana v pro-
gramskem jeziku JavaScript. NoFlo se danes uporablja za različne namene,
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kot so spletni strežniki, UI aplikacije, robotika itd. Kot pomoč pri razvoju
programske opreme z uporabo orodja NoFlo, so razvili razvojno okolje Flow-
hub, ki temelji na vizualnem programiranju in omogoča hiter razvoj različnih
aplikacij.
V okviru magistrske naloge smo pripravili načrt in kasneje tudi imple-
mentirali program, ki deluje na podlagi tokov. Pri načrtovanju programa
smo izhajali iz glavnih konceptov pretokovnega programiranja in zgornjih
predlogov uporabe tega modela. Osnovna enota predlaganega sistema je en-
titeta, ki predstavlja posamezen proces. Entitete se med seboj povezujejo
in tvorijo mrežo, ki z usmerjenimi povezavami narekujejo pretok podatkov.
Posamezna entiteta se začne izvajati takrat, ko se proži zahtevek za njeno
osvežitev. Takrat tudi pridobi podatke iz entitete, pripete na njen vhod in
jih ustrezno obdela.
V primerjavi z obstoječimi orodji, je naš sistem razširljiv s poljubnimi
procesi in enostaven za uporabo. Predlagane rešitve in uporabe pretokov-
nega programiranja, ki so opisane v zgornjih delih, rešujejo specifične pro-
bleme in jih ni mogoče uporabiti na različnih problemih. V našem programu
smo z uvedbo registracije poljubnih entitetnih tipov dosegli prilagodljivost
sistema različnim problemom. Večina implementacij modela pretokovnega
programiranja nima implementiranega uporabniškega vmesnika, kar pomeni,
da ni primerna za uporabnike z manj tehničnega znanja. Naš sistem, po-
leg zalednega dela, vsebuje tudi preprost uporabniški vmesnik, ki omogoča
enostavno uporabo aplikacije. Nekatera obstoječa orodja, zlasti tista, ki vse-
bujejo tudi uporabniški vmesnik, imajo zahteven postopek namestitve. Naš
program je enostaven za namestitev, saj je celoten program zapakiran v jar
datoteko. Zaradi uporabe vgrajenega spletnega strežnika, ni potrebno pred-
hodno nameščati in nastavljati drugega aplikacijskega strežnika.
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Poglavje 3
Opis in načrt sistema
V okviru magistrske naloge smo izdelali načrt sistema, ki je namenjen ana-
lizi in prikazu različnih podatkov in ga kasneje tudi implementirali. V tem
poglavju opišemo predlagani sistem, predstavimo osnovne koncepte, uporab-
niške vloge in pripadajoče akcije za posamezno vlogo. Podrobnosti arhitek-
ture in implementacije so opisane v naslednjih poglavjih.
Predlagani sistem je namenjen analizi in prikazu podatkov. Deluje na
podlagi tokov in omogoča prikaz, zlivanje, urejanje in spreminjanje podat-
kov. Podatki, ki se pretakajo, so pridobljeni iz različnih virov in namenjeni
različnim ciljem. Vsak proces, ki sodeluje v programu, je samostojen in se
lahko izvaja neodvisno od drugih. Z izvajanjem začne takrat, ko na vhod
prejme podatke. Takrat jih obdela in preko svojega izhoda pošlje naslednjim
procesom.
S predlaganim sistemom želimo izvajati različne pretočne programe. Po-
tek programov definiramo z risanjem diagramov, ki so sestavljeni iz med seboj
povezanih procesov. Primer programa, ki ga želimo izvajati, prikazuje dia-
gram na Sliki 3.1. Na diagramu se podatki najprej preberejo iz datoteke in se
nato pretočijo čez tabelo. Tu se iz vhodne datoteke izluščijo samo stolpci, ki
jih določi uporabnik z lastnostjo columns. Nato se izluščeni podatki prikažejo
na grafu.
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Input file
fileName = "input.csv"
            
               
Table
columns = [c1, c3, c5]
          
               
Chart
Slika 3.1: Primer diagrama pretokovnega programa.
Posamezen proces opišemo z entiteto in predstavlja osnovno enoto našega
sistema. Vsaka entiteta pripada določenemu tipu in povzema vse njegove la-
stnosti ter delovanje. Posamezna entiteta omogoča nalaganje, upravljanje,
obdelavo, shranjevanje ali prikaz podatkov. Naš sistem upravlja z entitetami
tako, da omogoča dodajanje, brisanje, prikazovanje in medsebojno povezova-
nje entitet. Preko povezav se nato izvede obdelava in prenos podatkov med
entitetami.
Želeli smo razviti sistem, ki omogoča popolno modularnost in razširitev
s poljubnimi entitetnimi tipi. Za ta namen je potrebno vsak entitetni tip
v pretokovnem programu registrirati. Z registracijo entitetnih tipov smo
zagotovili pravilno delovanje sistema, saj na ta način sistem ve, kaj lahko s
katerim od tipov počne. Registracija se izvede ob zagonu sistema.
Za definiranje entitetnega tipa je potrebno določiti:
• ime entitetnega tipa,
• lastnosti entitetnega tipa,
• metode za delo z entitetnim tipom,
• seznam sprejemljivih vhodov entitetnega tipa.
Povezovanje entitet omogoča obdelavo in prenos podatkov. Potrebno je
zagotoviti, da bodo povezane entitete med seboj sinhronizirane. To po-
meni, da če se spremeni oziroma osveži vsebina neke entitete, je potrebno
osvežiti še entitete, katere so povezane na izhod osvežene entitete.
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Iz vidika sinhronizacije sistema in osveževanja prikaza podatkov je po-
trebno med odjemalcem in strežnikom zagotoviti komunikacijo, ki poteka
v realnem času. Tako dosežemo, da strežnik pošilja odjemalcu osvežene po-
datke za prikaz, ne da bi ta predhodno podal zahtevek za osvežene podatke.
Naš sistem predvideva dva tipa uporabnikov in sicer skrbnik in navadni
uporabnik. Skrbnik je zadolžen za administracijo in vzpostavitev delovanja
programa. Definira poljubne entitetne tipe in poskrbi za njihovo registracijo.
Uporabnik sistema ima dostop do grafičnega vmesnika preko katerega do-
stopa in uporablja naš program. Uporabnik ima preko grafičnega vmesnika
dostop do naslednjih akcij:
• ustvarjanje entitet posameznega tipa,
• določanje lastnosti entitete,
• povezovanje entitet,
• proženje procesiranja podatkov,
• shranjevanje narisanega diagrama poteka,
• nalaganje in uporaba shranjenega diagrama poteka.
3.1 Opis delovanja
Predlagani sistem je arhitekturno razdeljen na dva dela in sicer uporabniški
in zaledni del. Uporabniški del vsebuje vmesnik in je namenjen končnemu
uporabniku. Preko vmesnika lahko uporabnik ustvari diagram poteka ter z
njim določi način pretoka in obdelavo podatkov v programu. Uporabniški del
tekom delovanja sistema ves čas komunicira z zalednim delom. Zaledni del
je ključen za delovanje sistema, saj se procesiranje zahtevkov ter posledično
pretok in obdelava podatkov izvaja na tem delu sistema.
Osnovna enota našega sistema je entiteta, ki pripada določenemu tipu.
Posamezen entitetni tip je mogoče registrirati pred zagonom programa tako,
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da se za entitetni tip ustvari razred, ki razširja razred AbstractEntity in ima
implementirane vnaprej določene metode.
Smer toka podatkov v sistemu se določi s povezovanjem entitet med seboj.
Podatki med dvema entitetam (entiteta A in entiteta B) prehajajo tako, da
najprej entiteta A prejme podatke, jih obdela in pošlje naprej na svoj izhod.
Entiteta B v tem trenutku prejme zahtevek za osvežitev, zato najprej pridobi
podatke iz svojega vhoda (entiteta A). Nato prejete podatke ustrezno obdela
in pošlje naprej na svoj izhod. Potek pretoka in obdelave podatkov med
dvema entitetama prikazuje Slika 3.2.
vhod
procesiranje
izhod
Entiteta A Entiteta B
vhod
procesiranje
izhod
Slika 3.2: Potek pretoka in obdelave podatkov med entitetama.
Obdelava in prikaz podatkov v sistemu se določi z ustvarjanjem entitet.
Vsaka entiteta pripada določenem entitetnemu tipu, ki določa na kakšen
način se bodo podatki obdelali. Pri postopku ustvarjanja nove entitete se
ta najprej shrani v lokalno shrambo na strežniškem delu. Dialog za ure-
janje lastnosti entitete sproži zahtevo po pridobitvi podatkov, ki so na en-
titetnem tipu definirani z metodo getParametersAndData(). Urejevalnik la-
stnosti se nato posodobi s prejetimi podatki. Ob shranjevanju nastavlje-
nih lastnosti se sproži zahteva za osveževanje entitete. Najprej se z me-
todo hasValidInputs() preveri ali so tipi entitet, ki so povezane na njen
vhod, v naboru dovoljenih vhodov za to entiteto. Poleg tega se z metodo
getRequiredVariableInputs() pridobi seznam atributov, katerim je potrebno
določiti vrednost pred osveževanjem entitete. V primeru, da sta oba po-
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goja izpolnjena – entiteta ima veljavne vhode in vsi obvezni atributi imajo
nastavljeno vrednost – se z metodo processRequest() proži delovanje enti-
tete. Po končanem procesiranju entiteta še pošlje zahtevo za osvežitev vseh
entitet, ki so povezane na njen izhod. Entiteta lahko poleg obdelave po-
datkov tudi prikazuje določeno vsebino. Način prikaza vsebine je določen
znotraj entitetnega tipa, podatki, ki bodo prikazani, pa se pripravijo z me-
todo processRequest(). V primeru, da entitetni tip določa tudi prikazovanje
vsebine, se po zaključenem procesiranju ta vsebina pridobi in pošlje na stran
odjemalca, kjer se prikaže na uporabniškem vmesniku. Postopek ustvarjanja
nove entitete je prikazan na Sliki 3.3.
proženje osvežitve
entitete
getRequiredVariableInputs()
hasValidInputs()
dodajanje entitete v
lokalno shrambo
pridobitev lastnosti
entitete getParametersAndData()
1. ustvarjanje nove entitete
4. shranjevanje lastnosti entitete
processRequest()
proženje osvežitve 
izhodnih entitet
pridobitev vsebine za prikaz
2. začetek urejanja lastnosti entitete
3. posodobitev dialoga za urejanje lastnosti s pridobljenimi podatki
5. prikaz vsebine znotraj entiete
1. preverjanje veljavnih vhodov
2. preverjanje vnosa obveznih atributov
3. proženje delovanja entitete
Entiteta
razred AbstractEntity
getAllowedInputs()
Slika 3.3: Postopek ustvarjanja in osveževanja entitete.
Pri povezovanju dveh entitet (entiteta A in entiteta B) med seboj se naj-
prej sprožijo kontrole povezovanja na uporabniškem delu. Kontrola preverja
dovoljene vhodne tipe entitete B in njihovo število. Podatki o dovoljenih
entitetnih tipih in njihovem številu so določeni z metodo getAllowedInputs()
na entitetnem tipu in se prenesejo na stran odjemalca ob vzpostavitvi seje.
Tako ob povezovanju dveh entitet med seboj, odjemalec iz lokalne shrambe
pridobi podatke za določen entitetni tip in na podlagi teh izvede kontrolo
povezovanja entitet. V primeru, da sta oba pogoja izpolnjena – tip entitete
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A je v naboru dovoljenih vhodov entitete B in število vhodnih entitet tega
tipa ne presega definiranega največjega števila – se izvede osveževanje enti-
tete B. Postopek osveževanja pri povezovanju dveh entitet je enak postopku
osveževanja pri ustvarjanju entitete in je opisan zgoraj. Postopek osveževanja
je predstavljen na Sliki 3.4.
proženje osvežitve
entitete
getRequiredVariableInputs()
hasValidInputs()
getAllowedInputs()
2. osvežitev entitete
processRequest()
proženje osvežitve 
izhodnih entitet
pridobitev vsebine za prikaz
3. prikaz vsebine znotraj entiete
1. preverjanje veljavnih vhodov
2. preverjanje vnosa obveznih atributov
3. proženje delovanja entitete
Entiteta B
razred AbstractEntity
getParametersAndData()
Entiteta A
1. kontrola dovoljenih vhodov entitete B
Slika 3.4: Postopek povezovanja dveh entitet.
3.2 Primer uporabe
V tem razdelku je opisan primer uporabe predlaganega sistema. Najprej je
podana osnovna ideja in želeno delovanje. Nato sledi opis postopka uporabe
predlaganega sistema za dosego želenega delovanja. Podan je tudi primer
registracije entitetnega tipa Chart.
3.2.1 Ideja
Želimo izdelati pretočni program, ki bo znal prebrati vsebino neke datoteke,
si podatke lokalno shraniti in vsebino datoteke tudi prikazati. Iz vseh podat-
kov je potrebno izluščiti tiste, ki uporabnika zanimajo. Obdelane oziroma
izluščene podatke je potrebno lokalno shraniti, da se jih lahko uporabi za
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nadaljnjo obdelavo. Nato je te podatke potrebno prikazati na grafu. Pred-
postavimo, da se prvotna prebrana datoteka osvežuje in spreminja na določen
interval. Zato je potrebno zagotoviti avtomatizirano osveževanje prikaza po-
datkov, da bodo prikazani podatki vedno ažurni. Pretočni program in s tem
potek predajanja podatkov v želenem sistemu je predstavljen na Sliki 3.5.
Input file
fileName = "input.csv"
            
               
Table
columns = [c1, c3, c5]
          
               
Display input file
c1,c2,c3,c4,c5,c6
2018,312,3.75,10.87,16.65,6.44
2017,148,3.52,5.2,7.3,2.6
2018,17,3.20,80.05,120.12,40.2
2019,108,3.48,3.22,6.54,22.1
Chart
Slika 3.5: Diagram poteka predajanja podatkov v željenem sistemu.
Diagram na Sliki 3.5 prikazuje potek programa, ki avtomatsko prikazuje
celotno vsebino datoteke in izluščenih podatkov na grafu. Program je se-
stavljen iz štirih entitet, kjer vsaka izmed njih opravi svojo nalogo. Naloga
posamezne entitete je definirana v datoteki, ki je podana ob registraciji. Pri-
kaz na zaslon se osvežuje na določen interval.
Entiteta tipa Input file prebere vsebino datoteke input.csv in podatke
zapiše v svojo lokalno shrambo. Nato entiteta tipa Display input file pri-
dobi podatke iz svojega vhoda tako, da entiteto tipa Input file vpraša po
njenih shranjenih podatkih in jih prikaže v oknu na zaslonu. Tudi entiteta
tipa Table pridobi podatke iz svojega vhoda, jih obdela glede na podane
parametre in obdelane podatke shrani v svojo lokalno shrambo. Nazadnje
entiteta tipa Chart pridobi podatke iz svoje vhodne entitete tipa Table in jih
prikaže na grafu. Na entiteti tipa Input file je nastavljen osveževalnik, ki na
določen interval osveži njeno vsebino. Osveževanje posamezne entitete sproži
osveževanje vseh entitet, ki so pripete na izhod. Posledično se na določen
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interval osvežujeta tudi entiteti za prikaz podatkov.
3.2.2 Uporaba sistema za analizo in prikaz podatkov
V tem razdelku je predstavljena uporaba našega sistema na primeru, ki je
opisan v zgornjem poglavju. V levem meniju na uporabniškem vmesniku so
na voljo različne akcije, s katerimi se lahko načrtuje diagram poteka. Iz na-
bora registriranih entitet v levem meniju z akcijo ’povleci in spusti’ na glavno
okno ustvarimo entiteto željenega tipa. Entitete med seboj povežemo tako,
da povežemo izhodni in vzhodni povezovalnik (angl. connector). Primer
povezovanja je prikazan na Sliki 3.6.
Slika 3.6: Leva slika prikazuje izris povezave, preden sta povezani, desna pa
prikazuje že vzpostavljeno povezavo med entitetama.
Povezave med entitetami narekujejo potek in predajanje podatkov. Ko
ustvarimo diagram poteka, je potrebno definirati vrednosti vseh zahtevanih
lastnosti. Do vnosnega okna pridemo tako, da z desnim klikom na posamezno
entiteto odpremo meni z dodatnimi akcijami (Slika 3.7), kjer se nahaja tudi
akcija za vnos lastnosti. Nato nastavimo še osveževanje sistema.
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Slika 3.7: Menu, kjer se nahajajo akcije vezane na entiteto.
Kot smo že v opisu ideje definirali, je entiteta tipa Input file tista, ka-
tere vsebina se spreminja. V stranskem meniju odpremo okno za vklop
osveževalnika. V oknu nastavimo entiteto, ki naj se osvežuje ter željen inter-
val, kot prikazuje Slika 3.8.
Slika 3.8: Okno za vnos nastavitev časovnika.
Končni diagram poteka, s prikazanimi podatki, je prikazan na Sliki 3.9.
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Slika 3.9: Uporaba pretokovnega programa za prikaz podatkov.
3.2.3 Primer registracije entitetnega tipa
Za registracijo delovanja posameznega entitetnega tipa je potrebno pred za-
gonom pretokovnega programa podati implementacijo tipa. Na ta način se
definira delovanje entitetnega tipa. Kot primer sledi opis datoteke za regi-
stracijo entitetnega tipa Chart.
public abstract class AbstractEntity {
public abstract void processRequest ();
public abstract String toString ();
public abstract String [] toArray ();
public abstract Byte[] toByteArray ();
public abstract List <String > getRequiredVariableInputs ();
public abstract boolean hasValidInputs ();
public abstract Map <String , Integer > getAllowedInputs ();
public String getParametersAndData(String [] params);
}
Izsek kode 3.1: Abstraktni razred AbstractEntity.
Za registracijo entitetnega tipa je potrebno podati javanski razred, ki razširja
nadrazred AbstractEntity in implementirati abstraktne metode, ki so defini-
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rane v nadrazredu. Abstraktni razred AbstractEntity je prikazan na Izseku
kode 3.1.
Metoda processRequest() je najpomembnejša, saj se z njeno implementa-
cijo določi funkcija in delovanje entitetnega tipa. Na entitetnem tipu Chart
se podatki preberejo iz vhodne entitete in se zapišejo v strukturo, ki jo pred-
videva knjižnjica za izris grafov (Izsek kode 3.2).
@Override
public void processRequest () {
List <AbstractEntity > inputs = this.getInputs ();
String data = "";
AbstractEntity e = inputs.get (0);
if(e.toArray () != null){
String [] array = e.toArray ();
data = "{ x:" + array [0] + ", y:" + array [1] + "}";
}
this.setDataString(data);
}
Izsek kode 3.2: Implementacija metode processRequest() entitetnega tipa
Chart.
Metoda getRequiredVariableInputs() vrača seznam, kateri vsebuje imena
atributov, ki so obvezni za proženje osveževanja. Vrednost teh atributov
uporabnik določi na uporabniškem vmesniku.
@Override
public List <String > getRequiredVariableInputs () {
List <String > var = new LinkedList <String >();
var.add("x");
var.add("y");
return var;
}
Izsek kode 3.3: Implementacija metode getRequiredVariableInputs()
entitetnega tipa Chart.
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Na entitetnem tipu Chart (izsek kode 3.3) sta obvezna atributa x in y, s
katerima se določi nabor podatkov za prikaz na grafu (x os, y os).
Z metodo hasValidInputs() se določi ali so vhodi entitete veljavni. Veljavni
vhodi entitete so pogoj za osveževanje entitete. Na entitetnem tipu Chart je
pogoj, da ima entiteta veljavne vhodne entitete naslednji: na vhod entitete
mora biti pripeta vsaj ena entiteta, sicer pogoj ni izpolnjen. Primer metode
hasValidInputs() entitetnega tipa Chart prikazuje Izsek kode 3.4.
@Override
public boolean hasValidInputs () {
List <AbstractEntity > inputs = this.getInputs ();
if(inputs.size() > 0) {
return true;
}
return false;
}
Izsek kode 3.4: Implementacija metode hasValidInputs() entitetnega tipa
Chart.
Z metodo getAllowedInputs() se določijo dovoljene vhodne entitete in nji-
hovo število. Na entitetnem tipu Chart je definirano, da se na vhod lahko
poveže ena entiteta tipa Table. Primer metode getAllowedInputs() entitetnega
tipa Chart prikazuje Izsek kode 3.5.
@Override
public Map <String , Integer > getAllowedInputs (){
Map <String , Integer > list = new HashMap <String , Integer >();
list.put("Table", 1);
return list;
}
Izsek kode 3.5: Implementacija metode getAllowedInputs() entitetnega tipa
Chart.
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Metoda getParametersAndData() določa seznam lastnosti, katerim je po-
trebno, pred osveževanjem entiete, nastaviti vrednosti in se prikažejo v oknu
za urejanje lastnosti. Na entitetnem tipu Chart so to imena stolpcev, ki naj
se prikažejo na x in y osi. Lahko se določi tudi tip grafa, kot na primer črtni,
stolpični, ploščinski. Primer metode getParametersAndData() entitetnega tipa
Chart prikazuje Izsek kode 3.6.
@Override
public String getParametersAndData(String [] params) {
return "{’x’ : ’’, ’y’ : ’’, ’type ’: [’line ’, ’bar ’]}";
}
Izsek kode 3.6: Implementacija metode getParametersAndData() entitetnega
tipa Chart.
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Poglavje 4
Arhitektura sistema
V tem poglavju predstavimo osnovni koncept delovanja in arhitekturo pre-
dlaganega sistema za anilizo in prikaz podatkov.
Strukturo sistema smo razdelili na uporabniški in zaledni del, ki med se-
boj komunicirata. Odjemalec najprej vzpostavi povezavo, preko katere nato
komunicira s strežnikom. Ko je povezava uspešno vzpostavljena, odjema-
lec od strežnika pridobi vse registrirane entitetne tipe, ki jih sistem pozna
in na podlagi odgovora napolni knjižnico entitetnih tipov na uporabniškem
vmesniku. Ti entitetni tipi se nato uporabijo za risanje diagramov poteka.
Uporabnik nato, na uporabniškem vmesniku, ustvari entiteto tako, da en-
titetni tip povleče na glavno okno. Ko se ustvari nova entiteta, odjemalec
pošlje sporočilo, s podatki o novi entiteti, strežniku. Strežnik nato ustvari
novo entiteto in jo zapiše v lokalno shrambo. Ko uporabnik nastavi lastnosti
entitete, ki jih zahteva entitetni tip, odjemalec pošlje sporočilo za osvežitev
entitete, skupaj z nastavljenimi lastnostmi. Strežnik si nato posodobi že prej
shranjeno entiteto in sproži osvežitev. V primeru, da ima osvežena entiteta
definirano vsebino za prikaz, strežnik pošlje odjemalcu sporočilo, ki vsebuje
to vsebino. Odjemalec nato to vsebino prikaže znotraj entitete, kateri pri-
pada. Uporabnik lahko med seboj povezuje entitete in na ta način kreira
diagram poteka. Ko ustvari povezavo med dvema entitetama, odjemalec na
strežnik pošlje sporočilo za osvežitev entitete, na katero se je druga povezala.
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Zgoraj opisani potek delovanja pretokovnega programa prikazuje Slika 4.1.
Zaledni	delUporabniški	del
1.	Odjemalec	pošlje	zatevek	za	vzpostavitev	WebSocket	povezave
2.	Stežnik	pošlje	odgovor	o	uspešno	vzpostavljeni	povezavi
3.	Odjemalec	pošlje	zahtevek	po	vseh	registriranih	entitetnih	tipih
4.	Strežnik	pošlje	odgovor	z	vsemi	registriranimi	entitetnimi	tipi
7.	Odjemalec	pošlje	sporočilo	o	novi	ustvarjeni	entieteti	A
5.	Odjemalec	shrani	vse	entitetne	tipe,	ki	se	kasneje	uporabijo	pri	risanju	diagrama
10.	Odjemalec	pošlje	zahtevek	za	osvežitev	entitete	A
12.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	A
6.	Uporabnik	ustvari	eniteto	A
9.	Uporabnik	nastavi	lastnosti	entitete	A
8.	Strežnik	v	lokalno	shrambo	doda	novo	entiteto	A
11.	Strežnik	posodobi	entiteto	A	in	sproži	osvežitev
13.	Uporabnik	ustvari	eniteto	B
14.	Odjemalec	pošlje	sporočilo	o	novi	ustvarjeni	entieteti	B
15.	Strežnik	v	lokalno	shrambo	doda	novo	entiteto	B
16.	Uporabnik	poveže	eniteti	A	in	B
17.	Odjemalec	pošlje	zahtevek	za	osvežitev	entitete	B
19.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	B
18.	Strežnik	posodobi	entiteto	B	in	sproži	osvežitev
Slika 4.1: Potek delovanja pretokovnega programa.
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Sinhronizacija stanja v sistemu in med entitetami se zagotavlja z uporabo
osveževalnika. Osveževalnik je mogoče nastaviti na poljubno entiteto, poleg
tega pa se nastavi čas osveževanja te entitete. Na določen interval se proži
osveževanje, posledično se na interval osvežuje tudi prikaz entitete na uporab-
niškem vmesniku. Potek osveževanja je prikazan na Sliki 4.2. Podrobnosti
arhitekture so opisane v nadaljevanju.
Zaledni	delUporabniški	del
2.	Odjemalec	pošlje	sporočilo	o	novi	ustvarjeni	entieteti	A
5.	Odjemalec	pošlje	zahtevek	za	osvežitev	entitete	A
7.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	A
1.	Uporabnik	ustvari	eniteto	A
4.	Uporabnik	nastavi	lastnosti	entitete	A
3.	Strežnik	v	lokalno	shrambo	doda	novo	entiteto	A
6.	Strežnik	posodobi	entiteto	A	in	sproži	osvežitev
8.	Uporabnik	nastavi	osveževalnik	na	entiteto	A
9.	Odjemalec	pošlje	zahtevek	za	vklop	osveževalnika	na	entiteti	A
10.	Strežnik	vklopi	osveževalnik	in	sproži	osvežitev	entitete	A	na	določen	interval
11.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	A	(na	interval)
11.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	A	(na	interval)
11.	Strežnik	pošlje	sporočilo	z	vsebino	za	prikaz	za	osveženo	entiteto	A	(na	interval)
Slika 4.2: Potek delovanja pretokovnega programa z osveževalnikom.
Arhitektura pretokovnega programa je dvonivojska (Slika 4.3) in se deli
na uporabniški in zaledni del. Uporabniški del obsega uporabniški vmesnik,
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ki je namenjen končnemu uporabniku, in dodatne kontrole, ki so potrebne
za zagotavljanje pravilnosti delovanja vmesnika. Zaledni del zajema nasta-
vitve sistema, registracijo poljubnih entitetnih tipov in strežniški del, ki je
namenjen obdelavi in procesiranju zahtevkov.
Registracija tipov
Strežniška aplikacija
Nastavitev sistema
Uporabniški del Zaledni del
Prikazovalnik
Kontrola izrisovanja
Slika 4.3: Arhitektura sistema za analizo in prikaz podatkov.
4.1 Uporabniški del
Uporabniški del obsega prikazovalnik, kjer se izrišejo entitete in povezave med
njimi, ter kontrolo za izrisovanje. Z dodajanjem in odstranjevanjem entitet
ter njihovim povezovanjem se ustvari diagram poteka, ki narekuje predajanje
in obdelavo podatkov. Uporabniški del ves čas dostopa do podatkov o tipih
entitet, ki so trenutno registrirani v sistemu. Na ta način smo zagotovili,
da uporabnik vedno rokuje z aktualnimi tipi, kar zagotavlja pravilno delova-
nje sistema. Podroben opis implementacije uporabniškega dela je opisan v
Poglavju 5.2.
Prikazovalnik predstavlja uporabniški vmesnik in je namenjen končnemu
uporabniku. Uporabniški vmesnik vsebuje stranski meni s splošnimi akcijami
in glavno okno, namenjeno izrisovanju entitet in povezav med njimi. Splošne
akcije, do katerih uporabnik dostopa, so naslednje:
• ustvarjanje entitete – akcija odpre spustni seznam z vsemi registrira-
nimi entitetnimi tipi, ki jih sistem poznam,
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• vklop osveževalnika – akcija omogoča določitev osveževanja na posa-
mezni entiteti, s čimer se zagotovi sinhronizacija sistema,
• prenos diagrama – akcija zapiše narisani diagram v določeno JSON
strukturo in jo lokalno shrani,
• nalaganje diagrama – akcija odpre dialog preko katerega je mogoče
naložiti JSON strukturo, ki na uporabniškem vmesniku izriše diagram,
• prikaz informacij – akcija odpre navodila za uporabo vmesnika.
Poleg splošnih akcij so na voljo še akcije, ki so vezane na posamezno entiteto.
Akcije so naslednje:
• urejanje lastnosti – akcija odpre dialog, kjer se vnese vrednosti zahte-
vanih lastnosti entitete,
• dodajanje vhodnega priključka – akcija ustvari dodatni vhodni pri-
ključek na entiteti,
• izklop osveževalnika – akcija odstrani osveževalnik, ki je bil predhodno
dodan na entiteto,
• odstranitev entitete – akcija izbriše entiteto.
Kontrola za povezovanje predstavlja pomemben vidik uporabniškega dela,
saj smo z uvedbo te kontrole zmanjšali število napak ter možnost neskladja
med uporabniškim in zalednim delom. Kontrola za povezovanje izvaja pre-
verjanje po korakih, ki so opisani v nadaljevanju. Za lažjo razlago preverjanja
si zamislimo dve entiteti – entiteta A in entiteta B. Entiteta A se povezuje
na entiteto B, torej ima entiteta B na vhodni povezovalnik povezano entiteto
A. Kontrola za povezovanje najprej preveri ali ima entiteta B definirane do-
voljene tipe entitet, ki se lahko povežejo na njen vhod. Če dovoljeni vhodi
obstajajo, potem preveri ali je tip entitete A v naboru dovoljenih vhodov
entitete B. Če sta oba pogoja izpolnjena, kar pomeni, da je entiteta A ena
izmed veljavnih vhodov entitete B, se še preveri ali trenutno število entitet,
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ki so povezane na vhod entitete B, presega število dovoljenih entitet. V pri-
meru vseh izpolnjenih pogojev, se entiteti med seboj povežeta, sicer pa je
uporabnik obveščen z napisom na uporabniškem vmesniku.
4.2 Zaledni del
Zaledni del obsega nastavitveni in registracijski del ter strežniško aplika-
cijo. Nastavitveni del služi nastavljanju splošnih nastavitev pretokovnega
programa, ki se jih določi z nastavitveno datoteko. Podrobnosti implemen-
tacije nastavitvenega dela so opisane v Poglavju 5.1.2. Za delovanje sistema
je potrebno nastaviti naslednje spremenljivke v datoteki:
• socketPort – vrata, na katerih je dosegljiv strežnik,
• rootFolder – pot do imenika, kjer se nahaja datoteka jar, kamor je
zapakiran naš sistem,
• dataFolder – pot do imenika, kjer se nahajajo implementacije entitetnih
tipov, ki jih želimo registrirati,
• localFolder – pot do imenika, kjer sistem odloži prevedene razrede en-
titetnih tipov.
Registracijski modul predstavlja pomemben koncept pretokovnega pro-
grama, saj omogoča polno razširljivost in modularnost sistema s poljubnim
entitetnim tipom. Registracija tipov se izvede ob zagonu programa. Po-
ljubni tip entitete se registrira tako, da se implementira razred, ki vsebuje
implementacijo vnaprej določenih metod. Te metode opisujejo delovanje po-
sameznega entitetnega tipa. Podrobnosti implementacije registracijskega po-
stopka so opisane v Poglavju 5.1.3. Primer registracijske datoteke, ki vsebuje
implementacije vseh potrebnih metod, je opisan v Poglavju 3.2.
Strežniška aplikacija teče na spletnem strežniku in je namenjena spre-
jemu zahtevkov ter njihovi obdelavi. Vsak zahtevek vsebuje pošiljatelja, da
strežniška aplikacija ve ali gre za zahtevke, ki so poslani s strani posamezne
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entitete, ali gre za zahtevke, ki so splošne oziroma sistemske narave. Po-
leg tega vsak zahtevek vsebuje tudi ime oziroma identifikator zahtevka, na
podlagi katerega strežniška aplikacija izvede ustrezne akcije. Podroben opis
implementacije strežniške aplikacije je podan v Poglavju 5.1.4.
4.3 Komunikacija
Pred vzpostavitvijo povezave za komuniciranje, se mora uporabnik predsta-
viti strežniku in uspešno avtenticirati. Uporabili smo osnovno HTTP avten-
tikacijsko shemo (angl. HTTP basic authenitication), ki je opisana v določilu
RFC 7617 [10]. Pri tej shemi se uporabniški podatki, ki so potrebni za av-
tentitkacijo, kodirajo v Base64 niz in se, v glavi HTTP zahteve, pošljejo na
strežnik.
Kot smo že v načrtu sistema navedli, je bilo med uporabniškim in za-
lednim delom potrebno zagotoviti komunikacijo, ki poteka v realnem času.
Iz tega vidika smo se odločili za uporabo WebSocket protokola, ki je opisan
v določilu RFC 6455 [11]. Potek komunikacije po WebSocket protokolu je
prikazan na Sliki 4.4.
StrežnikOdjemalec
1.	Zahtevek	za	vzpostavitev	povezave
2.	Potrditveni	odgovor
3.	Izmenjevanje	sporočil	-	dvosmerna	komunikacija
4.	Zaprtje	povezave	-	odjemalec	ali	strežnik	zapre	povezavo
Slika 4.4: Potek komunikacije po WebSocket protokolu.
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Protokol WebSocket omogoča dvosmerno komunikacijo med odjemalcem
in strežnikom. Protokol je sestavljen iz začetnega rokovanja (angl. han-
dshake), ki mu sledi pošiljanje sporočil preko TCP protokola. Rokovanje po-
teka tako, da odjemalec najprej pošlje HTTP posodobitveni zahtevek (angl.
upgrade request) na strežnik. Primer posodobitvenega zahtevka prikazuje
Izsek kode 4.1. Iz primera posodobitvenega zahtevka, natančneje iz polja
Authorization, je razvidno, da se za postopek avtentikacije uporablja osnovna
(angl. basic) HTTP avtentikacijska shema.
GET ws://un:pass@127 .0.0.1:50000/ HTTP /1.1
Host: 127.0.0.1:50000
Connection: Upgrade
Authorization: Basic YWRtaW46YWRtaW5wYXNz
Upgrade: websocket
Origin: http:// example.com
Sec -WebSocket -Version: 13
Accept -Encoding: gzip , deflate , br
Accept -Language: en -US ,en;q=0.9
Sec -WebSocket -Key: SjupCMVynads8GFd88l7hQ ==
Izsek kode 4.1: Primer posodobitvenega zahtevka.
Strežnik nato odgovori s potrditvenim sporočilom. HTTP status potrdi-
tvenega sporočila ima vrednost 101, s katerim pove, da je strežnik potrdil
zamenjavo protokola (angl. switching protocol). Primer potrditvenega odgo-
vora prikazuje Izsek kode 4.2.
HTTP /1.1 101 Switching Protocols
Date: Thu , 04 Jul 2019 15:45:11 GMT
Sec -WebSocket -Extensions: permessage -deflate
Connection: Upgrade
Sec -WebSocket -Accept: WZ6w6C4ihu5MtkkRdPHg4 /+5 nzc=
Server: Jetty (9.4.15. v20190215)
Upgrade: WebSocket
Izsek kode 4.2: Primer potrditvenega sporočila.
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Če je rokovanje uspešno, lahko odjemalec in strežnik začneta pošiljati
sporočila preko ene TCP povezave. Protokol WebSocket omogoča, da lahko
tako odjemalec kot strežnik kadarkoli pošiljata sporočila. Strežniku tako
ni potrebno čakati na zahtevek s strani odjemalca, na katerega bi kasneje
odgovoril. Povezava se zapre, ko odjemalec ali strežnik na svoji strani zapreta
povezavo.
Z uporabo protokola WebSocket smo dosegli dvosmerno komunikacijo, ki
poteka v realnem času, kar je bila tudi ena od glavnih ciljev tega dela.
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Poglavje 5
Opis implementacije
V tem poglavju natančneje predstavimo delovanje in podrobnosti impele-
mentacije pretokovnega programa.
Arhitektura pretokovnega programa je dvonivojska in se deli na uporab-
niški in strežniški del. Strežniški del smo razvili v programskem jeziku Java
in deluje na spletnem strežniku Jetty [12]. Odjemalec je implementiran v
programskem jeziku JavaScript. Za izris entitet in povezav med njimi smo
uporabili vtičnik jQuery flowchart.
5.1 Strežniški del
5.1.1 Komunikacija
Za vzpostavitev in zagotavljanje avtentikacije je potrebno to funkcionalnost
na strežniku vključiti. Kot smo že pri arhitekturi sistema navedli, smo upo-
rabili osnovno HTTP avtentikacijsko shemo. Za vzpostavitev avtentikacijske
sheme se pred zagonom strežnika nanj doda obdelovalnik, ki služi obdelavi
zahtevkov na področju varnosti (angl. security). Primer takega obdeloval-
nika je prikazan na Izseku kode 5.1.
Kot smo že v načrtu sistema navedli, je bilo potrebno zagotoviti asin-
hrono komunikacijo med odjemalcem in strežnikom, ki mora potekati v real-
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HashLoginService hls = new HashLoginService("Realm");
hls.setConfig("./ realm.txt");
ConstraintSecurityHandler s=new ConstraintSecurityHandler ();
Constraint constraint = new Constraint ();
constraint.setName(Constraint.__BASIC_AUTH);
//...
ConstraintMapping mapping = new ConstraintMapping ();
mapping.setConstraint(constraint);
//...
s.setConstraintMappings(Collections.singletonList(mapping));
s.setLoginService(hls);
//...
server.setHandler(s);
Izsek kode 5.1: Primer implementacije varnostnega obdelovalnika.
nem času. Odločili smo se za uporabo protokola WebSocket. Uporabili smo
spletni strežnik Jetty, ki že vsebuje implementacijo aplikacijskega program-
skega vmesnika (API) za tehnologijo WebSocket in preko le-tega je omogočen
dostop do orodij in metod za komunikacijo.
Za vzpostavitev komunikacije na stežniškem delu se pred zagonom strežnika
nanj doda obdelovalnik (angl. handler). Primer je prikazan na Izseku kode
5.2.
WebSocketHandler wsHandler = new WebSocketHandler () {
@Override
public void configure(WebSocketServletFactory factory) {
factory.register(MyWebSocketHandler.class);
}
};
server.setHandler(wsHandler);
Izsek kode 5.2: Dodajanje obdelovalnika na strežnik.
Obdelovalnik implementira metode, ki določajo obnašanje ob vzpostavi-
tvi in zaprtju povezave ter obravnavo napak pri komunikaciji. Vsebuje tudi
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metode, ki predstavljajo glavno točko pri prejemanju in pošiljanju sporoči.
Primer obdelovalnika, ki je implemenitran z WebSocket aplikacijskem pro-
gramskem vmesnikom strežnika Jetty, je prikazan na Izseku kode 5.3.
@WebSocket
public class MyWebSocketHandler {
@OnWebSocketClose
public void onClose(int statusCode , String reason) {}
@OnWebSocketError
public void onError(Throwable t) {}
@OnWebSocketConnect
public void onConnect(Session session) {}
@OnWebSocketMessage
public void onMessage(Session session , String message) {}
}
Izsek kode 5.3: Primer implementacije obdelovalnika.
5.1.2 Nastavitev pretokovnega programa
Pretokovni program je mogoče nastavljati preko datoteke, ki se nahaja v
imeniku poleg jar datoteke. Struktura nastavitvene datoteke je v formatu
JSON. Primer nastavitvene datoteke je podan z Izsekom kode 5.4.
{
"config": {
"socketPort": "50000",
"rootFolder":"/home/tjasa/Desktop/root/",
"dataFolder" : "/home/tjasa/Desktop/root/data",
"localFolder" : "/home/tjasa/Desktop/root/local"
}
}
Izsek kode 5.4: Primer konfiguracijske datoteke.
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Ob zagonu zaledni sistem poišče in prebere nastavitveno datoteko. Vredno-
sti iz datoteke se zapišejo v lokalno shrambo in se hranijo tekom delovanja
pretokovnega programa.
5.1.3 Registracija tipov entitet
V sistemu je mogoče registrirati poljubni entitetni tip. Za registracijo je po-
trebno pred zagonom programa podati implementacijo entitetnega tipa. Za
opis entitetnega tipa je predviden razred AbstractEntity, ki vsebuje podatke
o entitetnem tipu. Implementacijo entitetnega tipa se poda z razredom, ki
razširja že omenjeni razred AbstractEntity tako, da se implementira naslednje
metode:
• void processRequest() – metoda določa delovanje entitetnega tipa, nje-
gova glavna funkcija je opisana s to metodo,
• Map<String, Integer> getAllowedInputs() – metoda vrne seznam parov
(ključ, vrednost), kjer ključ predstavlja entitetni tip, ki se lahko po-
veže na vhod drugega entitetnega tipa. Vrednost predstavlja dovoljeno
število entitet tega tipa, ki se lahko pojavijo na vhodu,
• boolean hasValidInputs() – metoda je namenjena validaciji vhodov en-
tite,
• List<String> getRequiredVariableInputs() – metoda vrne seznam atri-
butov, ki jih mora uporabnik določiti na posamezni entiteti. Obstoj
vrednosti teh atributov je pogoj za osveževanje entitete,
• public String getParametersAndData(String[] params) – metoda name-
njena pridobitvi vseh lastnosti, katerim se nato nastavijo vrednosti pred
osveževanjem entitete.
Potrebno je še podati vrednost atributa entityName, ki določa ime enti-
tetnega tipa in se kasneje uporabi za prikaz na uporabniškem vmesniku.
Pri definiranju zgornjih metod imamo na voljo naslednje pomožne me-
tode:
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• List<AbstractEntity> getInputs() – seznam entitet, ki so povezane na
vhod,
• Byte[] getDataByteArray() – podatki, ki jih ima entiteta trenutno shra-
njene, v bajtih,
• String[] getDataArray() – podatki, ki jih ima entiteta trenutno shra-
njene, v tabeli nizov,
• String getDataString() – podatki, ki jih ima entiteta trenutno shra-
njene, kot niz.
Razred, ki predstavlja implementacijo entitetnega tipa in ga želimo regi-
strirati, je potrebno ustvariti v imeniku, ki je podan v nastavitveni datoteki
kot vrednost polja dataFolder. Ime razreda in posledično tudi datoteke je uni-
katna oznaka entitetnega tipa. Ob zagonu sistema se, po branju nastavitev,
sproži registracija entitetnih tipov. Med postopkom registracije se najprej
poiščejo javanski razredi. Nato se dinamično prevedejo z javanskim sistem-
skim prevajalnikom. Pri prevajanju se poda še imenik, kamor se nato odložijo
prevedeni razredi. Nato se z nalagalnikom razredov poiščejo in naložijo na
novo prevedeni razredi. Shranijo se v začasno shrambo, kjer so dostopni
tekom delovanja sistema. Nalaganje razredov je prikazano z Izsekom kode
5.5.
Map <String , Class <?>> registeredEntites = new
HashMap <String , Class <?>>();
Class <?> c = Class.forName(entityType , true , classLoader);
registeredEntites.put(entityType , c);
Izsek kode 5.5: Nalaganje prevedenih razredov.
Uporaba prevedenega in naloženega razreda se uporabi tako, da se v
shrambi poišče razred, ki je shranjen pod unikatno oznako entitetnega tipa
in se ustvari instanca tega razreda. Kreiranje instance je prikazano z Izsekom
kode 5.6.
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Class <?> c = registeredEntities.get(entityType);
Object inst = c.getDeclaredConstructor ().newInstance ();
Izsek kode 5.6: Kreiranje instance razreda.
Po uspešno zaključenem registracijskem postopku se zažene strežnik, ki je
dostopen preko vrat, ki so navedena v nastavitveni datoteki (spremenljivka
socketPort).
5.1.4 Obdelava zahtevkov
Uporabniški in zaledni del si sporočila izmenjujeta v strukturi JSON for-
mata. Za lažje delo s strukturami v JSON formatu, smo na strežniškem delu
uporabili knjižnico GSON, ki pretvori strukturo v Java objekt [13].
Po pretvorbi zahtevka, se v objektu najprej poišče polje requester, ki
označuje kdo je pošiljatelj zahtevka. Pretokovni program pozna dva tipa
pošiljatelja – system in entity. Tip system označuje zahtevke, ki so sistemske
narave in služijo vzpostavitvi ustreznega stanja na strani odjemalca. Tip en-
tity označuje zahtevke, ki so poslani s strani entitete in so namenjeni proženju
različnih akcij na nivoju entitete. Nato se v zahtevku poišče polje request, ki
predstavlja željeno akcijo in hkrati ime metode, ki naj se izvede na strežniški
aplikaciji. Na podlagi zgornjih pridobljenih podatkov, se poišče razred, ki
vsebuje zahtevano metodo za izvajanje. Na instanci najdenega razreda se
izvede metoda, ki se pokliče z uporabo tehnologije Java Reflection. Primer
dinamičnega iskanja in izvajanja metode opisuje Izsek kode 5.7.
Method method = RequestProcessor.class.getMethod(request);
SystemResponse invoke = (SystemResponse)
method.invoke(instance);
Izsek kode 5.7: Dinamično iskanje in izvajanje metode.
Zahtevki sistemskega tipa so naslednji:
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• getAllRegisteredEntities – zahteva po vseh registriranih entitetnih ti-
pih v sistemu,
• setRefresher – zahteva za vklop osveževalnika za sinhroniziranje entitet,
• removeRefresher – zahteva za izklop osveževalnika.
Na zahtevo po vseh registriranih entitetnih tipih, strežniška aplikacija od-
govori s seznamom vseh entitetnih tipov. Posamezni entitetni tip je predsta-
vljen v določeni strukturi, ki je poznana tudi odjemalcu. Zahtevek za vklop
osveževalnika na strežniškem delu služi vzpostavitvi časovnika. Časovnik na
določeni interval proži osveževanje posamezne entitete. Zahteva za izklop
osveževalnika prekliče delovanje časovnika. Postopek osveževanja je opisan v
nadaljevanju.
Zahtevki na nivoju entitete so naslednji:
• newEntity – zahteva za kreiranje nove entitete,
• refreshEntity – zahteva za proženje osvežitve entitete,
• removeEntity – zahteva za odstranitev entitete.
Na strežniški aplikaciji se tekom seje ves čas hrani stanje entitet. Z zah-
tevami, ki so poslane iz entitet, spreminjamo stanje v hrambi entitet na
strežniku. Zahteva za ustvarjanje nove entitete sporoči strežniški aplikaciji,
naj ta ustvari novo entiteto z določenim edinstvenim identifikatorjem. Edin-
stveni identifikator se zgenerira na strani odjemalca in je unikaten, dokler
entiteta obstaja.
Strežnik nato ustvari entiteto in jo zapiše v lokalno shrambo. Zahteva
za proženje osvežitve vedno vsebuje edinstveni identifikator entitete in ostale
podatke, ki so potrebni za delovanje sistema. Polje lastUpdated označuje kdaj
je bila entiteta nazadnje osvežena. Polje currentInputs predstavlja seznam
edinstvenih identifikatorjev entitet, ki so trenutno povezani na vhod. Polje
currentOutputs predstavlja seznam edinstvenih identifikatorjev, ki so trenutno
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povezani na izhod entitete. Razred, ki opisuje entiteto na strežniški strani,
je prikazan z Izsekom kode 5.8.
public class EntityData {
private Integer entityId;
private String title;
private String type;
private long lastUpdated;
private List <Integer > currentInputs;
private Set <Integer > currentOutputs;
private Custom custom;
private Integer interval;
}
Izsek kode 5.8: Razred, ki opisuje entiteto na strežniški strani.
Postopek osveževanja entitete je opisan v nadaljevanju. Za lažjo razlago
postopka si zamislimo entiteto, za katero želimo, da se osvežuje na določen
interval. Postopek se začne tako, da najprej preveri ali se entiteta že na-
haja v strežniški shrambi. Če entiteta ne obstaja, se kreira nova instanca
entitetnega tipa in se zapiše v shrambo, sicer se jo pridobi in posodobi z
novimi lastnostmi, kot smo jih prejeli v zahtevku. Nato se v obeh primerih
proži postopek osvežitve entitete. Najprej se preveri ali ima entiteta veljavne
vhode. Preverjanje se izvede tako, da se pokliče metoda hasValidInputs(),
ki je definirana znotraj razreda entitetnega tipa. Nato se še preveri, ali
ima entiteta nastavljene vse vrednosti atributov, ki so definirani v metodi
getRequiredVariableInputs() in je prav tako definirana znotraj razreda en-
titetnega tipa. Vrednosti atributov znotraj instance razreda tipa entitete
poiščemo s tehnologijo Java Reflection. Primer iskanja vrednosti atributov
znotraj instance prikazuje Izsek kode 5.9.
Field field = entity.getClass ().getField(variableName);
Object variableValue = field.get(entity);
Izsek kode 5.9: Iskanje vrednosti atributov znotraj instance razreda.
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V primeru, da sta oba pogoja izpolnjena – entiteta ima veljavne vhode in
nastavljene vrednosti zahtevanih atributov – se na instanci razreda izvede me-
toda processRequest(). Ta metoda določa osnovno delovanje oziroma glavno
funkcijo entitete. Po končanem procesiranju lahko entiteta odjemalcu pošlje
rezultat procesiranja. Entiteta ima prikaz rezultata definiran v datoteki, ki
mora biti poimenovana po entitetnem tipu in mora vsebovati končnico .js.
Datoteka se mora nahajati v imeniku, ki je določen s spremenljivko data-
Folder v nastavitveni datoteki. Vsebina datoteke mora definirati metodo
showContent(data). Z definiranjem te metode se določi vsebina, ki jo entiteta
prikaže na strani odjemalca. Primer vsebine datoteke za prikaz na uporab-
niškem delu prikazuje Izsek kode 5.10.
<div id="fileContent"></div >
<script >
function showContent(data){
var ctx = document.getElementById(’fileContent ’);
ctx.innerHTML = data;
}
</script >
Izsek kode 5.10: Primer implementacije metode za definiranje prikaza
rezultata.
V primeru, da za tip entitete obstaja pripadajoča datoteka za prikaz, se
ustvari sporočilo, ki se nato posreduje odjemalcu. Sporočilo vsebuje edin-
stveni identifikator entitete, vsebino najdene datoteke in pa podatke, ki jih
entiteta trenutno hrani in bodo na strani odjemalca podani kot argument
pri klicu metode showContent(data). S tem korakom se zaključi postopek
osveževanja oziroma procesiranja entitete. Entiteta nato sporoči še entite-
tam, ki so pripete na njen izhod, naj se osvežijo. Na ta način se zagotovi
sinhronizacija stanja in podatkov.
Pri zahtevi za odstranitev entitete, se v strežniški shrambi entitet poišče
entiteta in se jo izbriše. Povezavo na entiteto se odstrani tudi iz vseh se-
znamov vhodov in izhodov, kamor je bila entiteta povezana in se hranijo na
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ostalih entitetah.
5.2 Uporabniški del
5.2.1 Opis entitetnega tipa
Vsi entitetni tipi so na uporabniškem delu opisani z določeno strukturo v
formatu JSON. Primer strukture je prikazan na Izseku kode 5.11.
Struktra vsebuje polje properties, kjer se nahajajo vse lastnosti entitete.
Polje type označuje tip entitete in je unikaten za vsak registriran entitetni tip.
Znotraj custom polja se nahaja allowedInputs, ki vsebuje seznam entitetnih
tipov, ki se lahko povežejo na vhod entitete ter ševilo le-teh. Polje attributes
vsebuje imena atributov in njihove vrednosti, ki so bile določene na nivoju
entitetnega tipa. Polje props pa vsebuje atribute, ki jih je potrebno določiti
na nivoju posamezne entitete pred procesiranjem. Struktura lahko vsebuje
polje inputs, ki predstavlja seznam vhodov, ki se nato izrišejo kot vhodni
povezovalniki (angl. input connectors) in polje outputs, ki predstavlja seznam
izhodov, ki se nato izrišejo v izhodni povezovalnik (angl. output connectors).
Struktura je sestavljena tako, da jo zna prebrati tudi uporabljena knjižnica
za risanje Jquery flowchart, ki zna izrisati posamezno entiteto na uporab-
niškem vmesniku.
5.2.2 Komunikacija
Na uporabniškem delu smo za vzpostavitev komunikacije z zaledni delom
uporabili HTML5 WebSocket aplikacijski programski vmesnik (API) [14].
Vzpostavitev povezave se izvede tako, da se ustvari nov objekt tipa WebSoc-
ket. Nov objekt se ustvari tako, da se navede podatke za avtentikacijo in
naslov ter vrata, kjer je dostopna strežniška aplikacija. Primer vzpostavitve
povezave je prikazan na Izseku kode 5.12
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{
"properties": {
"type": "ETable",
"custom": {
"allowedInputs": {
"EInputFile": 1
},
"attributes": {
"lastUpdated": 0,
"entityName": "Table"
},
"props": {
"columns": ""
}
},
"inputs": {
"input_1": {
"label": "input"
}
},
"outputs": {
"output_1": {
"label": "output"
}
}
}
}
Izsek kode 5.11: Struktura JSON, ki opiše tip entitete.
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var ws = new WebSocket("ws://un:pass@127 .0.0.1:50000/");
Izsek kode 5.12: Vzpostavitev povezave s HTML5 WebSocket API.
Tako kot na strežniški aplikaciji, je tudi na strani odjemalca obdeloval-
nik (angl. handler), ki določa delovanje ob vzpostavitvi in zaprtju pove-
zave. Predstavlja glavno točko za prejem in pošiljanje sporočil ter skrbi za
obravnavo napak pri komunikaciji. Primer implementacije obdelovalnika z
metodami prikazuje Izsek kode 5.13
ws.onopen = function (){};
ws.onmessage = function(evt){};
ws.onclose = function (){};
ws.onerror = function(err){};
Izsek kode 5.13: Primer obdelovalnika na uporabniškem delu.
Ob vzpostavitvi povezave med uporabniškim in zalednim delom (metoda
onopen()), odjemalec najprej pošlje poizvedbo po vseh registriranih entitetnih
tipih v sistemu. Sporočila iz strežniškega dela na strani odjemalca sprejema
metoda onmessage(). V sporočilu se najprej poišče vrednost polja request, ki
označuje, kateremu tipu zahtevka pripada sporočilo. Strežniška aplikacija na
poizvedbo o vseh registriranih tipih odgovori s seznamom vseh tipov entitet.
Entitetni tipi so opisani v vnaprej določeni strukturi.
Zahtevek za osvežitev entitete se proži ob nastavljanju ali spreminjanju
vrednosti zahtevanih lastnosti entitetnega tipa. Zahtevek se proži tudi, ko se
ustvari nova povezava med dvema entitetama. V tem primeru se pošlje zah-
teva za osvežitev entitete, na katero se je druga entiteta povezala. Zahtevek
za odstanitev entitete se sproži ob izbiri akcije za izbris entitete.
Vsebine sporočil, katere vsebujejo odgovore entitet, se prikažejo na upo-
rabniškem vmesniku. Najprej smo vsebino poskusili prikazati tako, da smo
dinamično naložili vse skripte, ki se nahajajo poleg vsebine. Vsebino smo
dodali znotraj elementa entitete na uporabniškem vmesniku in izvedli že v
vnaprej definirano metodo showContent(data) tako, da smo podatke prido-
bili iz sporočila (polje data) in jih pri klicu metode podali kot argument.
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Ker dopuščamo poljubno vsebino, smo naleteli na težavo. Skripta oziroma
vsebina metode showContent(data) lahko dostopa do vseh elementov znotraj
celotnega HTML dokumenta in jih poljubno spreminja. Iz tega vidika je bilo
potrebno omejiti obseg izvajanja metode. Vsebino smo prikazali in metodo
showContent(data) izvedli znotraj HTML elementa iframe, ki omogoča, da
se v obstoječi HTML dokument vključi drugi, neodvisni HTML dokument
in tako omejili območje delovanja. Na ta način smo dosegli, da lahko enti-
tetni tip vrača poljubno vsebino, ki ne bo spreminjala obstoječega HTML
dokumenta.
5.2.3 Uporabniški vmesnik
Uporabnik do splošnih akcij dostopa tako, da v levem zgornjem kotu odpre
stranski meni. Na voljo ima naslednje akcije:
• ustvarjanje entitete – akcija odpre spustni seznam z vsemi registrira-
nimi entitetnimi tipi, ki jih sistem poznam,
• vklop osveževalnika – akcija omogoča določitev osveževanja na posa-
mezni entiteti, s čimer se zagotovi sinhronizacija sistema,
• prenos diagrama – akcija zapiše narisani diagram v strukturo in jo
lokalno shrani,
• nalaganje diagrama – akcija odpre dialog preko katerega je mogoče
naložiti strukturo, ki na uporabniškem vmesniku izriše diagram,
• prikaz informacij – akcija odpre navodila za uporabo vmesnika.
Izrisovanje entitet
Za izrisovanje diagramov poteka smo uporabili odprtokodni vtičnik za Java-
Script knjižnico jQuery flowchart [15]. Vtičnik ima že implementirane me-
tode za izris operatorjev, ki predstavljajo entiteto ter povezave med njimi.
Na voljo pa so tudi ostale metode za delo z diagramom poteka. Za potrebe
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našega sistema smo vtičnik prilagodili tako, da smo implemenitrali dodatne
metode in kontrole pri izrisovanju operatorjev in povezav. Na nivoju opera-
torja smo implementirali dodatni meni z akcijami, ki omogočajo prilagajanje
operatorja.
Z akcijo ’povleci in spusti’, se z vlečenjem iz glavnega menija in spu-
stom na glavnem oknu nariše nova entiteta. Na entiteti je prikazan naslov,
ki je sestavljen iz imena entitetnega tipa in edinstvenega identifikatorja en-
titete. Poleg naslova ima entiteta lahko tudi vhodni in izhodni priključek
(angl. connector). Pred risanjem vhodnega priključka se poišče vsebina po-
lja allowedInputs, s katerim se določi ali se vhodni priključek izriše ali ne.
Dodatne vhodne priključke je mogoče kasneje ročno dodati. Pred risanjem
izhodnega priključka se preveri ali je entitetni tip, kateremu pripada enti-
teta, pri kateremu izmed ostalih entitetnih tipov naveden kot veljaven vhod
v polje allowedInputs. Na ta način se določi ali se izhodni priključek izriše ali
ne. Entiteta ima lahko le en izhodni priključek. Možno pa je iz izhodnega
priključka ustvariti več povezav in jih povezati na vhode različnih entitet.
Z desnim klikom na entiteti se odpre meni, ki vsebuje akcije, ki se na-
našajo na entiteto. Akcije so naslednje:
• urejanje lastnosti – akcija odpre dialog, kjer se vnese vrednosti zahte-
vanih lastnosti entitete,
• dodajanje vhodnega priključka – akcija ustvari dodatni vhodni pri-
ključek na entiteti,
• izklop osveževalnika – akcija odstrani osveževalnik, ki je bil predhodno
dodan na entiteto,
• odstranitev entitete – akcija izbriše entiteto.
Dve entiteti se med seboj povežeta tako, da se med njima ustvari pove-
zava. Povezava se ustvari tako, da se izbere izhodni priključek ene entitete
in vhodni priključek druge entitete. Pri risanju povezave se dodatno preveri
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ali je entiteti mogoče med seboj povezati. Kontrola se izvede tako, da se pre-
veri vsebina polja allowedInputs. Poleg tega pa je v tem polju določeno tudi
koliko entitet določenega tipa se lahko poveže na vhod entitete. Izvede se
tudi to preverjanje. S povezovanjem entitet nastaja usmerjen graf, ki določa
procesiranje in podajanje podatkov.
Sinhronizacija
Osveževanje in sinhronizacijo vseh entitet smo prvotno načrtovali kot ločen
entitetni tip Časovnik. Vendar pa je potrebno sinhronizacijo zagotoviti na
vsaki postavitvi sistema in mora biti neodvisna od nastavitev in nabora en-
titetnih tipov pri različnih postavitvah sistema. Iz tega vidika smo se od-
ločili, da bomo osveževanje implementirali kot sistemsko akcijo. Vzposta-
vitev osveževanja je dostopna v glavnem meniju s klikom na akcijo vklop
osveževalnika. Odpre se modalno okno, kjer se določi eno izmed entitet,
katera naj se osvežuje. Določiti je potrebno tudi interval osveževanja. Na
ta način se doseže, da se na določen interval osvežuje vsebina entitete ter
posledično tudi vsebina vseh entitet, ki so povezane na njen izhod.
50 POGLAVJE 5. OPIS IMPLEMENTACIJE
Poglavje 6
Zlitje s sistemom ALGator
V tem poglavju najprej predstavimo podrobnosti integracije implementira-
nega pretokovnega programa s sistemom za analizo algoritmov ALGator. V
nadaljevanju poglavja prikažemo še primer uporabe pretokovnega programa,
skupaj s sistemom ALGator.
Sistem ALGator je namenjen izvajanju algoritmov na podanih testnih
podatkih in kasnejši analizi rezultatov izvajanj. Znotraj sistema je mogoče
dodajati in urejati različne projekte. Znotraj posameznega projekta se defi-
nira nek problem, testne množice vhodnih podatkov ter način reševanja nalog
tega problema. Projekt lahko vsebuje poljubno število algoritmov, ki naloge
rešujejo na predpisan način. Sistem omogoča analizo izvajanja posameznega
algoritma ter primerjavo med algoritmi istega projekta [16].
Zlitje implementiranega pretokovnega programa in sistema ALGator omo-
goča nadaljnjo obdelavo podatkov, ki jih pridobimo z izvajanjem posame-
znega algoritma v sistemu ALGator. Na ta način smo omogočili podrobnejšo
analizo rezultatov izvajanja algoritmov, saj je z dodajanjem poljubnih enti-
tetnih tipov v pretokovni program mogoče analizirati in prikazati poljubne
segmente podatkov.
Postopek integracije obeh sistemov je potekal v dveh korakih. V prvem
koraku smo sistem ALGator razširili tako, da smo vanj vključili uporabniški
vmesnik našega pretokovnega programa. Uporabniški vmesnik pretokovnega
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programa je v sistemu ALGator na voljo kot eden izmed zavihkov znotraj
izbranega projekta. Ob kliku na zavihek za dostop do pretokovnega programa
se najprej vzpostavi seja za komunikacijo s pretokovnim programom. Za
avtentikacijo v pretokovnem programu se uporabi uporabniški račun, ki je
bil dodeljen za sistem ALGator. Podatek o izbranem projektu se iz sistema
ALGator v pretokovni sistem pošlje kot parameter v naslovu vira (angl. URL,
uniform resource locator). V pretokovnem programu se nato informacija o
izbranem projektu uporabi pri pridobivanju potrebnih podatkov.
V drugem koraku postopka integracije sistemov smo implementirali in v
pretokovni program dodali entitetne tipe, ki omogočajo pridobitev podatkov
iz sistem ALGator in njihovo nadaljnjo obdelavo. Eden izmed njih je entitetni
tip Query in je namenjen kreiranju poizvedbe, s katero je mogoče pridobiti
različne podatke iz sistema ALGator. Entitetni tip Query s sistemom ALGa-
tor komunicira preko pošiljanja poizvedbe. Na ta način pretokovni program
pridobi podatke, ki jih prejme kot odgovor na poslano poizvedbo. Uporabnik
poizvedbo sestavi preko uporabniškega vmesnika in sicer v modalnem oknu,
ki je namenjeno urejanju lastnosti entitete.
Nabor lastnosti in možnih vrednosti za entitetni tip se pridobi s klicem
metode getParametersAndData(), ki je implementirana na nivoju entitetnega
tipa. Metoda getParametersAndData() se izvede ob izbiri akcije za urejanje
lastnosti entitete. Primer metode getParametersAndData() entitetnega tipa
Query prikazuje Izsek kode 6.1, ki pridobi potrebne podatke za prikaz lastno-
sti in možnosti izbire v oknu za urejanje lastnosti entitete. Metoda pošlje
HTTP zahtevek za lastnosti izbranega projekta na sistem ALGator. Prido-
bljeni odgovor se nato pretvori v določeno strukturo, ki je primerna za prikaz
lastnosti na uporabniškem vmesniku.
Na uporabniškem vmesniku se nato prikaže urejevalnik poizvedbe. Poi-
zvedbo se sestavi tako, da se vnese vrednost neke lastnosti ali pa izbere katero
iz že ponujenih vrednosti v spustnem seznamu. Primer urejanja lastnosti in
hkrati sestavljanja poizvedbe preko uporabniškega vmesnika prikazuje Slika
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@Override
public String getParametersAndData(String [] params) {
return parseResponse(getData(params [0]));
}
public String getData(String projectName) {
String res = "";
try {
String query = String.format("q=%s",
URLEncoder.encode("Admin -i " + projectName , CHARSET));
URLConnection connection = new
URL("http :// localhost :8000/ cpanel/askServer?" +
query).openConnection ();
connection.setRequestProperty("Accept -Charset", CHARSET);
InputStream response = connection.getInputStream ();
try (Scanner scanner = new Scanner(response)) {
res += scanner.useDelimiter("\\A").next();
}
response.close ();
} catch (Exception e) {
//...
}
return res;
}
Izsek kode 6.1: Primer zahtevka za lastnosti izbranega projekta entitete
Query.
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Slika 6.1: Urejanje lastnosti entitete tipa Query.
Ob shranjevanju lastnosti se tako sproži osveževanje entitete, kot je opi-
sano v prejšnjih poglavjih. Metoda processRequest() entitetnega tipa Query,
ki se izvede ob osveževanju entitete, nato iz lastnosti, ki jih je določil upo-
rabnik, sestavi poizvedbo v določeni strukturi. Ta poizvedba se nato pošlje
kot HTTP zahtevek na sistem ALGator in na podlagi parametrov pridobi
podatke. Metodo, ki se izvede ob osvežitvi entitete tipa Query, prikazuje
Izsek kode 6.2.
Podatki, ki jih na podlagi poslane poizvedbe vrne sistem ALGator, se
nato v pretokovnem programu ustrezno obdelajo in shranijo ter so tako pri-
pravljeni za nadaljnjo uporabo.
6.1 Primer uporabe
V sistemu ALGator smo ustvarili projekt imenovan BasicSort. Problem, ki
ga definira projekt, je urejanje podatkov v seznamu. Poleg problema so v
okviru projekta definirane testne množice, testni scenariji in algoritmi za
reševanje problema.
V sistemu ALGator smo najprej izvedli algoritme nad definiranimi te-
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stnimi množicami. Tako smo na strani sistema ALGator pridobili rezultate
izvajanja algoritmov, ki jih želimo v nadaljevanju analizirati. Na izbranem
projektu BasicSort smo izbrali zavihek FlowChart, preko katerega je mogoče
dostopati do uporabniškega vmesnika integriranega pretokovnega programa.
@Override
public void processRequest () {
String reqJson = "{
\" Algorithms \" : [\""+algorithms+"\"],
\" TestSets \" : [\""+testSets+"\"],
\" Parameters \" :[\""+parameters+"\"],
\" Indicators \" : [\""+indicators+"\"]}";
String res = "";
try {
String query = String.format("q=%s",
URLEncoder.encode("getQueryResult " + project + " ",
CHARSET));
query += reqJson;
URLConnection connection =
new URL("http :// localhost :8000/ cpanel/askServer?" +
query).openConnection ();
connection.setRequestProperty("Accept -Charset", CHARSET);
InputStream response = connection.getInputStream ();
try (Scanner scanner = new Scanner(response)) {
res += scanner.useDelimiter("\\A").next();
}
response.close ();
//...
this.setDataString(content);
this.setDataArray(contentArray);
} catch (Exception e) {
//...
}
}
Izsek kode 6.2: Zahtevk za podatke entitete Query.
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Ustvarili smo etiteto Query, s katero bomo podatke iz sistema ALGator pre-
točili v pretokovni program. V modalnem oknu entitetnega tipa Query, preko
katerega se kreira poizvedba za podatke iz sistema ALGator, je potrebno do-
ločili naslednje lastnosti:
• project – ime izbranega projekta, ki je definiran v sistemu ALGator,
• algorithms – kateri od algoritmov naj bodo zajeti v poizvedbi,
• testSets – testne množice, na katerih so se izvajali algoritmi,
• parameters – parametri,
• indicators – indikatorji.
Zgornjim opisanim lastnostim smo določili naslednje vrednosti:
• project : BasicSort,
• algorithms : * (oznaka za zajem vseh algoritmov, ki so definirani znotraj
projekta),
• testSets : TestSet1,
• parameters : N,
• indicators : SWAP.
Na podlagi vrednosti lastnosti se sestavi poizvedba po podatkih, ki se na
sistem ALGator pošlje ob osveževanju entitete tip Query. Primer zahtevka,
ki vsebuje zgornjo poizvedbo, prikazuje Izsek kode 6.3.
GET /cpanel/askServer?q=getQueryResult+BasicSort+
{"Algorithms":["*"],"TestSets":["TestSet1"],
"Parameters":["N"],"Indicators":["SWAP"]} HTTP /1.1
Izsek kode 6.3: Zahtevek, ki vsebuje poizvedbo za podatke.
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Sistem ALGator na zgornji zahtevek odgovori s podatki, ki ustrezajo zah-
tevanim parametrom. Primer odgovora je prikazan na Izseku kode 6.4. Po-
datki iz odgovora se nato hranijo znotraj entitete tipa Query iz katere je bila
sprožena poizvedba. Podatki se prav tako prikažejo tudi na uporabniškem
vmesniku saj ima entitetni tip Query definiran tudi prikaz.
ID;Testset;InstanceID;Pass;N;BubbleSort.SWAP;
InsertionSort.SWAP;QuickSort.SWAP <br>
1; TestSet1;Test -1; DONE ;100;2082;2082;180 <br >
2; TestSet1;Test -2; DONE ;100;2446;2446;177 <br >
3; TestSet1;Test -3; DONE ;100;2533;2533;186 <br >
...
Izsek kode 6.4: Primer odgovora na zahtevek poizvedbe.
V naslednjem koraku smo želeli pridobljene podatke še prikazati na grafu.
Ustvarili smo entiteto tipa Chart in na njen vhodni priključek povezali enti-
teto tipa Query. Tako smo določili, da se bodo podatki iz entitete tipa Query
pretakali na entiteto tipa Chart. V modalnem oknu entitetnega tipa Chart
je bilo potrebno določiti naslednje lastnosti:
• x – podatki, ki naj se prikažejo na x-osi,
• y – podatki, ki naj se prikažejo na y-osi,
• type – tip grafa.
Zgornjim opisanim lastnostim smo določili naslednje vrednosti:
• x – ID,
• y – BubbleSort.SWAP;InsertionSort.SWAP,
• type – line.
Po tem ko so nastavljene lastnosti entitete tipa Chart, se proži osveževanje
te entitete in posledično se na uporabniškem vmesniku prikažejo podatki na
grafu. Primer opisanega diagrama poteka prikazuje Slika 6.2.
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Slika 6.2: Prikaz pridobljenih podatkov na grafu.
Poglavje 7
Analiza rešitve
V tem poglavju podamo analizo predlaganega in implementiranega pretokov-
nega programa. Predstavimo njegove prednosti in slabosti ter možnosti in
predloge za izboljšavo.
Ena izmed pomembnejših prednosti implementiranega pretokovnega sis-
tema je zagotovo generična zasnova modela, saj omogoča popolno razširljivost
programa. Tako lahko z registracijo poljubnih entitetnih tipov pretokovni
program uporabimo pri reševanju različnih problemov. Pretokovni program
ima implementiran mehanizem, ki skrbi, da so entitete med seboj sinhroni-
zirane, s čimer se zagotovi konsistentno delovanje in stanje v sistemu.
Pretokovni program se lahko uporablja samostojno ali kot del drugega
sistema. Zlitje pretokovnega programa z drugimi sistemi je enostavno, saj
se za vzpostavitev integracije definira ustrezne entitetne tipe ter po potrebi
vključi uporabniški vmesnik v drugi sistem.
Prednost pretokovnega programa je tudi enostavna uporaba tako za skrb-
nika sistema kot za uporabnika. Pretokovni program je neodvisen od sistema
in enostaven za namestitev ter vzdrževanje. Za skrbnika sistema je name-
stitev zelo enostavna, saj pretokovni program za delovanje uporablja vgra-
jeni (angl. embedded) strežnik, ki se uporabi kot knjižnica in je arhiviran
v jar datoteki. Tako ni potrebno nameščati, nastavljati in posledično tudi
ne vzdrževati aplikacijskega strežnika. Kot smo že omenili, se pretokovni
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program, skupaj z vsemi potrebnimi knjižnicami, arhivira v izvršljivo (angl.
executable) jar datoteko. Zagon pretokovnega programa je tako zelo enosta-
ven, saj je potrebno samo zagnati omenjeno jar datoteko.
Slabost oziroma omejitev pretokovnega programa je zagotovo način vzpo-
stavitve sistema, saj mora skrbnik sistema poznati osnove programskega je-
zika Java, saj je za registracijo entitetnih tipov potrebno implementirati do-
ločene funkcije v tem programskem jeziku. Poleg tega mora, za definiranje
prikaza znotraj entitete, poznati osnove programskega jezika JavaScript. Po-
manjkljivost sistema je tudi ta, da je za dodajanje novega entitetnega tipa
potrebno ponovno zagnati sistem, saj se registracija entitetnega tipa izvede
ob zagonu sistema. Ena izmed pomanjkljivosti programa je tudi način upra-
vljanja z uporabniškimi računi. Ti so sedaj shranjeni v tekstovni datoteki,
katera je navedena v nastavitvah prijavnega modula. Posledično je za dode-
ljevanje dostopa uporabniku potrebno dodati uporabniški račun v tekstovno
datoteko.
7.1 Nadaljnje delo
Implementirani pretokovni program odpira možnosti za nadaljnje delo in
nadgradnjo. Ena izmed možnih izboljšav je način registracije entitetnih ti-
pov in sicer, da se ta ne bi izvajala le ob zagonu sistema, temveč tudi med
delovanjem sistema. Prevajanje novih entitetnih tipov bi tako potekalo med
delovanjem in tako ne bi bilo potrebe po vnovičnem zagonu programa.
V pretokovnem programu bi lahko izboljšali način podajanja podatkov
v diagramu poteka in sicer, da bi se podatki, ki potujejo iz ene entitete na
vhode več entitet, pretakali vzporedno. Na ta način bi zagotovili hitrejše
delovanje sistema.
Izboljšati bi bilo potrebno tudi način vodenja uporabniških računov in
sicer tako, da bi jih iz tekstovne datoteke prestavili v podatkovno bazo. Z
dodatnim uporabniškim vmesnikom bi omogočili lažje upravljanje uporab-
niških računov.
Poglavje 8
Sklepne ugotovitve
V okviru magistrskega dela smo se najprej spoznali s koncepti in delovanjem
pretokovnega programiranja. Pregledali smo obstoječe rešitve na tem po-
dročju in jih uporabili kot izhodišče za načrtovanje pretokovnega programa.
Pripravili smo načrt rešitve in predstavili glavne koncepte predlaganega pre-
tokovnega programa, kateri so:
• entiteta, ki predstavlja osnovno enoto pretokovnega programa,
• registracija entitetnih tipov,
• komunikacija med odjemalcem in strežnikom, ki poteka v realnem času,
• sinhronizacija entitet za pravilno delovanje sistema.
Namen uporabe pretokovnega programa smo nato podprli s primerom upo-
rabe implementiranega programa. Prikazali smo primer, ki zajema branje
vsebine datoteke, ki se nato pretočijo čez tabelo in prikažejo na grafu. V
nadaljevanju smo na podlagi načrta implementirali predlagani pretokovni
program. V zadnji fazi smo pretokovni program zlili z obstoječim sistemom
ALGator, ki je namenjen analizi izvajanja algoritmov. Z integracijo teh dveh
sistemov smo dokazali prilagodljivost in razširljivost pretokovnega programa
za različne probleme.
61
62 POGLAVJE 8. SKLEPNE UGOTOVITVE
Implementiran pretokovni program uporabnikom omogoča hitrejši in učin-
kovitejši postopek obdelave, analize in prikaza podatkov. Prednosti sistema,
ki smo ga predlagali v tem delu, so zagotovo enostavna uporaba sistema,
generična zasnova modela ter možnost za zlitje z drugimi sistemi. Kljub
nekaterim pomanjkljivostim se je smiselno osredotočiti na prednosti, ki jih
ima pretokovni program. Zagotovo je najpomembnejša prednost registra-
cija poljubnih entitetnih tipov in s tem prilagodljivost različnim potrebam
in problemom. Poleg tega pa trenutna implementacija dopušča možnosti za
nadgradnjo in predstavlja izhodišče za nadaljnje delo.
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