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Abstract Rework in coding process 田 usually conducted for reverting source code back to the old 目前e i汲 case
of inducing bugs accidentally. There are some tools like Version Con七rol Sys七ems(VCS) and local his七ory provided 
by Eclipse to suppor七 such rework. On the other h凹d， most of such conver叫ional tools have granularity problems. 
For example) a time interval between changes of source code 四cordedin VCS is large rel叫ively 加 revert the source 
code back to old state. On the contrary, local history may record source code too frequently. In this research, we 
propose a tool to 皿al母 a fine田grainedsoftware repository autorn叫ically 七hrough developeぱ codingprocess. In our 
C回e study, we confirmed our tool could make a 畳間-grained repository which includes only one spec埠c program 
element such as a line and a sentence in Qne revision 
Key words Software Developme凶， Sof七ware Development Rework, Version Control Sys七em， IDE
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図 3 K2 収集した作業履歴の分割l
Int 1=0; 
whi!e(i < 10) { 
町一ーと主リビジョンC3
int 1=0; 
whi!e(i <: 10) { 
1++; 
図 4 K2 同コード単位への作業履歴の合成
いはセンテンスなどの単位である.本論文では行単位での分割
を行う K1 で作成された籾粒度作業履歴が持つ前回の作業履
歴との差分を指定したコード単位で分割する 具体例を図 3 に
示す.分割された細粒度作業履歴で構成された新しい細粒皮作
業履歴のリポジトリを作成する. K2 によって作成される細粒







め， 1 つのコードの構成要素における変更を 1 つの細粒度作業
履歴として合成する 4 に具体例を示す.籾粒度作業履歴の合
成によって作成される新しい作業膝歴は，合成前のものと詞様








り作成された Eclipse プラグイン Save dirty Editor Eclipse 
Plugin [2J を拡張して作成した.また作業履歴の保存のための
ノ〈ージョン管理システムとして G抗を用いて開発した この







































l:pub1ic c1ass FizzBuzz { 
2: public static void main(String[] args)( 
3: lor (int i = 1;i <= 100; i++) ( 
4: il(i%3== 口&& i %5 ==0) 
5: System.out.println("Fizz,Buzz“); 
6・ else il (i % 3 == 0) 
7・ System.out.println("Fizz");









pub!ic c1ass fizzbuzz { 
pub!ic void main(String args[]) { 
for (int i = 1;i <= 100; i++) ( 
+ î f( i 弘 3== 日 &&1)
リビジョン8
public dass fizzbuzz { 
public void main(String 司rg'[]){ 
for (int i = 1;?<= 100; i++) ( 
if(i%3==0&&i) 
+ if{ﾎ%3 ==0 && i%5==0) 
+ System.out.println(" 日zz，Buzz");
+ else if (?% 3 == 0) 
リビジョン9
pub1ic dass fizzbuzz { 
pub!ic void m司in{Stringargs[]) { 
for (int i = 1;i <= 100; i++l ( 
if(i%3 ==0 && i% S == 0) 
System.out.println(叩izz，Buzz");
else if (i % 3 == 0) 
十 sy坑em.out.println(咋izz");






が公式に記布している Git GUI を用いて行う.細粒度作業履
歴を閲覧，適用したい場合，作業履歴収集プラグインで収集し
た作業履歴に対l-，細粒度作業履歴作成ツーノレを適用し，作成
された細粒度リポジトリを Git GUI を用いて閲覧，適用する
宅島
リビジョン7+ 8-1 
public class fizzbuzz { 
pubHc void main(String argsIJ) { 
for (int i = 1;1<= 100; トt+){
1- If(i%3==0&&i%5==O) 
リピジョン8.2
P"凶icdass fizzbuzz ( 
publicvoid main(String args[]) { -
for (int i = 1;I <= 100; i++) ( 
If(i %3 == 0 && 1%5 ==0) 
キ System.out.println("円ll， Buzz");
リビジョン8.3
public dass fizzbuzz ( 
public void main{Strlng args[]) { 
for (int i = 1;i <= 100; i++) ( 
If{i % 3 ==0&&1%5== 0) 
Sy'担m.out.println("Fizz，Buzz");
+ . el日 if(i%3==0)
リビジョン9.'
public class fizzbuzz { 
pub!ic void main{String args[l) { 
for (lnt I = 1;i <= 100; i++) ( 






















た 以下，例として 10 個のリビジョンのうちリビジョン 7， 8 , 
9 に対する処理の説明を行う まず，分割の処理について説明
する リビジョン 7 はリピジョン内に 1 行分の変更しか含まれ
ていないため，分割の必要はなかったりビジョン 8 は削除が 1
行，追加が 3行含まれていた.最初の削除 1 行と追加 1 行を合
わせて編集 l 行と判断するため，このリピジョンは編集 1 行と
追加 2 行でリピジョン 8-1 から 8-3 まで分割された リビジョ
ン 9 は，追加 4行で 9-1 から 9-4 に分けられた
次に同じ行への連続する変更を合成する処理について説明す
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