Abstract: This paper proposes a research framework for objective and probabilistic project schedule estimation and refinement targeted at a small and medium-sized project, as well as, verification of the research framework. Graphic User Interface (GUI) and design documents, which are composed of a class diagram, sequence diagram, and normalized database, are created to count the accurate number of Function Point (FP). The counted FP, which is the main input for calculating Adjusted Function Point (AFP), is then used to estimate an accurate project size, recalculate human resource efforts, and yield single point-based project schedule estimation. According to programmer's subjective judgment, application development is supposed to be completed within 10 business days. Yet, objective 3-point schedule estimation shows that the success rate of completion within 10 business days is infeasible. Additionally, single point estimation shows that at least 1.313 months (approximately 30 business days) is required to complete application development if more than 80% success rate is expected. The effectiveness of the research framework is successfully demonstrated though development of the actual Android OS-based mobile application (EzMaintenance.apk).
Introduction
To complete a project successfully, managing project triple constraint such as project scope, time, and cost is vital because one of these three cannot change without affecting the others [1] . Only 29% of all software projects were successful completed in 2015 according to the CHAOS report [2] . One interesting point in this report is that smaller projects have more success rate than larger projects while small to medium projects indicate relatively high failure rate 59%, which is more than a half [2] . Based on this data, this research starts from the point by asking the question of what causes such lower success rate of the small and medium-sized project.
There are seven reasons causing the failure of the IT projects, and these can be summarized into three major reasons: i) not adopting Software Development Life Cycle (SDLC) methodology; ii) poor planning; and iii) inappropriate human resource management [3] . An iterative process, which is composed of planning, analysis, design, implementation, and maintenance, is a part of the SDLC methodology. The main goal of a planning phase in the iterative process is to identify project scope, determine the size and level of effort, identify the Critical Path Activities (CPA), also known as Critical Path Analysis (CPA), etc. [4] . The most remarkable advantage of CPA in terms of management is to track and monitor project status focusing on the scheduled completion date of each critical path activity [4] . The key methodology to identify robust critical path activities prior to the planning phase is objective and accurate schedule estimation as early as possible. Additionally, the objectively and accurately estimated project schedule needs to be refined after initial schedule estimation. As a project has its own unique condition and constraint, it is unlikely to have a magical tools to conduct the probabilistic schedule estimation and its refinement, and most models focused on constructing a relationship between software size and human resource effort for either project schedule or cost estimation [5] - [7] . In addition, while the previous researches successfully proposed research frameworks for probabilistic schedule estimation and its refinement based on Unified Modeling Language (UML) diagrams, the biggest limitation was assumptions-based demonstration targeted at large-sized projects [8] , [9] . This limitation injects a necessity into verification of the previously proposed research frameworks [8] , [9] based on the project size and actual development. The rest of this paper is organized as follows: Introduction, Related Work, Methodology, Demonstration, and Conclusion.
Related Work
This section describes a short summary of literature review related to probabilistic schedule estimation and its refinement in this section from previous studies [8] , [9] .
Size Estimation
Project size estimation in the early stage is related to defining project scope using the Work Breakdown Structure (WBS). There are two different types of WBS such as phase-based WBS and deliverable-based WBS. The previous research demonstrated that deliverable-based WBS could be more powerful than phase-based WBS when Function Point Analysis (FPA) is applied.
There are also two different techniques to estimate the project size of software development, i.e. counting Source Lines of Code (SLOC) and FPA. The main difference between SLOC and FPA is that more accurate size estimation can be expected by FPA rather than SLOC. Additionally, FPA is composed of five functional components such as External Input (EI), External Output (EO), External Inquiry (EQ), Internal Logical File (ILF), and External Interface File (EIF). So, the fundamental concept of FPA is to count the accurate number of each functional component. Yet, since ILF is associated with database tables, not database, it needs to count the number of database tables for counting the number of ILF.
Size estimation at the early stage is challenging task because only high level requirements, not very specific stakeholders' requirements, are available. Given the lack of information, counting the accurate number of FP is the main task for size estimation, but unfortunately, there are no magical tools and techniques to count very accurate FP with insufficient software specifications. For this reason, 3-point estimation associated with Central Limited Theorem (CLT) and Monte Carlo simulation came to the fore.
Based on the 3-point estimation, initial project size estimation forms a triangular distribution so that such triangular distribution needs to be transformed into a normal distribution using CLT and Monte Carlo simulation. Since our initial research focused on the large-sized project, the required number of samples was at least thirty due to the concept of CLT. Note that thirty samples were considered as thirty work packages, and this point was the key concept to apply CLT. Once all the mentioned concepts are performed, the Unadjusted Function Point (UFP) is calculated for size estimation, and this result will be used for resource estimation.
Resource Estimation
Resource estimation is aimed at estimating the resource effort of each work package using the value of Project Delivery Rate (PDR) from the International Software Benchmarking Standards Group (ISBSG) repository. Two different values of PDR can be obtained: (i) find the fixed value of PDR from the ISBSG repository and use it or (ii) calculate it by the equation:
where the value of C, E1, and E2 can be obtained from the ISBSG repository based on the development type, development platform, and programming language.
Keep in mind that either PDR should be selected by the circumstances of the project or project manager's judgment. Furthermore, since the calculated resource effort is Person Months (PM), this value needs to be converted into normal calendar months.
Probabilistic Schedule Estimation
Once both size and resource estimations are conducted, probabilistic project schedule can be generated after making the predecessor relationship of the work packages. Note that the duration of the upper WBS level and the entire project can be automatically calculated based on the duration and the predecessor relationship of the lowest WBS level. Furthermore, the concept of CLT and Monte Carlo simulation should be applied again to estimate final probabilistic project schedule.
Refinement of the Estimated Probabilistic Schedule
The main motivation of this section is because the estimated probabilistic project schedule in the early stage resulted from 3-point estimation in conjunction with Monte Carlo simulation in terms of size and final probabilistic schedule estimation is no longer valid in the planning phase. This is due to the fact that each functional component of FPA can be accurately counted through the UML-based design documents focusing on one-point estimation.
There are sixteen UML diagrams categorized into two groups such as static and behavior. Among them, a class diagram and sequence diagram with consideration of a relational database need to be used for counting five functional components. Yet, there is one issue with respect to counting EIs using the class diagram; that is, the number of EIs should be carefully determined based on class operations. In addition, Adjusted Function Point (AFP), not UFP, should be used this time. AFP is calculated by the following equation:
where Fi is Complexity Adjustment Values (CAV). Note that the summation of Fi is obtained by answering fourteen general system characteristics using a scale from 0 to 5. Once AFP is calculated for size estimation, resource effort needs to be recalculated and then, the final one-point estimation-based project schedule can be calculated. In summary, the overall research framework with necessary tools and techniques referring to all those concepts above is depicted in Figure 1 below. Fig. 1 . Overall research framework of probabilistic schedule estimation and refinement.
Methodology
Through the literature review, the following major limitations have been identified: (i) the research frameworks related to probabilistic schedule estimation and refinement were successfully verified, but only large-sized project which had more than thirty work packages was considered, (ii) assumptions and simulation-based demonstration was performed for verifying the effectiveness of the research frameworks and, (iii) database was not designed based on the normalization concept for counting ILF.
Based on the identified limitations, the following research design has been devised: (i) probabilistic-based technique for schedule estimation and refinement targeted at small and medium-sized projects will be used and (ii) actual software development based on design factors such as the class diagram, sequence diagram, normalized relational database, and Graphic User Interface (GUI) will be conducted. Therefore, this research will cover four stages: the proposal preparation stage, planning stage, design stage, and development stage.
After setting up the research direction, one question is on the rise: "What is the criterion to differentiate large-sized projects and small and medium-size projects?"
To answer this question, we focused on the number of work packages. As mentioned earlier, large-sized projects have more than thirty work packages so that the number of work packages for a small and mid-sized project is absolutely less than thirty [8] . Yet, this point leads another issue regarding CLT and normal distribution. If there are less than thirty work packages (samples), it is impossible to apply the CLT concept to generate the normal sampling distribution [8] . However, since distributions such as a normal, triangular, or Beta distribution commonly belong to a probability distribution, it is possible to produce the probability through Monte Carlo simulation [10] . This point has a significant meaning because if it is possible to estimate probabilistic project size, other steps, i.e. resource estimation (step 2), probabilistic schedule estimation (step 3), and refinement of the estimated probabilistic schedule (step 4) in Figure 1 can be also performed. Therefore, the proposed and revised research framework is depicted in Figure 2 below. 
Demonstration
To demonstrate the framework, an Android OS-based application has been developed. This application was intended for a small project, and it addressed the issue of vehicle maintenance. One of the technological requirements for this application was to use SQLite, which was employed to implement the SQL database engine for the Android application. Moreover, the application allowed users to maintain their vehicle on time and on mileage by listing alerts.
As shown in Fig. 2 , we first focused on performing steps 1 through 3 for probabilistic project schedule estimation based on four functionalities such as vehicle registration, update vehicle maintenance, maintenance guideline, and maintenance alerts. The Precedence Diagraming Method (PDM) of each functionality was Start-to-Start so that only activity which had the longest duration was considered as a critical path activity. In this case, the vehicle registration function became the critical path. The given values for probabilistic schedule estimation were as follows: (i) all weight factors in the equation of UFP calculation were "simple". The weight factor values of EI, EO, EQ, ILF, and EIF were 3, 4, 3, 7, and 5. Once each FP component is counted based on 3-point estimation, UFPs are calculated by the equation, the counted number of each FP component times those numbers, (ii) the value of Σ(Fi) is 13 resulted from answering fourteen questions, (iii) the fixed PDR value was used, and its value was 8.0 because of all platform-based and Java programming language to calculate resource effort and, (iv) only one programmer participated in the project so that same PDR could be expected.
The estimated probabilistic project schedule based on descriptions and values above is shown in Once probabilistic schedule is estimated, the next step is to recount each function component focusing on single point estimation. The number of EIs based on single point can be obtained by the class diagram and GUI shown in Fig. 3 and 4 , respectively, and other functional components such as EOs, ILFs, and EIFs can be identified by the normalized database and sequence diagram shown in Fig. 5 and 6 , respectively. Note that we included a part of GUI due to space limitations. Table 2 below. Note that the sub total of each function point is calculated based on the "simple" weighting factor as described earlier. Among four functionalities, the vehicle registration functionality is selected for further processes because this functionality is the critical path activity as described earlier. So the calculated AFP is 28.08 resulted from the equation,
where the value of Σ(Fi) is 13 as mentioned earlier. The last process is to recalculate resource effort and project duration using ISBSG regression equations. Since the fixed PDR value of 8.0 is used, the recalculated resource effort is 224.64 (28.08 times 8.0). In addition, 1 programmer works 176 hours per month (8 hours per day times 22 days per month) so that the calculated final schedule was 1.28 month (224.64 divided by 176).
Discussion
Based on the recalculated final project schedule (1.28 month equals to approximately 28 business days), its success rate is between 55% and 60% as shown in Table 1 . To validate the research framework and estimated project schedule, we started to develop the mobile application. We also measured the duration of actual development and confirmed that the programmer actually took 30 business days. Note that the programmer initially estimated 2 weeks (10 business days) to complete development.
The actual duration of application development has a significant meaning because 2 days were delayed from our schedule estimation. The first reason for delaying 2 days was that the developer took a time to fix the errors of the application database. The second reason was that the developer could not fully assign 8 hours in a development period. This means that we did not successfully monitor, track, and control the estimated schedule in terms of risk and human resource management. Therefore, our suggestion through this actual development and research is that risk and human resource management has to be performed once a project is initiated, and extra time, which indicates more than 80% of the success probability, should be given with consideration of all possible contingencies. 
Conclusion
The goal of this research was to develop a methodology of how to accurately estimate and refine the probabilistic project schedule targeted at small and medium-sized projects. A major contribution of this research is that we determined a framework for schedule estimation and refinement of the small and medium-sized projects and demonstrated it through actual application development based on design factors such as UML diagrams, GUIs, and normalized database design.
However, there are certain improvements that should be considered for future study. Since schedule estimation plays a vital role as a guideline, schedule monitoring and controlling with consideration of project risk and human resource management needs to be examined for accurate and successful schedule management. In addition, we realized that software development heavily relies on the programmer's capability so that measurement of coding skills needs to be examined.
The actual duration of application development has a significant meaning because 2 days were delayed from our schedule estimation. The first reason for delaying 2 days was that the developer took a time to fix the errors of the application database. The second reason was that the developer could not fully assign 8 hours in a development period. This means that we did not successfully monitor, track, and control the estimated schedule in terms of risk and human resource management. Therefore, our suggestion through this actual development and research is that risk and human resource management has to be performed once a project is initiated, and extra time, which indicates more than 80% of the success probability, should be given with consideration of all possible contingencies.
