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Software Engineering: die wichtigsten Grundlagen 
~'on Jochen Ludewig. lrutitutfiir Informatik der Universität Sluttgart 
Der folgende Artikel- nach einem Referal in der «TR-We,kstall '91»-
fass' einige Grundlagen und Ausgangspunkte des Software Engineerings 
in sehr knapper Form zusammen; jeder der Punkte könnte und soUte 
näher erläutert weIden. Es handelt sich hier also quasi um das kommen-
tierte Inhaltsverzeichnis des einfUhrenden Kapitels einer Vorlesung fiber 
Software Engineering, wie sie etwa an der Universität Stuttgart ange-
bolen wird. 
Was ist Software? 
Sor~·l.culC haben eine ungllkkJiGhe 
NeigunJ. allcs beijedet Gcltgenbei.tneu:w er-
fanden. weh die Begriffe. Es ist dannn voneil· 
haft. sid! punds.Itz.Iicb und vom Anfang an 
nach den Normen zu richztn. die es ver allem in 
den USA SibL Die Bepiffsnonn "on 1983 
(lEEE 729-1983) wurde 1990 rt'Yidiert und er-
1lnz1. so das.s ihr Umfan, meht ah verdoppelt 
ist War fanden darin (IEEE 1990): 
.. n ..... 
Computer prognms. procedures., and pos. 
sibly associ.led documentation and da.ta 
pcnaining 10 thc opcraüon of • computer 
.,...,.". 
See also: application software; support soft-
ware; system software. 
ConlIUt wilh: )wdwlfC. 
Resume 
Dans son utitlc mrwquabtc ~ au 
lhbnc dc l'ingWeric du togicicl, Jochen 
I.ude:wig r&umc UD cauin nornbn: de den-
nm dc base ce dc rff&ence dor", chacunc 
mbilcnit, sclon lui. d'lttt .~fondic, 1c 
thm1c ttant trop 'laste pour W'e tnit6 dr.: fa-
~ cJ.blusU'IC 4ans (Ci quclqucs 1igJU. 
Partant dc 1a do!!rmilion du Jogiciel cl ilJus-
tnnl au pwage ses propri&ts. il coodll.t A Ja 
n&I~ immattridlc. 11 abonSe par ailkun Ic 
CClDtenu du programme. ses c:uacl&istiqUQ 
CI ses poinu faibles. Ccntnimnenl au malE.-
rid, Ia prix du logiciel aool manIEs m 
fllche - c'est Il un autre aspecl relevt par 
J. Ludcwig. Enfln. il dEfinit c:ormne 'ui! 
rangbUeric: du logicicl: ce IOOt les rudiments 
S)101fmatiqucs. ordonDfs et quantifaables du 
dlvelopperueru. ck: J'uploiwioo ce dc Ja 
maintenance dc JoBjcicl, c'm~ I'appti-
caOOn dc principes d'ingblierie lonque rOll 
travaiUc avcc ou lDt du ",pcie!. La recon-
naissancc et Se dl'leJoppcmmt ull6ieur dc 
ces mdimcnts fant fgalement partie &: 
rinFüeric da logicicl, 
12 
Software ümfnstalso nach dieser Pegriff$-
nocm ProgrtllnlM. Ab/~/~ und GIf~ zUI~Mril~ 
DohunLlIlation. di~ nUl dort Bttritb dnu 
RechntrsyJttms zu tun hGbtn. 
SPezie1le Eigenschaften der 
sonware 
Wenn Softw~Lcutc die Bcsondcrtleit der 
Software betonen. so tun ,ie das in deR melsltn 
Flllen. um ihn: eigenen besooderen \-bnechte 
zu verteidigen. Denn wer darf $Chon seine Ter· 
min- W1d KoslCnvorgaben stnlJos ober den 
Haufen werfen? DieseM 'Ion Besonderhciu:.n 
ist nicht raaional begri1ndcl. sie sollte ersatzlos 
gestrichen werden. denn Soflware ist ein lech. 
DIsc:bes Produkt. wie andere Produkte ge-
Riassunto 
Nel S\JO intem.s.ante articolo dedicalO al 
t.cma dell'"lngcgneria dd Software:. Jochen 
l.udewig riusumc un ceno numero di dati di 
base Cl di riferimcnto. O&JUIßOdei quali meri-
tettbbe.. a suo modo di '1~ c!QSCtC ap-
proroodito, da! momento ehe lIlCmI ~ troppo 
'Vasto per c:uerc c:saminato in modo euu-
ltivo in poche righe. Panendo daUa dcflßi.. 
zioncdcl SoftwareeiJIusttandonedi volta in 
'Volta lc proprietl. concludc <:On Ja lUa rWUflI 
immaIeriaJe. Affroou d'alllO canto il conte-
nute dd prognmma. le car.uteristicbc e J 
punti deboli. Contruiamente al materWe. i 
preu.i &1 Software sono saliti a 'Vista 400-
dUo. Ed ~ questo UD altro upetto riIev.w da 
J. Ludcwi&:.lnfUlC. r.uton:: dcfUliscc ntI sCo 
px:ntC modo l'ingcgneria dcl Software: si 
traaa dei rudimcnti .iscema1ici, orditsati c 
quantificabili ddlo .viluppo, &110 ,rlUna-
menlo e delta manutenzioce deJ Soflware; in 
altre parole I'lppliculooe di principi d'inge-
gner11 quando ,Ilivota con 0 sul Softwarc. n 
riconoscimeDto e 10 m1uppo ultcriore di 
qu=ti rudimcnli rlnDO pure parte dcU'lnSc.-
gneria del Sof"tware. 
kennzeichnet durch fCllslellbare Eigensc:bafttn 
(Funktionalitlt. QuaJilll)_ 
Trotzdem mllSS man einige Besonderheiten 
beachten. wenn man I-ich nicht dUTdl die Ana-
logie mit anderen Produkten vc:rwim.n lasscD 
will: 
-+ Sonwa~ lst hnmalerlell 
Wenn wir uns Ptog:ramme per doctrorue 
Mail aber den Atlantik ziehen oder die AI-
beit auf einer Di.skellc in dct Hemdtaschc 
mit nach Hause nehmen. profilicItn wir von 
dieser speziellen Eigenschaft. Wenn wir un-
seren Job verlieren. weil das Sortwart·Haus 
in Bombay (ohne Nachteile dwth Trms-
ponkosteR) billi,er lidert., uigt s;ro die an-
dere Seile der MIlnze. Auch beim in der Re-
eel mahelose:n Sofiware-Khu kann man auf 
dcrSei!e dct NutzniesseJ"oder der Bc1tohle-
nen stehen. Aber es aibt lUch im tedULi-
schc:D Sm einige wi<:htige Konsequenzen: 
• Kopie uDd Orl,inal lind nicht zu UD' 
terscheJden 
Wenn wir nicht sperielleARstr'engungcn 
wucmeIunen, laufen wir in alle mOgli· 
chcn Konsislenz;-.ProbJemc. Identifika-
tion und Configuntion Management 
mQsscn darum im Bereicb der Software 
einen andt:rm Rang haben als bei ande-
ren Ingenieuren. 
• Bd der HenttUuDg von Sonware dbl 
es keine FertJgunpprobleme, soodem 
nur reine EaCwk!dung 
Bei der Sofiware ist der Prolotyp(im ur-
spr(lnglicben Sinne des Wanes) bcmu 
das Produkt. seine Verviclflltigung ist 
kein Thema. Duum lwen .ichdic Tc:ch-
Riken dct (Mas.sen-)Fc:rtigung (etwa die 
statistische Qu.lIilltssichetung) nicht auf 
die Software-cProduklion» Dbertra.gen. 
• Soflwaft unterliegt keiner Abuut· 
zung; Ihre .WactUDP siellt Dkhl dea 
allen Zustand wieder her. sondern d· 
nen neuen 
Die Wartunl VOR GuIten mIt danuf ab, 
den Neu·Zustand zu erhaBen oder wie-
defhenustetlen. Bei Soflw&rt ist das 
nicht nötig, der Zustand bleibt - ausser 
in lehr speziellen Rllm - sicher erlW-
ren..Mainten&nce» im SiMcdes Wanes 
(ta maintain ~ aufrcchterhahen) gibt es 
also gerade nicht. es scht um die teil· 
weise NcuschOpfung du Sy$lCn\5. 
Darum ist die SortwlfC-Wartung seht 
viel kritischer zu betrK.ht.cn als die Was-
tung andtret lechnischer Systeme. 
.. Die Ei~enschaRendtrSonware(lmbaon .. 
dtre der PJ-os:rammt) sind nldlt stdl& 
Hier liegt wohl das grössle Problem, WCM 
wir vmuchel1, unsuc Elfah1Unge&1 aus der 
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Jothrn Ludnril 
Der Autordic:sa Beitrages ist crcIenllic:her 
Professor filr Software Engineering am 
Inslitut fOr Informatik der UnivmiW 
Sturt&Ul. GcborcJ wurde t:I J947 in Han-
novtL Bis 1913 widmete d'sich dcm Stu-
dium der Elelarotechnik an der ru Haß.. 
fIOVCf, tris lens dc:sn Auflmutudium In-
formatik an der TU MIlnchen. Bis 1980 
war er MitaJbcitcr Im Institut filr Daten-
vrrubeitung in der Technik des Kern-
forschWlgszentrums Karfuuhe. 1981 er-
folgte die Promotion (Dr. Ri. naL) durdl 
die ru MIlDcbc:a. (R. Baumann. F.L. 
Bauer) mit einer Arbeit ßbtt Software-
Spaifikation. Bis 198.5 amtierte er als 
Ltiltr des Projektes Software Engineering 
im BBC-foßchWlpztntrum in Baden 
AG, Danach folgte bis 1988 eint 
Assisttnzpro(essur lUr lnConnaLik an der 
EUI Zilrich. 
Jochen Ludewig 
L'auLtut du priseat wele est profcueur 
ordinaire d'in&bUerie de logieiel • flnsti-
tut d'inrClllrlatique de runivmitf dc 
StunlUl. N~ cn 1947 .. Hannovn:, ill'cst 
consacr6 jUlqu'tn 1973 1 l'~tude de 
fElectrotedutique .. J11nIvenik! teduüque 
de Hannovre. puis 1 des budct de base de 
. finronnatique 1 ruDivcni~ techrüque. de 
Munich jusqu'en 1975. D a tDvaiU~ jus-
qu'en 1980 c:ommc coUaboralew- ll'lnsti-
tut de tra.itemthl de texle clans Ja tcduUquc 
auprb du Centre de rcclletches nuc:tiaires 
de Karlsruhe. PrtJmO(ion (Dr, n:r, nat.) cn 
198111'Univeni~ lechniquc de Munich 
(R.Ilawnann., F.L.Bauer),lla favtw'd'un 
~c:ongaEllaspkiflCationdull> 
Jiciel Jusqu'en 1985, direc:ttur dg. projct 
Ingmieric du logicicl clans lc c:entrc de re--
cberches BBC 1 Baden. Assistant crmrOt-
rnatique ll'EPFZ jusqu'en 1988. 
physiKhen Welt (und die un5Cru Vorfah-
MI) auf die SoRwue zu tlbenrlien. Denn 
nicht.slttige 'Eigenschaften sind im wahr-
sten Sinne des Woncs LIrllW11rlich. NatIlt-
lieb gille u in allen Bcrcichen nkhl-steti,c 
ÜbeJilnge (wenn man beispielsweise einen 
Gcsemtand Ober die T'uchkantc schiebt, 
fllIt er iJgcndwann herunter), doch sind die-
lt io. SlC1ige Obetpn,e eingebettet. Diese 
Software-Eigcnscbafl ist also intuili ... nicht 
zu mauen. 
• Die Funktlorulitil eInes Prop-amms 
Ist du~b Test Dlcbt pcülbat 
Jeder Tt.Sl sehl ven einer (meist uo-
&U1ge5pmtbcncn) Steligktiw.nnahmc 
aus: WeM derVmuch mit einigen Wer-
ten gelungen ist. wird er auch mit ande-
ren gelingen. FQc Programme gilt das 
freilich nidle Jedes verlnderte Bit kann 
aus einem Propunm ein vOUig anderes 
macbcn. Tesu Md cbtum in allen tele-
vanfm FlIlcn utrem obctf11chJicf,. du 
dutth sie bervorxerufmc Vertrauen ist 
rational unbegrllndet. 
• Programm.Fehler trelm Ipnan&haft 
.ur 
Viele Feh1er technischer Systcmt wach-
5QI. langsam und lind mh CI1tsprechen-
dem Aufwand bereiu fertstcllbat, wenn 
sie noch keinen Schaden angerichtet ha-
ben. Beisp}e:lsweise tonncn Material-
risse entdeckt und behoben werden. 
bcvtJr es zum cigeTlllichcn Schaden 
kDmml. Softwue-Fehkr wachsen nicht, 
sondem ue treten auf.sowie ein Schau-
spieler auflritt.der ja auch vorhersdloo. 
hinter den Kulis5Cll, anwcscocl war. Eine 
pröwnJitle Wanung gibt es also nicht. es 
sei denn. man betrachtet die ÜbeJpri!-
fung und Korrektur des Produkts Vot sei-
ner Installalioa als pr1ventive Wanung. 
-t Das «Malertat. der Pros:nmme. die Pro-
p-ammtrnpracbc, Ist amorph und uni-
"endl 
Technische Produkte weisen oft eine SInlk-
ttu' au(, die dwdt die VtJWCndung "cndüe-
dencrMaurialien ,eprlJ! Ut. Beispietswei-
5C urlilll ein Auto in Teile, die aus SWU-
blech. aus gegossenen Ltgtmmgcn, aus 
verschiedenen Kunststoffen. Textilien, 
Gummi usw, hetlestetll sind. Damis folgt 
auch eine scpar3te Produktion der Kompo-
nenten, Bei den Prognmmcn ist das nicht 
dCT F.a1I, die einzigen Materialien sind Spra-
chen. und zwar in der Regel nur die 
Programmienpra.c:hc(n) CUt den Code und 
eine .!ebct\(b. Spracbc rur alle andeml 
Dokumente. Eventuell kommt noch eine 
gnphische Nowion hinzu. Diese Ma1eria-
lien fOrdern die Strukrurirrung ood Gliede-
rung in Komponenten bwn, Programme 
weisen also keine ortl3lürliche» Struktur auf, 
Wu mGsscn darum die Sll'Uktur, die vielen 
andc:ttn Ingenieuren VOI'iegeben ist, be-
wuul schalTen. 
... Propammlmr unltnchllun meist du 
Problem 
Der Mcnsc.h und seine summcsgesctücht-
lieben \bdahren haben sich Lmmcr wieder 
in Situationen bchaupCm znllssen, die blitz-
scbnclJe Rcak.tioncn auf eine on sehr sc-
flhrlicbe, aber nur mlssig komplexe Lage 
c:rfordertcn (LB. Abwehr eines Anpilfs 
oder Aucht). EntspRchcnd kOnnen wir sehr 
rasch Bildet intcrprttleren und Entschei-
dungcn ttdfen. DieAusriIslWlg mit Intelli-
genz war fDr diese Situationen "ClSChwcn-
dcrisch, der Mensch ist wohl an die Grenu:n 
5Ciner physischm Flhigkcilen gekommen. 
aber eicht an die Grenzen seines Verstan-
Sofrw~· Logidd 
des. Dieser scheißl uns in jedem Falle aus-
rcid1end. 
Es macht uns also nichts aus. wtrugtT Ax-
beil (im Sinne dtt Physik) zuleistm als ein 
Pfttd oder eine Dampfmascruntj wenn uns 
aber ein Rechner bei einem sim~m Spiet 
rcgelmwig besiegt, sind wir verletzt. denn 
im Kopf ßlhlcn wir uns al1mIchtig. 
Darum ist es nicht Obemschcnd, dass sich 
sogar erl'ahrcne Softwarc-Lcute oft sUf1r. 
"CtSC~ (dh. fibcrsch1ru:n), wenn sie 
ihren Aufwand filr bestimmte Arbeiten an-
geben sollen.. Nur ein dauerndes Trainin, 
(d.h. laufende ScMtzungcn und tüc.t.blit-
t.endt Bewatung der Schltzungen) kann 
uns hier zu einer tQ}istischcn Haltung tnb· 
"". 
Software Engineering 
WIhmMt die Hardware in dnmatischcr Ge-
schwindigl:ci! billiger und leis!ungsllhiiCf 
wurde, haben sich die Kosltn pro Zeile Code 
kaum vttlndcrt. Dadurch wichst der KQStt;n-
antcil der Sortware sllndig. und sei! etwa 1970 
(je nach Art der S)'ltCmC) übertreffen die KI> 
sttn der Software die da Hardwan: (Abb, 1). 
Als in den 60er Jahren die Gmu.cn da 
Iü.n:Iwarc immer weiter hirausgcschoben WOf-
den WaRn, zeigte sich mtmals deutlich. dass 
es noch andere Grmzcn gib(. die Gtef\ttIl in 
unserm Kliplen. Diese SituJlion wunte durch 
das SthlapOIt .soRwartl Crlsis- thanktcri-
sien.. 
Aur der NATO-Konferenz in Gannisch 
(1%8) CWu1e F.L. Bauer das WM, SOn'ifaft 
Enginttting als ProvobJion ein.. Hier ist die 
Ddiniliondes IEEE S!d 610.12-1990: 
aortw.re en&1nHrinc: 
(I) Thc appfK:ation of a systcmatic, dis-
ciplined, quanliftable approach 10 the dtv-
tlopmcnt, opcraticn, and nuintenance cf 
software; &lw is, the application of tn-
Cinecrinc 10 aoftwarc. 
(2) Thc study or approacbcs as in (l), 
auf Deutsch: SojtwQT6 Enginurlnzlst dtr sy. 
st~moliKM, din;plinl~ne llJId tlul QII4Ir-
lijizimutr zld~lIde AnsQaßr die Enr.·jd-
1l1li1, d~n Betri~b und we Wat1IIng VOll Soft· 
~'C1t. dA die Anwendung )'On Instnitur-
P,jllZipj~n bei du Arbeit an Wld mit Soft-
""Q1Y. Zwn So/IWan Enginurinr g~hönn 
aweh dit E,l;wwtg und dit Wtiltr-
ttlllroictJung dint$ Atuatlt.1, 
Das wescnlliche McrkmaJ des Software 
Enginecrin8s war die Abwcndung vom 
Kßnstlerturn. Denn bis 1970 (und vielfach bis 
heute) wurde Software eher wie ein Kunstwett 
behandelt ("gi. Ludcwig, 1987): 
• TUlJIlne und Kosten werden ohne ntiona-
Ie Grundlage ge5ChItn. in der Realisierung 
vielfach weit Obetschrinen. 
• Rqdn sind nicht c.liSteDl oder nkht be-
kannt odc:rwerden ignoriert. das glckhe gilt 
\'c:rs1lrkt filr Normen. 
• Progtammtelts liefem nurc:ine u:hrschwa-
c:he Auw.ge Uber dje FunkUooa)ltii der 
Programme. andere EigcnsclWten (LB. die 
PorubDltil odu die Robusthdl) klWltn 
nur subjektiv bewertet v.-erdcn. 
• Der Progrvnrniercr b.aul seine Pe-rs6nlkh-
krll in die Software ein. $0 dass sie filI an-
dcteMenschc:n un"erstandlich ist. Kritik an 
seinem Wcr\ kann er kaum mDgcn. 
Software: ·l.Dgicic1 
Leistung (log.) 
1960 
Hardware-Epoche 
.4bb.l: Enrwid/Wfg;n tkr JlanI-undSoj'twarr 
Software Engineering ist der Versuch. die-
sen Zwtand nach dnn \brbild anderer Inge-
nieur·FIIcher zu Indem. Damit ist das Ziel die 
glohoJe Optimitrtlfl' tkr Beat~jllln,spro­
:.tJY. dÄ ein Fonschriu im Sinne de$ San· 
ware En.i:ineerings ist eine VerlndenuIg. die zu 
eincrSeßbmg derGUlIIrIlltmtn tnhrt. 
TciWcIc cW:u sind: 
• Erh6lNng der Produkllritlt 
• ErMhunl dcrQuaJillot (siehe unten) 
• In,estlllOlJ..!Khutz ßIr ~ und ent-
stehende Sofrware 
• hohe Flrmenkultur und Aun.k1ivitlt da 
AtbtiuplllZe 
Konupte des Software 
Engineerings 
Die Defmition und Anwendung von Me-
thod,n 2lhh ebenso wie die BereitslellWlI und 
Vawendung von Wtrkuuzell zu den AnsJI-
zen. die auf allen Gebieten der rnemchlichen 
Kultur zu höheren Leistungen JCfUhrt haben. 
Da wir WlJ im Softw~ Engineering spe%ieU 
an den Ingenieuten oritnLieren, sollten wir aus.. 
scrdem '1OR dielen lernen: 
• Kostmdtnken als Grundlage von lkwer· 
wn .... 
In der Software sind - wie in jeder andetea 
Technik - AIgumenle der An «lw rU1de. 
dau __ IJthcrlkh. Wir mihscn LInS an 
mOgIidw objektiven KriICriur. orientieten. 
Wo immer mOgIich.soUlcn das Koden sein. 
WU billiger ist. ist besser. Nur soUte man 
diesen Ansatz Diebl nUl vordcrpOndiger 
Sparurnkdl vc:rwcchsdn.An vielen Stellen 
sollte man aus we.iuichtiger Sparsamkeil 
dea Aufwand aMbtn. 
• Qoa!ititsbanttsUdn Ab .Qrunclrube .. 
"""'" Denk<nL Wo wir EnlscbtidWlgtn zu treffen haben 
und die Kosten kein Uares Krikrium lie--
fem. aollten wir uns um mDgJichst hohe 
14 
Zeit 
1980 1990 
Software-Epoche 
Qualitlt bemllhen. Dies ist nalUttidJ Icta· 
lich auch ein KostenMgument. nur!J.sst sich 
die Einsparungl)'pjsch aiebt duut nach-
~i= 
• Denken in Baupuppen. 
Der Gedankt., ein So(twue-System von 
Gnmd auf neu zu entwickeln (.(rom 
&enw..). ht verlocktnd, aber nichU ßlr ei· 
nen solWk.n Infonnau"ktr, aondem typisch 
fUr Bastler aller Art (unter denen es freilich 
auch begna&tegibc). Technikemictu im 
Triumph durtb die Bildung von - rnopictul 
univcndlen - Bausteinen (LB. Schrauben. 
Gerlte mit Nettsleder, lCt usw.).1m Soft· 
ware Enginccrin, wird. das "eher nicht an-
den sein. 
• die EintUbnmg und Beachtung von Nor-
m .... 
Nur die Deflnilion einheil.licher Schniu-
steUen. sei u du:n:h Normung oder durch 
de.(acco-Standard$. schalTl die Möglich-
keit, Baupuppen frei zu kombinieren. 
Darum isl die Einfllhrung und Beachtung 
'YOD Nortntll ein zentrales A:lliegen jedeI 
lnpic:un. 
Angeßchu des Bepiffssumpb in der Sofl· 
ware baI AUch die Sundardi:deruna: von Be-
griffen groue Bedeutung. Unklare, miss· 
verstlndJiche odermehrdtutige WOrtcr sind 
einÄJgemiL 
• Exakte, nach Möglichkeit quanlltatln 
Spezlllkalion. 
Änderungen der Bearbeirungsprozesse sind 
nur sinnvoll und dutdlsttzbar. wenn sie ZlI 
nadnrebbarta Verbeucrutlgen f'tlhren. 
Damit sind Muse und Mwungen eine 111-
&emCine VoBussetwna: ßlr Verbesserun-
.. ~ 
Evtn 'lwu.I! tIO ,n:luwlo.ical brealJhrou.I! 
promiJts '0 Bi~ 'M sott cf Magical nsu/u wirl! 
wNeh we are solaMiliar in 'Ire JwmJwarr anti, 
tlren I.J boIh an abund4nce 01 g(J(Jc/ tt'CIrk ,.0;", 
on now, ontJ 'M promjse D/ sulUly. if Im· 
specuuuJar progress. 
F.P.Broob(J987) 
SAQ-BuUctin.ASPQ 7+stn 
Quantität als Qualität 
q/llWity U CI qumity oj lu own 
(Qll4lllität scJJ4" in Qualitä' wn) 
Etwas Grosses, Komplexes ist nicht einfach 
du V.eI(u:he von etWas Kleinem. Dies ui&t 
der folgende Vc:r&Ieich: 
Schraube AulO 
üro ~ 
SlIdrplan Wcld::utc 
Sahara mit Kamel Tunes-Squan:. 8 pm. 
Prosr-mm aus 10/ JOO/ JOOO/IOooo/ 
100000 Zeilen 
Komplaitll bnn also nicht du:reh eine 
Mamtabs1ndenmg bthemcht werden: wer ci· 
nen schmalen Graben mit einem BrtU Qber. 
brikk!. bnn nicht mit IOOBnmemeint'n Fluss 
UbefbrOd:en. denn dazu sind andm Methoden 
und eint Rciht andClU AJbeitc:n und Materia-
lien erforderlich (1..8. eine PJanunl. Bau von 
Wesen tilt die Fthneuge usw.,. Wer meint, 
diese Ed'ahtun, ignorieren zu kOnnen, wird 
dem erslrlJ HtJMplJlllZ du Software En-
ginurilJ's zum Opfer fallen: 
Dfl" MedKh kann nur Probleme gerln&u 
Komplnitit bandhaben uad macht auch 
dabei noch Fehler. 
Um das Problem der KompIex.itIl I\II6sen. 
milssen wir WlS Wo dLUdl SttuburicJung auf 
eu,en Ausschnitt koc1zentritml un4 dennoch 
mit Fehlern m;hntn. 
Ein Soflware-System sei aus n Modulen zu· 
sammenJe$tm. z.B. n IZ 100. 
Jedes Modul sei kom:kt mil der 
Wahrscheinlichkeit P 
n (unabhlngige) Module sind dann 
kontkt mit der Wahrsc:beinlichkeit p. 
p 0 .• 0.95 0.99 
P,~ 0 0.01 0.37 
Kompluc Systeme klmnc:n also ofTenba.r 
nw fcblttfrei arbeiten. weM ihre Komponen. 
ten eltrttn Cehlerann sindl 
Wo sind grosse Verbesserungen 
möglich? 
Graue Verbessetungen):ann es offctlSicht· 
lieh nur dort geben, wo die Aufwendungen 
oder Verluste boch lind. Dlmis folgen als 
zweclan1sslge Leitlinien: 
• aicht neu entwickeln. lOI\dem bufen oder 
wicd~rwendtn 
• Aufwand in den frilhtn Phasen trh6hen 
(und damit insgesamt senlctn) 
• ProwIypilIg. inlcren1enteJ1e Entwicklung 
• S)'S!emalisches \b'gehen. Nonnm. laufen-
de Kontrollen 
Ziele und Prinzipien des Software 
Engineerings 
In jedem Soflwm-Projelt werden Ziele 
vmchledener An verfolgt: 
Projekl·7Jt1: Das Projekl fffolgrtith. d.h. 
• mit den vorgesehenm Miueln (PenonaJ. 
K($tn. RC$S(IU~). 
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• inncJhaJb derTrnnine 
• mit RcsuItaten der gcfordatcn QualiW 
abzuscbJic$SCtI. 
Unttmthmms-Zld (Ober das Projekt-Ziel 
hUwa)' 
Die \bn.ussetzungm liIr weitere Projekte ,,-"""" 
• positiven Eindruck.uf den Kunden lind auf 
""'''''''' • Gewinn von Kenntnis.sen (Know How), 
• EnnvickJung wicdem::rwcDdbam" Softw&IC 
• Wahrung eines IUl'Iktiven AzbeitskJimas. 
Globale!! ZJd: 
Ilwthlllhruna des ProjekU und A .... Utun· 
Jen sind mit den ethischen Grundsltzen ver-
einbar und witb:n sich global nicht negativ 
"". Diese Zielc tanturric:rcn. und die Erfah-
Nnl zeigt. dass die (lanafristigc:n) Unter-
nehmenszicle dabei oft unleT die Räder kom-
J1)Cn (vom globalen Zid ganz ZIJ schweigen). 
Sortware-Lire-Cyd~ Phasen und 
MeilensCeine 
Der Ufe Cycle (tSoftware-Lcbtnshub) 
wird traditJondJ wie in Abb. 2 dargestellt 
Ordnet nwI. den ure Cycle strcngn- nach 
Dokurnemen. die als Resultau; der Pbucn ent· 
stehen, so muLcht daralll das Kosten- oder 
PbascnmodtU (siehe Abb. 3). PIwen sind al$O 
nicJu DbtrlappDUh Absc/ulitU! Ihr üilodue. 
Die Gliedmulg dtt Entwidhmg in Phasen 
scham bessere Übmicht des Pnljcbfort· 
sctuillS und damil die Gtundlaae fiIr Korrektu-
ren und Prognosen. 
Eine lntezptllUon des Life Cycles als Ti· 
ligkciten-Modell (die mmitiv naheliegI) ist 
also mit dem Pbuen·Modell nicht v~inbar, 
Phasen CIUhIltc:n unvermcM1l.ic:h vcnchicdmc 
1lti&keitenl (Z.B. mllSs wlhtend der Ent-
wwfsptwc die Spcziflbtioo erglnzl und 
korrigiert wcdcn.) 
PhascnObefl1n&c sind dUIdJ PtfdlelUtdnc 
rrwkie:n. Zur Deftnirion eines MeilensltUu p-
..... 
• inhaltliche Kriterien. beispielsweise der 
durch ein Review bestltigtC Abschhw be· 
stimmter Dokwncntc oder der Abschluss 
gewWcrTcsu 
• der Zzitpunkt. zu dem die Kriterien aflIUI 
sein sollen. 
Variationen des U(c cycJe Konzepts, z..B. 
mit PrOIotyping oder sdui~i.scr Komplet· 
lie:rung, werden als Prouss-Moddle bcuictt-
.... 
Die Programmklassen nach 
Lehman 
M.M. LehmaM (1980) hat aeuigt, WaJ'\lftI 
es bei den mcislen Sofrware-S)'stcmcn keine 
defulil1vc Spczi.ftbtion aebcn kann. Er otdnet 
dw! die Softwll'C in drei KJaucn. 
S-Progranvnc beruhen auf einer allgemein 
anerbnnlen und zeitlos gßltittn Absa1.ktion. 
:r..B. den uigonometrischen Funktionen. Sie: 
lind in der Regel rclaliv einfach; abc:cauch die 
(exakt spezW.zierbacen) Compiler gch6tm 
--
p.Programme l.ind anders a15 die S-fro. 
Software • Locicit:l 
Abb. 2: Al:ti."jJdten·Moddl (WtUSnjaJl·Modell) nad Royce (1970) 
HaUDUIUakelt Dokument Resultat 
analysieren I Au1p!iMnst.nung 
LI~ ... ~ ~~~~~.~~======~ spezllLzleren der Anforderungen r 
LI -'An"fo" ... ""' .. "' ... " ..... """"',"'kation,,·!!!!.._--' entwerlen des Systems 
Abh.l 
K1 .... 
S-Programm 
p.Prognmm 
E-Pro&ramm 
'I-:SysI:-:-,-",-"",-'--.'". ::M-...... '""s,.. .. --c,"".--,--,I 
entwerfen der Module 
cOdieren. module testen Lrl~~2~·;E;mwo;~.;.=========:J 
'I-:"""'-"'I,"' .... -,-.'""._-,.,---"""--"l-, 
Integrieren, testen r."",,::-:--::---~----, I IautIllig.s programrn-Sys!em 
Instellleren, abnehmen .-_________ --, 
LI= ............. ===~So~""""'""==~,..=.=m=~ be.relben. modltlzle,.n r I proG .. ,lIves Soflware-S)'!!em 
auBer Batrieb nehmen 
M..- Beispiel 
exakt spcziflZiefbat Die meisten Letubuchaufgabcn; 
MllhUb (5ln, ,.,) 
SonknJlorithmcn 
Probleml4sung ftit die reale Wdr """"'pmgr>mm 
(moniert ein Modell, das im Laufe WtUtrvorhcts.a,ge 
der Zeit wcilCmltwiaell wird) AmpeJsltuetUßg 
eingebettet in ~ Syslettle, Alle intenktivcn Progr:unme. 
es gibt Wechselwirkungen zwis(hen BO<scnprogRmme 
System undAnfordcnm&en ••• und fast alle anderenl 
&ramme Vet1ndcnlnaen unterworfen. weil sie AbbA 
,,, 
Software· Logiciel 
auf einem Modell bccuhcn. du im Laufe der 
:hit korri&icrt wd verfeinert win1 
Ihs \brtwdmscin eines E-ProJJ'&IMU hat 
zur FoIse. dass die Anforderungen nicht mehr 
stimmen. Ein t1trtmes Beispiel sind BöncD-
procrammc. die für eine von Menschen betrie-
bene WCTtpaptc:r-Böne geschrieben lind. Aber 
dllftb ihre Exurcm hat sicb ~ \bnusseuunl 
ge1ndert., so dan die Propammc: nicbt mehr 
kondl atbeita'l (und u.U .. wie &eschcben. ei-
nen Böncnlcrach YC:JUI'SIdIen k&men). Leider 
Wld .ud!. .ue intaütiVeD Propvnmc in die-
sel' KJ&s5e. cknn sie Indem die Etwartunp 
lind WünsdIc iIlm" Benutztt 
Die sieben Grund-
prinzipien des Soft-
ware Engineerings 
B.W. Bocbm (1983) hat die folatlldcD 
GNDdtqtln fIlr du Sofrwarc Enp-
ncain& angegeben (Imd ausltIhrlich be-
_l' (I) ~&e usin, • phasal Ufe-eyde 
pbn 
Nur ein Ph.ucnplan mit Meilensteinen 
schafft die MOglichkcit. ck:o Projekl-
fottschriuu planen und zu kontrolllc-
""-
(l) Perform coalllllaous Yalldalion 
Alle TeiJerJcbnisse rnUsstD sofort ,e-
p1I!t wc:rdc:u. damit FdlJc:r nicN in 
du S)'S1an «einwKhsen.. 
(3) Maintain disdpllned produd con· 
.... 
AUen Betcilipn muss jedencit klar 
&ein. wekhc Dobuneate beubeikl 
werden dürfen. welche ein,ttrorm 
lind und andetm als Vorpbc dK:ncn. 
Ebenso mOssen die Vcnionc:n und 
Varianten klu &ekmnzeichnel sein. 
(4) Usemodtnlproenmmln&pradJrn 
Methoden. Sprachen und WCfbtule. 
wie sie in den letz1en Jahren enutaD- . 
den sind. k&ineD die ProdutDviWund 
~itll waentlieh YCttIe:ucm. 
(5) MaiDuin dear ac:colinlabiJlt, (ar 
""',. 
Wenn die Zuordnung zwischen Ent-
1IfickJem und Rcsullßen erkennbar 
bleibt. seci" die Mociv.won. aute Ar-
beit zu leisten. 
(6) Use bdkr and ftwtl' ptOpM: 
Die indiYidl.ltllm Lcistwlgcndcr Ent-
wkkkr sind sehr Ulltenchic:dlich. die 
Vari.&nz ist viel &rOsset als die der Qc-
h21tcr. Gute Leute find also l&lSkblich 
biUicet und saW:u zudem den Kom-
munilwionsaufwand (weil man mit 
waU," Leuten .w.tomnu). Schuluni 
kann hicrcinen wichtigen Dem, lei-
mn. 
(7) Maintain a commilmenl 10 Improve 
lhtprotu:s 
Der Übetpng zum Soflwzre EIl,i-
noerin, ist niemals abgeschJossen. er 
bedarf der dauernden ANtrmpan, 
und lnveSlition. 
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Anwendungen 
("reale Welt") 
Realisierung Anforderungen, 
BedOrfnisse 
Modell 
(Abstraktion) 
Abh.5 
Sonware-Qualitäten 
In DIN !Ii!li350, Teil 11. fanden wir die fol-
scdc Dcftnition: 
Qualili(: Gesamlbc:il von Eizensdla/tm und 
Mcrlan.a1cn eines Produkles oder einer 'Tltig' 
Jccit. die sich auf die E1,cnun, DIr EIfilllun, ge-
p:bencr Erfordcmisse bcziehm. 
Die Sortwue-QuaJititen lauen sieb wie 
(olgt klwifLZieren: 
Die Prouu-Qualil1l lsr: dadurch beslimmt. 
wieweit es dem Henteller ,dingt. 
• Xosltn- und TcnniJl..Ormzen einzuhalten. 
• sei.nc:n Aufwand m minimitmt, 
• KCMUliuc zu sammeln. 
• wiedetvenvendbare KDI1'IpOneI1ten zu 
wwr, .. 
• du Betriebsklima zu pflegen 
Die Produkt-Qualillt bestimmt. wie pit du 
Produkl ist 
• filrden Bcnuttcr (Gebrauchsqualitit) 
• fllr den 8carbe:itct (Wartunpqualltlt) 
Für die Produkt-Qualilll haben B.W. 
Bodun ~ al. (1976) die in Abb. 6 d.ar&estellte 
ZcrIeaunJ: vDl)'tKblagen. 
Dabei kommt es nicN darauf an, ob 3CRalI 
diese ZcrIeguni die ricJu.igc ist. W'JChti, ht die 
FesuteliunC. da.u Qu.alillt viele Aspekte hat. 
die teilweise miteinander konkurrieren. In der 
SpczirLbtion bt danlm die Fonkrun, nach 
_Mur QUlIllt4r. eine Lurl'onneL 
Eint: Qua,litll wird immer dann be\WJ1I se-
fardcn. WCM man sie als wichti, Wld bidanl 
W\ZWt:ichend ei.nschlttt. Schaut man sich die 
EinstuIun, da Qualilltsaspcl.te in der Pruis 
an., so kaM man in vielen fIllen die folgende 
Beobacbtun& machen: 
• Die XorrdJhtit (z:umaJ ei,cncr Encupili-
sc) und die Stabilililt werden - meist unzu-
tn:ffend - als hoch eingeschlltt, darum 
wird dafllr:nl weni, gelan 
• Die BedeuNnJ der Ejfaienz wird Obclb'ie-
bcn. darum wird dafür allz~iel Aufwand 
invC$licrt. 
P~I 
Zwer-
." ..-/ Jäss;gko~ 
/" ___ Elf~1enz 
Gebrauc:ns=- ~ Gerlle-EfrlZienz 
~ g!l18 ______ Becf<eo-
allgemeine GUte barkeit 
~ MitteilungsgOte 
_ EtTek:hbarkeit 
~ ____ Teslbarkeit Struklurfertheit 
Wartbat Abgeschlossel'\heit 
'""'~V8""nd. . I1chkait Knappheit 
Andetbatkeit Lesbarkeit 
---- Erweiterbarkeil 
Abb.6 
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Sortware-Qualitätssichcrung mittdbar 1011 sie das allgemeine Quali-
WSniveau emohen 
Die Sonw~lSSicberun, hat kurz-
und langfristige Ziele: 
Eine kurzfristige ErtIObung der SolfWatC-. 
wuniadbu 5011 sie das Vennuen in ein 
Produkt steigem 
Qu.alitJt ist aber nicht dwdl PrilfWlgen III u-
reic:hen. denn QualiW Ilsst lieb niclu: in du 
Produt1 chlneinprilfea_r 
Software-OuaJMtssK:herung (SOS) 
~#.\~ I·~ ~~ .• ,,:.I' i' "" "~ 
SoftwartrProjekt-Management..l , 
Methoden des Software 
Engineerings Software-PrOfung 
/ 
PriI1ung dun:h Rechner 
\ Prüfung durch / 
,
%. 
slatische PlÜfung $ Inspektion 
/ \~ dynamisdleprOfUng(Te~~onHancr) 
PrOfuog gegen 
Regeln Ouantitative Untersuchungen 
• (Metriken) 
KonsislenzprOfung 
Integration 
undTesl 
Analyse 
War1Ung 
AM. B: KOJttrrvmtiwng - olIM wad mit Buiidsklw"g/Ufg du .. Wanwrg. (nach Bodtm) 
t 
Analyse . .. • • • .. • • • .. • • • • • .. .. • .. • • • • .. Bolrieb 
Spezifikation •••• ~ ~ ••••• ~ ••••••• ~ •• ______ ... Instaltation 
Entwurf _______ ~ __ • ____________ ..... Test 
Modulentwurl . ---------------.----... Integration 
Codierung Modultest 
Sonware· Logidel 
In der Pruis treffen wir auf zwei vendUo-
dcnc lntcrpeWioncn des Wortes «QualilllS-
sicherung.: 
(1) alle Mwnahmcn zurHebuogdc:rQuaJitll 
(2) Orpnisation {Stelle, Gruppe)fllfdicSort-
ware-Qualitltssichcrung nach (J) 
Finige wichtige MassnaJunen und BciUlge 
zur Hebung der Software-QualiW sind in 
Stichwocten: 
- Projektpbnung. Dokumenwionsplan 
- Aufgaben etsl slC:llen, dann losen 
- RcsultlfC erst prilfen. dann verwenden 
- SWIdard-Chcc;:k1istea. 
- TC$pIanung 
-II"'~ 
- Codierrid'llJinitn 
- Regelung der Identifikation 
- Kontrollierte Feh1crbc.arbeitwlB 
- Fehlen.wistiken 
Die Aufgaben einer QS-Stelle nach (2) las-
sen sich wie in Abb. 7 !ez.cigr on:1nen. 
Die Kosten der einzelnen 
Entmcklungsphasen 
Als Faustregel für die KOS1envertcilun, in 
der Entwick.lWlg gilt 40-20-40 (Aufwand W)r. 
/iiT und noch Codicru.na). Zahlen aus der Pruis 
:teilen vielfach bOhm:n Aufwand (Ur die 
CoditJUng. weil die (rühen Phasen vcmachlJs-
sigt werden. Bei modc:man VofJebco vu-
schiebt sieb der Aufwand nach vom. dA zu-
gunst.en spezirlkation und Entwurf; Test und 
Integration erfordern dann gcringam AIlf-
wand als früher. 
Wo die Kosten nicht erfasst werden. herr-
scheD oft mln:henhafte Vorstellungac 
Codicnulg: 
wild ObetscbllZ1 (tatskhlic:h J0-2QIl,) 
TesI: 
wint unttnchlttt (tatsIchlieb 100SM) 
Integration: 
wild unterschltzt 
oder vCJBcsscß (tatsllchlieb 10-3M.) 
Die Arbeiten an der Software vom :Uit-
punkt der AusUefClVllg an (Korrektur. Anpas-
sun, und Erweiterung, also die sogenannte 
WanunJ} tosten - über die ges.lffile Lebens-
dauer-typisch mehr als die EntwkklWlg; etWa 
l/HIcJAufwands geht in die Wartung' 
Fchlercntstehung und .-entdeckung 
Softwate.Feh1er kennen sehr untcndliedIi-
ehe Kosten wrursachea.. Die folgenden Faust-
regeln helfen, die Fehler goblll1]assiraimn 
und den Kampf gegen die Fehler clon zu fllh-
Jen, wo du abwwendende Schaden am pOss-
Im isL 
• FdIkr werden typisch mf dc:neJbtn Ab-
straktionsebenc entdeckt, auf drr sie beg ..... 
gen wurden. ZB. zeigt ddt ein Entwurfs-
fehler nicht in derCodierung.sondem beim 
Venuch,die Module zu integrieren. 
• Feh1atostea. steigen mit der Lalenueit 
upoc1mtieU an. d.h. die Kosten cines Feh-
Im in der spezirlkation steigen .uf 435 
100fache. wenn unicht sofon,sondc:mem. 
nach der Auslieferung entdeck! wird. 
Aus diesen beiden Grilnden folgt: Die feh-
ler der frilhen PJwcn sind die bei weitem teuer-
stm! 
17 
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500 
200 
100 
50 
20 
10 
5 
2 
1 
relative Kosten eines Fehlenr 
nach Untersuchungen von B.W. Boehm 
bel 10 .... GTE. TRW, OaD 
groBe Projekte 
--
--
--
--...... -- klernere ProJekte 
--
--
--
--
Phase der 
Fehlerentdeckung 
AM. JO: R~huiYt: F~JJ~r1oste" inAbMrrgi,keit VOll tÜr lAI~1UZ~it 
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