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Abstrakt 
Tato práce je zaměřena na počítačové zpracování obrazu, konkrétně naskenovaných Braillských 
dokumentů. Jde o techniku vyhledávání Braillských znaků (bodového písma), rozpoznání a následné 
převedení na běžný text. Tečky, jež písmo tvoří, se rozpoznávají na základě světlých a tmavých částí, 
které vznikají při skenování. Po spojení do znaků se na základě znakové sady konvertují na běžný 
text. Zároveň se při rozpoznávání zjišťují pozice možných chyb, aby bylo jednodušší případně text 
opravit. 
Abstract 
This thesis deals with image processing, specifically scanned Braille documents. It is about 
recognition of Braille cells, followed by transferring to plain text. Braille dots are recognized on the 
basis of bright and dark parts, which are created during scanning. After connection to the characters, 
they are converted to plain text by means of the character set. It also locates positions of possible 
errors to make it easier to correct the final text. 
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1 Úvod 
V současné době je na světě téměř 300 milionů lidí se zrakovým postižením [9], kterým usnadňuje 
život Braillovo písmo. Jeho prostřednictvím totiž mohou tito lidé číst hmatem. Od svého objevení 
v 19. století prošlo dlouhým vývojem. Dnes, díky zdokonalené moderní technice, je práce s 
Braillskými dokumenty značně jednodušší, než tomu bylo na počátku. Hlavně výroba je usnadněna a 
není tolik časově náročná. Dříve se tečky museli do papírů vytlačovat ručně nebo pomocí tzv. 
Pichtova stroje, zatímco dnes existují různé tiskárny, které během několika okamžiků dokument 
zhotoví.  
Díky skenerům je dnes možné pracovat digitálně i s vytisknutým dokumentem. Skenery oproti 
tiskárnám nejsou nijak specializované, používají se běžně dostupné na trhu. S bohatými možnostmi 
v nastavení, jako jsou jas, kontrast, atd., a s využitím vysokého rozlišení, je možné pracovat 
s dokumenty s velkou přesností. Vysoký výkon dnešních počítačů zajišťuje také potřebnou rychlost 
provádění náročných výpočtů. 
Samotné písmo je vlastně druh binárního kódu, který se používá mimo svět počítačů [1]. Kód 
je vymyšlen tak, aby byl nevidomým snadno rozpoznatelný. Na šesti polích (bitech) je v něm 
zakódovaná celá abeceda, interpunkční znaménka a dalších několik znaků, které slouží k formátování 
textu. Pro rozpoznání textu je tedy potřeba se v kódu vyznat a umět jej rozluštit.  
Cílem této práce je navrhnout a implementovat nástroj, který bude rozpoznávat naskenované 
Braillské dokumenty a bude umět rozluštit jejich kód. Výstupem by měl tedy být klasický text. 
Jelikož se předpokládá, že ne vždy bude rozpoznání stoprocentní, bude jej možno ručně opravit. 
Výsledný text bude možné uložit do souboru nebo jej vytisknout. Rozpoznávané obrázky musí mít 
určitou minimální kvalitu a také musí být skenovány s vyhovujícím nastavením. Program by tedy 
mohl sloužit lidem bez znalosti Braillského písma k přečtení takového dokumentu, ke kterému 
například není dostupný jeho zdroj. 
Práce začíná vysvětlením základních principů Braillova písma a technologie, které se 
používají k jeho tisku. Kapitola tři popisuje v obecné rovině technologie skenování, jakožto zdroj dat 
pro tuto práci. Čtvrtá kapitola se zabývá technikami rozpoznávání Braillských dokumentů, které již 
byly publikovány. V kapitole pět je uveden návrh aplikace a jsou popsány jednotlivé kroky, které se 
odlišují od používaných technik z kapitoly čtyři. Jak byly některé kroky přímo implementovány, je 
vysvětleno v kapitole šest. Sedmá kapitola je shrnutím výsledků, kterých se podařilo dosáhnout. 
V závěru je pak zhodnocení dosažených výsledků a návrhy na vylepšení.  
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2 Braillovo písmo 
Je tomu již 180 let, co Louis Braill po svém oslepnutí vytvořil tzv. Braillovo písmo. Toto písmo 
umožňuje nevidomým číst různé knihy, učebnice, informační nápisy a usnadňuje tak jejich zařazení 
do společnosti.  
Braillské znaky jsou tisknuty klasicky do řádků, přičemž se dodržují dané mezery mezi nimi i 
mezi jednotlivými body. Znaky jsou tedy v zákrytu jak v řádcích, tak i ve sloupcích. U oboustranných 
dokumentů jsou vždy body tisknuty tak, aby se nepřekrývaly. Jedna strana je tedy většinou posunuta 
o šířku tečky horizontálně a o polovinu výšky znaku vertikálně, což maximalizuje využití plochy 
papíru. 
Jednotlivé rozměry bodů a mezer mezi nimi určují různé mezinárodní standardy. Většina 
větších zemí, kde se hromadně tiskne větší množství dokumentů, si definuje vlastní standard. Ten se 
netýká pouze definice rozměrů, ale například i rozměrů použitého papíru, jeho tvrdosti a barvy. 
Všechny standardy ale vychází z původního Braillského psacího stroje „Perkins Brailler“, který jako 
první definoval rozměrové hodnoty. Rozdíly mezi nimi se pohybují většinou v řádech desetin 
milimetru. Příklady některých standardů jsou uvedeny v tabulce 2.1. Rozměrové položky z tabulky 
jsou znázorněny na obrázku 2.1.  
  
Obrázek 2.1: Rozměrové položky k tabulce 2.1. 
Standard a [mm] b [mm] c [mm] d [mm] e [mm] 
American Library of Congress 2.5 2.5 6.25 10.0  
ECMA Euro Braille 2.5 2.5 6.0 10.0 1.3 
German 2.5 2.5 6.0 10.0 1.3 - 1.6 
Marburg Medium 2.5 2.5 6.0 10.0 1.3 - 1.6 
English Giant Dot 3.25 3.25 9.78 17.02 1.9 
Small English 2.03 2.03 5.38 8.46 1.4 – 1.5 
Spanish 2.5 2.5 6.0 10.0 1.2 
Tabulka 2.1: Příklady standardů pro tisk Braillských dokumentů [3]. 
Každý znak Braillova písma tvoří mřížka šesti bodů uspořádaných do obdélníku 2×3 (dnes se 
vyskytuje i osmibodové písmo, ale to není v téhle práci uvažováno). Na jednotlivé body se odkazuje 
a 
b 
c 
d 
e 
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čísly 1–6. Na každém z těchto šesti bodů může i nemusí, být tečka vyražena. Tímto způsobem je 
možno zakódovat 26 = 64 různých znaků. Úplně prázdný znak se používá jako mezera, a tak zbývá 63 
použitelných znaků [1]. 
Každý jazyk má svou znakovou sadu. Rozlišujeme sadu základní, ve které se přepisují běžné 
texty, nebo specializovaná, většinou na některý vědní obor, jako je matematika, fyzika, hudební 
nauka, apod. Některé ze znaků si každá sada definuje jako tzv. prefixy. Prefix je jeden znak, který 
určuje nějaké formátování pro znak/y následující. V této práci je uvažován korektní vstupní dokument 
pouze v základní české znakové sadě (viz. Příloha B). Její celé znění je uvedeno například na 
stránkách SONS ČR (Sjednocená organizace nevidomých a slabozrakých ČR) [7]. 
2.1 Technologie tisku (vytlačování) 
Na počátku tvorby Braillských dokumentů se body do papíru vytlačovaly ručně pomocí 
speciální destičky s perem. Destička měla dírky, kterými se zezadu perem vytlačovali body do papíru. 
Velkou nevýhodou tedy bylo, že se psalo zleva doprava nebo zprava doleva, ovšem od zdola nahoru. 
V obou případech však zrcadlově.  
Ruční psaní slepeckého textu se provádí také pomocí Pražské tabulky, která se skládá ze dvou 
plastových listů. Spodní je opatřen vylisovanými dolíky, v horním jsou řádky šablon se šesti body. 
Mezi tyto plátky se vloží papír a pomocí speciálního bodátka se vytvářejí jednotlivé body [9]. 
Dalším pokrokem byl Pichtův psací stroj. Pichtův stroj se vyznačoval velkou jednoduchostí - 
body vytlačil zespoda proti pisateli, který si záznam mohl ihned přečíst a zkontrolovat. Některé jeho 
stroje umožňovaly psát matematické a dokonce i hudební značky. Šesti bodům odpovídá šest kláves a 
žádaný znak se získá současným stisknutím jejich příslušné kombinace. Pichtův psací stroj je zcela 
základní pomůckou usnadňující komunikaci a možnost psaní textu ve slepeckém Braillově písmu 
rychle bez pomoci veškeré elektroniky [9]. 
V současné době se asi nejvíce používají elektronické tiskárny Braillova písma. Požadovaný 
text se píše na počítači v klasické podobě a příslušným nástrojem se poté převede na bodové písmo. 
Nevýhodou je jen jejich vysoká cena a fakt, že tisk na takovýchto tiskárnách bývá často doprovázen 
velkým hlukem, proto se umisťují do odhlučněných místností. 
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3 Technologie skenování 
Text této kapitoly je založen na informacích ze zdrojů [10] a [11]. 
Skenovací zařízení – skener (angl. scanner) umožňuje převést obraz do digitální podoby. Skener tedy 
digitalizuje (převádí na číselnou hodnotu) grafickou předlohu pod snímacím prvkem.  
3.1 Typy skenerů 
Podle snímání se dají rozdělit na dvě základní skupiny: 
 Černobílé, které snímají v odstínech šedi. 
 Barevné, které umožňují navíc snímat i barevně. Dnes existuje také možnost snímání v tzv. 
TrueColor (tj. 16,7 milionů barev).  
Podle obsluhy existují také dva druhy skenerů: 
 Ruční, u kterého se vyžaduje, aby sám uživatel přesouval zařízením po skenované ploše. Je 
nutné při skenování udržovat určitou roviny přesunu a hlavně rychlost. Nevýhodou tedy je, že 
záleží na zkušenostech uživatele. Tyto skenery jsou většinou menší, a to tak, že neobsáhnou 
ani celu šíři A4 dokumentu. 
 Stolní, kde se snímací rameno pohybuje samo, což zaručuje lepší výsledky. Většinou 
dokážou zpracovat dokumenty formátu A4, ale existují i profesionální skenery s podporou 
větších formátů. V poslední době se rozmáhá také prodej 3D skenerů, které dokáží vytvořit 
3D model skenovaného objektu, nebo jej vytvořit i z fotografie. 
3.2 Princip skeneru 
Princip skeneru spočívá v tom, že snímaná předloha je postupně nasvěcována a odražené světlo se ve 
snímacím prvku přeměňuje na elektrické signály. Jednoprůchodové skenery snímají všechny barvy 
najednou. U víceprůchodových se barvy snímají zvlášť, čímž však někdy může dojít k nesprávnému 
složení obrazu. 
Pro zaznamenání obrazu se používají čidla typu CCD nebo CIS. U technologie CCD (Charge 
Coupled Device) je skener osazen CCD polovodičovým světlocitlivým čipem a světlo je dodáváno 
zářivkou. Světlo se přenáší pomocí čoček a zrcadel. Před skenováním se musí lampa nahřát na 
správnou teplotu, což trvá kolem 30 vteřin. U CIS (Contact Image Sensor) technologie se předloha 
nasvítí třemi řadami barevných LED diod umístěných přímo u senzoru na čtecí hlavě. Toto řešení je 
výrazně levnější, lehčí a menší, ale dosahuje horších výsledků a neumožňuje snímání transparentních 
předloh. 
Rozlišení skeneru 
Rozlišení je číslo, které udává hustotu obrazových bodů na jednotku plochy. Uvádí se v jednotkách 
dpi (dots per inch - bodů na palec). S větším rozlišením roste počet bodů na dané ploše, což zmenšuje 
jejich velikost a zkvalitňuje tím výsledný obraz. U běžných skenerů se maximální hodnoty pohybují 
kolem 1200 - 2400 (4800) dpi. 
Rozlišení, které dokáže vyprodukovat samotný hardware skeneru, se nazývá optické. Dále existuje 
rozlišení interpolované, o kterém bude řeč dále. 
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Interpolace 
Interpolace je metoda, při níž se zvyšuje rozlišení obrazu dopočítáním dalších obrazových bodů. Jas a 
barva se odvodí od nejbližších sousedních bodů, které byly skutečně rozeznány. Interpolované 
rozlišení tedy ještě zvyšuje použitelné rozlišení skeneru, samozřejmě jen do určitých rozumných 
mezí, dokud nedochází k poškození obrazu. 
Barevná hloubka 
Každé snímací čidlo (snímač) je opatřeno filtrem základních RGB barev, kde každou barevnou složku 
snímá zvlášť. Barevná hloubka ukazuje, kolik úrovní dokáže snímač odlišit. U běžných skenerů bývá 
hloubka 8 bitů, celkově tedy rozlišuje 3×8 bitů hodnot dohromady. Některé skenery mohou pro 
hloubky využívat i interpolaci a dosáhnout tak například hloubky z osmi na deset bitů. 
Denzita 
„Denzita říká, v jakém rozsahu je skener schopen rozlišit různé jasy, tj. zda dokáže rozlišit jemnou 
kresbu ve světlech a naopak odlišit různé jasy i v nejhlubších stínech a opět zde zobrazit nějakou 
kresbu“. Tento údaj je nejvíce důležitý u filmových skenerů, kde se často objekty vyskytují ve stínech 
a je třeba je správně rozpoznat. Její hodnota se pohybuje okolo 2-5, přičemž běžné skenery mají 
denzitu okolo 3 a fotografické až 4,8. 
3.3 Výsledné dokumenty 
Výstupem ze skeneru je obrázek, který lze většinou uložit v různých formátech. Každý uživatel by si 
měl vybrat formát podle toho, k čemu hodlá obrázek dále využívat. Formáty mohou být kompresní 
nebo bez komprese (BMP). Kompresní se dále dělí na formáty se ztrátovou kompresí (JPG/JPEG, 
TIF/TIFF) a bezztrátovou kompresí (PNG, MNG, GIF, TIF/TIFF). 
Bezkompresní formáty se vyznačují vysokou kvalitou obrazu, kterou ovšem není možné 
odhalit lidským okem. Jejich velká velikost je tedy pro běžného uživatele mnohdy zbytečná. Velkou 
výhodou však je, že si vyhrazují 8 bitů pro každou RGB složku, ale dokonce existuje ještě 8 bitů pro 
průhlednost. Je tedy možné je zobrazovat v 256 úrovních průhlednosti. 
U formátů s bezztrátovou kompresí je možné po dekomprimaci získat obrázek naprosto shodný 
s původním. Toto naopak není možné u ztrátové komprese, ovšem ztráta kvality obvykle není 
postřehnutelná. Tyto obrázky jsou nejvhodnější například pro umisťování na internet. 
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4 Současný stav problematiky 
rozpoznání Braillského písma 
V současné době existuje několik nástrojů pro rozpoznání Braillského písma, z nichž asi nejvíc 
známý je program OBR - Optical Braille Recognition [4]. Dále existuje několik známých 
rozpoznávacích technik, kterými je tato práce inspirována. 
4.1 Rozpoznávání na základě odstínů 
V článku An Arabic Optical Braille Recognition System [6] je popsána metoda rozpoznávání na 
základě odstínů teček, které se mohou vytvořit při skenování.  
U většiny skenerů je možné při skenování dokumentů upravit profil tak, aby na výsledném 
obrázku měly jednotlivé body jasně viditelnou světlou a tmavou část. Toto je způsobeno bočním 
osvětlením dokumentu, kdy strana bodu od zdroje je vysoce osvětlena, zatímco odvrácená strana 
vytvoří stín. U oboustranných dokumentů jsou body z druhé strany osvětleny obráceně – strana ke 
zdroji tvoří stín, od zdroje světlou část. 
 
Obrázek 4.1: Porovnání naskenovaného obrázku s nastaveným profilem (vlevo) a bez (vpravo). 
Z obrázku 4.1 je tedy patrné, že je třeba nejprve skener správně nastavit a poté skenovat. 
Většina dnešních skenerů umožnuje profil uložit a aplikovat jej na další dokumenty, takže nastavení 
uživateli zabere čas jen při prvotním skenování. 
Převedení obrázku do stupňů šedi 
Obrázek je na začátku potřeba převést do stupňů šedi. Práce s černobílým obrázkem je dále 
rychlejší, protože pracujeme jen s jedním kanálem. Obraz se tedy stane obyčejnou 2-D maticí 
s hodnotami 0 - 255. 
Ořezání 
Některé naskenované obrázky mohou mít, nejčastěji po stranách, světlé nebo tmavé oblasti, 
způsobené otočením nebo posunutím dokumentu při skenování. Tyto oblasti by ovlivnily hodnoty 
prahů počítané v následujícím kroku, proto je nutné je ořezat. Za tyto oblasti se považují řádky a 
sloupce, které mají průměrnou hodnotu pixelů o 15% větší nebo menší než celý dokument. 
Prahování 
 Následně je třeba provést prahování se dvěma prahy. Z obrázku ve stupních šedi se vytvoří 
matice s hodnotami 1 (světlá část), -1 (tmavá část) a 0 (pozadí) následujícím postupem: 
1. Spočítá se průměrná hodnota pixelů v obrázku. 
2. Spočítají se hodnoty „a“ a „b“ podle následujících rovnic. 
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                  (4.1) 
                  (4.2) 
Údaje min(I) a max(I) jsou minimální a maximální hodnoty a avg je průměrná hodnota 
v obrázku. 
3. Spočítají se hodnoty prahů H a L podle rovnic. 
                        (4.3) 
                       (4.4) 
Údaje min_avg je průměrná hodnota pixelů s hodnotou menší než b a max_avg je 
průměrná hodnota pixelů s hodnotou větší než a. 
4. Podle prahů se stanoví hodnoty v matici. Pixely s hodnotou menší než L reprezentují 
tmavou část tečky, s hodnotou větší než H reprezentují světlou část, a s hodnotou mezi L a 
H jsou pozadí. 
Stupnice hodnot používaných při prahování je naznačena na obrázku 4.3. Výsledek prahování je 
znázorněn na obrázku 4.2.  
 
Obrázek 4.2: Vstupní obrázek (vlevo) a výsledek po prahování (vpravo) [6]. 
 
Obrázek 4.3: Hodnoty prahování [6]. 
 13 
Otočení 
Aby správně proběhlo samotné rozpoznávání, je nutné mít obrázek správně otočen. Prakticky 
nikdy není obrázek přesně kolmo naskenován, proto je tento krok velmi důležitý. 
Otáčení probíhá podle binárního prohledávacího algoritmu, který je navrhnut pro korekci 
natočení o maximálně 4 stupně. Algoritmus se řídí následujícími kroky: 
1. Vyberou se buď světlé, nebo tmavé části teček, podle kterých budou probíhat další 
operace. 
2. Horizontálně se prochází všechny řádky obrázku a počítají se všechny ty, na kterých 
se nachází alespoň 10 pixelů s vybranou částí teček. 
3. Obrázek se otočí o 4 stupně doleva a o 4 stupně doprava a pokaždé se provede krok 2. 
4. Nyní máme dvě možnosti: 
a) Počet řádků u natočení nalevo a napravo je stejný, to znamená, že obrázek není 
natočen a prohledávání končí. 
b) Počet řádků se liší, pokračujeme na krok 5. 
5. Nyní máme opět dvě možnosti: 
a) Jestliže je počet řádků na pravé straně menší než na levé, stanovíme nový 
počáteční bod pro obrázek nakloněný vlevo. 
b) Jestliže je počet řádků na levé straně menší než na pravé, stanovíme nový 
počáteční bod pro obrázek nakloněný vpravo. 
V obou případech znovu spočítáme řádky pro naklonění vlevo i vpravo. 
6. Opakujeme kroky 4 a 5, dokud je polovina rozdílu mezi levou a pravou odchylkou 
větší než 1/16. 
Po zjištění stupně naklonění se nakloní originální obrázek převedený do stupňů šedi a kroky 
ořezání a prahování se opakují. Důvodem je to, že když obrázek nebyl ještě nakloněn, mohly být 
ořezány části s tečkami, proto se nakloní a ořeže znovu. 
Detekce částí teček 
Po prahování se obrázek prochází po sloupcích a hledají se místa, kde horní část tečky je světlá 
a spodní tmavá (tečka zepředu) nebo horní část tmavá a spodní světlá (tečka zezadu). Tímto se 
obrázek rozdělí na dva – jeden pro tečky z přední strany, druhý pro tečky z obrácené strany. 
Algoritmus probíhá v několika krocích: 
1. Berme v úvahu, že průměrná výška tečky je 8 pixelů, v nichž se nachází světlá část, 
tmavá část a mezera mezi nimi. Pro každý takový sloupec budeme tedy zkoumat 
horní a spodní dva pixely. 
2. Vytvoříme si matici pro uložení pozic nalezených bodů. Jak bylo již řečeno, 
procházíme matici, kde světlé části mají hodnotu 1, tmavé -1 a pozadí 0. 
3. Když                                               , nachází se zde 
část tečky zepředu. 
4. Když
  
                                             , nachází se zde 
část tečky zezadu. 
5. V případě, že je některý ze dvou předchozích případů pravdivý, posouváme se o 12 
pixelů níže, což je mezera mezi dvěma tečkami. 
6. Při prohledání mohou nastat chyby, zejména v oblastech, kde je větší shluk teček 
z obou stran. Globálním řešením tohoto problému je zařazení sloupců do tří kategorií: 
a) Sloupce s tečkami přední strany, 
b) Sloupce s tečkami zadní strany, 
c) Prázdné sloupce. 
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Detekce celých teček 
Nyní se prochází obě matice vytvořené v předešlém kroku následujícím postupem. 
1. Každá rozpoznaná tečka musí mít bod alespoň ve třech sloupcích, s méně sloupci 
nejsou počítány. 
2. Vytvoříme matici stejné velikosti, jako procházíme. 
3. Vertikálně od shora dolů procházíme matici a hledáme pixely alespoň ve třech 
sloupcích, které nejsou vzdáleny více než šest pixelů. Bod zapíšeme do pole jako 
matici 4×4. 
4. Prohledaný shluk je smazán, aby nezpůsoboval chyby v dalších prohledáváních. 
Výsledek po prohledání je zobrazen na obrázku 4.4 (pro přehlednost jsou oba výstupy 
zakresleny do jednoho). 
 
 
 
 
Obrázek 4.4: Vstupní obrázek (nahoře) a výsledek po prohledání teček – černé z přední strany, šedé ze 
zadní strany [6]. 
Rozpoznání Braillských znaků 
Nyní máme dané pozice všech rozpoznaných teček. Dále je potřeba stanovit, která tečka je 
v kterém řádku a sloupci. K tomu lze využít dvou algoritmů. 
První algoritmus počítá se známými konstantami pro výšku a šířku znaku podle obrázku 4.5. 
Počet řádků a sloupců se potom spočítá z rovnic 4.5 a 4.6. 
                          (4.5) 
                              (4.6) 
Údaje max_y, max_x, min_y a min_x  jsou hranice regionu s tečkami.  
Znak má potom souřadnice i a j. 
                       (4.7) 
                           (4.8) 
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Obrázek 4.5: Průměrné rozměry Braillských znaků [6]. 
Druhý algoritmus nevyužívá konstantní hodnoty, nýbrž je zjišťuje podle aktuálního kontextu. 
Probíhá v následujících krocích: 
1. Stanoví se průměrná hodnota vzdálenosti mezi jednotlivými řádky. 
2. Stanoví se průměrná hodnota vzdálenosti mezi jednotlivými sloupci. 
3. Dále můžeme určit jednotlivé znaky jako každé tři řádky a dva sloupce, dokud 
vzdálenost mez řádky a sloupci nepřesáhne hodnoty zjištěné v krocích 1 a 2. 
Po použití jednoho z algoritmů musíme znaky rozdělit do šesti částí, jako je tomu na obrázku 
4.6. Nachází-li se v některé části více než 8 pixelů tečky, považujeme část za bod. Takto zjištěné body 
převedeme do binární podoby. Desítkově lze vyjádřit reprezentaci znaku podle vztahu 4.9. 
                                    (4.9) 
 
Obrázek 4.6: Rozdělení znaku na regiony, kde se očekává potenciální výskyt teček [6]. 
 
4.2 Alternativní přístupy rozpoznávání 
OBR - Optical Braille Recognition 
Autoři systému OBR [4] na svých stránkách neuvádí použité rozpoznávací techniky, takže jimi tato 
práce není nijak inspirována. Jejich systém bude ovšem asi v této oblasti nejvíce propracovaný, 
protože uvádí procentuální úspěšnost rozpoznání 99.98%. Mimo jiné nabízí také přímé propojení se 
skenerem jako vstupem a tiskárnou Braillského písma jako výstupem, což nabízí možnost 
jednoduchého kopírování Braillských dokumentů. Velkou výhodou je i neomezenost vstupního 
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formátu, což je vyřešeno postupným skenováním částí dokumentu, rozpoznáváním a následně 
zpětným slučováním jednotlivých částí. 
 Tento systém je ovšem již delší dobu bez vývoje, což dokazuje fakt, že poslední podporovaná 
verze operačního systému Windows je XP. Také většina skenerů, se kterými je program schopen 
komunikovat, se dnes již nepoužívá, nebo se používá jen velmi zřídka. I přes tuto skutečnost si jeho 
rozšířenou verzi firma Neovision stále cení na více než tisíc euro. 
Half-Character Detection 
V článku A Software Algorithm Prototype for Optical Recognition of Embossed Braille [5] je stručně 
popsán systém rozpoznávání na základě určení lokací polovin znaků, tzn. sloupce bodů 1-3 a 4-6 
každého znaku. Tyto sloupce se detekují podle stínů každého bodu. V každém sloupci je potom 7 
možných kombinací pozic bodů (bez prázdného sloupce), podle kterých se sloupcům přiřadí číslo. 
Podle čísel se poté rozpozná znak. 
Metoda má výhodu takovou, že na běžném skeneru se tmavé stíny teček objeví bez zvláštního 
nastavení, a není tedy potřeba ladit skenování tak, aby byla viditelná jak tmavá tak světlá část bodu, 
jako je tomu v kapitole 4.3. Metoda nebyla ovšem v práci použita, protože je možno ji použít pouze 
pro jednostranné dokumenty. Blokový diagram je zobrazen na obrázku 4.7. 
 
Obrázek 4.7: Blokový diagram systému Half-Character Detection [5]. 
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5 Návrh 
Návrh aplikace je založen na systému popsaném v kapitole 4.1, avšak v několika krocích se s ním 
rozchází. Protože na skenování dokumentů byl pravděpodobně využit jiný skener, výsledné obrázky 
se v některých rysech lišily. Například nerovnoměrné osvícení způsobilo větší šum v pravých částech 
obrázků, což vadilo hlavně u oboustranných dokumentů, kde musela být upravena metoda prahování. 
Většina bodů také nebyla osvětlena přímo z horní strany, ale spíš z pravého horního rohu, což 
zapříčinilo tomu, že stíny jsou vrženy více k levé straně (viz obrázek 5.1). 
 
Obrázek 5.1: Část jednostranného obrázku po prahování. 
Specifikace rozměrů rozpoznávaných dokumentů přibližně odpovídá standardu ECMA Euro 
Braille [3]. Testováním bylo zjištěno, že i když normou stanovené rozměry ve znaku souhlasí, 
v globálním měřítku se s nimi nedá přesně počítat. Jinak řečeno, každý znak je sice zhruba 6mm 
široký, ale 31 znaků už není 31*6 = 186mm širokých, ale o něco méně. Proto se tyto rozměry počítají 
až ze vstupního obrázku a z normy se využívají pouze dané poměry. 
Aplikace byla primárně navrhnuta pro rozpoznání jednostranných dokumentů, což se podařilo 
vyřešit téměř se stoprocentní přesností. Čtení oboustranných dokumentů takové přesnosti nedosahuje, 
pracuje ovšem také spolehlivě. 
Dále rozdělíme návrh na tyto dvě podkapitoly, ve kterých bude vysvětleno, které postupy byly 
obměněny/vylepšeny oproti systému v kapitole 4.1. 
5.1 Jednostranné dokumenty 
Při rozpoznávání dokumentů vytlačených pouze z jedné strany byly zachovány metody převedení 
obrázku do stupňů šedí a prahování z původního systému v kapitole 4.1. Ostatní postupy byly 
pozměněny. 
Ořezání 
Při ořezávání obrázků podle systému 4.1 někdy docházelo k tomu, že se ořízla příliš velká část. To 
bylo způsobeno tím, že se na řádku nacházelo mnoho teček, jejichž tmavé části zvedly rozdíl průměru 
hodnot nad 15%, a tudíž byl zbytek obrázku odříznut. 
Namísto ořezání byl zvolen způsob nastavení všech pixelů řádku na zjištěnou průměrnou 
hodnotu. Řádek tedy zůstane šedý a v případě, že se nachází někde v regionu teček, nemá to na 
rozpoznání zásadní dopad. 
Otočení 
Metoda otočení byla oproti systému 4.1 upravena tak, aby stupeň otočení nebyl nijak limitován. Je 
totiž možné, že naskenovaný dokument může být natočen o více než 4 stupně. Na začátku se zvyšuje 
nebo snižuje počáteční bod o 4 stupně, dokud je potřeba, čímž se najde interval široký 4 stupně. Na 
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tomto intervalu se dále prohledává se zmenšujícím se krokem, dokud se nenalezne výsledek. 
V aplikaci se využívá přibližně následujícího algoritmu. 
1. Počítáme s tmavými částmi teček, jež po prahování mívají obvykle jasnější pozice, a 
nejsou zatěžovány žádným šumem. 
2. Horizontálně procházíme všechny řádky obrázku a počítáme všechny ty, na kterých se 
nachází alespoň 10 pixelů s tmavou částí teček. 
3. Inicializujeme počáteční bod na 0 stupňů a krok na 4 stupně. 
4. Obrázek otočíme z počátečního bodu o krok doleva a o krok doprava. Pokaždé se 
provede bod 2. 
5. Nyní máme dvě možnosti: 
a. Počet řádků u natočení nalevo a napravo je stejný, to znamená, že obrázek není 
natočen. Prohledávání končí výsledné natočení je počáteční bod. 
b. Počet řádků se liší, pokračujeme na bod 5. 
6. Nyní máme opět dvě možnosti: 
a. Počet řádků na pravé straně je menší než na levé. Jestliže v předchozím 
průchodu byl počáteční bod zvýšen o krok (provedl se bod 6. b), snížíme krok 
na polovinu. Stanovíme nový počáteční bod tak, že od něj odečteme krok. 
b. Počet řádků na levé straně je menší než na pravé. Jestliže v předchozím 
průchodu byl počáteční bod snížen o krok (provedl se bod 6. a), snížíme krok 
na polovinu. Stanovíme nový počáteční bod tak, že k němu přičteme krok.  
Jednodušeji řečeno, natočíme-li obrázek doleva a následně doprava nebo naopak, je 
jasné, že výsledek leží mezi těmito polohami. Zmenší se proto krok a prohledávání 
pokračuje uvnitř. 
7. Vracíme se na bod 4. Algoritmus běží, dokud se počet řádků po naklonění vlevo a 
vpravo nerovná, aby byl výsledek co nejpřesnější. 
I když v našem systému nehrozí odřezání důležitých částí, takto nalezená odchylka se aplikuje 
na originální obrázek a celý postup se opakuje od začátku. Je to z toho důvodu, že je třeba znovu 
přepočítat matici při prahování. 
Detekce částí teček 
Testováním bylo zjištěno, že průměrná výška teček je 12-13 pixelů. Také směr osvícení dokumentu, 
vysvětlený na začátku této kapitoly, vedl k tomu, že je třeba upravit i prohledávání částí teček. A 
jelikož řešíme nyní pouze jednostranné dokumenty, prohledávají se pouze tečky z přední strany. 
Sloupec pixelů se tedy kontroluje následujícím vztahem. 
                                                 (5.1) 
Platí ale, že Pixel(10) a Pixel(11) se kontrolují o dva sloupce vlevo. To právě proto, že je dokument 
nasvěcován zešikma. Názorná ukázka, kdy je podmínka kladná, čili se našla část tečky, je na obrázku 
5.2. Pro další využití se do nového obrázku zaznamenává pozice Pixelu(1), jak ukazuje obrázek 5.3. 
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Obrázek 5.2: Ukázka prohledávání částí teček (jednotlivé barvy ukazují příklady pixelů, se kterými se ve 
vztahu počítá – šedá políčka mají hodnotu 1, černá políčka -1). 
U jednostranných dokumentů není třeba žádná klasifikace sloupců, proto se tento krok 
vynechává. To také znamená, že je lepší po rozpoznání části tečky nepřeskakovat, ale rozpoznávat 
dál, čímž se vytvoří malý shluk pixelů, který nám lépe identifikuje tečku. Ukázka je na obrázku 5.3. 
 
Obrázek 5.3:  Ukázka nalezených pixelů po prohledání částí teček. 
Při prohledávání se zároveň počítá průměrná výška tečky, která se využívá při detekci celých 
teček. To se provede tak, že se zaznamená Pixel(1) první rozpoznané části a Pixel(10) poslední části. 
Rozdíl jejich y-nových souřadnic udává výšku tečky. Tímto způsobem se spočítají výšky všech teček 
a nakonec se zprůměrují. 
Detekce celých teček 
Vzhledem k rozdílům předchozího kroku navrženého systému v této práci a systému uvedeném 
v kapitole 4.1 je následující postup zcela odlišný. 
Nyní máme k dispozici obrázek s detekovanými částmi, který postupně procházíme po 
sloupcích. V případě, že se narazí na zaznamenaný černý pixel, nachází se zde potenciální místo 
tečky. Projdeme tedy okolí pixelu, dané zjištěnou průměrnou výškou teček a zjistíme počet dalších 
černých pixelů. Testování ukázalo, že tečky většinou tvoří průměrně 30 pixelů. Avšak v hůře 
osvětlených místech obrázku nebo v místech, kde byl dokument poškozen, tečku tvořilo třeba jen 15. 
Minimální počet byl tedy stanoven na 13 pixelů, přičemž 7-12 se bere jako potenciální chyba, jak 
bude popsáno kapitole 5.3. S více jak 12 pixely si tedy uložíme její souřadnice do pole.  
Prohledávané místo je čtverec se stranou rovnou průměrné výšce teček a ukládaná souřadnice 
je středová souřadnice tohoto čtverce. Vše je patrné z obrázku 5.4. 
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Obrázek 5.4: Ukázka prohledávání okolí černých bodů, kde každý čtverec je jedno prohledání. Bílý bod 
uprostřed čtverce je zaznamenávaná souřadnice. Není-li ve čtverci bílý bod, není oblast považována 
za tečku.   
Při prohledávání se zároveň počítá několik dalších důležitých údajů, které budou potřebné pro 
rozpoznání znaků. Jedním z nich je údaj, který budeme v téhle práci nazývat „dimenze“. Dimenze je 
průměrná vzdálenost středů dvou sousedních teček. Na obrázku 2.1 jsou to údaje „a“ a „b“. Počítá se 
pouze u teček, které jsou ve stejném sloupci a hned nad sebou. 
Dalšími údaji zjišťovanými v tomto kroku jsou okrajové souřadnice regionu s tečkami. 
Odečtením minimální resp. maximální x-ové a y-nové souřadnice dostaneme šířku resp. výšku 
regionu. Výšku podělíme zjištěnou dimenzí a dostaneme počet řádků teček. 
                                    (5.2) 
Testováním bylo zjištěno, že hodnoty nevychází úplně přesně, ale o něco více, proto je potřeba 
výsledný počet řádků teček zaokrouhlit dolů na nejbližší číslo dělitelné čtyřmi beze zbytku. 
Jestliže si povšimneme hodnot uvedených v tabulce 2.1 u standardu ECMA Euro Braille, 
zjistíme, že prázdný řádek oddělující znaky je právě tak vysoký jako naše dimenze. Můžeme tedy 
podělit počet řádků teček čtyřmi a získáme celkový počet řádků znaků na stránce. 
                         (5.3) 
Jelikož se výsledek zaokrouhloval, dimenze je znovu přepočítána podle výsledného počtu řádků 
teček. 
Podobným způsobem lze získat počet sloupců. Z tabulky 2.1 vyčteme, že u sloupců jsou 
rozměrové poměry trochu složitější. Šířka sloupce 6mm je rozdělena v poměru 2,5:2,5:1, kde 1 
reprezentuje mezeru mezi sloupci znaků. Každý sloupec znaků je tedy široký             . 
 
                             
 
 
         
  
 
         (5.4) 
Tímto číslem teď stačí podělit šířku regionu teček a dostaneme počet sloupců znaků. 
                                           (5.5) 
Výsledek není opět úplně přesný, musí se zaokrouhlit a zpětným přepočtem se získá přesná šířka 
sloupce znaků. 
Rozpoznání Braillských znaků 
Dále je potřeba nalezené tečky dát správně dohromady do znaků. S využitím údajů získaných 
v předchozím kroku to jde poměrně snadno. Každá nalezená tečka má souřadnice x (sloupec) a y 
(řádek) v pixelech. Podle následujících vztahů se tyto souřadnice přepočítají na řádek a sloupec teček. 
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                          (5.6) 
U vypočítání souřadnice sloupce je to trochu složitější, poněvadž, jak už bylo řečeno, sloupec 
není rozdělen rovnoměrně. Nejprve se spočítá, ve kterém sloupci znaků tečka leží. 
                                      (5.7) 
Dále je třeba zjistit, ve kterém sloupci teček se ve znaku nachází (levý nebo pravý). To se spočítá na 
základě poměrů ve znaku (2,5:2,5:1). 
Jestliže se nachází v levém (tečky 1-3), platí vztah 5.8. 
                        (5.8) 
Leží-li v pravém (tečky 4-6), platí vztah 5.9. 
                          (5.9) 
Jestliže jsme zařadili tečky do správných sloupců a řádků, můžeme je nyní postupně projít a dát 
dohromady. Procházíme tedy každý znak, který se na stránce může vyskytovat, a kontrolujeme 
každou ze šesti pozic, zda se na ní tečka nachází či ne. Pro každou nalezenou tečku nastavíme 
příslušnou pozici v binárním čísle, které pak uložíme do pole znaků. Nenalezení žádné tečky znaku 
znamená mezeru. Indexace ve znaku je znázorněna na obrázku 5.5.  
 
Obrázek 5.5:  Indexace teček Braillského znaku a jejich pozice v binárním čísle. Na modrých pozicích se 
nachází tečka. 
5.2 Oboustranné dokumenty 
Rozpoznávání dokumentů vytlačených z obou stran je postaveno na principu rozpoznávání 
jednostranných z předchozí podkapitoly. Dále si uvedeme jednotlivá opatření, které bylo nutno 
provést, aby rozpoznání proběhlo správně. 
Prahování 
Prahovací metoda uvedená v kapitole 4.1 zanechávala ve výsledcích poměrně hodně šumu v podobě 
světlých míst, proto musela být upravena. U jednostranných dokumentů to nevadilo, protože bylo 
vždy jisté, že světlá část je nahoře a tmavá dole. U oboustranných tohle nevíme, proto je nutné, aby 
prahováním prošly pouze skutečné světlé části teček. 
Zjištěné prahy L a H byly zvýšeny o konstantní hodnoty zjištěné testováním. Takto podmínkou 
pro tmavou část tečky prošlo více pixelů a naopak pro světlou část méně. Vše je názorně čitelné 
z obrázku 5.6. 
1 4 
5 2 
6 3 
Pozice 1 2 3 4 5 6 
Bin. Číslo 0 1 0 1 1 0 
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Obrázek 5.6: Rozdílný výstup prahování bez úpravy prahů (vlevo) a s upravenými (vpravo). 
Detekce částí teček 
Oproti jednostranným dokumentům je zde potřeba kontrolovat i tečky z druhé strany. V tomto kroku 
se další vývoj rozpoznávání rozděluje do dvou rovin, kdy řešíme tečky z jedné a z druhé strany 
zvlášť. Kontrolovaný sloupec pixelů tedy prochází dvěma podmínkami. 
Pro tečky zepředu platí podmínka 5.1 a pro tečky zezadu podmínka 5.10. 
                                                 (5.10)  
Stále platí, že Pixel(10) a Pixel(11) se kontrolují o dva sloupce vlevo. 
Průměrná výška teček se počítá stejně jako u jednostranných dokumentů, čili pouze z teček 
přední strany. 
Detekce celých teček 
Aby mohly být detekovány výskyty samotných teček, je nejprve potřeba odstranit chyby, které 
vznikly při detekci částí teček. Tyto chyby jsou nejčastěji způsobeny tím, že v některých místech jsou 
tečky hustěji nasázeny z obou stran a částečně se mohou i překrývat. Na obrázku 5.6 je tento jev vidět 
zejména v pravé části. Toto potom způsobuje, že jsou detekovány části, které tam nepatří. Výsledek 
detekce částí teček z obrázku 5.6 (vpravo) je uveden na obrázku 5.7.  
 
Obrázek 5.7: Výsledek detekce částí teček v oboustranném dokumentu. Vlevo tečky z přední strany, 
vpravo ze zadní strany. 
Na odstranění chyb byl vyvinut systém, který promazává celé sloupce a řádky, kde by se 
neměla žádná tečka vyskytovat, proto se mohou odstranit. Než je ovšem možné tento systém použít, 
musíme opět zjistit souřadnice regionu s tečkami, a to pro obě strany zvlášť. 
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Je zřejmé, že z detekovaných částí teček region správně neurčíme, proto je k tomuto účelu 
využita zmiňovaná idea kategorizace sloupců ze systému 4.1. Procházíme tedy jednotlivé sloupce, a 
podle první tečky ve sloupci vždy zjišťujeme, které tečky se ve sloupci nachází. Vychází se také 
z toho, že oba regiony budou stejně široké i vysoké. 
Šířka regionů se spočítá tak, že se prvně najde min_x pro oba regiony. Potom stačí už jen najít 
max_x jednoho regionu a pro druhý se dopočítá tak, že se od max_x odečte rozdíl obou min_x. 
Podobným způsobem se spočítá i výška regionů. 
Když známe přesně vytyčený region teček, musíme ještě zjistit dimenzi a vypočítat z ní i 
všechny ostatní potřebné údaje jako jsou počet řádků a sloupců a šířka sloupce. 
Promazávací systém 
Podle tabulky 2.1 se dají odvodit ve znaku části, které můžeme odstranit. Na následujícím obrázku je 
uveden Braillský znak, kde jsou šedě vyznačeny odstraňované části. 
 
Obrázek 5.8: Odstraňované části okolo znaků. 
Jestliže tedy tento systém použijeme na detekované části teček, dostaneme výsledek uvedený 
na následujícím obrázku. Z toho je patrné, že detekce celých teček nyní proběhne s mnohem větší 
přesností. 
 
Obrázek 5.9: Promazané detekované části teček. Vlevo tečky z přední strany, vpravo ze zadní strany. 
Za tečky jsou při detekci považovány shluky s více jak 12 pixely, jako je tomu u 
jednostranných dokumentů. I přes promazání zůstává stále mnoho chybně rozpoznaných částí, ovšem 
stane se také, že se umaže i kus tečky, kterou hledáme. Podle testování je proto minimum 13 pixelů 
stále nejlepší volba. 
Abychom měli kompletní průchod rozpoznáním této části dokumentu, následující obrázek 
ukazuje výsledné nalezené tečky.  
 
 
1,2mm 2,2mm 
2,5mm 
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Obrázek 5.10: Detekované tečky po promazání. Bílý bod uprostřed čtverce je zaznamenávaná 
souřadnice. Není-li ve čtverci bílý bod, není oblast považována za tečku. Vlevo tečky z přední strany, 
vpravo ze zadní strany. 
5.3 Detekce potenciálních chyb 
Jak již bylo zmíněno v úvodu práce, rozpoznání není vždy úplně bez chyb, a proto se tyto chyby snaží 
program vyhledávat, aby na ně mohl uživatele upozornit. Princip je jednoduchý. Při detekci celých 
teček se počet pixelů shluku kontroluje ještě podmínkou 5.11. 
                                      (5.11)  
Platí-li podmínka 5.11, je na tomto místě nejistá tečka. Znak, kterého je tečka součástí, bude označen 
za potenciálně chybně rozpoznaný. 
Znamená to tedy, že i shluk se 7 - 12 pixely není úplně zahozen. Není sice klasifikován jako 
tečka, ale znak, ve kterém se nachází, bude později označen za potenciálně chybný. To je výhodné 
hlavně u oboustranných dokumentů, kde bývá kvůli promazání ve shluku menší počet a není úplně 
jisté, zdali tam tečka skutečně je, či není. 
Po splnění podmínky 5.11 je souřadnice uložena do nového pole tak, jako u teček, čili středová 
souřadnice prohledávaného čtverce. Tyto souřadnice jsou pak také přepočítány na řádky a sloupce a 
v tomhle stavu jsou připraveny jako výsledek. Tento výsledek se dále zpracovává při převodu 
Braillských znaků na běžný text, který je popsán dále. 
5.4 Převod Braillských znaků na běžný text 
Binární čísla reprezentující Braillské znaky jsou v aplikaci dále převáděna na běžný text. Převod 
probíhá na základě externí knihovny znaků, která je načtena z XML souboru. V souboru jsou uvedeny 
všechny možné kombinace, které daná sada definuje. 
Celkově je soubor rozdělen na dvě sekce, a sice znaky a prefixy. Znaky přímo mapují binární 
čísla na znaky, zatímco prefixy určují formát následujících znaků. Soubor se znakovou sadou je 
strukturován následovně: 
<charset> 
  <name>ČESKÁ ZNAKOVÁ SADA</name> 
  <symbols> 
    <symbol value='100000'>a</symbol> 
    <symbol value='110000'>b</symbol> 
    … 
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   <symbol value='000111'>|</symbol> 
    <symbol value='000000'>_</symbol> 
  </symbols> 
  <prefixes> 
    <prefix value='001111'>number</prefix> 
    … 
    <prefix value='000011'>upper string</prefix> 
  </prefixes> 
</charset> 
V aplikaci je použita pouze základní česká znaková sada (viz. Příloha B) [7]. 
Blíže bude postup popsán v kapitole 6.3. 
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6 Implementace 
Navržená aplikace je implementována objektově v jazyce C++ s využitím knihovny OpenCV 2.2. 
Jako vývojové prostředí byl zvolen Qt Creator, hlavně pro spolehlivou přenositelnost programů mezi 
platformami, a pro jednoduchou práci s grafickým uživatelským rozhraním (dále GUI). Aplikace byla 
vyvíjena na operačním systému Microsoft Windows 7 (64-bit), úspěšně přeložena a otestována byla i 
na Ubuntu Linux 10.10 (32-bit). 
Program tvoří třídy pro práci s uživatelským rozhraním, které jsou všechny potomky třídy 
QWidget a třídy sloužící pro rozpoznání obrázků, dědící ze třídy QObject.  
6.1 Programové vybavení 
Knihovna OpenCV 
OpenCV (Open Source Computer Vision) [12] je svobodná knihovna pro práci s obrázky a videi. 
Zahrnuje více než 2000 optimalizovaných algoritmů pro počítačové vidění. Její nejnovější verze 2.2, 
která je použita i v této práci, je kompletně napsána v jazyce C++, existuje však i rozhraní s podporou 
pro Python.  
V implementaci je využito hlavně datového typu IplImage, který reprezentuje obrázek. Dále 
pak několika dalších funkcí pro práci s ním. Například cvLoadImage, pro načtení obrázku, 
cvCreateImage, pro vytvoření nového, cvSetImageROI, pro ořezání, cvCopy, pro zkopírování obrázku 
a cvWarpAffine, pro otočení. 
Nutno také dodat, že program lze úspěšně přeložit, pouze pokud je knihovna v počítači 
nainstalována a správně nalinkována do projektu. 
Qt Framework 
Vývojové prostředí Qt Creator je velmi užitečný nástroj pro vývoj nejen grafických aplikací. V práci 
byla použita verze 2.0.1, která je založena na knihovně Qt 4.7.0. Mimo klasického vývojového 
prostředí Qt Creator instalační balík obsahuje ještě například program Qt Designer, který velmi 
usnadňuje práci s GUI. Jednou z velkých předností je také velmi dobře propracovaná dokumentace a 
ukázkové demo příklady. 
V programech využívajících knihovnu Qt bývá využito objektově orientovaného 
programování. Objekty mezi sebou komunikují pomocí signálů a slotů. Signál je speciální metoda bez 
těla, která je zaslána na slot, většinou po nějaké změně stavu objektu. Slot je metoda, která po 
obdržení příslušného signálu provede odpovídající činnost. Mimo to se slot dá zavolat jako běžná 
metoda. Signál může slotu také předávat libovolné parametry, jako například index položky 
v seznamu, na kterou se kliklo, atd. 
Jak již bylo řečeno, programy napsané v Qt se vyznačují hlavně bezproblémovou 
přenositelností mezi všemi běžně známými platformami (Windows, Linux, MacOS). Primárně je 
knihovna určena pro C++, je ovšem využitelná i ostatními programovacími jazyky, jako jsou Java, 
C#, Python, Perl, aj. 
Aplikaci sestavuje program qmake, který si nejdříve vytvoří konfigurační soubor, z něho potom 
makefile, který nakonec aplikaci sestaví. Konfigurační soubor (přípona .pro) je možné i samostatně 
vytvořit nebo jen upravit uživatelem, například pro nalinkování externích knihoven.  
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6.2 Třídy pro rozpoznávání 
Celý průběh rozpoznávání je implementován do tří tříd. Třída MyImage pro práci s jednostrannými 
dokumenty, třída MyDoubleSidedImage pro práci s oboustrannými dokumenty a třída MyConversion, 
pro převod binárních čísel na text. Přestože postup rozpoznání je u obou druhů dokumentů podobný, 
jsou třídy rozděleny, neboť v každém kroku se vždy nachází nějaké rozdíly. 
Rozpoznání Braillských znaků (třídy MyImage a MyDoubleSidedImage) 
Každý krok postupu, popsaném v kapitole 5, je reprezentován svou metodou. Dodává to tak na 
přehlednosti a strukturovanosti programu. Každá z metod má tedy nějaké vstupní parametry, ze 
kterých zjistí potřebné údaje a ty pošle do metody další. Zjištěné výsledky rozpoznání jsou pak 
uloženy v proměnných s modifikátorem přístupu public, kde je může žadatel přečíst. Jedná se o: 
 pole Braillských znaků (reprezentovány binárními čísly, uloženy jako char),  
 počet řádků (int),  
 počet sloupců (int) a  
 indexy znaků, které byly rozeznány s menší přesností, a tudíž na ně bude upozorněno jako na 
potenciální chyby (QVector<int>). 
U oboustranných dokumentů je navíc druhé pole znaků a vektor chyb pro znaky z druhé strany. 
Pro získání výsledků je nutné vytvořit instanci jedné ze tříd, v které budou výsledky uloženy. 
Už v konstruktoru jsou tedy volány rozpoznávací metody. Jako první je volána metoda GrayScale, 
která provede převod do stupňů šedi. Další už je ovšem volána metoda DotPartsDetection, která 
detekuje části teček a řídí další činnost. Než ale dojde k samotné detekci, jsou využity další 
zmiňované postupy. Metoda Thresholding nejdříve prahováním naplní dvojrozměrné pole 
příslušnými hodnotami (-1,0,1), a poté je zjištěn úhel naklonění obrázku. Je-li nulový, může se přejít 
k detekci, jinak se otočí originální obrázek a GrayScale a Thresholding se provedou znovu. 
Výsledek detekce částí se předá do metody DotsDetection prostřednictvím obrázku 
s nalezenými částmi. Dále se předává zjištěný průměr teček. Podle průměru se v obrázku hledají 
samotné tečky, jejichž středové souřadnice se ukládají do kontejneru QVector<CvPoint>, který je dál 
zpracován v metodě CellsRecognition. Předávají se také další údaje potřebné pro přepočet souřadnic 
na řádky a sloupce a druhý kontejner s potenciálními chybami. Tato poslední metoda přepočítá 
všechny údaje a uloží je do zmíněných public proměnných, které budu k dispozici jako výsledky 
prohledávání. 
Dále budou z implementačního hlediska popsány některé důležité postupy. 
Otočení 
 Implementace metody pro správné otočení obrázku je založena na návrhu z kapitoly 5.1. Na začátku 
máme k dispozici obrázek po prahování, na kterém bude uvažována pouze tmavá část teček. Jelikož 
v okrajových částech se často vyskytují tmavé pixely, které by mohly zkreslovat výpočty, a není jich 
zase tolik, aby byly odhaleny předchozí metodou (ořezání), pro potřeby otočení se obrázek konstantně 
ořeže. Vytvoří se tedy nový obrázek a pomocí funkce cvSetImageROI a cvCopy, z knihovny OpenCV, 
se z původního obrázku zkopíruje vybraná část. Tato část je původní obrázek, ořezaný o 1/15 šířky 
z každé strany a o 1/15 výšky z každé strany. 
Samotné otáčení obrázků v každém kroku probíhá pomocí transformační matice 2×3. Funkce 
cv2DRotattionMatrix podle středu otočení a úhlu vytvoří transformační matici a funkce cvWarpAffine 
následně provede příslušnou transformaci, jejíž výsledek uloží do nového obrázku. Po spočítání řádků 
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se obrázek zase smaže, je totiž potřeba v každém cyklu otáčet obrázek původní, takže se ukládá 
akorát úhel otočení, který se postupně mění. 
Nalezený úhel je na konci předán jako návratová hodnota metody. 
Prohledávání místa potenciální tečky 
Obrázek s detekovanými částmi (černé pixely) se prochází po sloupcích. Jestliže se narazí na černý 
pixel, prohledá se dané místo v závislosti na zjištěném průměru teček. Jelikož se narazí na pixel 
nejvíce vlevo, okolí se prohledává pouze doprava, a protože je to většinou pixel spíše v horní části, 
prohledá se 1/3 průměru tečky nahoru a 2/3 dolů. Detekuje-li se tečka, ukládaný bod má souřadnice x 
a y. 
                 (6.1) 
                 (6.2) 
Údaje x(0) a y(0) v rovnicích představují souřadnice prvního nalezeného pixelu. Vše jasné z obrázku 
6.1, kde je vždy zobrazena prohledávaná oblast kolem nalezeného pixelu. 
 
Obrázek 6.1: Prohledávané oblasti kolem detekovaných částí teček. Červený pixel představuje první 
pixel, na který se narazilo. Modrý pixel je souřadnice uložená do kontejneru nalezených teček. 
Počítání dimenze 
Dimenze je jedna z nejdůležitějších hodnot potřebných pro správné rozpoznání. Její využití je 
popsáno v kapitole 5.1, dále bude pouze vysvětleno, jak se spočítá její hodnota. 
V cyklu detekování celých teček se při nalezení každé tečky uchovávají souřadnice prvního 
pixelu (na obrázku 6.1 červený pixel) pro použití při dalším nalezení. Hodnotu dimenze započítáváme 
tehdy, pokud souřadnice projdou následujícími dvěma podmínkami. 
             (tečka leží ve stejném sloupci), 
                     (tečka přímo sousedí s předchozí tečkou), 
kde x a y jsou souřadnice aktuální tečky a xPrev a yPrev souřadnice předchozí tečky. 
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V kladném případě si připočteme její výšku (                 ) a inkrementujeme počítadlo 
teček (               ). Na konci zprůměrujeme (                      ) a získáme 
výslednou dimenzi. 
Klasifikace sloupců 
Při rozpoznávání oboustranných dokumentů je třeba pro správné vytyčení regionu s tečkami 
klasifikovat sloupce podle toho, ze které strany se v nich tečky nachází. K tomu se využívá 
následujícího postupu. 
Po sloupcích procházíme obrázek, který byl výsledkem po prahování (viz. obrázek 5.1). Ve 
sloupci hledáme první pozici tmavého pixelu (-1). Nenachází-li se žádný ve sloupci, sloupec je 
klasifikován jako prázdný. Naopak po nalezení se musí rozhodnout, je-li pixel částí tečky z přední 
strany nebo ze zadní. Musí se tedy projít jeho okolí a zjistit kde se nachází pixely světlé strany (1). 
Testování ukázalo, že nejpřesnější výsledky dává metoda procházení po bodech šikmo a kolmo 
nad a pod pixelem. Nad pixelem se prochází do vzdálenosti rovné 4/5 průměru, pod pixelem rovné 
celému průměru, protože se předpokládá, že počáteční pixel není přímo na spodním okraji tečky. 
Šikmo a kolmo se prochází z toho důvodu, aby i z okrajových částí teček se vždy zasáhlo do světlé 
oblasti. Princip je zřejmý z následujícího kusu C++ kódu a z obrázku 6.2. 
 
//počítání světlých částí pod pixelem [j,i] 
for (int l = 2; l < prumer; l++) { 
 if(i-l/2 < 0) //okraje dokumentu 
 continue; 
 if(thresholdArray[j+l][i-l/2] == 1) //šikmo 
      countUnder++; 
     if(thresholdArray[j+l][i] == 1)  //kolmo 
      countUnder++; 
} 
//počítání světlých částí nad pixelem [j,i] 
for (int l = - 4*prumer/5; l < -2; l++) { 
     if(j+l < 0) //okraje dokumentu 
 continue; 
     if(thresholdArray[j+l][i-l/2] == 1) //šikmo 
          countOver++; 
     if(thresholdArray[j+l][i] == 1)  //kolmo 
          countOver++; 
} 
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Obrázek 6.2: Ukázka prohledávání okolí prvního tmavého pixelu. Červený pixel je první nalezený a 
modré pixely vyznačují prohledané pixely. 
Převod Braillských znaků na běžný text (třída MyConversion) 
S výsledkem práce předchozích dvou tříd dále pracuje třída MyConversion. Cílem je vytvořit z pole 
binárních čísel řetězec znaků, který bude zobrazen uživateli do okna jako výsledek. K tomu je 
zapotřebí znát také počet řádků a sloupců, cestu k XML souboru se znakovou sadou a pozice 
potenciálních chyb. Výsledek práce třídy je opět uložen v public proměnných. Jedná se o: 
 Výsledný rozpoznaný text (QString) 
 Pozice potenciálních chyb v řetězci (QVector<int>)  
 Pozice jistých chyb v řetězci (QVector<int>) – vysvětleno dále 
V konstruktoru třídy se jako první volá metoda BuildDictionary, která z XML souboru vytvoří 
slovník v podobě mapy (QMap<QString, QString>). K přečtení XML souboru se využívá třída 
QDomDocument z knihovny QtXml, která zároveň umí soubor i validovat. Nevalidní XML soubor 
tedy neprojde kontrolou a bude zobrazeno okno s chybovou zprávou. 
Jestliže se slovník správně vytvořil, zavolá se metoda pro konverzi znaků Convert. Postupně se 
prochází pole binárních čísel a podle slovníku se zjišťuje jejich význam. Má-li číslo význam prefixu, 
nastaví se příslušný příznak, který ovlivní průběh dalšího cyklu. V opačném případě číslo 
reprezentuje přímo znak. Znak je v případě nastavení nějakého příznaku upraven podle jeho významu 
a následně zapsán na konec řetězce. Význam jednotlivých prefixů je uveden v příloze B, pravidla pro 
práci s nimi v příloze C. 
Přepočet indexů potenciálních chyb 
Jak bylo zmíněno, do třídy vstupuje jako parametr také vektor s indexy znaků, které nebyly 
jednoznačně rozpoznány. Ovšem tento vektor se musí přepočítat, neboť počet Braillských znaků se 
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nerovná výslednému počtu znaků textu. Je to dané tím, že prefixy netvoří znak, ale pouze ovlivňují ty 
další, tudíž se nezapisují do výsledného řetězce. 
U každého Braillského znaku se podle vektoru kontroluje, zda nebyl rozpoznán chybně. 
V kladném případě se do nového vektoru zapíše aktuální velikost výsledného řetězce, což představuje 
pozici chybně rozeznaného znaku. Byl-li chybně rozpoznán prefix, automaticky se chyba bude 
vztahovat na další znak, protože prefix přidán do řetězce nebude. 
Vedle potenciálních chyb se v této třídě zavádí také jisté chyby. Ty vznikají, pokud není 
binární číslo definované ve znakové sadě, nebo když prefix předchází nepovolenému znaku (např. 
malé řecké písmeno předchází čárce). 
6.3 Třídy pro tvorbu uživatelského rozhraní 
Cílem této práce nebyl návrh GUI, proto budou jen v krátkosti popsány jednotlivé třídy, které jej 
tvoří, neboť je to také součást řešení. 
Aplikace poskytuje mimo samotné rozpoznání několik pomocných funkcí. Rozpoznané 
dokumenty lze uložit do textového souboru jednotlivě nebo všechny zaráz. Lze je všechny najednou 
také vytisknout. Dále je možné v novém okně zobrazit jejich originál a jako pomůcka pro neznalé je 
k dispozici základní česká znaková sada. 
Program začíná ve funkci main, kde se spouští aplikace a vytváří hlavní okno třídy 
MainWindow. Jeho součástí je menu s položkami pro obsluhu programu, které jsou k dispozici také 
na panelu nástrojů, vytvořeném třídou MyToolbar. Hlavní plochu okna tvoří lišta záložek a panel, 
jehož obsah se mění s vybranou záložkou. Obsahem bývá textové pole s výsledkem rozpoznávání, 
které je možno editovat. Zároveň má uživatel možnost zobrazit v poli potenciální a jisté chyby, které 
je možno pomocí tlačítek procházet a opravovat. 
Po kliknutí na tlačítko Otevřít, v menu nebo panelu nástrojů, se zobrazí dialog pro vybrání 
souborů k rozpoznání. Dialog tvoří třídy MyOpenDialog, MyDirView a MyListWidget. Okno je 
rozděleno na dvě části, kde vlevo se zobrazí stromová adresářová struktura lokálního souborového 
systému a vpravo je seznam vybraných souborů. Souborový systém zobrazuje pouze složky a 
podporované typy souborů (JPG, JPEG, PNG). Soubory se vybírají přetažením myší do seznamu 
vpravo. Přetažením složky se vyberou všechny obrázky v dané složce. Velmi důležitý je také 
zatrhávací rámeček, který specifikuje, jestli jsou vybrané dokumenty jednostranné nebo oboustranné. 
Na ukázku je uveden screenshot aplikace na obrázku 6.3. 
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Obrázek 6.3: Screenshot aplikace. V popředí dialog pro výběr souborů, v pozadí hlavní okno. 
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7 Testování a výsledky 
7.1 Použité dokumenty 
Dokumenty použité pro testování aplikace byly získány ve středisku Teiresiás na Masarykově 
univerzitě v Brně. Dokumenty byly tisknuty na tiskárně Everest ver. 3 od firmy Index Braille (na 
stránkách k dispozici pouze verze 4) [2]. Specifikace rozměrů přibližně odpovídá standardu ECMA 
Euro Braille [3], který se mimo jiné používá ve farmaceutickém průmyslu. Rozměry jsou znázorněny 
na obrázku 7.1. 
 
Obrázek 7.1: Jednotlivé rozměry normy ECMA Euro Braille. 
7.2 Skenování dokumentů 
Dokumenty testované ve výsledné aplikaci byly skenovány na multifunkčním zařízení HP Photosmart 
C3100 series. Aby měli obrázky požadovanou kvalitu, tedy viditelnou světlou a tmavou část 
jednotlivých bodů, bylo použito nastavení uvedené v následující tabulce 7.1. 
Typ výstupu Miliony barev 
Rozlišení 200 dpi 
Úroveň ostření střední 
Přesvětlené plochy -29 
Stíny -16 
Střední tóny -44.00 
Gamma 1.70 
Sytost 100.00 
Barevné spektrum X -28.00 
Barevné spektrum Y -35.23 
Mezní hodnota černé a bílé 110 
Tabulka 7.1: Nastavení skeneru HP C3100. 
2,5 mm 
2,5 mm 
6 mm 
10 mm 
1,3 mm 
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7.3 Výsledky testování 
Navržený rozpoznávací systém je funkční pouze pro dokumenty, které nejsou do větší míry 
poškozené nebo nějakým způsobem narušené. Například pořízené dokumenty byly sešity sešívačkou, 
což způsobilo, že spona vytvořila v horním rohu falešné stíny a bylo zde detekováno několik teček. 
Tím byl samozřejmě detekován špatně celý region a rozpoznávání neproběhlo úspěšně. 
Testovány byly tři jednostranné dokumenty a tři oboustranné, skenované z obou stran. 
Následující tabulka prezentuje jednotlivé výsledky rozpoznávání. 
Jednostranné dokumenty 
Dokument 
Počet 
teček 
Rozpoznaných 
teček 
Počet 
znaků1 
Správně 
rozpoznaných 
znaků 
Vyznačeno 
potenciálních 
chyb/z toho 
skutečně 
chyb 
Vyznačeno 
jistých 
chyb 
Úspěšnost 
(%)
2 
1 1638 1638 806 806 2/0 0 100,0 
2 1499 1499 806 806 2/0 0 100,0 
3 1301 1298 806 804 5/2 0 99,7 
Oboustranné dokumenty 
Dokument
3 Počet 
teček 
Rozpoznaných 
teček 
Počet 
znaků1 
Správně 
rozpoznaných 
znaků 
Vyznačeno 
potenciálních 
chyb/z toho 
skutečně 
chyb 
Vyznačeno 
jistých 
chyb 
Úspěšnost 
(%)
2 
1 1502 1505 806 801 33/3 0 99,4 
1 (z druhé 
strany) 
1629 1636 806 798 31/7 0 99,0 
2 1629 1630 806 805 11/0 0 99,9 
2 (z druhé 
strany) 
1502 1500 806 804 22/0 0 99,7 
3 1549 1538 806 796 57/10 0 98,7 
3 (z druhé 
strany) 
1733 1738 806 793 39/11 0 98,4 
4 1733 1732 806 802 16/1 0 99,5 
4 (z druhé 
strany) 
1549 1544 806 801 32/2 0 99,4 
5 1643 1644 806 803 23/2 0 99,6 
5 (z druhé 
strany) 
605 615 806 796 44/10 0 98,7 
6 605 604 806 805 26/1 0 99,9 
6 (z druhé 
strany) 
1643 1643 806 806 20/0 0 100,0 
1
 Počet znaků je včetně prázdných znaků (mezer). 
2
 Úspěšnost se vztahuje na správně rozeznané znaky. 
3
 Následuje-li za číslem dokumentu poznámka „z druhé strany“, myslí se tím ten samý obrázek, ale tečky 
z druhé strany. Dokumenty 1 a 2, 3 a 4, 5 a 6 jsou ty samé papíry, skenované z obou stran. 
Tabulka 7.2: Výsledky testování. 
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8 Závěr 
Cíle stanovené v úvodu práce se podařilo úspěšně naplnit. 1. Byla nastudována teorie a principy 
Braillova písma (kap. 2 a 4). 2. Byl navrhnut program pro rozpoznávání naskenovaných Braillských 
dokumentů, rozpoznaný text je možno poté upravit (kap. 5). 3. Program byl úspěšně implementován a 
otestován (kap. 6 a 7). 4. Diskuze budoucích rozšíření je uvedena níže. 
Primárním úkolem bylo rozpoznat jednostranné dokumenty, což se podařilo s přesností 
průměrně 99,9%. Aplikace si však dokáže poradit i s oboustrannými dokumenty, u kterých přesnost 
klesla průměrně na 99,35%. Chyby, které se při rozpoznávání vyskytují, se program snaží detekovat a 
do jisté míry se to daří. U všech testovaných dokumentů program zaznamenal celkem 363 
potenciálních chyb, z čehož 49 skutečně chyby byly. Celkově se vyskytlo při rozpoznávání chyb 64, 
program tedy odhalil asi 77% z nich. 
Hlavním přínosem pro tuto práci bylo upravení většiny kroků rozpoznávacího systému 
z kapitoly 4.1. Kroky, které obrázek zpracovávají před rozpoznáváním, byly částečně obměněny, 
zatímco samotná detekce teček a následně znaků pracuje na zcela odlišném principu. Pro oboustranné 
dokumenty byl nově zaveden systém promazávání, který zpřesňuje detekci teček. Důležitým 
aspektem je také přítomnost metody, která uživatele upozorňuje (pokud si to přeje) na potenciální 
chyby. 
Další vývoj projektu by se mohl nést hned v několika rovinách. Například lepší rozlišování 
teček od různých poškození dokumentu a falešných stínů, aby nedocházelo k chybnému určení 
regionu s tečkami nebo určovat region zcela jiným způsobem. Dále by šel program rozšířit o 
spolupráci s více normami pro tisk dokumentů. Přínosem by určitě bylo také vytvoření většího 
množství znakových sad nejen pro více jazyků, ale k nim také některé specializované sady, jako 
například matematické nebo chemické. Vylepšit by se dal i navržený systém detekcí chyb, aby 
zbytečně neoznačoval tolik správně rozeznaných znaků. 
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Příloha A. Obsah přiloženého CD 
 bin – Adresář se spustitelnými soubory aplikace. 
 data – Testovací obrázky. 
 src – Adresář se zdrojovými texty. 
 text – Adresář se zdrojovým tvarem bakalářské práce. 
 technicka zprava.pdf  - Text bakalářské práce. 
 manual.pdf – Dokumentace k aplikaci.  
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Příloha B. Základní česká znaková sada [8] 
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Příloha C. Základní pravidla zápisu šestibodového písma [8] 
A) Číslice  
 Číslice se zapisují znaky písmen a až j s prefixem číselného znaku. 
 Při zápisu čísla se číselný znak vztahuje pouze na řetězec písmen a až j, desetinnou čárku a 
tečku, oddělující tisíce. 
 Platnost číselného znaku při zápisu čísla je tedy ukončena:  
1) mezerou, 
2) dalším prefixem, 
3) libovolným znakem mimo čárku, tečku a písmena a až j. 
 Pokud číselný znak stojí před jiným písmenem než a až j, má tento prefix zcela specifický 
význam (např. znak %, ‰, §).  
B) Přepis do bodového písma vychází důsledně z černotiskové předlohy. 
 Malé písmeno latinské abecedy je zapisováno základní bodovou kombinací.  
 Velké písmeno - pro označení jediného velkého písmene se používá prefix pro velké písmeno. 
 Řetězec velkých písmen se používá pro označení řetězce za sebou jdoucích velkých písmen.  
 Platnost prefixu je ukončena mezerou, interpunkčním znaménkem (čárka, tečka, středník, 
dvojtečka, vykřičník, otazník, lomítko, zpětné lomítko, závorky, pomlčka, apostrof) nebo 
prefixem jiného významu. 
 Prefix pro malé písmeno latinské abecedy se užívá pro ukončení platnosti prefixu pro řetězec 
znaků při zápisu malého písmene bez mezery (např. PhDr., 12a). 
 Prefix malého řeckého písmene nebo velkého řeckého písmene se používá pro jediný po něm 
následující znak. 
 Řecká písmena obvykle odpovídají počátečním písmenům latinské abecedy s prefixem řeckého 
velkého nebo malého písmene, alfa – a, beta – b, atd. Výjimky: dzéta - z, théta  - h, ksí  - x, psí - 
ý, omega  - ř. 
C) Další pravidla 
 Číslovky řadové se zapisují shodně s černotiskem, jako číslovky základní s tečkou. 
 Římské číslice se zapisují stejně jako v černotisku velkými písmeny (I - jedna, V - pět, X - 
deset, L - padesát, C - sto, D - pět set, M - tisíc), pokud se zapisuje číslo kombinaci 
římských číslic, pak se použije prefix pro řetězec velkých písmen. 
 Spojovník se zapisuje také ve shodě s černotiskem bez mezer. 
 Datum se zapisuje v souladu s černotiskem řadovými číslovkami. Ve shodě s černotiskem 
lze v případě potřeby zapsat datum čísly i bez mezer. 
 Měna se zapisuje běžně užívanými zkratkami. 
 Hodiny se zapisují ve shodě s černotiskem. 
 Značky všech jednotek a forma zápisu jsou shodné s černotiskem. 
 
 
