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  I 
Lyhenteet ja termit 
 
Aspect Oriented Programming (AOP) 
Metodologia, jossa tasojen läpileikkaavat toiminnallisuudet to-
teutetaan aspekteissa. Metodologialla voidaan vähentää tois-
tuvan koodin määrää. 
 
Aspekti Komponentti, jossa suoritetaan tasojen läpileikkaavia toimin-
nallisuuksia. Voidaan sitoa koodiin liittymäkohtamäärittelyillä. 
Lokiin kirjoittaminen ja tietoturva ovat esimerkkejä aspekteis-
sa suoritettavista toiminnoista. 
 
AspectJ Aspektiorientoitunut laajennus Java-ohjelmointikielelle, joka 
toteuttaa AOP-metodologian. Tarjoaa annotaatiopohjaisen 
määrittelyn. 
 
Asynchronous JavaScript and XML (AJAX) 
Menetelmä, jossa voidaan asynkronisesti kutsua palvelinpuol-
ta, ilman sivun lataamista uudestaan. 
 
Cobertura Työkalu, jolla voidaan mitata sovelluksen yksikkötestien testi-
kattavuutta ja testattavan koodin monimutkaisuutta. 
 
Cron Aikapohjainen automaattinen työnsuorittaja. Suoritusajankoh-
ta voidaan määrittää 6 asteisella Cron-lauseella. 
 
CRUD Lyhenne tietokannan perustoiminnoista Create, Read, Update 
ja Delete. 
 
Criteria API JPA-rajapinnan tarjoama rajapinta, jolla voidaan muodostaa 
dynaamisia kyselyitä tietokantaan. Sama rajapinta toimii useille 
tietokantaratkaisuille. Katso myös Java Persistence API (JPA). 
  II 
 
Dependency Injection (DI) 
Malli jossa oliot määrittävät riippuvuutensa toisiin oliohin. 
Spring-sovelluksessa papu alustetaan ja sen riippuvuuksia hal-
linnoidaan IoC-säiliössä. 
 
Integraatio Kahden erillisen komponentin yhdistäminen toimimaan yh-
dessä. 
 
Intranet Yrityksen sisäiseen viestintään tarkoitettu lähiverkko tai palve-
lu, johon on pääsy vain tietystä verkosta. Tämän opinnäyte-
työn tapauksessa selainpohjainen palvelu. 
 
Java Bean Validation (JSR-303) 
Rajapinta, jolla voidaan validoida palvelinpuolen olioita anno-
taatioiden avulla. Tarjoaa myös mahdollisuuden luoda omia 
validointiannotaatioita. 
 
Java Persistence API (JPA) 
Oliopohjainen rajapinta tietokantaratkaisuihin. Helpottaa tie-
tokantatoiminnallisuuksien luomista ja toteuttaa ORM-
mallinnuksen periaatteen. Tarjoaa annotaatiopohjaiset assosi-
aatiomääritykset ja kyselyrajapintoja. Katso myös Ob-
ject/Relational Mapping (ORM). 
 
Java Persistence Query Language (JPQL) 
JPA-rajapinnan tarjoama kyselykieli tietokantatoiminnoille, 
joka on mallinnettu SQL-kielen pohjalta. JPQL-kielellä muo-
dostetaan kyselyjä tietokantaolioille. 
 
JavaScript Object Notation (JSON) 
Riippumaton tiedonsiirtoformaatti, joka pohjautuu JavaSc-
ript-kieleen. 
  III 
 
jQuery JavaScript-kirjasto, jolla voidaan käsitellä elementtejä ja kom-
munikoida asiakaspuolen ja palvelinpuolen välillä. 
 
JUnit Yksikkötestaukseen tarkoitettu ohjelmointikehys Java-kielelle. 
 
Kolmitasoarkkitehtuuri 
Arkkitehtuurimalli, jossa sovellus koostuu kolmesta itsenäi-
sestä tasosta, jotka ovat näyttö- (View), logiikka- (Service) ja 
tietokantataso (Repository/DAO). Tasot voidaan erotella, ja 
kullakin tasolla on oma tarkoitus ja vastuu. 
 
Leikkauspiste Määrittää aspektin liittymäkohdan lähdekoodissa. 
 
Liferay Avoimen lähdekoodin portaalituote, joka tarjoaa valmiita 
ominaisuuksia, kuten käyttäjänhallinnan ja tuen portaalin laa-
jentamiselle portleteilla. Liferay on johtava Java-pohjainen 
portaaliratkaisu. 
 
Migraatio Tietotekniikassa migraatiolla tarkoitetaan tietojen siirtämistä 
sovelluksesta toiseen sovellukseen. 
 
Mockito Yksikkötestaukseen tarkoitettu kehys Java-kielelle. Kehykses-
sä simuloidaan sovelluksen luokkia. 
 
Model, View, Controller (MVC) 
Arkkitehtuurimalli, joka koostuu mallista (Model), näkymästä 
(View) ja ohjaimesta (Controller). Mallissa kaikki tasot voivat 
keskustella toistensa kanssa. 
 
Moduuli Itsenäinen tai toisista riippuvainen komponentti, joka voi olla 
osa sovellusta tai laajempaa kokonaisuutta. 
 
  IV 
Neuvo Määrittää milloin aspekti suoritetaan. Yleisiä neuvoja ovat 
After-, Before- ja Around-neuvot. Katso myös aspekti. 
 
Object-Oriented Programming (OOP) 
Olio-orientoitunut ohjelmointimetodologia, jossa tietoja käsi-
tellään olioiden eli objektien avulla. 
 
Object/Relational Mapping (ORM) 
Oliopohjainen malli, jossa yhdistetään oliopohjainen tietokan-
tamallinnus relaatiotietokannan mallinnukseen. 
 
Portaali Alusta, johon voidaan yhdistää web-komponentteja ja jolla 
voidaan esittää tietoa useammasta eri lähteestä. Portaali tarjo-
aa yleensä valmiita ominaisuuksia, kuten käyttäjänhallinnan. 
 
Portlet Java-pohjaiseen portaaliin liitettävä web-komponentti. Portaa-
li koostuu lähinnä portleteista. Katso myös portaali. 
 
Spring AOP Spring-kehyksen toteuttama modulaarinen rajapinta, joka to-
teuttaa AOP-metodologian. Katso myös Aspect oriented 
programming. 
 
Spring Framework Kevyt avoimen lähdekoodin kehys Java-ohjelmointikielelle. 
Spring-kehys tarjoaa lukuisia ratkaisuja yrityssovelluksien yk-
sinkertaistamiseen ja auttaa keskittymään businesslogiikkaan. 
 
Spring-papu Spring-papu on olio, jota hallinnoidaan Spring IoC-säiliön 
avulla. IoC-säiliö mahdollistaa Spring-papujen injektoinnin. 
 
Tietokantaolio Objekti, jolla on tietokantamäärittelyjä ja se voidaan esittää ja 
hakea tietokannasta.
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1 Johdanto 
Tässä opinnäytetyössä toteutettiin käyttäjäystävällinen selainpohjainen kampanjatyöka-
lu, jonka päätarkoituksena on korvata olemassa oleva vastaava työkalu. Kampanjatyö-
kalun toimeksiantaja on Elisa Oyj, jolle se suoritettiin opinnäytetyönä. Kampanjatyöka-
lun korvaamistarve havaittiin, kun vanhan työkalun nykyinen palvelinympäristö päätet-
tiin lakkauttaa, eikä työkalun siirtäminen haluttuun ympäristöön sellaisenaan onnistu-
nut. Täten kampanjatyökalu toteutettiin täysin uudestaan hyväksi todettujen modernien 
teknologioiden avulla. Työssä keskityttiin innovatiivisiin, kiinnostaviin ja ajankohtaisiin 
teknologisiin ratkaisuihin, joita voidaan hyödyntää myös muissa projekteissa. Opinnäy-
tetyöprojektissa hyödynnettiin ketteriä menetelmiä sovelletulla Scrum-menetelmällä, 
jolla hallinnoitiin ja seurattiin projektin etenemistä Scrum-palavereilla ja iteraatioilla.  
 
Kampanjatyökalu tarjoaa mahdollisuuden luoda, hakea ja hallinnoida kampanjoita. 
Kampanjat jaettiin kahden osaston käyttöön ja kampanja on joko voimassaoleva tai 
vanhentunut. Vanhan työkalun kampanjat tuotiin kampanjatyökaluun ennen tuotan-
toonvientiä. Lopputuloksena kampanjatyökalu integroitiin Elisan intranettiin. 
 
Kampanjatyökalun toteutuksessa oli päätarkoituksena ensin keskittyä tarjoamaan vaa-
timusten pohjalta samat ominaisuudet kuin edellinen kampanjoiden hallintatyökalu. 
Opinnäytetyöprojektissa ei toteutettu ominaisuuksia, joita ei oltu määritelty eikä priori-
soitu. Uusista ominaisuuksista toteutettiin ne, joille jäi projektin puitteissa aikaa. Kam-
panjatyökalun vaatimusmäärittelyt olivat annettu, joten projektissa ei ollut tarvetta to-
teuttaa määrittelyjä. Kampanjatyökalun suunnittelussa otettiin huomioon uudet ominai-
suudet ja arvioitiin tulevaisuutta. Työkalun ulkoasullisena vaatimuksena oli noudattaa 
Elisan intranetin teemaa. Muita ulkoasullisia vaatimuksia ei ollut eli ulkoasullinen rat-
kaisu oli toteuttajan käsissä. Projektilla oli myös aikatauluvaatimuksia, koska vanhan 
sovelluksen palvelinympäristöä ei voida lakkauttaa ennen kuin sen kaikki ominaisuudet 
ovat siirretty toisiin ympäristöihin.  
 
Projektiin kuului käyttäjätestauksen järjestäminen ja siitä saadun palautteen analysointi. 
Tarkoituksena ei kuitenkaan ollut korjata kaikkia palautteiden korjausehdotuksia vaan 
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toteuttaa tilaajan kanssa priorisoidut palautteet projektin puitteissa. Kampanjatyökalun 
ominaisuuksien korvatessa vanha työkalu luotiin ensimmäinen julkaisukandidaatti. 
 
Projektin tavoitteina oli kampanjatyökalun toteutus, integraatio, migraatio, testaus ja 
tuotantoonvienti. Laadullisena tavoitteena oli parantaa työkalun käytettävyyttä ja siten 
tehostaa Elisan asiakaspalvelun tuottavuutta ja asiakastyytyväisyyttä. Toisaalta tavoittei-
siin kuului myös uusimpien teknologioiden hyödyntäminen ja uudelleenkäytettävien 
sekä kestävien ratkaisuiden luominen. Tavoitteisiin pääsy edellytti kattavaa suunnittelua 
ja projektinhallintaa. 
 
Oppimistavoitteena oli toteuttaa toimiva ja käyttäjäystävällinen kampanjatyökalu, jota 
on helppo jatkokehittää ja ylläpitää. Tavoitteena oli myös tehokkaan arkkitehtuurin ra-
kentaminen sovelluksen tulevaisuus huomioiden. Uusien teknologioiden ja ratkaisuiden 
oppiminen oli opinnäytetyöprojektissa suuressa roolissa, esimerkiksi käyttäjänhallinta 
integroitiin projektissa luotuun annotaatioon aspekteilla ja Spring-kehys alustettiin Java-
pohjaisesti. Myös ammattitaidon kehittäminen, projektinhallinta ja asiakasyhteistyö 
kuuluivat oleellisesti opinnäytetyöprojektin oppimistavoitteisiin. Oppimistavoitteita 
varten oli tutustuttava, opeteltava ja syvennyttävä uusiin ennalta tuntemattomiin tekno-
logioihin ja malleihin. 
 
Tämä opinnäytetyö on kohdistettu ohjelmistokehityksen ammattilaisille, jotka tuntevat 
perusteet ohjelmistokehityksen malleista ja Web-ohjelmoinnista. Opinnäytetyön täydel-
linen ymmärtäminen vaatii tuntemusta muun muassa olio-ohjelmoinnista ja tietokan-
noista. Tarkoituksena ei ole esitellä kaikkia ohjelmistokehityksen perusteita tai malleja. 
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2 Työsuunnitelma 
Kampanjatyökalu toteutettiin tilaajan luomien vaatimusmäärittelyiden pohjalta, jotka 
pääosin valmistuivat ennen projektin alkua. Vaatimusmäärittelyt esittelivät kampanja-
työkalun toiminnallisuudet sekä yksityiskohtaisia käyttöliittymäsuunnitelmia, kuten li-
säyslomakkeen tekstikentät. Kampanjatyökalun vaatimukset erosivat huomattavasti 
vanhasta työkalusta1, joten kampanjatyökalu toteutettiin vaatimusmäärittelyjen mukaan. 
Työsuunnittelussa kerättiin tietoa projektista vaatimusmäärittelyiden ja tilaajan kanssa 
käytyjen keskusteluiden pohjalta. 
 
Työsuunnitelmassa asetettiin projektille tulos-, laatu- ja oppimistavoitteet arvioitu aika-
taulu huomioiden. Tavoitteisiin päädyttiin vaatimusmäärittelyn, oppimishalun ja arvioi-
tujen ominaisuuksien ja ratkaisuiden pohjalta. Tavoitteiden valintaan vaikutti myös 
ajankohtaisuus, realistisuus ja etenkin niiden merkittävyys projektin kannalta. Laadulli-
set tavoitteet määriteltiin tilaajan kanssa projektin suunnitteluvaiheessa. 
 
Työsuunnittelulle varattiin projektin alusta aikaa ja löydetyt epäselvyydet selvitettiin 
ennen teknisen toteutuksen aloittamista. Määrittelyiden ja projektiin tutustumisen poh-
jalta suunniteltiin siihen kuluvaksi ajaksi noin 400 tuntia ja arvioitiin ominaisuuksien 
toteutusajoitus. Aika-arvion jälkeen vaiheistettiin toteutus kuuteen kahden viikon 
sprinttiin2. Suunnittelussa kerätyn tiedon perusteella ominaisuudet luotiin ja priorisoi-
tiin sekä sijoitettiin sprintteihin. 
 
Projektiin haluttiin ketteryyttä, joten projektinhallinnassa ja seurannassa hyödynnettiin 
Scrum-menetelmää. Scrumin avulla pyrittiin tiivistämään tilaajan ja toteuttajan välistä 
yhteistyötä etenkin ylläpitämällä ymmärrystä projektin tilanteesta. Scrum-menetelmä oli 
projektiryhmälle tuttu ja ryhmäläiset olivat todenneet menetelmän toimivaksi aikaisem-
pien projektien pohjalta. 
 
                                            
 
1 Edellinen kampanjoiden hallintaan käytetty työkalu. 
2 Sovittu ajallinen työskentelyjakso. 
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Toteutuksen suunniteltiin olevan pääsääntöisesti testauslähtöistä. Testauksen tarkoituk-
sena oli varmistaa tulosten laatu ja tavoitteiden toteutuminen. Projektin aikana päätet-
tiin suorittaa ainakin käyttäjä-, yksikkö-, integraatio- ja migraatiotestausta sekä hyväk-
symistestaus. Käyttäjätestausta varten suunniteltiin testauslomakkeet, joiden avulla 
käyttäjät testaavat sovelluksen toimintoja, ja saadusta palautteessa huomioitiin myös 
käyttäjien toiveita (Liite 1). Jo työsuunnitelman alussa havaittiin, että projektin pääpai-
nopiste keskittyy jatkokehitettäviin ja ajankohtaisiin ratkaisuihin sekä kattavaan testauk-
seen, eikä niinkään yksinkertaiseen ja nopeaan testaamattomaan toteutukseen. Toteu-
tuksen suunnittelussa huomioitiin myös odotettu tuotantoonvienti ja mahdolliset aika-
tauluhaasteet, kuten sairastumiset, puuttuvat määrittelyt ja uudet ominaisuudet.  
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3 Teoriatausta 
Tässä luvussa esitellään oleellisimpia kampanjatyökalun toteutukseen käytettyjä tekno-
logioita ja ohjelmointimalleja. Näistä keskeisimpiä olivat arkkitehtuuri, Ob-
ject/Relational Mapping, Spring-kehys ja portaaliympäristö. Esittelyssä keskitytään 
pääosin teknologioiden perusteisiin, mutta syvennytään kampanjatyökalun kannalta 
oleellisien ratkaisuiden yksityiskohtaisiin ominaisuuksiin. 
 
3.1 Kolmitasoarkkitehtuuri 
Kolmitasoarkkitehtuuri muodostuu kolmesta itsenäisestä tasosta: näyttö- (View), lo-
giikka- (Service) ja tietokantatasosta (Repository). Jokaisella tasolla on oma tehtävä. 
Näyttötaso vastaa käyttäjälle näkyvästä osasta eli käyttöliittymälogiikasta. Logiikkatason 
tehtävänä on suorittaa sovelluksen businesslogiikka eli olennaiset loogiset suoritukset, 
kuten laskulausekkeen laskeminen. Tietokantataso suorittaa tietokantatoiminnot, kuten 
tiedon hakemisen, muokkaamisen tai tallentamisen. Sivujen näyttäminen ja vaihtaminen 
sekä muu näkyvä muutos suoritetaan näyttötasolla. Logiikkataso puolestaan kommuni-
koi tietokantatason kanssa ja palauttaa tietokantatasolla tapahtuvan tietokantahaun tu-
lokset näyttötasolle. (Dashorst & Hillenius 2009, 300–301.) Komitasoarkkitehtuuri on 
lineaarinen eli sovelluksen tapahtumat kulkevat näyttötasolta logiikkatasolle, josta lo-
pulta tietokantatasolle. Tasot siis tiedostavat vain lineaarisesti seuraavan tason. Kaikki 
tietokantaan päätyvät suoritukset kulkevat ensin logiikkatason läpi, jossa voidaan esi-
merkiksi aloittaa tietokantatransaktiot. Kolmitasoarkkitehtuurissa tasoille luodaan usein 
rajapinnat, joilla tasoja voidaan kutsua. Rajapintojen löyhän sidonnan3 avulla saavute-
taan tason muokkaaminen ilman merkittäviä sivuvaikutuksia muihin tasoihin sekä läh-
dekoodin uudelleenkäyttömahdollisuuksia. Näin tasot riippuvaisia vain muiden tasojen 
rajapinnoista, eikä niiden toteutuksesta. (Bauer & King 2007, 20–22; Laddad 2010, 25.) 
 
                                            
 
3 Käännös englanninkielisestä termistä Loose coupling. 
  
6 
 
6 
3.2 Object/Relational Mapping 
Object/Relational Mapping eli ORM on oliopohjainen malli, jossa yhdistetään oliot 
relaatiotietokannan tauluihin. ORM-mallinnuksessa tiedon tila muutetaan automaatti-
sesti toiseen tilaan, esimerkiksi olion sisältämä tieto muutetaan tietokantariviksi. (Bauer 
& King 2007, 25.) Oraclen (2012b) mukaan olio on tietokantaolio kun on se voidaan 
esittää tietokannassa ja hakea tietokannasta. ORM-mallinnus ei ole uusi mallinnusrat-
kaisu vaan on saanut alkunsa jo ennen Java-kieltä SmallTalk-kielestä (Keith & Schnica-
riol 2009, 9). ORM-ratkaisu muodostuu neljästä osasta: rajapinnasta, joka suorittaa 
CRUD-operaatiot, rajapinnasta tai kielestä, jolla muodostetaan kyselyt olioihin, mah-
dollisuudesta luoda assosiaatiot, eli riippuvuudet, olioille ja tekniikasta käsitellä tiedon 
eheyttä ja optimointia. Koska ORM-mallinnus korostaa businesslogiikkaan keskittymis-
tä, se vaikuttaa positiivisesti tuottavuuteen ja ylläpidettävyyteen. Hyötyinä ovat myös 
tietokantariippumattomuus ja tietokantaoperaatioiden optimointi kaikille suosituille 
tietokannoille. Toisaalta ORM-mallinnuksen hyödyntäminen vaati ymmärrystä tieto-
kantaolioiden assosiaatioista ja niiden määrittelystä. (Bauer & King 2007, 24–30; Keith 
& Schnicariol 2009, 2–3.) 
 
Java Persistence API (JPA) -rajapinta on kevyt oliopohjainen ohjelmointikehys tieto-
kantaratkaisuihin Java-ohjelmointikielelle. Rajapinta toteuttaa ORM-mallinnuksen ja 
tarjoaa mallinnusratkaisuja monimuotoisiin sovelluksiin. JPA-rajapinnan tietokantaoliot 
muistuttavat Plain Old Java Objekteja (POJO), joten ne ovat pitkälti rakenteeltaan Ja-
va-olioita. Mallinnus on JPA-rajapinnassa täysin metatietolähtöistä. Metatietoja voidaan 
lisätä tietokantaoliolle annotaatioilla tai XML-kielen avulla. JPA-rajapinta mahdollistaa 
tietokantaolioiden eli entityiden assosiaatiot, hallinnointirajapinnat ja kyselykielen. 
(Bauer & King 2007, 31–32; Keith & Schnicariol 2009, 12–14.) Tietokantaoliolla voi 
olla lukematon määrä assosiaatioita muihin tietokantaolioihin tai itseensä. Tietokannas-
sa jokainen tietokantaolioinstanssi4 on yksi rivi sitä vastaavassa taulussa toisin sanoen 
tietokantaoliot ovat yksilöityjä niin tietokannassa kuin sovelluksen lähdekoodissa. (Ora-
cle 2012b; Keith & Schnicariol 2009, 17–19.) 
 
                                            
 
4 Tietokantaolioinstanssi eli ilmentymä tietokantaoliosta. 
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Lisäksi JPA-rajapinta mahdollistaa kyselyiden luomisen JPQL-kielen ja Criteria API -
rajapinnan avulla. Java Persistence Query Language (JPQL) on JPA-rajapinnan tarjoa-
ma String-pohjainen kyselykieli, jossa tietokantakysely rakennetaan tietokantaolioiden 
pohjalta. (DeMichiel 2009, 131.) Se on mallinnettu SQL-kielestä, tunnettavuuden ja 
vakiintuneisuuden perusteella. JPQL-kieli on riippumaton eri tietokannoista, joten sa-
maa kieltä voidaan käyttää eri tietokantaratkaisuiden kanssa. JPQL-kielellä suoritetaan 
kyselyjä tietokantaolioille ja niiden muuttujille. SQL-kielessä kyselyt puolestaan suorite-
taan tietokantatauluihin ja kyselyissä käytetään tietokantataulujen sarakkeita. Tietokan-
takyselyillä tietokannasta palautetaan yksi tai useampi tietokantaolio. (Keith & Schnica-
riol 2009, 14, 207-208.) JPQL-kieli käännetään kohteen kieleksi, kuten kaikkien suosit-
tujen tietokantojen SQL-kieleksi (DeMichiel 2009, 131). JPA-rajapinta tukee myös 
SQL-kielen käyttämistä tietokantaolioiden käsittelyyn, mutta JPA-rajapinta suosittelee 
JPQL-kieltä (Keith & Schnicariol 2009, 207).  
 
Criteria API -rajapinnalla voidaan muodostaa kyselyitä, ilman JPQL-kielen tuntemista. 
Kyselyt muodostetaan rajapintojen avulla, eikä niiden muodostaminen ole String-
lähtöistä. Criteria API -rajapinta pohjautuu tietokantaolioihin ja niiden riippuvuuksiin 
samoin kuin JPQL-kieli. (DeMichiel 2009, 197–198.) Rajapinta mahdollistaa dynaamis-
ten kyselyiden luomisen. Kysely on dynaaminen, kun se muodostetaan muuttujien avul-
la. (Keith & Schnicariol 2009, 239, 241.) 
 
Metatietoa tietokantaoliolle luodaan Java-annotaatioilla. Metatieto kuvaa tietokantatau-
lua ja sen ominaisuuksia, kuten assosiaatioita ja sarakkeita. Tietokantaolio luodaan mää-
rittelemällä oliolle @Entity- ja @Table-annotaatiot. @Entity-annotaatio kuvaa että 
kyseinen luokka on tietokantaolio, @Table-annotaatiolla puolestaan liitetään tietokan-
taolio tiettyyn tietokantatauluun. Pääavaimet luodaan määrittämällä luokan muuttujalle 
@Id-annotaatio, jokaisella tietokantaoliolla täytyy olla vähintään yksi yksilöivä pääavain, 
jonka JPA-rajapinta automaattisesti indeksoi. Rajapinnan avulla voidaan muuttujille 
määrittää, että kyseiset muuttujat haetaan tietokannasta vain tarvittaessa. Tätä määritys-
tä kutsutaan nimellä Lazy Fetching. Lazy Fetch -määritys voidaan määrittää myös tieto-
kantaolioiden assosiaatioille. Tällöin tietokantaolion riippuvuudet muihin olioihin 
muodostetaan vain tarvittaessa. (Bauer & King 2007, 69–70; Keith & Schnicariol 2009, 
73–77, 101–102.) 
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Tietokantaolioiden assosiaatiot määritellään JPA-rajapinnassa @OneToOne-, 
@OneToMany-, @ManyToOne- ja @ManyToMany-annotaatioiden avulla. Assosiaati-
oit jaetaan yksiarvoisiin ja moniarvoisiin assosiaatioihin. Assosiaatiolla tarkoitetaan tie-
tokantaolioiden riippuvuuksia. Yhden tai useamman tietokantaolion suhdetta tasan 
yhteen tietokantaolioon kutsutaan yksiarvoiseksi assosiaatioksi. Yksiarvoisia assosiaati-
oita ovat yhden suhde yhteen ja monen suhde yhteen -assosiaatiot. Yhden suhde yh-
teen -assosiaatiossa tietokantaoliolla on viittaus tasan yhteen tietokantaolioon. Monen 
suhde yhteen -assosiaatiossa monella tietokantaoliolla on viittaus tiettyyn tietokantaoli-
oon. Yhden tai useamman tietokantaolion suhdetta useampaan tietokantaolioon kutsu-
taan moniarvoiseksi assosiaatioiksi. Moniarvoisia assosiaatioita ovat yhden suhde mo-
neen ja monen suhde moneen -assosiaatiot. Yhden suhde moneen -assosiaatiossa yh-
dellä tietokantaoliolla on viittaus useampaan tietokantaolioon. Monen suhde moneen -
assosiaatiossa usealla tietokantaoliolla on viittaus useaan tietokantaolioon. (Keith & 
Schnicariol 2009, 87–101; Bauer & King 2007, 290–301; DeMichiel 2009, 43–51.) 
 
Spring-kehys julkaisi integraation JPA-rajapinnalle versiossa 2.0. Integraatio mahdollis-
taa JPA-rajapinnan käytön Spring-kehyksen rinnalla. Spring-kehys tarjoaa esimerkiksi 
transaktiohallinnan tietokantaoperaatioille ja mahdollistaa JPA-rajapinnan alustuksen. 
(Walls 2011, 138–139.) 
 
3.3 Spring Framework 
Spring Framework on kevyt avoimen lähdekoodin ohjelmointikehys Java-kielelle. 
Spring-kehyksen kehitti alun perin Rod Johnson ja sen tarkoituksena on yksinkertaistaa 
ja helpottaa Java-kehitystä seuraavilla strategioilla 
− kevyt kehittäminen olioilla (OOP) 
− väljästi kytkeminen riippuvuuksien injektioiden5 (DI) ja rajapintaorientaation avulla 
− deklaratiivinen ohjelmointi aspekteilla 
− toistuvan koodin vähentäminen aspekteilla ja templaateilla. 
                                            
 
5 Käännös englanninkielisestä termistä Dependency injection. 
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Spring-kehys luotiin vastaamaan yrityssovelluksien kehitykseen liittyvään monimutkai-
suuteen. (Walls 2011, 4–5.) Kehys keskittyy yrityssovelluksien taustalogiikkaan, jotta 
kehityksessä voidaan korostaa businesslogiikkaan. Se tarjoaa hyväksi todettuja ratkaisu-
ja ja menetelmiä, kuten REST-arkkitehtuurimallin, tietokantatransaktiotuen, validointi-
tuen ja abstraktioita tietokantatasolle. (SpringSource 2012d.) 
 
Spring-kehys on modulaarinen eli kehys koostuu useammasta itsenäisestä moduulista6. 
Kehyksestä voidaan valita vain ne moduulit, joita sovelluksen toteutuksessa tarvitaan. 
Jos toteutukseen halutaan esimerkiksi vain MVC-kerros7 voidaan valita Spring MVC -
moduuli. Samalla yksittäinen moduuli on korvattavissa muulla ratkaisulla, joten Spring-
kehys ei sido käyttämään pelkästään kyseistä kehystä, vaan tarjoaa myös integraatioita 
muihin ohjelmointikehyksiin ja kirjastoihin. (Walls 2011, 20–22.) 
 
Spring-kehys esitteli versiossa 3.0 tuen JSR-303-rajapinnalle eli Bean Validation -
rajapinnalle. Kehys validoi8 olion JSR-303 –rajapinnalla, vain jos oliolle on määritelty 
@Valid-annotaatio. (Walls 2011, 189.) JSR-303-rajapinta tarjoaa annotaatiopohjaisen 
validointitavan olioille. Rajapinnassa validointikriteerit määritellään metatietona olion 
muuttujille. Validoinnissa tarkastetaan jokaisen muuttujan kriteerit, jos kriteerit eivät 
päde, rajapinta ilmoittaa virheellisistä arvoista. JSR-303-rajapinta tarjoaa sisäänrakennet-
tuja annotaatoita tietyillä kriteereillä sekä ominaisuuden luoda tapauskohtaisia validoin-
tiannotaatioita. (Keith & Schnicariol 2009, 335–336; Bernard 2009, 2, 101.) Tapauskoh-
taiset validointiannotaatiot muodostuvat annotaatiosta, validointiluokasta ja virhevies-
tistä. @NotNull-, @Size- ja @Past-annotaatiot ovat esimerkkejä JSR-303-rajapinnan 
tarjoamista annotaatioista. (Red Hat MiddleWare, LLC. & Morling 2009.)  
 
3.3.1 Spring ja annotaatiot 
Spring-kehys mahdollisti annotaatiopohjaisen toteutustavan jo versiossa 2.5, jonka jäl-
keen kehyksen annotaatiota ollaan lisätty ja laajennettu (Walls 2012, 27–28). Annotaatio 
on ominaisuus, jolla voidaan merkitä lähdekoodille metatietoa. Annotaatio esiteltiin 
                                            
 
6 Ominaisuuden kokonaisuus, kuten Spring MVC. 
7 Ohjelmointimalli lyhenne sanoista Model, View ja Controller. 
8 Tarkastaa muodon oikeellisuuden. 
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Java-kielen versiossa viisi. (Keith & Schnicariol 2009, 19.) Annotaatio vaikuttaa määri-
tettyyn toimintoon vain epäsuorasti eli se esittää metatietoa, jolla logiikkaa voidaan si-
toa annotaatiolla merkittyyn paikkaan lähdekoodissa (Oracle 2012a). 
 
Annotaatio kuvataan @-symbolilla ja nimellä. Sen tarjoamalla metatiedolla voidaan 
suorittaa toiminnallisuuksia aspektien tai annotaatioprosessorien avulla. Niitä voidaan 
määrittää eri tasoille, kuten luokka-, kenttä- ja metoditasoille, ja tasolla voi olla useita 
annotaatioita. Annotaatiolle voidaan antaa parametreja, mikäli sille on määritelty muut-
tujia. Annotaatiot luetaan joko sovelluksen kääntövaiheessa tai ajon aikaisesti, riippuen 
annotaatiorajapinnan määrittelystä. Annotaation määrittelyn annotaatiota kutsutaan 
meta-annotaatioksi. (Sarin 2012, 282–283.) Annotaation toteuttaa annotaatiorajapinta 
@interface. @Target-metaannotaatiolla voidaan määrittää annotaation kohde tai koh-
teita kuten luokka, metodi tai molemmat. @Retention-metaannotaatio puolestaan mää-
rittää, että annotaatio säilytetään Java Virtual Machinen toimesta. (Oracle 2010.) 
 
3.3.2 Inversion of Control 
Inversion of Control (IoC) on periaate, jossa jonkin toiminnan hallinta on käänteinen. 
Ohjelmistokehityksessä IoC-periaate ymmärretään yleisesti siten, että kehyksen anne-
taan kutsua sovelluksen lähdekoodia eikä sovelluksen tarvitse kutsua kehyksen rajapin-
toja. Periaate yhdistetään yleisesti myös riippuvuuksien injektioon, jossa oliot määritte-
levät riippuvuutensa muihin olioihin. (Fowler 2005.) Spring IoC -säiliö luo oliosta 
Spring-pavun, jolloin säiliö lisää oliolle sen riippuvuudet. Riippuvuuksien injektiossa 
oliot eivät luo tai ylläpidä itse heidän riippuvuuksiaan, vaan IoC-säiliö hallinnoi olioiden 
riippuvuuksien luomisen ja ylläpidon. (Walls 2011, 7–8.) Dashorstin ja Hilleniuksen 
(2009, 301) mukaan IoC-säiliö toteuttaa riippuvuuksien injektio, joten sovelluksen ei 
tarvitse käsitellä sitä itse. Riippuvuuksien injektiolla yksinkertaistetaan lähdekoodia, tue-
taan rajapintojen löyhää kytkemistä injektoinnilla sekä helpotetaan testausta. Riippu-
vuuksien injektointi voidaan toteuttaa luokan konstruktorin, Set-metodin tai annotaati-
on avulla. Annotaatiopohjaisessa vaihtoehdossa riippuvuudet injektoidaan 
@Autowired-, @Resource- tai @Inject-annotaatioilla, jolloin Spring IoC -säiliö tunnis-
taa riippuvuuden injektoinnin ja lisää Spring-pavun riippuvuudet sen luomisvaiheessa. 
(SpringSource 2012e.) 
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3.3.3 Spring-papujen hallinta 
IoC-säiliö määrittelee ja luo Spring-papuja9, eli olioita, jotka ovat alustettu ja hallinnoitu 
IoC-säiliössä. Olioiden hallinnointiin säiliö käyttää riippuvuuksien injektiota, jolloin 
olioiden välille syntyy säiliössä assosiaatioita eli riippuvuuksia. Spring IoC -säiliö hallin-
noi papuja metatiedolla, joka määritellään yleensä annotaatioilla. (Walls 2011, 17–20; 
SpringSource 2012e.) 
 
Annotaatiopohjaisessa määrittelyssä Spring IoC -säiliö tunnistaa luokan Spring-pavuksi 
esimerkiksi stereotyyppien mukaan, mutta luokasta voi luoda pavun myös XML-kielen 
määrityksellä tai Java-pohjaisessa alustuksessa. Stereotyyppi tarjoaa Spring IoC -säiliölle 
metatietoa, jolla komponenttihaku löytää luokat, jotka säiliö lopulta rekisteröi pavuiksi. 
(SpringSource 2012e.) Kun Spring-papu ei ole enää käytössä Java-kielen roskankeruu 
poistaa turhan pavun säiliöstä (Walls 2011, 19). 
 
3.3.4 Spring-sovelluksen Java-pohjainen alustus 
Spring-kehys mahdollisti osittaisen Java-pohjaisen alustuksen jo versiossa 3.0, mutta 
alustus ei vielä tukenut tietokantatransaktioalustusta10, Aspect Oriented Programming -
metodologiaa (AOP) eikä testikontekstin alustusta Java-kielellä. Aiemmin kehyksen 
alustaminen oli mahdollista vain XML-kielen määrittelyillä, mutta hiljattain julkaistu 
versio 3.1 lisäsi aiemmin puuttuneet ominaisuudet ja nykyään alustaminen on täysin 
mahdollista myös Java-kielellä. XML-pohjainen alustus ei ole tyyppiturvallinen eikä 
käyttäjällä ole mahdollisuutta laajentaa Spring-kehyksen XML-nimiavaruuksia. Java-
pohjainen alustus on puolestaan tyyppiturvallinen ja olio-orientoitunut. Spring-kehys 
tukee myös XML-pohjaisen ja Java-pohjaisen alustamisen yhdistämistä, jotta esimerkik-
si uudet alustukset voidaan toteuttaa Java-kielellä. (Beams & Stoyanchev 2012; Spring-
Source 2012b.) 
 
@Configuration-annotaatiolla merkataan Java-luokka, jossa sovellus alustetaan. Spring 
IoC-säiliö rekisteröi luokan pavuksi komponenttihaun avulla ja suorittaa sovelluksen 
                                            
 
9 Käännös englanninkielisestä termistä Spring bean 
10 Määrittely, jolla tietokantatransaktiot mahdollistetaan Spring-kehyksessä. 
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alustamisen. (SpringSource 2012b.) Alustusluokassa voidaan määritellä Spring-papuja 
@Bean-annotaation avulla. Java-pohjaisessa alustuksessa Spring-kehyksen ominaisuu-
det mahdollistetaan annotaatiomäärittelyiden avulla. (SpringSource 2012b; Walls 2011, 
80–83.) Yksikkötesteille voidaan myös alustaa testikonteksti, jotta Unit-testit pystyvät 
käyttämään esimerkiksi riippuvuuksien injektointia. Testikonteksti voidaan alustaa sa-
moin kuin sovelluksen konteksti. (Beams 2012.)  
 
3.3.5 Spring Portlet MVC 
Spring-kehys tukee myös portlet-kehitystä Spring Portlet MVC -moduulin avulla. 
Spring Portlet MVC on portlet-kehitykseen suunniteltu ohjelmointikehys, joka on pei-
likuva Spring MVC -kehykselle ja noudattaa samoja konsepteja kuin Spring MVC -
kehys, joka on sen sijaan suunniteltu servlet-pohjaisille sovelluksille. Molemmat kehyk-
set käyttävät samoja näyttöabstrakteja ja integraatioita, mikä helpottaa siirtymistä serv-
let-pohjaisista sovelluksista portlet-pohjaisiin sovelluksiin. Spring Portlet MVC -kehys 
mahdollistaa MVC (Model View Controller) -mallin ja portlettien pyynnönprosessointi 
vaiheet portlet-ympäristössä. Kehyksessä pyyntöjä voidaan käsitellä ohjaimessa esimer-
kiksi annotaatioilla. Spring-kehyksen modulaarisuus mahdollistaa myös kehyksen mui-
den ominaisuuksien käytön portlet-ympäristössä, kuten DI ja AOP. (SpringSource 
2012c; Sarin 2012, 234–235.) Spring MVC ei sovi portlet-ympäristöön, koska portletin 
pyynnönprosessointi suoritetaan useammassa vaiheessa kuin servletissä (Sarin 2012, 52; 
SpringSource 2012c). 
 
3.4 Aspect Oriented Programming 
Aspect Oriented Programming (AOP) on metodologia, jossa eri kerroksien läpi kulke-
vat toiminnot suoritetaan aspekteilla. Aspekti on ominaisuus, jolla voidaan suorittaa 
toiminnallisuuksia modulaarisesti. AOP-metodologialla voidaan luoda toiminnallisuus 
aspektin avulla ja sen jälkeen määrittää missä ja miten se suoritetaan. Aspektille määri-
tellään neuvo, joka kuvaa milloin kyseinen aspekti suoritetaan ja neuvolle määritellään 
liittymäkohta, jonka avulla se sidotaan sovelluksen koodiin. Liittymäkohta määritellään 
leikkauspisteen avulla. Itse sitomisen suorittaa kutojaprosessi, joka sitoo aspektit sovel-
luksen lähdekoodiin kääntö-, lataamis- tai ajonaikaisessa vaiheessa. (Laddad 2010, 4; 
Walls 2011, 85–87; United States Patent 2002.) 
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Tärkeimpiä neuvoja ovat Before-, After-, After-returning-, After-throwing- ja Around-
neuvot. Before-neuvo nimensä mukaan suoritetaan ennen leikkauspistettä ja After-
neuvo sen sijaan leikkauspisteen jälkeen. After-returning -neuvo suoritetaan kun leik-
kauspiste on palauttanut kutsun ja After-throwing -neuvo suoritetaan heitetyn virheen 
jälkeen. After-throwing -neuvo sopii hyvin esimerkiksi virheiden kirjaamiseen lokiin11. 
Around-neuvo suoritetaan leikkauspisteen ympärillä. Around-neuvon avulla voidaan 
keskeyttää leikkauspisteen suoritus, jos esimerkiksi tarvittavia oikeuksia ei ole. Mahdol-
lisia leikkauspisteitä on lukuisia kuten yksittäinen metodi, useampia eri metodeita tai 
muuttujan muuttuminen. (Walls 2011, 85–87; Laddad 2010, 179–187; SpringSource 
2012a.) Aspektin leikkauspisteelle voidaan määrittää annotaatio, jolloin kohdassa voi-
daan suorittaa myös logiikkaa, vaikka itse annotaatio ei tarjoa muuta kuin metatietoa 
(Walls 2011, 91). 
 
AOP-metodologialla yksinkertaistetaan sovelluksen lähdekoodia, parannetaan käytettä-
vyyttä ja ylläpidettävyyttä ja vähennetään toistuvaa koodia. Metodologialla siirretään 
palvelukerroksen toissijaislogiikka aspekteihin, jolloin kerroksessa voidaan keskittyä 
businesslogiikkaan. (Laddad 2010, 25; Kiczales ym. 1997.) Laddadin (2010, 23-25) mu-
kaan AOP-metodologia voi toisaalta olla näkymätöntä, jolloin lähdekoodista ei välttä-
mättä selviä, että mitä kaikkea toiminnossa suoritetaan. 
 
AspectJ on aspektiorientoitunut laajennus Java-kielelle, joka toteuttaa AOP-
metodologian. AspectJ-laajennus koostuu kahdesta osasta: AspectJ-kielispesifikaatiosta 
ja kielen toteutusrajapinnasta, joka sisältää kutojan, jolla yhdistetään aspektit lähdekoo-
diin liittymäkohtien ja leikkauspisteiden avulla. AspectJ-laajennus tarjoaa annotaa-
tiopohjaisen rajapinnan, jonka avulla aspekteja voidaan määritellä. (Laddad 2010, 27–
28.) Spring-kehys tukee AspectJ-laajennuksen käyttämistä Spring-sovelluksissa (Laddad 
2010, 44–45). AspectJ-laajennuksen inspiroimana muillekin ohjelmointikielille, kuten 
Ruby, C ja Groovy kielille, on toteutettu AOP-mallin toteutuksia (Laddad 2010, 17). 
 
                                            
 
11 Käännös englanninkielisestä termistä logging. 
  
14 
 
14 
Spring AOP on Spring-kehyksen rajapinta, joka toteuttaa AOP-metodologian. Spring 
AOP -rajapinnan tarkoituksena ei ole toteuttaa AOP-metodologiaa täydellisesti, vaan 
tarjota ratkaisuja sovellusten yleisimpiin ongelmiin. Spring AOP -rajapinnan toteutus 
pohjautuu osittain AspectJ-laajennukseen ja se tarjoaa AspectJ-annotaatiotyylisen ja 
Spring-kehyksen XML-pohjaisen lähestymistavan aspektien toteuttamiseen. Spring 
AOP on toteutettu täysin Java-kielellä, joten erillistä kääntöprosessia ei tarvita. (Spring-
Source 2012a.) 
 
3.5 jQuery 
jQuery on JavaScript-kirjasto, jonka tarkoituksena on yksinkertaistaa JavaScript-
toimintojen luomista. jQuery-kirjasto auttaa keskittymään sivun elementtien manipu-
lointiin, eikä monimutkaiseen toteutukseen JavaScript-kielellä. (Bibeault & Katz 2008, 
2.) Kirjasto pyrkii tekemään JavaScript-toiminnon toteutuksen riippumattomaksi eri 
selaimista ja niiden versioista. Kirjastolle on tärkeää, että sillä luodut toiminnallisuudet 
toimivat samalla tavalla kaikissa pääselaimissa. Kirjasto mahdollistaa myös laajentami-
sen, jolloin kirjasto sopii mahdollisimman moneen käyttötarkoitukseen. (Bibeault & 
Katz 2008, 5–6.) 
 
jQuery-kirjaston periaateena on vähentää ominaisuuden toteuttamiseen vaadittavan 
koodin määrää (jQuery 2012). jQuery mahdollistaa myös AJAX-menetelmän12 ja kes-
kustelun palvelinpuolen kanssa. AJAX-menetelmällä tarkoitetaan sisällön tai ominai-
suuden tuomista sivulle ilman sivun lataamista uudelleen. (Bibeault & Katz 2008, 218.) 
 
3.6 Portaali 
Portaali on alusta, johon voidaan integroida piensovelluksia eli portletteja ja tuoda tie-
toja eri lähteistä. Liferay on portaali, joka tarjoaa sisällönhallinnan, käyttäjänhallinnan, 
kirjautumisen sekä paljon muita valmiita ominaisuuksia. Portaaliympäristö mahdollistaa 
palveluiden keskittämisen, joka parantaa käyttökokemusta. Portaaliympäristöön voi-
                                            
 
12 Lyhenne sanoista Asynchronous JavaScript and XML. 
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daan helposti tuoda tietoja useammasta eri lähteistä portlettien avulla. (Sarin 2012, 4–5.) 
Yhteensä Liferay tarjoaa yli 60 valmisportlettia (Liferay Wiki 2012). 
 
Liferay-portaali mahdollistaa sisällönhallinnan valmiilla portletilla. Sisällönhallintaport-
letin avulla käyttäjä voi lisätä, muokata ja poistaa sivun sisältöä ilman ohjelmointitaus-
taa. Kun sisältö on luotu voi käyttäjä lisätä sisällön haluamalleen sivulle Liferay-
portaalin tarjoaman käyttöliittymän avulla. Sisällön lisäksi käyttäjä voi hallinnoida sivuja, 
sivun asettelua ja portletteja. Liferay-portaalin mukana tulee upotettu HSQLDB-
muistitietokanta, jota Liferay käyttää oletuksena tietojen tallennukseen. (Sarin 2012, 19; 
Liferay Documentation 2012b.) 
 
Liferay-portaalin mukana tulee valmis käyttäjänhallinta. Käyttäjille voidaan antaa roole-
ja ja rooleille oikeuksia. Administrators-rooliin kuuluva käyttäjä voi luoda uusia rooleja, 
hallinnoida roolien oikeuksia ja lisätä käyttäjille rooleja. Käyttäjällä voi olla useita roole-
ja, jotka yhdessä muodostavat käyttäjän käyttöoikeudet. Portlet-kohtaisia oikeuksia voi-
daan hallinnoida käyttöliittymän avulla. Portletin sisällönkatseluoikeus voidaan antaa eri 
rooleille, mutta sisällön osittainen katselu vaatii Liferay-portaalin käyttäjänhallinnan 
integraation portlettiin. (Sarin 2012, 20, 24–25.) 
 
Portlet on Java-pohjainen Web-komponentti, joka voidaan liittää portaaliin. Portletit, 
kuten muutkin Web-komponentit, yleensä näyttävät sivulla sisältöä. Portletteja voidaan 
hallinnoida portaalin ominaisuuksien mukaan, esimerkiksi sen näkyvyyttä tai käyttöoi-
keuksia voidaan rajata. (Abdelnur & Hepper 2003, 13.) Portaali hallinnoi portletteja 
portlet-säiliön avulla. Säiliö sisältää jokaisen portletin ilmentymät ja se on vastuussa 
portletin tuottaman sisällön lähettämisestä palvelimelle, joka rakentaa sivun portletin tai 
portlettien tuottamista sisällöistä. (Sarin 2012, 11, 15.) Liferay-portaali tukee myös 
PHP- ja Ruby-pohjaisia Web-komponentteja (Liferay Documentation 2012a). Portletit 
voivat lisätä portaalin toimintoja tai pelkästään näyttää tietoja eri tietokannoista, toisista 
portleteista tai portaaliympäristöstä. Portlet voi olla täysin riippumaton muista kom-
ponenteista tai itse portaalista. Portaalin sisältö rakentuu pääosin portlettien esittämästä 
tiedosta. (Sarin 2012, 11–12.) Sarin (2012, 234) väittää, että suositut Java-kehykset, ku-
ten Struts, JSF, Wicket ja Spring Portlet MVC, tukevat joko osittain tai täysin portlet-
kehitystä. 
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Portletin ja servletin erona on esimerkiksi portletin työnkulku, jossa pyynnöllä voi olla 
useita erillisiä vaiheita. Portletin näyttövaiheessa suoritetaan esimerkiksi sivun vaihto tai 
DOM-muutokset13, toimintavaiheessa sen sijaan suoritetaan tiedon tallennusta vaativat 
toiminnot. Servlet puolestaan suorittaa näyttö- ja toimintavaiheen yhdessä vaiheessa. 
Portletin näyttövaiheen pyyntöä voidaan suorittaa useasti lataamalla sivu uudestaan, 
mutta toimintavaiheen voi suorittaa vain kerran. (SpringSource 2012c.) Yhdellä sivulla 
voidaan näyttää sisältöä useammasta portletista. Useampi servletti ei voi näyttää tietoja 
yhdellä sivulla, eivätkä servletit ole suunniteltu keskinäiseen kommunikointiin, toisin 
kuin portletit. (Sarin 2012, 51–52.) 
 
  
                                            
 
13 Lyhenne sanoista Document Object Model. 
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4 Suunnittelu 
Kerättyjen tietojen pohjalta suunniteltiin kampanjatyökalun toteutus ja testaus. Suunnit-
telussa huomioitiin odotettu tuotantoonvienti, kampanjatyökalun tuleva käyttäjämäärä 
ja yleisimmät työkalun käyttötapaukset. Käyttäjämäärän ja käyttötapauksien pohjalta 
rakennettiin käsitys kampanjatyökalun suoritusvaatimuksista. Käyttäjämäärät todettiin 
kohtuullisiksi ja toteutuksessa käytettäviä ratkaisuja alettiin hahmotella. Portlet-
ympäristö kuitenkin rajoitti ratkaisuja ja teknologisia vaihtoehtoja, koska useimmat 
vaihtoehdot tukevat vain servlet-ympäristöä. Suunnitellut kokonaisuudet kirjattiin ylös 
JIRA-työkaluun tehtäviksi. JIRA-työkalu tarkoitettiin tarjoamaan yksityiskohtaisempi 
käsitys ominaisuuksien toteutuksesta ja niiden tilanteesta, joten työkalua alettiin käyt-
tämään kehitysjonon tukena. 
  
Kampanjatyökalussa päädyttiin käyttämään yleisesti hyväksi todettuja malleja, kuten 
kolmitasoarkkitehtuuria ja olio-ohjelmointia. Modernien teknologioiden ja uusiokäytet-
tävien ratkaisuiden hyödyntäminen oli jo ennen toteutuksen alkua selvää, eikä sovellus-
kohtaisiin ratkaisuihin haluttu tyytyä. Tulevaisuuden ennakointia suunnittelussa pidet-
tiin merkittävänä, jotta työkalun käyttöaika olisi mahdollisimman pitkä ja jatkokehitys 
helppoa. 
 
Ohjelmointikieleksi valittiin Java, koska tuotantoympäristön portaalialusta tuki kieltä ja 
tilaajan ylläpidon kannalta se oli ideaalisin. Arkkitehtuuri suunniteltiin kestäväksi ja uu-
delleen käytettäväksi, jotta kampanjatyökalu voi tarvittaessa tarjota logiikkaa myös 
muille sovelluksille. Arkkitehtuurissa haluttiin jakaa toiminnot omille tasoille, jotta so-
velluksen rakenne olisi yksinkertainen ja ylläpidettävä. Kokonaisuudessaan arkkitehtuu-
rin suunnittelussa huomioitiin myös mahdolliset tarpeet jatkon kannalle. 
 
Kampanjan näyttämislogiikkaa haluttiin parantaa vanhan työkalun toiminnallisuudesta 
siten, ettei sivun vaihtoa hakutulosten ja kampanjan avaamisen välissä haluttu suorittaa. 
Ensin suunniteltiin kampanja avaaminen hakutulosten viereen, mutta työkalulle varattu 
tila ei riittänyt vaihtoehdon toteuttamiseen. Toisena vaihtoehtona oli kampanjan näyt-
täminen lightbox-laatikossa. Vaihtoehto todettiin realistiseksi ja se merkittiin JIRA-
työkaluun. Kampanjatyökalu suunniteltiin käyttäjäystävälliseksi ulkoasun, toimintalogii-
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kan ja JavaScript-kielen avulla. Kampanjatyökalun ulkoasua haluttiin kehittää, joten sen 
toteuttaminen ajoitettiin koko projektin ajalle. Hakutuloksien listaukselle suunniteltiin 
sivutus, jotta hakutuloksia olisi helpompi selata ja kaikki tulokset eivät tulisi yhdelle 
pitkälle sivulle. Kampanjatyökalun värimaailma suunniteltiin sulautumaan portaaliym-
päristön teemaan. Kokonaisuudessaan työkalun ulkoasua pidettiin tärkeänä, vaikka 
merkittäviä vaatimuksia tähän ei ollut. Käyttäjänhallinta päätettiin toteuttaa aspekteilla 
ja annotaatiolla, jotta oikeuksien tarkistelulogiikka ei toistuisi työkalussa turhaan.  
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5 Toteutus ja testaus 
Projektissa toteutettiin kampanjatyökalu hyödyntäen moderneja teknologioita ja ratkai-
suja. Kampanjatyökalun toteutus suunniteltiin vaatimusmäärittelyjen pohjalta alusta 
alkaen. Toteutuksessa keskityttiin uudelleenkäytettävien ratkaisuiden kehittämiseen, 
selkeään arkkitehtuuriin sekä asiakastyytyväisyyteen. Seuraavaksi esitellään projektissa 
syntyneitä tuloksia ja ratkaisuja. Kampanjatyökalun ulkoasua kehitettiin koko projektin 
ajan ja toteutuksessa hyödynnettiin uusia teknologioita kuten HTML5 ja CSS3. 
 
5.1 Arkkitehtuuri 
Kampanjatyökalun arkkitehtuuri toteutettiin kolmitasoarkkitehtuurin ja MVC-mallin 
avulla. Kampanjatyökaluun rakennettiin kolme itsenäistä tasoa: näyttö-, logiikka- ja tie-
tokantataso. Näyttötaso rakennettiin MVC-mallilla Spring Portlet MVC -kehyksen 
ominaisuuksia hyödyntäen. Jokaiselle tasolle luotiin rajapinnat testauksen, ylläpidettä-
vyyden ja riippuvuuksien helpottamiseksi. Rajapintoja voidaan tarjota jatkossa muille 
projekteille ja niistä voidaan helposti luoda useita eri toteutuksia. (Kuvio 1.) 
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Kuvio 1. Kampanjatyökalun arkkitehtuurirakenne 
 
Kampanjatyökalu jaettiin käyttöliittymä- ja taustalogiikka- Maven14 moduuleihin, siten 
että logiikka- ja tietokantataso ovat taustalogiikkamoduulissa (offerings-core) ja näyttö-
taso on käyttöliittymämoduulissa (offerings-ui) (Kuvio 2). Käyttöliittymämoduuli on 
riippuvainen taustalogiikkamoduulista, koska käyttöliittymämoduulissa ei suoriteta 
kampanjatyökalun kannalta merkittäviä businesslogiikkatoimintoja. Moduulien avulla 
voidaan nopeuttaa lähdekoodin kääntämistä, esimerkiksi jos kampanjatyökaluun on 
tehty vain ulkoasullisia muutoksia uudelleenasennus vaatii vain käyttöliittymämoduulin 
kääntämisen. Taustalogiikkamoduuli sisältää businesslogiikan ja tarjoaa monia rajapin-
toja logiikan toteuttamiseen. Sitä voidaan tarjota rajapintana toisille projekteille, jolloin 
                                            
 
14 Lähdekoodin kääntötyökalu. 
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käyttöliittymäkerrosta tarvitse paljastaa. Kääntövaiheessa Maven paketoi taustalogiik-
kamoduulin jar-kirjastoksi ja asettaa kirjaston käyttöliittymämoduulin riippuvuudeksi. 
 
 
Kuvio 2. Maven-projektin moduulirakenne 
 
Kampanjatyökalun arkkitehtuuri pohjautuu ORM-mallinnukseen. ORM-mallinnus to-
teutettiin projektissa JPA-rajapinnalla. JPA-rajapinta valittiin, koska se mahdollisti 
oliopohjaisen lähestymisen tietokantatoimintoihin, mikä tuki kampanjatyökalun 
oliopohjaista rakennetta. Vaihtoehtoisina ratkaisuina harkittiin Hibernate- ja myBatis-
rajapintoja. JPA-rajapinnalla yksinkertaistettiin kampanjatyökalun lähdekoodia, sillä sen 
avulla voitiin tallentaa suoraan lomakkeelta saatu olio tietokantaan. Criteria API -
rajapintaa hyödynnettiin tietokantahakulauseiden luomisessa, koska tarvittiin dynaami-
sia kyselyitä. Mallinnuksella toteutettiin tietokantataulujen assosiaatiot (Kuvio 3). To-
teutuksen yksinkertaistamiseksi luotiin geneeriset CRUD-abstraktit logiikka- ja tieto-
kantatasoille (Kuvio 4). Geneerisillä abstrakteilla vähennettiin toistuvaa koodia ja abst-
raktien rajapinnoilla helpotettiin tasojen välistä kommunikointia. Abstraktit tarjoavat 
tietokantaolioille perustoiminnallisuudet kuten lisäämisen, päivittämisen ja poistamisen.  
 
@ManyToOne(fetch = FetchType.LAZY) 
@JoinColumn(name="id", nullable = false) 
public Offer getOffer() { 
     return offer; 
} 
Kuvio 3. JPA-rajapinnan monen suhde yhteen –assosiaatiomääritys 
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Kuvio 4. Logiikka- ja tietokantatason rajapinta- ja abstraktimalli 
 
Kampanjatyökalun toiminnallisuudet määräsivät sovelluksen tietokantarakenteen. Li-
säyslomakkeen linkeille täytyi toteuttaa oma tietokantataulu, jotta linkkejä voidaan lisätä 
haluttu määrä. Tietokantarakenteen suunnittelussa huomioitiin tietokannan suoritusky-
ky: esimerkiksi Details-taulu toteutettiin, jotta hakutoiminnallisuus nopeutuisi. Toteu-
tuksessa luotiin searchByName- ja searchByCategory-hakuindeksit15. Tarvetta muille 
indekseille ei ollut, koska JPA-rajapinta indeksoi automaattisesti tietokantataulujen pää- 
ja sivuavaimet. Tietokantamoottoriksi valittiin InnoDB16, jolla mahdollistettiin tieto-
kantayhteyksille transaktiotuki. (Liite 2.) 
 
Kampanjatyökalun pääkehyksenä toimii Spring. Kehystä käytettiin myös muun muassa 
riippuvuuksien injektointiin, lokalisaatioon17, validointiin, sähköpostien lähettämisen 
automatisointiin ja aspektien toteuttamiseen. Spring-kehys valittiin kampanjatyökalun 
pääkehykseksi, koska kokemukset kehyksestä olivat vahvat ja kehys tarjoaa paljon hyö-
                                            
 
15 Tietokantaominaisuus, joka toteuttaa tietojen hakemista 
16 Tietokantamoottori, joka tukee atomisuus, eheys, eristyneisyys ja pysyvyys (ACID) -ominaisuutta. 
17 Monikielisyys, käännös englannin kielen termistä localization. 
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dyllisiä rajapintoja ja hyväksi todettuja ohjelmointimalleja. Täysin uuden kehyksen opet-
telemiseen ei opinnäytetyöprojektissa ollut aikaa. Vaihtoehtoina olivat Play- ja Apache 
Wicket -kehykset. Play-kehystä ei valittu, koska kehyksestä ei juurikaan ollut kokemusta 
eikä tarjolla ollut dokumentaatiota portlet-ympäristöön. Apache Wicket -kehys oli en-
nalta tuttu myös portlet-ympäristössä, mutta aikaisempien kokemuksien ja tarpeiden 
pohjalta kehystä ei valittu. Spring Portlet MVC -kehys puolestaan vastaa käyttöliittymän 
pyyntöjen ohjauksesta ja oikean näkymän näyttämisestä. Spring-kehyksen 
@Transactional-annotaatiolla toteutetaan tietokantatransaktiot. Transaktiolle alustetaan 
JPA-rajapinnan tietokantayhteys, jotta virheen tapahtuessa tiedot voidaan palauttaa. 
 
Spring-kehys alustettiin Java-pohjaisesti kehyksen uudella ominaisuudella (Kuvio 5). 
portlet-sovelluksen Spring-kehyksen alustamisesta ei löytynyt esimerkkejä eikä aikai-
sempia toteutuksia Internetistä, joten kampanjatyökalun alustaminen oli mielenkiintoi-
nen haaste. Alustaminen ei kuitenkaan eronnut merkittävästi servlet-sovelluksen alus-
tamisesta, joten perehtymisen jälkeen alustus oli pääteltävissä. Kampanjatyökalun testi-
konteksti alustettiin myös Java-pohjaisesti, sekä se erotettiin sovelluksen kontekstista. 
Testikontekstiin määriteltiin yksikkötestien ominaisuudet ja H2-muistitietokanta-
asetukset. (Liite 3.)  
 
@Configuration 
@EnableWebMvc 
@EnableScheduling 
@EnableAsync 
@EnableAspectJAutoProxy 
@ComponentScan(basePackages = {"fi.elisa.o 
@Import(JpaConfig.class) 
public class AppConfig extends WebMvcConfigurerAdapter { 
Kuvio 5. Spring-kehyksen Java-pohjainen alustustiedosto 
 
Arkkitehtuurissa toistuvat ja kerroksien läpi kulkevat tarpeet ovat toteutettu aspekteilla. 
Näitä tarpeita kampanjatyökalussa olivat tietojen kirjaaminen lokiin ja tietoturva. 
Aspektin vaihtoehtona oli reflektio-pohjainen ratkaisu, mutta lopulta päädyttiin aspek-
teihin kattavamman dokumentoinnin ja Spring-kehyksen tuen pohjalta. AOP-
metodologia voi olla näkymätöntä, joten aspekteille luotiin metatiedoksi omat annotaa-
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tiot. Annotaatioiden avulla merkataan, että lähdekoodissa suoritetaan myös muuta toi-
minnallisuutta. 
 
5.2 JSR-303 ja jQuery -integraatio 
Lisäyslomakkeen validointi toteutettiin JSR-303 ja jQuery -integraatiolla. jQuery-
kirjasto valittiin asiakaspuolen JavaScript-kirjastoksi, koska kampanjatyökalu haluttiin 
toimivan myös Internet Explorer 7 -selaimella. Vaihtoehtoisina asiakaspuolen AJAX-
mallin toteuttajina harkittiin myös Backbone.js- ja Ember.js-kirjastoa. JSR-303 -
rajapinta valittiin toteuttamaan syötteiden validointia, koska validointitapa on yksinker-
tainen, ajankohtainen ja tukee oliopohjaista kehitystä. Validoinnin toteuttamiseen har-
kittiin myös Spring-kehyksen validointiluokkia, mutta se ei tukenut kampanjatyökalun 
oliopohjaista mallia yhtä hyvin kuin JSR-303 -rajapinta. 
 
Integraatiossa yhdistettiin Java Bean Validation API -rajapinnan tarjoama Java-
papuvalidointi jQuery-kirjaston kanssa. Toteutustapaan päädyttiin, koska integraatio oli 
ajankohtainen, eikä kahta erillistä validointilogiikkaa tarvita, vaan jQuery suorittaa kyse-
lyjä asiakasrajapinnalta AJAX-menetelmällä Spring-kehyksen ohjaimeen, josta tarkiste-
taan syötteiden oikeellisuus JSR-303-validoinnin avulla. Validoinnin seurauksena muo-
dostetaan virheilmoituksista Java-olioita ja olioista JSON-sanoma18. JSON-sanoma si-
sältää validoinnissa epäonnistuneiden kenttien tiedon ja lokalisoidun virheilmoituksen, 
jotka lähetetään asiakasrajapinnalle, jossa jQuery-kirjasto käsittelee sanoman. (Liite 4.) 
Sanoman avulla virheilmoitukset sijoitetaan haluttuun kohtaan. Jos kentän validointi on 
onnistunut piilotetaan mahdolliset aikaisemmat virheilmoitukset. Kaikki validointi on 
toteutettu AJAX-menetelmää hyödyntäen. 
 
Validointi suoritetaan sekä käyttäjän poistuessa kentästä, jolla on validointilogiikkaa, 
että lomakkeen tallennusvaiheessa. Käyttäjän poistuessa kentästä suoritetaan validointi 
AJAX-menetelmällä kentälle jQuery ja JSR-303 -integraatiolla. Näin voidaan antaa käyt-
täjälle välitön palaute syötteen oikeellisuudesta. (Kuvio 6.) Tallennusvaiheessa kaikki 
                                            
 
18 Lyhenne sanoista JavaScript Object Notation. 
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kriteerin omaksuvat kentät validoidaan integraation avulla, jotta voidaan varmistua tie-
tojen eheydestä.  
 
 
Kuvio 6. Lisäyslomakkeen validointiesimerkki 
 
Integraation hyötynä on validoinnin keskittäminen, jolloin validoinnin toteuttamiseen 
ei tarvittu kahta erillistä validointilogiikkaa toisin kuin ilman integraatiota. Kahden vali-
dointilogiikan toteutus ja ylläpito on yleistä AJAX-validoinneissa. JavaScript on asiakas-
rajapinnan kieli, jolloin JavaScriptilla luotu validointi on helposti ohitettavissa. Ennen 
tietojen tallennusta on syötteet tarkistettava myös palvelinpuolella. Integraation avulla 
päästään eroon kahden validointimäärityksen haasteista, jolloin validointi on helpom-
min ymmärrettävissä ja ylläpidettävissä validointimääritysten ollessa vain yhdessä pai-
kassa. 
 
5.3 Omat annotaatiot 
Projektissa toteutettiin useita omia annotaatioita, joista tärkeimpänä Liferay-
käyttäjänhallinnan integraatioon luotu @Secured-annotaatio. Annotaatioilla tarjotaan 
esimerkiksi metodeille tai luokalle metatietoa, joka voidaan sitoa toiminnallisiin suori-
tuksiin. 
 
5.3.1 Käyttäjänhallinta 
Kampanjatyökaluun integroitiin Liferay-portaalin käyttäjänhallinta. Kampanjatyökalus-
sa käyttäjä ei voi lisätä, muokata tai poistaa kampanjoita ilman admin-roolia, jolloin 
käyttöliittymään ei luoda lisäys-, muokkaus-, poistamis- ja pohjaksi-painikkeita. Painik-
keet luodaan vain jos JSP-sivulle tuotavan muuttujan arvo on tosi. Muuttujan arvo tar-
jotaan @ModelAttribute-annotaatiolla ja tarkistetaan JSTL-kirjastolla. 
@ModelAttribute-annotaatiolla parametri lähetetään kaikkiin ohjaimen ohjaamiin nä-
kymiin (Liite 5). HasRole-metodi tarkistaa käyttäjän roolin HTTP-pyynnön sisältämällä 
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tiedolla. Oikeuksien rajaamisella estetään sovelluksen väärinkäyttö sekä tietoturvaon-
gelmat. 
 
Käyttäjän oikeudet tarkistetaan myös sovellustasolla, jotta käyttäjä ei ilman oikeuksia 
pääse näkemään lisäysnäkymää arvaamalla näkymän URL-osoitteen oikein. Sovellusta-
solla käyttäjän oikeudet tarkistetaan vielä ennen kampanjan lisäystä, muokkaamista tai 
poistoa, koska käyttäjä voi päästä lisäyslomakkeelle estoista huolimatta. Tämä voi ta-
pahtua esimerkiksi siten, että oikeutettu käyttäjä on avannut lisäyslomakkeen, mutta 
hänen oikeutensa on poistettu ennen lomakkeen lähettämistä. Tarkistamiseen luotiin 
oma @Secured-annotaatio, jolla vältetään toistuva koodi tarkistuksessa. Oikeuksia voi-
daan rajata määrittämällä metodille tai luokalle @Secured-annotaatio. (Kuvio 7.) Koska 
annotaatio ei itsessään sisällä logiikkaa luotiin SecuredAspect-aspekti, joka tarkistaa 
käyttäjän oikeudet. Aspektin neuvo on tyypiltään Around ja leikkauspiste on 
@Secured-annotaatio. Aspektin avulla voidaan tarkistaa käyttäjän oikeudet ennen halu-
tun toiminnon suorittamista ja joko antaa suorituksen jatkua tai ilmoittaa käyttäjälle 
riittämättömistä oikeuksista. (Liite 6.) 
 
@Target({ ElementType.TYPE, ElementType.METHOD}) 
@Retention(RetentionPolicy.RUNTIME) 
public @interface Secured { 
    public String value() default ""; 
} 
Kuvio 7. @Secured-annotaatiorajapinta 
 
Tarkistaminen suoritetaan heti kun ohjaimeen tullaan, jotta voidaan automaattisesti 
palauttaa käyttäjälle mahdollinen viesti riittämättömistä oikeuksista. @Secured-
annotaatiota käytetään useammissa sijainneissa, kuten esimerkiksi kampanjan lisäämis- 
tai poistovaiheessa (Liite 7). Annotaatiolle voidaan myös antaa rooli merkitsemällä 
@Secured(”admin”), jotta voidaan tarkistaa kuuluuko käyttäjä haluttuun rooliin. Sovel-
luksessa ei ollut tarvetta antaa annotaatiolle useampia rooleja, mutta ominaisuus mah-
dollistettiin tulevaisuuden varalle. @Secured-annotaatiota voidaan hyödyntää myös 
muissa Liferay-portleteissa. 
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5.3.2 JSR-303-annotaatiot 
Kampanjatyökalun lisäyslomakkeen JSR-303-validointiin toteutettiin 
@ValidateProducts ja @ValidateDates sovelluskohtaiset validointiannotaatiot. Toteu-
tus pohjautui JSR-303-rajapinnan tarjoamaan ratkaisuun, jossa annotaatioille toteutet-
tiin validointiluokat, jossa syötteet validoidaan. Annotaatiolla on tieto validointiluokas-
ta, jotta rajapinta osaa yhdistää annotaation oikeaan validointilogiikkaan. Virheilmoitus-
viestit, kuten muutkin kampanjatyökalun tekstit, lokalisoitiin Spring-kehystä hyödyntä-
en. @ValidateProducts-annotaatio validoi kahden eri syötteen tietojen perusteella kaksi 
lisäyslomakkeen tuotekenttää. @ValidateDates-annotaatio puolestaan validoi kampan-
jan alkamis- ja päättymispäivämäärät siten, että päättymispäivämäärä ei voi olla ennen 
alkamispäivämäärää. Validointiannotaatioiden luominen oli yksinkertaista ja ne ovat 
uudelleenkäytettäviä, sillä annotaatioita voidaan merkitä muiden annotaatioiden määrit-
telyssä, käyttää muissa olioissa ja validointilogiikka voidaan määrittää myös muille an-
notaatioille. 
 
5.4 Sähköpostilähetyksen automatisointi 
Kampanjatyökaluun toteutettiin ajastettu automaattinen sähköpostimuistutus ilmoitta-
maan tarjouksen tai asiakaskirjeen vanhentumisesta. Muistutuspäivämäärä voidaan 
määrittää kampanjakohtaisesti. Jos muistutuspäivämäärää ei anneta, sovellus tallentaa 
päivämäärän, joka on kolme työpäivää ennen kampanjan päättymistä. Päivämäärän 
muodostamisessa huomioidaan kaikki Suomen pyhät ja vapaapäivät, jotta muistutuksia 
lähetetään vain työpäivinä. Ajastus toteutettiin Cron-ajastuksella, jossa toiminnon suori-
tusajankohta määritellään Cron-lauseen avulla. Kampanjatyökalu tarkistaa automaatti-
sesti jokaisen kuun jokaisen arkipäivän alkaessa onko tarjouksia vanhentumassa ja lä-
hettää sähköpostimuistutuksen tarjouksen vanhentumisesta sen lisääjälle, muokkaajille 
ja lisätietojen antajille. Muistutus toteutettiin Spring-kehyksen @Scheduled-
annotaatiolla. (Kuvio 8.) 
 
@Scheduled(cron = "0 0 0 ? * MON-FRI") 
public void checkReminders() { 
     logger.info("Searching for offers to remind..."); 
Kuvio 8. Spring-kehyksen tarjoaman ajastuksen käyttäminen 
  
28 
 
28 
Muistutus lähetetään yhtäaikaisesti kaikille vastaanottajille. Samanaikaisuus toteutettiin 
Spring-kehyksen tarjoamalla rajapinnalla, joka merkitään @Async-annotaatiolla. Säh-
köpostimuistutuksen lähettämiseen käytetään Spring-kehyksen MailSender-rajapintaa ja 
sähköpostipalvelinta. Muistutukselle voidaan määrittää lähettäjä, vastaanottaja, viestin 
otsikko ja viestin sisältö. Viesti haetaan lokalisaatiosta, joten viesti voidaan jatkossa 
kääntää useille kielille ja sitä voidaan muokata helposti. 
 
5.5 Tietojen migraatio 
Vanhan kampanjatyökalun kampanjat säilytettiin ja siirrettiin uuteen kampanjatyöka-
luun. Haasteeksi osoittautui vanhan kampanjatyökalun ja uuden kampanjatyökalun tie-
tokantarakenteen eroavuudet. Kaikille vanhan kampanjatyökalun tiedoille ei uudessa 
tietokantarakenteessa ollut paikkaa, joten tilaajan määrittelyiden mukaan tietoja lisättiin 
Sisältö kokonaisuudessaan -kenttään. Migraation toteutuksen vaihtoehtona oli sovel-
luksen luonti, joka yhdistäisi vanhan tiedon tietokantaolioihin tai SQL-skriptin luonti, 
joka siirtäisi tietoja tietokantataulusta toiseen tauluun. Kehittäjän kokemukset SQL-
skriptin luomisesta olivat positiivisia ja arvioinnin jälkeen todettiin, että SQL-skripti on 
työmäärältä pienempi ja käytännöllisempi, koska migraation ajaminen onnistuu yhdellä 
SQL-lauseella. (Liite 8.) 
 
SQL-skripti siirtää tiedot vanhan työkalun tietokantataulusta uuden kampanjatyökalun 
tietokantatauluihin. Haasteena oli tietojen tilojen eroavuus, sillä vanhassa työkalussa oli 
yksi tietokantataulu, mutta uudessa kampanjatyökalussa niitä on viisi. Esimerkiksi kam-
panjatyökalussa kampanjan linkeille luotiin oma taulu, jotta linkkien dynaamisuus voi-
tiin toteuttaa. Vanha työkalu tarjosi mahdollisuuden tallentaa vain kymmenen linkkiä. 
Työläintä oli luoda skriptiin toiminnallisuus, joka vie yhteen sarakkeeseen tietoja use-
ammasta vanhan tietokantataulun sarakkeesta, jos tiedot eivät olleet tyhjiä. Tietojen 
migraatio suoritettiin ennen tuotantoon vientiä, mutta halutessa migraatio voidaan suo-
rittaa milloin vain, eikä muutoksia sovellukseen tarvita. (Liite 9.) 
 
5.6 Haasteita 
Tuotantoonvienti suunniteltiin alun perin suoritettavaksi 29.11.2012, mutta ensimmäi-
nen tuotantoonvienti epäonnistui, kun kampanjatyökalun testauksessa ennen käyttöön 
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ottoa havaittiin virhe. Virhe saatiin ratkaistua seuraavana päivänä, jolloin tuotantoon-
vienti lopulta suoritettiin. Virheeksi osoittautui korruptoitunut JSP-tiedosto. Ratkaisuna 
korvattiin korruptoitunut tiedosto uudella tiedostolla samalla sisällöllä. 
 
Vaatimukset muuttuivat muutamaan otteeseen projektin aikana. Eniten vaatimukset 
muuttuivat, kun tilaaja pääsi testaamaan uutta kampanjatyökalua. Laajuudeltaan muu-
tokset olivat kohtuullisia eikä vaatimusten muuttuminen hidastanut merkittävästi pro-
jektin etenemistä. Migraatiovaatimuksien viivästyminen aiheutti myös vain hieman hi-
dastusta projektin etenemiseen. Kokonaisuudessaan vaatimusten muuttuminen ja vii-
västyminen ei aiheuttanut merkittäviä hidasteita projektin kulkuun. 
 
5.7 Testaus 
Kampanjatyökalun testauksella varmistettiin työkalun toimivuus ja laatu. Testausta suo-
ritettiin lähdekoodille, käyttöliittymälle, integraatiolle ja migraatiolle. Ennen tuotan-
toonvientiä projektille suoritettiin hyväksymistestaus. Tuotantoonvientiä varten kam-
panjatyökalua ja migraatiota testattiin noin kolmen viikon ajan. Testauksessa havaitut 
puutteet ja virheet korjattiin saman tien ja testausta jatkettiin. Hyväksymistestausta tästä 
ajasta suoritettiin noin kaksi viikkoa. Hyväksymistestauksessa ei havaittu merkittäviä 
virheitä tai puutteita ja kampanjatyökalu toimi määrittelyjen mukaan, joten se hyväksyt-
tiin. Käyttäjätestaukseen osallistui kahdesta osastosta kymmeniä vanhan työkalun käyt-
täjiä. Käyttäjätestausta suoritettiin Windows- ja Unix-pohjaisissa ympäristöissä eri se-
laimilla. Käyttäjien avulla suoritettiin migraatio-, käyttöliittymä- ja integraatiotestausta. 
Migraatiotestauksessa käyttäjät vertailivat uuden kampanjatyökalun tietoja vanhan 
kampanjatyökalun kanssa. Suurin osa kampanjoiden tiedoista tarkistettiin manuaalisesti. 
Migraatiotestauksessa ei todettu puutteita tai virheitä ja tiedot olivat siirtyneet oikein, 
joten migraatio todettiin onnistuneeksi. 
 
Integraatiotestauksessa varmistettiin kampanjatyökalun toimivuus Elisan intranetissä. 
Integraatiotestausta suoritettiin koko projektin ajan tuotantoa vastaavassa testiympäris-
tössä. Integraatiotestauksessa havaittiin projektin aikana haasteita ulkoasun, JavaScrip-
tin ja lightbox-laatikon kanssa. Integraatiotestausta suoritettiin käyttäjälähtöisesti usei-
den käyttäjien avulla. Tärkein selain projektille oli Internet Explorer 7, joka aiheutti 
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integraation ja toteutuksen kannalta paikoin haasteita. Projektissa suoritettiin myös 
kohtalaisissa määrin regressiotestausta, jotta voitiin varmistua, että jo luotu ominaisuus 
toimii vielä muutosten jälkeenkin. 
 
Kampanjatyökalun lähdekoodin yksikkötestaus suoritettiin JUnit- ja Mockito-testeillä. 
JUnit-testeille alustettiin kontekstia vastaava testikonteksti ja H2-muistitietokanta. Tes-
tikonteksti alustettiin kontekstin tavoin Java-pohjaisesti. Muistikanta luodaan ennen 
testien ajamista ja tuhotaan testien loputtua automaattisesti, jolloin vältytään testitieto-
kannan ylläpitämiseltä. Muistikannan todettiin myös suorittavan testejä huomattavasti 
nopeammin kuin MySQL-tietokannan. JUnit-testit testaavat kampanjan businesslogiik-
kaa ja CRUD-toimintoja, esimerkiksi kampanjan tallentamista, muokkaamista ja pois-
toa. Mockito-testeillä simuloitiin lähdekoodin toimintaa, joten Mockito-testit eivät tar-
vitse tietokantayhteyttä tai kontekstia. Kampanjatyökalun ohjaimet testattiin Mockito-
testeillä. Yksikkötestien kattavuudeksi luvattiin projektisuunnitelmassa vähintään 60 
prosentin yksikkötestikattavuus kampanjatyökalun lähdekoodista. Yksikkötestien katta-
vuutta mitattiin Cobertura-työkalulla (Kuvio 9). Cobertura ilmoitti yksikkötestikatta-
vuuden olevan 83 prosenttia, koko työkalun lähdekoodista. 
 
Kuvio 9. Cobertura-työkalun laatima testikattavuusraportti core-moduulista 
 
Hyväksymistestaukseen kuului kampanjatyökalun toiminnallinen testaus, ulkoasullinen 
testaus, migraatiotestaus ja käyttäjätestaus. Hyväksymistestauksen pohjalta kampanja-
sovelluksen tuotantoonvienti hyväksyttiin ja ajoitettiin ennen projektin loppumista. 
Tuotantoonviennin yhteydessä suoritettiin vielä viimeiset testaukset testiympäristössä 
ennen kampanjatyökalun käyttöönottoa. 
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6 Tulokset 
6.1 Kampanjan luonti 
Käyttäjät, joilla on admin-rooli, voivat lisätä kampanjoita kampanjatyökaluun lisäyslo-
makkella. Lisäyslomakkeessa on pakollisia kenttiä, jotta kampanjalle täytetään vähim-
mäismäärä tietoja. Kampanjaa ei voi tallentaa ennen kuin kaikki pakolliset kentät ovat 
täytetty ja kaikkien kenttien syötteet ovat oikein. Syötteiden oikeellisuus tarkistetaan 
esitellyllä jQuery ja JSR-303 -integraatiolla. Ennen tallennusta käyttäjä tunnistetaan por-
taalista ja käyttäjän sähköpostiosoite tallennetaan automaattisesti kampanjan lisääjäksi. 
Kampanjalle voidaan antaa lisätietojen antajia ja linkkejä dynaamisesti. Dynaamisuudel-
la tarkoitetaan, että käyttäjä voi lisätä haluttu määrä tietoja. Käyttäjä voi lisätä useampia 
linkkikenttiä lisäyslomakkeelle ja poistaa lisättyjä kenttiä lomakkeelta. Ominaisuus to-
teutettiin jQuery-kirjastolla ja ratkaisussa huomioitiin myös lisättyjen kenttien validointi. 
(Kuvio 10.) 
 
 
Kuvio 10. Dynaaminen linkkitoiminnallisuus 
 
6.2 Kampanjoiden haku, listaus ja tarkastelu 
Kampanjoita voidaan hakea tietokannasta eri hakukriteerein käyttöliittymän avulla. 
Kampanjat ovat eroteltu kolmeen kategoriaan: HY, YA ja vanhan työkalun kampanjat. 
Haussa voidaan asettaa hakukriteeriksi yksi tai useampi kategoria. Kampanja on joko 
vanhentunut tai voimassaoleva. Haussa voidaan asettaa hakukriteeriksi voimassaolevat, 
vanhentuneet tai sekä voimassaolevat että vanhentuneet kampanjat. Kampanjoita voi-
daan hakea myös tuotteen, tyypin, kanavan, näkyvyyden ja aikavälin perusteella. Kaik-
kia hakukriteereitä voi yhdistellä keskenään sekä valita useampi vaihtoehto, kuten kaksi 
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tyyppiä tai näkyvyyttä. Hakutoiminnallisuuteen toteutettiin myös vapaa sanahaku, jolla 
kampanjoita voidaan etsiä nimellä tai sisällöllä. 
 
Hakutoiminnallisuuden logiikka toteutettiin logiikkatasolla, jonka jälkeen tietokanta-
kysely toteutettiin JPA Criteria API -rajapinnan avulla tietokantatasolle. Rajapinta mah-
dollistaa dynaamisten kyselylauseiden rakentamisen tietoturvallisesti. Dynaamisissa ky-
selylauseissa hakulause rakentuu hakukriteerien pohjalta, jolloin hakukriteeriyhdistelmät 
suorittavat eri kyselyitä tietokantaan. Hakutoiminnallisuus muuttui projektin aikana 
useasti ja oli yksi kampanjatyökalun työläimmistä ominaisuuksista. Haku suoritetaan 
AJAX-menetelmällä eli sivulle tuodaan sisältöä ilman koko sivun lataamista uudelleen. 
Hakutuloksien määrän ollessa yli 200 jaetaan hakutulokset sivuihin. Sivutus ilmestyy 
listauksen oikeaan yläkulmaan ja näyttää millä sivulla ollaan ja mitä muita sivuja on. 
(Kuvio 11.) Kullakin sivulla on enintään 200 tulosta ja sivuja luodaan niin monta kuin 
on tarve. Sivun kampanjat haetaan vasta kuin sivu avataan, näin nopeutetaan listausta ja 
sivujen vaihtoa. 
 
 
Kuvio 11. Hakutulosten sivutus 
 
Yksittäinen kampanja on tarkasteltavissa painamalla hakutuloksen riviä. Rivin painallus 
avaa valkoisen lightbox-laatikon keskelle ruutua. Lightbox-laatikko on toteutettu jQue-
ry-kirjastolla ja sitä voidaan hyödyntää myös muissa intranetin portleteissa, etenkin si-
sällön näyttämisessä. Lightbox-laatikossa näytetään yksittäisen kampanjan tarkemmat 
tiedot. Käyttäjille, joilla on admin-rooli, näytetään tarkastelun oikeassa yläreunassa 
Muokkaa-, Pohjaksi- ja Poista-painikkeet. Lightbox-laatikko voidaan sulkea ruksista tai 
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painamalla tummennettua taustaa. Kampanjan näyttäminen lightbox-laatikossa nopeut-
taa hakutulosten selaamista, koska käyttäjän ei tarvitse lataa sivua uudestaan kampan-
joiden välissä. Toteutus vähentää myös tietokantakutsuja, koska uuden kampanjan 
avaamiseksi ei tarvitse hakutuloksia listata tietokannasta uudestaan. (Kuvio 12.) 
 
 
Kuvio 12. Kampanjan tarkastelu lightbox-laatikossa 
 
6.3 Kampanjanhallinta 
Käyttäjät, joilla on admin-rooli, voivat muokata, käyttää pohjana ja poistaa kaikkia 
kampanjatyökalun kampanjoita. Muokkaus ja pohjana käyttäminen validoidaan samoilla 
validointikriteereillä kuin kampanjan luonti. Muokkaus onnistuu kampanjan tiedoista 
Muokkaa-painikkeesta. Muokkauksen yhteydessä haetaan kirjautuneen käyttäjän säh-
köpostiosoite Liferay-portaalista ja asetetaan sähköpostiosoite sekä kellonaika kampan-
jan päivittämistietoihin. 
 
Tilaajan toiveiden mukaisesti mahdollistettiin ominaisuus käyttää vanhaa kampanjaa 
uuden kampanjan pohjana lisäysvaiheessa. Kampanja valitaan uuden kampanjan poh-
jaksi Pohjaksi-painiketta painamalla. Pohjaksi valitseminen täyttää lisäyslomakkeen vali-
tun kampanjan tiedoilla, mutta toisin kuin kampanjan muokkaaminen, pohjana käyttä-
minen lisää lomakkeen syötteet tietokantaan uutena kampanjana. Kampanjan poistami-
nen tapahtuu Poista-painikkeesta. Poisto varmistetaan lightbox-laatikolla näytettävällä 
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varmistuksella (Kuvio 13). Kampanja poistuu tietokannasta vain kun varmistus hyväk-
sytään. 
 
 
Kuvio 13. Kampanjan poiston varmistus 
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7 Arviointi 
Tässä luvussa arvioidaan opinnäytetyöprojektin etenemistä, onnistumista sekä valittujen 
ratkaisuiden, menetelmien ja teknologioiden toimivuutta. Samoin verrataan tavoitteita 
saavutettuihin tuloksiin sekä tarkastellaan lähteitä ja niiden luotettavuutta tarkemmin. 
Oppimista projektin aikana kertyi eri teknologioista, ratkaisuista ja projektinhallinnasta. 
Opittu on hyvin työelämälähtöistä ja opittuja taitoja voidaan hyödyntää alalla myös 
myöhemmin. 
 
7.1 Projekti 
Projektin laatu- ja tulostavoitteet saavutettiin ja projekti päätettiin. Projektille asetetut 
tavoitteet olivat realistisia, mitattavia ja projektin onnistumisen kannalta merkittäviä. 
Toisaalta tavoitteet olisivat voineet olla hieman vaativimpia, mutta silti realistisia. Ta-
voitteiden asettelu oli kokonaisuudessaan onnistunut ja melko kunnianhimoinen, koska 
ratkaisuista pyrittiin luomaan uusiokäytettäviä ja ajankohtaisia. 
 
Projektisuunnitelmassa esitelty ominaisuusajoitus oli onnistunut, eikä ajoitus muuttunut 
merkittävästi projektin aikana. Projektiin liittyneet kokoukset pidettiin ajallaan ja pro-
jektin tilanne oli projektiin osallistuneille selvä koko projektin ajan. Projektin tavoittee-
na ollut kampanjatyökalu vietiin tuotantoon ennen projektin päättymistä ja tuotan-
toonviennissä esiintyneiden haasteiden korjaamiseen oli varattu projektin puitteissa 
aikaa. Tuotantoonviennin jälkeen varauduttiin mahdollisiin haasteisiin, jotka esiintyisi-
vät suurempien käyttäjämäärien kanssa. Näitä haasteita ei projektin aikana esiintynyt, 
joten testaus ja laadunvarmistus todettiin onnistuneeksi. 
 
Projektia hallinnoitiin tapaamisilla ja seurannalla. Ominaisuuksien priorisointi, seuranta 
ja kommunikointi tilaajan kanssa paransi projektin läpinäkyvyyttä ja onnistumismahdol-
lisuuksia. Toisaalta seuranta toi projektiin lisätyötä ja tuntikustannuksia. Projektin omi-
naisuuksia ylläpidettiin kehitysjonossa ja yksittäiset tehtävät kirjattiin sekä seurattiin 
Jira-työkalun avulla. Yhteensä toteutunut työmäärä ylitti suunnitellun noin 15:sta pro-
sentilla. Ylitse pääsemättömiä haasteita tai projektiin vaikuttavia riskejä ei projektin ai-
kana toteutunut. 
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Projektinhallinnoinnissa käytettiin Scrum-menetelmää sovellettuna, koska yksilötyössä 
täydellistä Scrumia ei voida toteuttaa. Scrum-palavereja pidettiin kaksi kertaa viikossa 
mikä todettiin projektin aikana riittäviksi. Scrumin käyttäjätarinoiden kokojen arviointi 
kehittyi projektin aikana ja vasta projektin lopussa tarinoiden kokoarviointi oli tarkkaa. 
Yksilötyössä retrospektiivit eivät olleet projektin aikana suuressa roolissa. Scrumin ket-
teryys, ominaisuuksien kokoarviointi ja niiden jakaminen sprintteihin osoittautuivat 
ajan kanssa hyödyllisimmäksi, joten lueteltuihin ominaisuuksiin keskityttiin projektin 
aikana. 
 
7.2 Tulokset 
Projektissa saavutetut tulokset vastasivat asetettuja laatu- ja tulostavoitteita. Tulosten 
laatu- ja tulostavoitteet todettiin testeillä ja kampanjatyökalu toimii jatkossa esimerkkinä 
uusille sovelluksille, joita Elisan intranettiin toteutetaan. Esimerkiksi käyttäjänhallintaa, 
arkkitehtuuria, validointia ja automaattista muistutusta voidaan hyödyntää myös muissa 
projekteissa. Tavoitteena oli hyödyntää moderneja teknologioita ja ratkaisuja, joten tu-
loksena Spring-kehys alustettiin Java-pohjaisesti, jQuery ja JSR-303 -integraatiolla saa-
vutettiin AJAX-validointi siten, että validointilogiikka on yhteinen palvelin ja asiakas-
puolella ja arkkitehtuurissa läpileikkaavat toiminnallisuudet toteutettiin aspekteilla. 
 
Tuloksien toteutustapoihin oli useita ratkaisuvaihtoehtoja, joista pyrittiin toteuttamaan 
toiminnan ja käyttäjäystävällisyyden kannalta sopivin tapauskohtaisesti. Hakutulokset 
päätettiin sivuttaa, koska tuloksia tuli paljon eikä niiden listaaminen yhdelle sivulle ollut 
käyttäjäystävällistä. Sivutus nopeutti hakutuloksien näyttämistä sillä kaikkia tuloksia ei 
haeta kerrallaan. Sivutus oli merkittävä ratkaisu käyttäjäystävällisyyden, käyttökokemuk-
sen ja laadun kannalta. Kampanjan näyttäminen ratkaistiin lightbox-laatikolla. Ratkai-
suun päädyttiin, koska sivun vaihtoa ei haluttu suorittaa kampanjoiden selaamisessa ja 
lightbox-laatikko tarjosi nopean tavan kampanjoiden selaamiseen ja hakutulosten säilyt-
tämiseen. Kaikissa kampanjatyökalun ratkaisuissa pyrittiin hyödyntämään AJAX-
menetelmää. AJAX-menetelmä valittiin, koska sen avulla mahdollistettiin interaktiivi-
nen käyttöliittymä, mutta toisaalta sen toteutus oli huomattavasti työläämpää ja haasta-
vampaa. AJAX-menetelmällä toteutettiin esimerkiksi syötteiden validointi ja hakutulos-
ten listaus ja näyttäminen. Nykyään olisin siirtänyt myös lisäyslomakkeen toiminnalli-
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suuden lightbox-laatikkoon, jotta sovellus toimisi täysin yhdellä sivulla AJAX-
menetelmällä. Valinta yhden lomakkeen käyttämiseen kampanjan lisäyksessä, muok-
kaamisessa ja pohjaksi valitsemisessa oli onnistunut, sillä samaa lomaketta tai validoin-
tia ei tarvinnut toistaa lähdekoodissa.  
 
7.3 Teknologiat 
Kampanjatyökalun keskeisimpiä teknologioita ovat JPA-rajapinta, Spring-kehys ja 
jQuery-kirjasto. JPA-rajapinta osoittautui erittäin hyödylliseksi niin arkkitehtuurin kuin 
tietojenkäsittelynkin kannalta. Se tukee Spring-kehyksen oliopohjaista strategiaa ja oli 
ajankohtainen ratkaisu, mutta toisaalta JPA-rajapinnan oppimiskynnys on korkea ja 
väärin käytettynä se voi hidastaa sovelluksen toimintaa suorittamalla tarpeettomia tieto-
kantaoperaatioita. Tämä kuitenkin tiedostettiin toteutuksessa ja rajapinnan suorittamia 
toimintoja seurattiin ja tarvittaessa korjattiin. Projektin aikaiset kokemukset JPA-
rajapinnasta olivat posittiivisia ja rajapinnan hallitseminen on myös jatkossa hyödyllistä, 
koska monet kehykset, kuten Spring-kehys, tukevat rajapintaa. 
 
Spring-kehys tukee portlet-ympäristöä ja mahdollistaa sovelluksen tärkeimpiä toimin-
nallisuuksia. Spring Portlet MVC -kehys tarjosi ratkaisuja kommunikointiin asiakasraja-
pinnan ja palvelinpuolen välille ja Spring-kehyksen muita ominaisuuksia hyödynnettiin 
businesslogiikan toteuttamisessa. Spring-kehyksen valinta kampanjatyökalun pääkehyk-
seksi oli turvallinen valinta, koska kehystä ylläpidetään ja kehitetään aktiivisesti sekä 
kehyksen mahdolliset haasteet, kuten portlet-ympäristöä tukemattomat ominaisuudet, 
olivat jo tiedossa aikaisempien kokemuksien pohjalta. Tukemattomat ominaisuudet 
toteutettiin vaihtoehtoisilla ratkaisuilla, esimerkiksi muilla rajapinnoilla. Toisaalta kehys 
tuki laajasti koko sovelluksen eri tasojen ominaisuuksia toisin kuin Apache Wicket -
kehys, joka olisi tukenut vain näyttökerrosta. Spring-kehyksen strategiat yksinkertaisti-
vat kampanjatyökalun toteutusta oliopohjaisella lähestymistavalla. Kaikin puolin 
Spring-kehyksen valinta pääkehykseksi osoittautui onnistuneeksi. 
 
jQuery-kirjasto oli onnistunut valinta, koska se mahdollisti asiakasrajapinnan selain- ja 
selainversioriippumattoman toteutuksen ja sopi täten hyvin kampanjatyökaluun. Kirjas-
to kuitenkin aiheutti haasteita Elisan intranetin teeman kanssa, koska teeman jQuery-
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kirjaston versio ei sopinut kampanjatyökalun lightbox-laatikolle. Haaste tiedostettiin ja 
listattiin jatkokehitykseen. Muilla kirjastoilla tätä haastetta ei olisi esiintynyt, mutta se-
lain- ja selainversio haasteita olisi luultavasti ilmennyt, koska kampanjatyökalun täytyy 
tukea myös vanhempia selaimia. 
 
Syötteiden tarkisteluun valittu JSR-303 -rajapinta tarjosi helpon ja ylläpidettävän määri-
tysrajapinnan, sekä kampanjatyökalun pääkehys tuki rajapinnan käyttöä. Rajapinta valit-
tiin, koska se tuki kampanjatyökalun oliopohjaista arkkitehtuuria mahdollistamalla yk-
sinkertaisen tavan määrittää validointilogiikka. Validointilogiikka sidottiin tietokantaoli-
oiden muuttujiin annotaatioilla.  
 
Lisäyslomakkeen validointi toteutettiin integroimalla JSR-303 ja jQuery-kirjasto. Integ-
raatio oli mielenkiintoinen ja onnistui tavoitteiden mukaisesti. Integraatiota voidaan 
hyödyntää jatkossa myös muissa projekteissa. Integraation haittapuolena on, että vali-
dointi suoritetaan palvelinpuolella, jolloin palvelinpuolen suorituskyky vaikuttaa vali-
doinnin nopeuteen. Toisaalta validoinnin ylläpito on yksinkertaista ja jatkokehitys help-
poa, koska validointilogiikka on vain yhdessä paikassa.  
 
Aspekteja hyödynnettiin käyttäjänhallinnassa ja tietojen kirjaamisessa lokiin. Aspektit 
vähensivät toistuvan koodin määrää, mutta toisaalta tekivät lokiin kirjaamisesta ja käyt-
täjänhallinnasta näkymättömiä, koska itse looginen toteutus tapahtuu aspeketissa, joihin 
ei viitata. Aspektien avulla siirrettiin toissijaislogiikkaa pois businesslogiikan seasta, 
mutta ne vaativat herkästi muutoksia, jos leikkauspisteen lähdekoodi muuttuu. 
 
7.4 Oppiminen 
Oppimista projektin aikana kertyi eniten projektinhallinnasta, teknologioista ja integraa-
tiosta. Projektin aikana opittiin luomaan toimiva ja tehokas sovellusarkkitehtuuri, jota 
voidaan hyödyntää jatkossa myös muissa projekteissa. Integraatio onnistui ja integraati-
on toteuttaminen tuli tutuksi. Projektissa opittiin omien annotaatioiden ja aspektien 
luominen. Omista annotaatioista tai aspekteista ei toteuttajalla ollut kokemusta eikä 
osaamista ennen projektia. Näitä molempia hyödynnettiin Liferay-portaalin käyttäjän-
hallinnan integrointiin.  
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Sähköpostimuistutus toteutettiin ajastamalla kampanjatyökalun toimintaa. Opittiin, että 
testiympäristö ei välttämättä aina vastaa sovelluksen lopullista ympäristöä. Ajastustoi-
minnon toteuttaminen ja yhtäaikainen lähettäminen oli mielenkiintoinen haaste. Spring-
kehyksen uusi Java-pohjainen alustaminen oli myös oppimistavoitteena, joten päädyt-
tiin alustamaan portletin Spring-kehys ja testikonteksti täysin Java-pohjaisesti. Ajastuk-
sen toteuttaminen Spring-kehyksellä oli yksinkertaista ja ajankohtaista, joten ratkaisuun 
päädyttiin. 
 
Tilaajayhteistyö oli aktiivista koko projektin ajan. Huomattiin, että usein on tehok-
kaampaa keskustella kasvotusten kuin sähköpostin välityksellä. Todettiin myös, että 
tilaajan toiveet saattavat muuttua kun tilaaja pääsee itse testaamaan sovellusta. Yhteis-
työ tilaajan kanssa auttoi selvittämään mitä tilaaja todella haluaa ja tarvitsee, mutta toi-
saalta tilaajan läheinen vaikutus paikoitellen hidasti projektin etenemistä. Projektisuun-
nitelmassa listatut oppimistavoitteet olivat realistisia ja ne saavutettiin. 
 
7.5 Lähteet 
Lähteiden löytäminen projektiin oli haasteellista, koska projekti toteutettiin moderneja 
teknologioita ja malleja hyödyntäen. Tässä työssä käytetyt lähteet olivat kattavia ja mo-
nipuolisia aina patentista spesifikaatioihin. Kirjalliset lähteet ovat luotettavien tietotek-
niikka-alan julkaisijoiden julkaisuja, kuten Manning ja Apress. Lähteiden luetettavuutta 
tarkasteltiin kriittisesti ja pääosin väittämät tarkistettiin useammasta lähteestä. Työssä 
käytetyt lähteet olivat valtaosin ajankohtaisia, vain spesifikaatiot olivat merkittävästi 
vanhempia, mutta kuitenkin luotettavia. 
 
Pääosin lähteet olivat puolueettomia, mutta teknologioiden tarjoajien lähteissä oli puo-
lueellisuutta havaittavissa. Puolueellisilta vaikuttavat väitteet varmistettiin myös muista 
tietolähteistä. Useat työn lähteistä olivat yleisesti tunnettuja ja hyväksi todettuja ohjel-
mistokehitysalalla. Luotettavuutta tukee myös se, että kaikki tämän työn lähteet ovat 
kansainvälisiä ja kattavia. 
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8 Jatkokehitys ja johtopäätökset 
8.1 Jatkokehitys 
Kampanjatyökalua käytetään tällä hetkellä useammalla sivulla ja käyttäjämäärät ovat 
kasvaneet. Koska projektin jälkeen selainvaatimusten ovet muuttuneet, nykyään toteu-
tus voisi olla enemmän JavaScript-painoitteista. Aikaisemmin JavaScript-toteutus ei 
ollut mahdollista, koska tuettavat selaimet eivät tukeneet toteutusta. Kampanjatyökalus-
ta nousi toteutuksen ja sen jälkeisenä aikana muutamia toiminnallisia jatkokehitysehdo-
tuksia. 
 
Kampanjasovelluksen sivulle tarvitaan kaksi eri versiota jQuery-kirjastosta, koska sivul-
la on toteutettu ominaisuuksia, jotka eivät toimi lightbox-laatikon vaatiman jQuery-
version kanssa. Kun asiaa oli tutkittu todettiin, että kahden eri version käyttäminen 
yhdellä sivulla onnistuu pienillä muutoksilla toimimattomaan ominaisuuteen. Projektin 
aikana kyseistä ongelmaa ei kuitenkaan ehditty ratkaista. Uutena ominaisuutena ehdo-
tettiin myös tiedotteen generoimista intranettiin sisällönjulkaisuna. Tämä parantaisi 
kampanjoiden näkyvyyttä ja sovelluksen merkitys korostuisi. Toteutus edellyttää Al-
fresco-sisällönhallintajärjestelmä tuntemusta, eikä projektissa ei ollut aikaa perehtyä ja 
toteuttaa toiminnallisuutta. 
 
Toiveena oli, että kampanjasovellus näyttäisi oletuslistan kampanjoista henkilön osas-
ton mukaan. Henkilön osastotieto olisi mahdollisesti pääteltävissä Elisan intranetissä 
olevien käyttäjätietojen avulla. Tällä ominaisuudella käyttäjät löytäisivät helpommin 
halutut kampanjat. Toisena vaihtoehtona on luoda sovellukseen käyttäjälle ominaisuus 
valita osasto tai tarkempi aliosasto. Sovellukseen on myös mahdollista rakentaa ominai-
suus, jolla kyseisiä valinta-arvoja voisi käyttöliittymässä päivittää, koska sovelluksen 
valinta-arvot vanhentuvat aikanaan. Ominaisuus pidentäisi sovelluksen elinkaarta ja 
palvelisi käyttäjiä paremmin. Yhtenä jatkokehitysvaihtoehtona oli kampanjan linkitys-
mahdollisuus, eli tietyn kampanjan avaaminen URL-osoitteesta. Toiminnallisuus mah-
dollistettiin projektin jälkeen JavaScript hash-teknologialla, kuitenkin siten, että URL-
osoitetta voidaan vaihtaa ilman sivun latautumista uudelleen. 
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8.2 Johtopäätökset 
Projektille asetetut tavoitteet saavutettiin ja projekti päätettiin. Kampanjatyökalu otet-
tiin käyttöön jo ennen projektin päättymistä. Kampanjatyökalulla on noin sata käyttö-
kertaa päivittäin ja työkalu on todettu toimivaksi. Toimeksiantajalle projekti oli merkit-
tävä, koska sen lopputulos edesauttaa vanhan ympäristön lakkauttamista ja tehostaa 
Elisan asiakaspalvelua. Projektissa toteutettuja ratkaisuja voidaan hyödyntää myös 
muissa projekteissa niin portlet- kuin servlet-ympäristöissä. 
 
Kampanjatyökalussa käytetyt teknologiat ja menetelmät olivat ajankohtaisia ja mielen-
kiintoisia. Projekti oli erittäin työelämälähtöinen, sillä projekti kattoi työkalun suunnit-
telun ja toteutuksen vaatimusmäärittelyjen pohjalta. Kokonaisuudessaan kampanjatyö-
kalun integraatio onnistui tavoitteiden mukaisesti ja lopputuloksena yritys sai uudiste-
tun sovelluksen kampanjoiden hallintaan. Projektin aikataulussa pysyttiin ja tuotan-
toonvienti tapahtui projektin puitteissa. Projekti opetti muun muassa tilaajan ja toteut-
tajan välistä yhteistyötä sekä kehitti merkittävästi toteuttajan projektinhallinnan taitoja. 
Projekti kasvatti toteuttajan ammatillisia taitoja entuudestaan tuntemattomien teknii-
koiden ja ratkaisuiden parissa, sekä antoi käytännön esimerkin onnistuneesta projektis-
ta. 
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Projektin tunnistetiedot 
Projektin tehtävänä oli kehittää ja integroida käyttäjäystävällinen kampanjatyökalu Eli-
san Intraan. Tarve kampanjatyökalun kehittämiselle syntyi edellisen kampanjatyökalun 
ympäristön lakkauttamisen myötä. Edellinen kampanjatyökalu ei sopinut Elisan Intraan 
semmoisenaan, joten projektissa toteutettiin korvaava sovellus Elisan Intraan sopivalla 
teknologialla. Projektissa oli tarkoitus korvata vanha sovellus, joten korvaavat ominai-
suudet priorisoitiin ennen uusia ominaisuuksia. Kampanjatyökalun avulla voidaan hal-
linnoida kampanjoita, hakea kampanjoita ja selata kampanjoita. 
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1 Tausta 
Projektin tarkoituksena oli toteuttaa korvaava sovellus vanhan kampanjatyökalun tilalle. 
Vanhan kampanjatyökalun ympäristön lakkauttamisen myötä tarvittiin korvaava sovel-
lus keskitetysti Elisan Intraan. Intran Liferay-ympäristö vaatii Portlet-pohjaisen sovel-
luksen, joten sellaisenaan vanha sovellus ei käynyt. Projektissa luotiin kampanjatyökalu 
Portlettina, joka integroitiin Intraan. Projektin tavoitteena oli korvata toiminnallisuuk-
silla vanha sovellus ja kehittää uusia ominaisuuksia, jos projektissa näille jäi aikaa. 
 
Kampanjatyökalu toteutettiin Spring Portlet MVC -kehystä, JPA:ta ja kolmitasoarkki-
tehtuuria hyödyntäen. Projektissa hyödynnettiin ketteriä menetelmiä Scrumin ohjeiden 
mukaan. Kampanjatyökalulla hallinnoidaan erilaisia kampanjoita, tarjouksia ja asiakas-
kirjeitä, joita voidaan lisätä, muokata, selailla ja poistaa. Kampanjatyökaluun integroin-
tiin Intran käyttäjänhallinta siten, että vain tietyllä roolilla on oikeus hallinnoida kam-
panjoita, mutta sitä pääsevät selailemaan kaikki, joilla on pääsy Elisan Intraan. Kampan-
jatyökalu palvelee Elisan asiakasrajapinnassa työskenteleviä ja työkalun arvioitu päivit-
täinen käyttökuorma on useita satoja käyttötapauksia päivässä.  
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2 Saavutetut tulokset ja kokemukset 
Projektissa toteutettiin käyttäjäystävällinen kampanjatyökalu Java-Portlettina. Kampan-
jatyökalu on parhaillaan Elisan Intrassa kahden osaston käytössä. Projektin tuloksiin 
lasketaan myös osapuolien henkilökohtainen kehittyminen projektin aikana. Projekti 
saatiin vietyä loppuun suunnitelman ja tavoitteiden mukaisesti. 
 
Projektin aikana hyödyllisiä kokemuksia kertyi niin sovellusratkaisujen kuin projektin 
hallinnoinnista ja testauksesta. Sovellusratkaisussa tietotaitoa kertyi useista osa alueista 
etenkin integraatiosta ja migraatiosta. Seuraavaksi käsitellään tuloksia, kokemuksia, ta-
voitteita ja oppimistavoitteita tarkemmin. 
 
2.1 Oppiminen 
Projektin aikana oppimista kertyi useilta eri alueilta. Teknologioista uutena tuli JPA 
Criteria API -rajapinta, jolla voidaan rakentaa dynaamisia hakukriteerejä. Suurin osa 
sovelluksen kantahauista on toteutettu JPA Criteria API -rajapinnan avulla, sillä ilman 
rajapintaa dynaamiset kantahaut olisivat olleet monimutkaisempia toteuttaa ja SQL-
injektiot mahdollisia. Toisena uutena teknologiana oli annotaatioiden luominen ja As-
pectJ-rajapinnan ja annotaation yhdistäminen. Aspektien ajaminen tietyn annotaation 
kanssa oli mielenkiintoinen ja uusi kokemus.  
 
Ajastettu sähköpostinlähetys toteutettiin Spring-kehyksen ajastustoiminnolla. Tämä 
ajastaminen sekä sähköpostien lähettämisen yhtäaikainen ajo käyttäen eri säikeitä oli 
uutta. Yhtäaikainen lähetys toteutettiin @Async-annotaatiolla, joka suorittaa toiminnot 
erillisinä tausta-ajoina sallien sovelluksen yhtäaikaisen käytön. Esimerkiksi jos sähkö-
postien lähettäminen kestää 20 minuuttia voi sovellusta käyttää samaan aikaan, koska 
sähköpostien lähetys suoritetaan omissa säikeissä. 
 
Spring-kehys mahdollisti hiljattain Java-pohjaisen alustuksen. Projektissa toteutettiin 
Spring Portlet MVC -kehyksen alustus Javalla, eikä alustuksen aikana löytynyt viittauk-
sia, että kukaan olisi aikaisemmin alustanut Spring-Portlettia Javalla. 
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Projektissa opittiin myös paljon projektinhallinnasta ja kommunikoinnista tilaajan kans-
sa. Tilaajan tarpeiden kartoittaminen ja ominaisuuksien arviointi kuului olennaisena 
osana kommunikointiin. Kommunikointi oli aktiivista ja tilaaja oli kiinnostunut projek-
tin lopputuloksesta. 
 
2.2 Arkkitehtuuri 
Projektin oppimistavoitteena oli kehittää toimiva ja tehokas arkkitehtuuri. Projektissa 
toteutettiin kolmitasoarkkitehtuuri, joka koostuu View-, Service- ja Repository-tasoista. 
Kullakin tasolla on omat vastuut ja tehtävät. View-taso on vastuussa näyttölogiikasta, 
Service-taso businesslogiikasta ja Repository-taso tietokantatehtävistä. Sovelluksessa 
käytetään Spring Portlet MVC -kehystä, jonka tarkoituksen on yksinkertaistaa kehitystä 
rajapintojen avulla. Arkkitehtuuri pohjautuu voimakkaasti ORM:iin (Object Relational 
Mapping) eli oliopohjaiseen mallinnukseen. ORM toteutettiin JPA-rajapinnan (Java 
Persistence API) avulla. Oliopohjaisella arkkitehtuurilla mahdollistetaan yksinkertainen 
sovellusarkkitehtuuri. Arkkitehtuuri onnistui oppimistavoitteiden mukaisesti. Koke-
muksena arkkitehtuurin rakentaminen oli mielenkiintoinen ja keskeinen ratkaisu koko 
sovelluksen kannalta. 
 
2.3 Spring Portlet MVC -kehyksen java-pohjainen alustus 
Oppimistavoitteena oli alustaa Spring Portlet MVC -kehys java-pohjaisesti. Spring-
kehyksen Java-pohjainen alustus mahdollistettiin hiljattain versiossa 3.1. Aikasemmin 
kehys alustettiin XML-kielen avulla. Spring-Portletin Java-pohjaisesta alustuksesta ei 
löytynyt aikaisempia ratkaisuja, joten Portletin alustamiseen ei lähteitä löytynyt. Alusta-
minen onnistui ja osoittautui huomattavasti helpommaksi kuin XML-pohjainen alustus, 
sillä Java-pohjaisella alustuksella päästään eroon pitkistä nimiavaruuksista, yksinkertais-
tetaan ja vähennetään tyypitysvirheitä. 
 
2.4 Integraatio 
Kampanjatyökalu toteutettiin Portlettina, joka toimii portaaliympäristössä. Intran por-
taaliympäristö on Lifray-portaali. Portletin integroiminen Liferay-ympäristöön tapahtuu 
määrittämällä sovellus Portletiksi portlet.xml, liferay-portlet.xml ja liferay-display.xml 
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tiedostojen avulla. Portlet.xml tiedostossa kuvataan Portletin tietoja, kuten sen nimi. 
Liferay-portlet.xml ja liferay-display.xml tiedostojen avulla mahdollistetaan esimerkiksi 
käyttäjänhallinnan integraatio. 
 
Integraatiossa törmättiin sekä ulkoasullisiin että toiminnallisiin haasteisiin. Sovelluksen 
ulkoasuun vaikutti myös Intran teema eli Intran ulkoasu. Teeman ulkoasumääritykset 
ylikirjoittivat joitain kampanjatyökalun ulkoasumäärityksiä, joten nämä oli tarkistettava. 
Samoin toiseen suuntaan oli varmistettava, että kampanjatyökalun ulkoasu ei vaikutta-
nut Intran teemaan. Kehitykseen käytettiin paikallisesti pyörivää Liferay-portaalia, jonka 
versio oli sama kuin Intran Liferay.  
 
2.4.1 Käyttäjänhallinnan integraatio 
Sovelluksen oikeuksia rajataan käyttäjäryhmien avulla. Oppimistavoitteena oli integroi-
da oikeustarkastelu Liferay-portaalin käyttäjänhallintaan. Liferay-portlet.xml tiedostossa 
alustetaan rooli, jonka avulla voidaan kysellä Liferay-portaalilta onko käyttäjällä kysei-
nen rooli. Sovelluksen käyttöoikeuksien tarkasteluun luotiin oma @Secured-annotaatio, 
joka tarkastaa käyttäjän roolin ja joko jatkaa toimintoa tai ilmoittaa riittämättömistä 
oikeuksista. Annotaation logiikan suorittaa Aspekti, jonka leikkauspiste on @Secured 
annotaatio. Annotaatio-pohjainen tarkastelu onnistui odotettua paremmin. Ratkaisu on 
yksinkertainen ja samaa ratkaisua voidaan käyttää myös muissa Portleteissa. 
 
2.5 Ajastettu muistutus 
Sovellukseen toteutettiin ajastettu sähköpostimuistutus ilmoittamaan tarjouksen tai 
asiakaskirjeen vanhentumisesta. Ajastus toteutettiin Cron-ajastuksella. Cron-
ajastuksessa toiminnon suoritusajankohta voidaan määritellä Cron-lauseen avulla. So-
vellus tarkistaa jokaisen kuun jokaisen arkipäivän alkaessa onko tarjouksia vanhentu-
massa ja lähettää sähköposti-ilmoituksen mahdollisesta vanhentumisesta tarjouksen 
lisääjälle, muokkaajille ja lisätietojen antajille. Muistutus toteutettiin Spring-kehyksen 
@Scheduled-annotaatiolla. 
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Muistutuspäivämäärä voidaan määrittää kampanjakohtaisesti lisäys- tai muokkausvai-
heessa. Jos muistutuspäivää ei anneta sovellus tallentaa päivämäärän, joka on kolme 
työskentelypäivää ennen kampanjan päättymistä. Päivämäärän muodostamisessa huo-
mioidaan kaikki suomen pyhät ja vapaapäivät. Muistutus lähetetään yhtäaikaisen ajon 
avulla kaikille vastaanottajille samanaikaisesti. Sähköpostien lähettämisessä käytetään 
Spring-kehyksen MailSender-rajapintaa ja sähköpostipalvelinta. 
 
2.6 Yksikkötestaus ja käyttäjätestaus 
Sovelluksen yksikkötestaus suoritettiin JUnit- ja Mockito-testeillä. JUnit-testeille 
alustettiin testikonteksi ja muistikanta. Yksikkötestien konteksti alustettiin myös java-
pohjaisesti, niin kuin itse sovelluksen konteksti. Muistikantana toimii H2-
tietokantamoottori. Muistikanta luodaan testien alussa ja tuhotaan testien loputtua. 
Mock-testit eivät tarvitse kontekstia tai tietokantaa, koska mock-testin toiminta 
määrätään testeissä.  
 
Yksikkötestien kattavuutta mitattiin Cobertura-työkalulla. Yksikkötestien kattavuus oli 
83 prosenttia. Projektisuunnitelmassa luvattiin vähintään 60 prosentin 
testauskattavuutta. 
 
Käyttäjätestausta suoritettiin kattavasti kahden osaston voimin. Useampi testaaja 
suoritti testauksen testilomakkeen pohjalta, eikä poikkeamia löydetty. Käyttäjätestausta 
suoritettiin eri ympäristöissä ja eri selaimilla. 
 
Käyttäjätestauksessa suoritettiin myös migraatio- ja integraatiotestausta. 
Migraatiotestauksessa vertailtiin uuden sovelluksen tietoja vanhan sovelluksen tietoihin. 
Migraatiotestissä ei havaittu puuttuvia tietoja ja tiedot olivat eheitä, joten migraatio 
todettiin onnistuneeksi. Integraatiotestausta suoritettiin koko projektin ajan. 
Integraatiotestauksella havaittiin haasteita esimerkiksi ulkoasun, kalenterin ja lightboxin 
kanssa. Lopulta myös integraatiotestaus hyväksyttiin. 
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2.7 Kampanjan luonti 
Oikeutetut käyttäjät voivat lisätä kampanjoita syöttölomakkeen avulla. Syöttölomak-
keessa on pakollisia kenttiä, jotta käyttäjä ei voi lisätä täysin tyhjää kampanjaa. Syöttö-
lomakkeen syötteet tarkastetaan kahdesti. Ensimmäisen kerran syötteen oikeellisuutta 
tarkastellaan kun käyttäjä poistuu kentästä, sillä näin voidaan näyttää mahdollinen vir-
heilmoitus mahdollisimman nopeasti. Virheilmoitukset poistuvat kun syöte korjataan ja 
kentästä poistutaan. Toisen kerran tarkastelu suoritetaan Tallenna-painikkeen painal-
luksen jälkeen. Kampanjaa ei tallenneta ennen kuin kaikki syötteet ovat oikein.  
 
Kampanjan luonnissa täytetään tietoja kuten nimi, sisältö,  voimassaoloaika ja muistu-
tus. Tallennuksen yhteydessä käyttäjä tunnistetaan Elisan Intrasta ja käyttäjän sähkö-
postiosoite tallennetaan lisääjäksi automaattisesti. Lisääjälle lähetetään sähköpostimuis-
tutus ennen tarjouksen vanhentumista. Kampanjalle voidaan antaa lisätietojen antajia ja 
linkkejä dynaamisesti. Dynaamisuudella tarkoitetaan, että linkkejä voidaan antaa vapaa 
määrä lisäämällä tai poistamalla tekstikenttiä. 
 
 
 
Dynaamisuus on toteutettu jQuery-kirjastolla. Ratkaisussa oli otettava myös huomioon 
syötteiden validointi, koska linkin osoite tarvitsee validointia. Tarkastelu mahdollistet-
tiin myös käyttäjän lisäämille kentille. 
 
Syöttölomakkeen validointi toteutettiin JSR-303 ja jQuery integraatiolla. Integraatiossa 
validointilogiikka on vain yhdessä paikkaa eli oliossa. JSR-303 mahdollistaa Java Bean 
Validation –rajapinnan, jossa olion muuttujien kriteerit merkataan annotaatioilla. Integ-
raatiossa jQuery suorittaa kyselyn Javaan, jossa tarkastellaan Spring-kehyksen ja Bean-
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tarkastelun avulla syötteiden oikeellisuus. Tarkastelun jälkeen palautetaan asikaspuolelle 
JSON-sanoma, joka sisältää mahdolliset virheviestit. JSON-viesti käsitellään jQuery-
kirjaston avulla ja JSON-viestin avulla näytetään tuotu virheilmoitus oikeassa paikassa. 
Jos virheitä ei ole, ei näytetä mitään ja piilotetaan aikaisemmat virheet. Integraation 
avulla voidaan tarkastellaan syötteitä AJAX-menetelmällä ja Java-koodissa ilman kahta 
erillistä tarkastelu logiikkaa. Tarkastelulogiikka on täten helpommin ymmärrettävissä ja 
ylläpidettävissä. 
 
2.8 Kampanjoiden haku ja listaaminen 
Kampanjoita voidaan hakea sen perusteella, ovatko ne vielä voimassa vai jo vanhentu-
neita. Kampanjat on eroteltu kolmeen kategoriaan HY, YA ja vanhan sovelluksen 
kampanjat. Haussa voidaan valita yksi tai useampia kategorioita. Hakutoiminnallisuu-
teen toteutettiin vapaa sanahaku, joka hakee kampanjoita sanalla, joiden nimessä tai 
sisällössä sana esiintyy. Kampanjoita voidaan hakea myös voimassaolon, tuotteen, tyy-
pin, kanavan ja näkyvyyden mukaan. Kaikkia hakutoiminnallisuuksia voi yhdistellä mie-
lensä mukaan. Hakulogiikka toteutettiin JPA Criteria API -rajapinnan avulla. Rajapinta 
mahdollistaa dynaamisten lauseiden luomisen tietoturvaa unohtamatta. Dynaamisilla 
lauseilla tarkoitetaan, että hakulause muokkautuu käyttäjän valintojen mukaan. Haku-
toiminnallisuus oli yksi sovelluksen työläimmistä ominaisuuksista. 
 
Hakutulokset listataan hakutoiminnon alle AJAX-menetelmällä. Hakutuloksien määrän 
ollessa yli 200 jaetaan hakutulokset sivuihin. Sivut lataavat tietokannasta seuraavat ha-
kutulokset AJAX-menetelmällä. Hakutuloksien määrää sivulla voi helposti muokata 
lähdekoodista. Listauksessa näytetään kampanjoista tuotteet, nimi, sisältö lyhyesti, voi-
massaoloaika, myyntikanava, tyyppi ja näkyvyys. 
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2.9 Yksittäisen kampanjan tarkastelu 
Yksittäisen kampanjan tarkastelu toteutettiin Lightbox-pluginilla, joka on toteutettu 
jQuery-kirjastolla. Kampanjaa voi tarkastella tarkemmin painamalla hakutuloksen riviä. 
Lightbox aukeaa keskelle sivua ja tuo kampanjan tiedot näkyviin. Yksittäisen kampan-
jan tarkastelussa näytetään myös lisääjä ja viimeisin muokkaaja sekä lisäyksen ja muok-
kauksen ajankohdat. 
 
 
Kampanjaa voidaan myös hallinnoida Lightboxista. Internet Explorer 7 aiheutti huo-
mattavia haasteita Lightboxin kanssa. Lightboxin toteutusta jouduttiin muokkaamaan 
siten, että jQuery odottaa DOM:in ilmestymistä sivulle ja jonka jälkeen DOM:lle aluste-
taan AJAX-toiminnot jQuery-kirjastolla. Esimerkiksi hakurivien JavaScript-alustus suo-
ritetaan niiden ilmestyessä sivulle. 
 
Lightboxin integroiminen Intraan oli haastavaa, koska Lightbox tarvitsi uudemman 
jQuery-version kuin minkä Intran Teema lisää sivulle. Haaste ratkaistiin siten, että si-
vulle tuodaan kaksi eri jQuery versiota ja kampanjasovelluksessa käytetään uudempaa 
versiota. Integraatio ei onnistunut täydellisesti, sillä eräs tietty Intrassa ollut ominaisuus 
tarvitsi vanhemman version jQuerysta ja lakkasi toimimasta uuden jQuery-version lisä-
yksen jälkeen. Tutkimuksen jälkeen todettiin, että ominaisuuden korjaamiseksi olisi 
muutoksia tehtävä ominaisuuteen. Ominaisuuden muokkaamiseen ei kuitenkaan ollut 
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oikeutta eikä resursseja, joten päädyttiin kompromissiin, että kyseinen ominaisuus ei 
toimi samalla sivulla kuin kampanjasovellus. 
 
2.10 Kampanjan muokkaaminen 
Oikeutetut käyttäjät voivat muokata kaikkia kampanjoita. Muokkaus onnistuu kampan-
jan tarkemmista tiedoista Muokkaa -painikkeesta. Muokkaaminen tapahtuu samalla 
lomakkeella kuin lisäyslomake. Erona on, että muokatessa tallennus ei luo uutta kam-
panjaa. Muokkaukseen käytetään samoja syötteentarkastelutoimintoja. Muokkaamisen 
yhteydessä muokkaaja tallennetaan tietokantaan ja kaikille muokkaajille lähetetään viesti 
kampanjan vanhentumisesta. Muokkaus ylikirjoittaa vanhat tiedot, eikä vanhoja tietoja 
kampanjasta säilytetä. 
 
 
2.11 Kampanjan käyttäminen pohjana 
Oikeutetut käyttäjät voivat valita kampanjan uuden kampanjan pohjaksi. Pohjaksi valit-
seminen onnistuu Lightboxissa olevasta Pohjaksi-painikkeesta. Pohjaksi valitseminen 
käyttää myös samaa lomaketta kuin lisäys- ja muokkaustoiminnallisuudet, mutta toisin 
kuin muokkaustoiminnallisuus pohjaksi valitseminen luo tallennus vaiheessa uuden 
kampanjan. Pohjaksi valitseminen täyttää lomakkeen, mutta ei tallenna pohjana käytet-
tyä kampanjaa vaan lisää uuden kampanjan. Lomakkeen tarkastelu suoritetaan samoin 
kuin lisäys- ja muokkaustoiminnallisuuksissa. Tallennuksen yhteydessä käyttäjän sähkö-
postiosoite haetaan Elisan Intran tiedoista ja tallennetaan lisääjänä automaattisesti. 
 
2.12 Kampanjan poistaminen 
Oikeutetut käyttäjät voivat poistaa kampanjoita. Kampanjoiden poistaminen onnistuu 
myös Lightboxista. Kampanjan poistaminen kysyy varmistuksen ennen poistamista 
toisen Lightboxin avulla. 
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Vain valinta ”Kyllä” poistaa kampanjan tietokannasta. Poistettujen tietojen palauttami-
nen ei ilman tietokannan varmuuskopioita ole mahdollista. 
 
2.13 Tietojen migraatio 
Vanhan kampanjasovelluksen tiedot haluttiin säilyttää, joten tiedot siirrettiin vanhasta 
sovelluksesta uuteen sovellukseen. Haasteeksi osoittautui sovelluksien eroavuudet tie-
tokantarakenteessa. Kaikille vanhan sovelluksen tiedoille ei ollut paikkaa uuden sovel-
luksen lisäys-/muokkauslomakkeessa eikä tietokantarakenteessa, joten tietoja lisättiin 
”Sisältö kokonaisuudessaan” -kenttään useammasta vanhan sovelluksen kentästä. 
 
Migraatiota varten luotiin SQL-skripti, joka ajaa tiedot vanhasta taulusta uusiin taului-
hin. Migraatioskriptissä käsitellään haasteita kuten sarakkeiden tietojen vieminen erilli-
seen tauluun riveinä. Migraatioskripti ajetaan kerran, jonka jälkeen uuden sovelluksen 
taulut sisältävät vanhan kampanjatyökalun tiedot. 
 
2.14 Vaatimusten muuttuminen projektin aikana 
Vaatimusten muuttuminen on yleistä, kun tilaaja pääsee testaamaan sovellusta. Projek-
tissa kampanjatyökalun vaatimukset muuttuivat muutamaan otteeseen projektin aikana. 
Vaatimusten muuttuminen hidasti projektin valmistumista. Esimerkiksi hakutoiminnal-
lisuuden vaatimukset muuttuivat projektin loppuvaiheessa. Vaatimuksia, jouduttiin 
myös projektin aikana odottamaan. Tilaajan mielipiteet muuttuivat projektin aikana, 
joten vaatimuksia oli muokattava. Tietojen migraatiovaatimuksien myöhästyminen johti 
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tehtävien priorisoinnin muokkaamiseen. Kokonaisuudessaan vaatimusten muuttumi-
nen ei aiheuttanut ylitsepääsemättömiä esteitä tai merkittäviä viivästymisiä. 
 
2.15 Tuotantoonvienti 
Sovelluksen tuotantoonvienti suoritettiin 30.11.2012 epäonnistuneen ensimmäisen yri-
tyksen seurauksena. Tuotantoonvienti oli alun perin suunniteltu 29.11.2012, mutta tuo-
tantoonvienti epäonnistui, kun sovelluksen toiminnassa havaittiin tuotantoonvientites-
tauksissa virhe. Virhettä tutkittiin tuolloin useita tunteja tuloksetta. Lopulta seuraavana 
päivänä virheeksi osoittautui korruptoitunut JSP-tiedosto. Ratkaisuna luotiin uusi sa-
manniminen JSP-tiedosto samalla sisällöllä ja poistettiin vanha korruptoitunut tiedosto. 
Virhe ei johtunut lähdekoodista, sitä oli erittäin vaikea löytää. 
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3 Työn eteneminen 
Projekti suoritettiin aikavälillä 13.9.2012 – 10.12.2012. Työn etenemistä arvioitiin teh-
täviin käytetyillä tunneilla ja tulevaa työmäärää arvioitiin antamalla tehtäville kokoja. 
Projekti suoritettiin yksilötyönä. Projektissa hyödynnettiin sovellettua Scrum-
menetelmää, jossa työskentely jaettiin kahden viikon mittaisiksi sprinteiksi. 
 
3.1 Tuntityömäärät 
Arvioitu tuntityömäärä projektille oli noin 400 tuntia. Projektin työmäärään ei oltu alun 
perin arvioitu itse opinnäytetyön tuntityömäärää, joten todellisuudessa projektin tunti-
työmäärä oli suurempi. Projektin toteuttamiseen käytettiin viikossa noin 36,5 tuntia, 
mutta projektin loppuvaiheilla projektin parissa työskenneltiin myös vapaa-ajalla. Tunti-
työmäärä ylitti arvioidun noin 60 tunnilla. Tähän arvioon ei ole laskettu opinnäytetyö-
hön kuluvaa aikaa, koska opinnäytetyötä ei oltu laskettu projektin alkuperäiseen työ-
määrään. 
 
3.2 Tilaaja 
Yhteistyö tilaajan kanssa oli koko projektin ajan aktiivista ja sujuvaa. Tilaaja oli kiinnos-
tunut kampanjatyökalun parantamisesta, joka toisaalta edisti, toisaalta hidasti projektin 
etenemistä. Tilaaja edisti projektin etenemistä vastaamalla kyselyihin nopeasti, mutta 
aktiivisuus myös hidasti projektin etenemistä, sillä tilaaja halusi muutoksia määrittelyi-
hin. 
 
3.3 Toteutuneet ja vältetyt riskit 
Projektin aikana toteutuneiden riskien seuraukset olivat kohtuullisia, eikä itsessään hi-
dastaneet projektin etenemistä. Projektin aikana suurin toteutunut riski oli määrittelyjen 
muuttuminen projektin aikana. Määrittelyjen muuttuminen aiheutti muutoksia tehtävi-
en priorisointiin ja tehtävien määrään, mutta itsessään määrittelyt eivät hidastaneet pro-
jektin etenemistä. Määrittelyjen viivästyminen aiheutti myös tehtävien uudelleenprio-
risointia. 
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Projektin aikana testiympäristö ei toiminut muutamaan otteeseen ja integraatiotestausta 
ei voitu tällöin suorittaa. Testiympäristön toimimattomuus vaikutti myös osittain käyt-
täjätestaukseen, jolloin testaus ei ollut mahdollista. Tämä ei kuitenkaan vaikuttanut pro-
jektin etenemiseen, sillä seuraukset eivät olleet suuria. 
 
Integraatiohaasteina oli useamman jQuery-version käyttäminen yhdellä sivulla. Kahden 
jQuery-version toimiminen Internet Explorer 7 selaimella tarvitsi merkittäviä muutok-
sia toteutustapaan. Ratkaisuun ei kuitenkaan kulunut projektin kannalta merkittävän 
kauan, mutta teknisistä haasteista kyseinen haaste oli suurin. Internet Explorer 7 aiheut-
ti myös muita haasteita projektin aikana kuten AJAX-menetelmän toteuttaminen ja 
ulkoasulliset haasteet. 
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4 Kustannukset 
Projektin kustannuksiin kuului projektiin osallistuneiden henkilöiden työmäärä. Projek-
tin kokouksiin osallistuneiden henkilöiden kustannukset kokouksista ja niiden valmiste-
lusta olivat noin 15 tuntia. Tuotantoonvienti aiheutti noin 12 tuntia kustannuksia itse 
tuotantoonviejältä ja muilta siihen osallistuneilta. Materiaalikustannuksia projektilla ei 
ollut. Tilaajan työmääräkustannukset projektiin olivat noin 50 tuntia, kun lasketaan pro-
jektin kokoukset, scrumit, kommunikointi, testaus ja tuontantoonvientijärjestelyt. Pro-
jektin toteuttajan kustannuksiin kuuluu lähes kaikki mainittu ja toteutukseen kulunut 
aika yhteensä noin 500 tuntia. Seuraavassa kappaleessa käsitellään toteuttajan toteutuk-
sen työmääräkustannuksia.  
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5 Resurssien käyttö 
Projektin toteuttajan käyttämä aika projektiin oli noin 460 tuntia. Projektin aikana täy-
sin tarkkaa tuntikirjausta ei pidetty, joten tunnit on arvioitu sprintteihin käytetyistä 
ajoista. Tuntien arviointiin on myös huomioitu suunnitteluun ja muihin tapaamisiin 
kuluneet tunnit. 
 
Taulukko 1. Työmäärän jakautuminen 
 
 
 
 
 
 
 
  
 projektin alusta 
 suunniteltu toteutunut 
Henkilö tuntia tuntia % 
Peter Vilja 400 460 115 
Yhteensä 400 460 115 
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6 Ehdotukset jatkotoimenpiteiksi 
Valmistetut ominaisuudet on testattu, mutta niissä esiintyviä virheitä voi laajemmassa 
käytössä vielä esiintyä. Tässä on listattu muutamia kehitysehdotuksia. 
 
6.1 Kahden jQuery-kirjaston aiheuttaman virheen korjaaminen 
Kampanjasovelluksen sivulle tarvitaan kaksi eri versiota jQuery-kirjastosta. Tämä aihet-
taa Intrassa olevan ominaisuuden toimimattomuuden sivulla. Kun asiaa oli tutkittu to-
tesin, että kahden eri version käyttäminen yhdellä sivulla onnistuu pienillä muutoksilla 
toimimattomaan ominaisuuteen. Projektin aikana kyseistä ongelmaa ei ehditty ratkaista. 
 
6.2 Kampanjan luominen generoi tiedotteen Intraan 
Uutena ominaisuutena ehdotettiin tiedotteen generoimista Intraan. Tämä parantaisi 
kampanjoiden näkyvyyttä ja sovelluksen merkitys korostuisi. Tiedotteessa olisi lähes 
samat tiedot kuin kampanjasovellussa. 
 
6.3 Oletuslista osastoittain 
Kampanjasovellus näyttäisi oletuslistan kampanjoista henkilön osaston mukaan. Henki-
lön osastotieto olisi pääteltävissä Elisan Intrassa olevien käyttäjätietojen avulla. Tällä 
ominaisuudella käyttäjät löytäisivät helpommin halutut kampanjat. Vaihtoehtona on 
myös luoda sovellukseen käyttäjälle ominaisuus valita osasto. 
 
6.4 Valintojen päivittäminen 
Alati muuttuvassa maailmassa sovelluksen valinta-arvot vanhentuvat aikanaan. Sovel-
lukseen on mahdollista rakentaa ominaisuus, jolla kyseisiä valinta-arvoja voisi käyttöliit-
tymän avulla päivittää. Tämä pidentäisi sovelluksen elinkaarta ja palvelisi käyttäjiä pa-
remmin. Ominaisuuden toteuttaminen ensiarvioiden perusteella vaatisi melko huomat-
tavia muutoksia sovelluksen rakenteeseen. 
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6.5  Kampanjalle linkki 
Tällä hetkellä kampanjan linkkiä ei voi kopioida muualle. Ominaisuus ei ollut projektin 
vaatimuksina, eikä tullut toteutusaikana mieleen. Linkin toteuttaminen vaatisi huomat-
tavia muutoksia kampanjan näyttämislogiikkaan ja Lightboxin säilyttäminen voi olla 
haastavaa. 
 
6.6 Kampanja hierarkia 
Kampanjoille voisi toteuttaa hierarkioita siten, että pääkampanjalla on alikampanjoita. 
Hierarkia vähentäisi mahdollisia toistoja ja mahdollistaisi tilannekohtaisia kampanjoita. 
Itsessään kampanjahierarkia kuitenkin liiketoiminnan päätös, mutta sovelluksen arkki-
tehtuuri mahdollistaa helposti hierarkiat. 
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Liitteet 
Liite 1. Arvioitu ominaisuusajoitus 
Vaihe Selostus pvm 
Tiedon keräys 
Tiedon keräys. Sovellukseen tutustuminen ja tarpeiden 
ja tehtävien kartoittaminen. Projektisuunnitelman laati-
minen. 
13.9.2012 – 17.9.2012  
Aloituskokous  1.10.2012 klo. 15.00-16.00 
Sprint #1 
Arkkitehtuurin luominen, Alustava tietokantarakenne, 
Kampanjoiden lisäys ja listaus 
17.9.2012 – 28.9.2012 
Sprint #2 
Validointi, Yksittäisen kampanjan tarkastelu ja muok-
kaaminen, Kampanjoiden poisto 
1.10.2012 – 12.10.2012  
Ohjauskokous #1  15.10.2012 
Sprint #3 Kampanjoiden haku, vanhentuminen, laajahakutoiminto 15.10.2012 – 26.10.2012 
Sprint #4 
Muistutuksen lähettäminen, Käyttöoikeuksien rajaami-
nen, Valintojen päivittäminen 
29.10.2012 – 9.11.2012 
Ohjauskokous #2  12.11.2012 
Sprint #5 Testaus, Vanhan datan integrointi, integrointi Intraan 12.11.2012 – 23.11.2012 
Sprint #6 Dokumentointi, mahdolliset korjaukset 26.11.2012 – 7.12.2012 
Päätöskokous 
Projektin tuloksen katselmointi, luovutus sekä projektin 
päättäminen 
10.12.2012 
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Liite 2. Toteutunut ominaisuusajoitus 
Vaihe Selostus pvm 
Tiedon keräys 
Tiedon keräys. Sovellukseen tutustuminen ja tarpeiden ja 
tehtävien kartoittaminen. Projektisuunnitelman laatimi-
nen. 
13.9.2012 – 17.9.2012  
Sprint #1 
Arkkitehtuurin luominen, Alustava tietokantarakenne, 
Kampanjoiden lisäys ja listaus 
17.9.2012 – 28.9.2012 
Aloituskokous  5.10.2012 klo. 12.00-13.30 
Sprint #2 
Validointi, Yksittäisen kampanjan tarkastelu ja muok-
kaaminen, Kampanjoiden poisto 
1.10.2012 – 12.10.2012  
Ohjauskokous #1  26.10.2012 klo 8.15-9.45 
Sprint #3 Kampanjoiden haku, vanhentuminen, laajahakutoiminto 15.10.2012 – 26.10.2012 
Sprint #4 
Muistutuksen lähettäminen, Käyttöoikeuksien rajaami-
nen, Hakutoiminnallisuuden muutokset 
29.10.2012 – 9.11.2012 
Ohjauskokous #2  16.11.2012 klo 8.15-9.45 
Sprint #5 
Testaus, Vanhan datan integrointi, integrointi Intraan, 
Palautteiden korjaus 
12.11.2012 – 23.11.2012 
Sprint #6 
Dokumentointi, Mahdolliset korjaukset, Tuotantoon-
vienti 30.11.2012 
26.11.2012 – 7.12.2012 
Päätöskokous 
Projektin tuloksen katselmointi, luovutus sekä projektin 
päättäminen 
11.12.2012 klo 08.15-09.45 
 
Loppuraportista on poistettu salaisia tietoja. 
