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Abstract 
Software comprehension is one of the most expensive 
activities in software maintenance and many tools have 
been developed to help the maintainer reduce the time 
and cost of the task.  Of the numerous tools and 
methods available, one group has received relatively 
little attention: those using plausible reasoning to 
address the concept assignment problem.  This problem 
is defined as
 the process of assigning descriptive terms 
to their implementation in source code, the terms being 
nominated by a maintainer and usually relating to 
computational intent.  It has two major research issues:  
 
• Segmentation: finding the location and extent 
of concepts in the source code. 
• Concept Binding: determining which concepts 
are implemented at these locations. 
 
We present a new concept assignment method for 
COBOL II: Hypothesis-Based Concept Assignment 
(HB-CA).  It employs a simple knowledge base to model 
concepts, source code indicators, and inter-concept 
relationships.  The library and source code are used to 
generate hypotheses on which segmentation and 
concept binding are performed. An implementation of a 
prototype tool is described, and the results from a 
comprehensive evaluation using COBOL II sources 
summarised. 
 
1. Introduction 
 
Software maintenance is an important part of the 
software lifecycle, typically accounting for at least 50 
percent of the total lifetime cost of a software system 
[10].  Consequently, it is desirable to reduce the cost of 
software maintenance whilst preserving the quality of 
the software system, maintenance process, and 
maintainer’s understanding. 
 
Many authors have acknowledged the central role and 
high cost of software comprehension within software 
maintenance, either directly (e.g. [12], [16]), or 
indirectly, as a consequence of software complexity 
(e.g. [1]).  A common approach to reducing the cost of 
the maintenance process is the provision of automated 
assistance to software maintainers.  Expert maintainers 
organise their knowledge around algorithms and 
functional characteristics within their domain of 
expertise [11].  The work presented here is aimed at 
assisting expert maintainers with software 
comprehension.  Tilley and Smith claim that 
maintainers most lack tools that automatically identify 
algorithms, abstractions, and domain concepts in 
software [17].  Evidence that higher-level semantic 
knowledge reduces maintenance effort [13] strengthens 
their case. 
 
2. Concept Assignment 
 
To meet the need for tools that identify algorithms, 
abstractions, and domain concepts in programs, the 
method described in this paper addresses the concept 
assignment problem.  The term was introduced by 
Biggerstaff et al. to describe the problem of assigning 
terms regarding computational intent to appropriate 
regions of source code [3].  The emphasis of the work 
presented here is on automatic concept assignment with 
minimal user involvement, although the activity can 
also be performed semi-automatically or manually.  The 
  
  
emphasis is particularly on plausible reasoning concept 
assignment systems as these tend to have linear 
computational growth with the length of the source 
code under analysis [3]. 
 
There are two examples of existing plausible reasoning 
concept assignment systems: DM-TAO (part of the 
DESIRE toolset) [3], and IRENE [6].  These systems 
adopt different approaches; DM-TAO has a complex 
knowledge base and inference engine driven by a 
connectionist network, IRENE uses rule-based concept 
acquisition techniques to retrieve business knowledge 
from COBOL programs.   
 
Two major research issues can be identified within the 
overall concept assignment problem: 
 
• Segmentation: finding the location and extent 
of concepts in the source code. 
• Concept Binding: determining which concepts 
are implemented at these locations. 
 
Segmenting a program involves grouping pieces of 
conceptual information generated from the source code.  
Concept binding involves analysing these groups for the 
most plausible concept assignment for each. 
 
3. Hypothesis-Based Concept Assignment 
 
The Hypothesis-Based Concept Assignment (HB-CA) 
method is a three-part non-interactive process.  It 
operates on the procedure division of IBM COBOL II 
programs (although a complete program is provided as 
input).  The decision to address only the procedure 
division was taken to reduce the scope of the research 
problem initially.  We acknowledge that much useful 
information can be derived from the data division and 
future work may incorporate such analysis. 
 
The three stages of HB-CA are: Hypothesis Generation, 
Segmentation, and Concept Binding. 
 
The flow of control and data is sequential.  The process 
begins with hypothesis generation from source code.  
This is followed by segmentation of the hypotheses to 
determine regions of conceptual focus in the program.  
Finally, concept binding finds the dominant concept in 
each segment.   
 
Each stage uses a knowledge base termed the library. 
 
 
3.1 Knowledge Base 
 
It is anticipated that the maintainer, or some other 
person responsible for knowledge base maintenance, 
will construct the library, possibly using automated 
assistance such as that described in [15].  This would 
take place before the first use of HB-CA and the 
knowledge base content then could be improved as the 
maintainer gains experience.   
 
There are two entities in the library: concepts, and 
indicators.  Concepts are the terms nominated by the 
maintainer to describe items or activities in the domain.  
Indicators are evidence for concepts expressed in the 
implementation language, in this case IBM COBOL II. 
 
The library encodes two types of relationship: Indicator-
Concept, and Concept-Concept. 
 
The indicator-concept relationship maps evidence for a 
concept to that concept.  Concept-concept relationships 
map concepts to others to form composites and 
specialisations. 
 
Indicators have a number of attributes: Name, Class, 
and Data.  The name is a string used within the library 
to identify the indicator and provide an abstraction from 
the actual data.  The class refers to the type of feature 
represented.  There are four classes: identifier, keyword, 
comment, and segment boundary.  This allows the 
indicator recognition process to filter indicators in the 
library for those appropriate to the search method being 
employed.  Segment boundaries are not represented 
explicitly in the library but are generated from the 
subroutine structure of the code being analysed.  The 
data is the actual evidence to be found in the source 
code.  Alternatively, it may be a reference to another 
container for the data.  The latter would be appropriate 
for complex indicators such as code fragments. 
 
Concepts have three attributes: Name, Type, and Level.  
The name is a string to identify the concept, i.e. the 
nominated descriptive term.  The type is either action 
or object.  Action concepts are those that do something 
(typically, the name of an action concept is a verb, e.g. 
Read).  Object concepts are those things on which 
action concepts operate (typically, the name is a noun, 
e.g. File).  The classification allows greater control of 
the concept binding search than if none were used.  
Additionally, in combination with the relationships 
described below, it can help to reduce the size of the 
knowledge base required to represent complex concepts.  
Concept typing is used by various methods including 
  
  
DM-TAO (see [3]).  The level is either primary or 
secondary.  Primary concepts represent the most 
general form of a particular concept; secondary 
concepts represent more specialised forms of primary 
concepts, e.g. File might be primary, MasterFile might 
be secondary.  This information is required to help the 
method degrade its performance gracefully in the event 
of conflicting evidence.  It allows the search methods to 
select a more general form of a concept if the evidence 
for specific versions is ambiguous. 
 
The indicator-concept relationship, termed indicates, is 
formed by joining indicators to the concepts for which 
they provide evidence.  
 
There are two concept-concept relationships in the 
library: composition, and specialisation.  Composition 
relationships are formed by joining primary action 
concepts to primary object concepts.  This forms an 
action:object structure (essentially a verb and noun 
construction) to convey more information to the 
maintainer  (e.g. Read:File rather than merely Read).  
Creating a composition of two primary concepts also 
produces a series of implied composites with all 
specialisations of the primary object concept.  These are 
not stored in the library but are used as required by the 
segmentation and concept binding methods.  
Specialisation relationships are formed by linking 
secondary concepts (i.e. specialisations) to primary or 
other secondary concepts.  Multiple inheritance is not 
permitted. 
 
3.2 Hypothesis Generation 
 
The hypothesis generation stage takes source code as its 
input.  Using information contained in the knowledge 
base, it scans the source code for indicators of various 
concepts.  When an instance is found and matched, a 
hypothesis for the appropriate concept is generated.  
Matching is performed using a variety of flexible 
criteria.  The resulting collection of hypotheses is 
ordered by the position of the indicators in the source 
code. 
 
3.3 Segmentation 
 
The segmentation stage takes the sorted hypotheses and 
attempts to break them into segments.  Initially, this is 
performed using hypotheses for primary segmentation 
points (COBOL II section boundaries).  Each of the 
initial segments is analysed to determine whether it has 
the potential to contain a number of smaller segments.  
If this is the case, a self-organising map is used to 
establish areas of conceptual focus within the segment.  
These areas are analysed and smaller segments created 
if necessary.  The output of the stage is a collection of 
segments, each containing a number of hypotheses.  
This stage is discussed in more detail below. 
 
3.4 Concept Binding 
 
Concept binding analyses each segment’s hypotheses to 
determine which concept has the most evidence.  It 
exploits relationships in the knowledge base to generate 
conclusions, and scores these on the basis of concept 
occurrence.  A number of disambiguation rules can be 
applied to choose between equally strong concepts.  
When a concept has been selected, the segment is 
labelled with the name of that concept.  After all 
segments have been analysed and labelled, the results 
form the overall output of the method. 
 
4. Flexible Segmentation 
 
HB-CA’s approach to segmentation is one of the most 
interesting parts of the process and merits more detailed 
discussion. 
 
4.1 The Segmentation Problem 
 
Segmentation is the problem of determining the 
location and extent of concepts within a piece of source 
code, to form segments that then can be labelled.  It is a 
difficult problem because the boundaries between 
concepts can be confused and fuzzy to the point where 
two concepts may interleave.  It presents a more 
difficult problem to plausible reasoning understanders, 
such as HB-CA, where this kind of information is not 
used.  Figure 1 shows an example fragment of source 
code with two clearly separated concepts. 
 
MOVE ‘EXAMPLE’ TO PRINT-LL. 
MOVE ‘13’ TO PRINT-CC. 
CALL ‘PRINT’ USING P-PRINTLINE. 
MOVE POLICY-NUM TO OUT-PNUM. 
MOVE SCHEME-REF TO OUT-SREF. 
CALL ‘WRITE’ USING OUT-REC. 
 
Figure 1: Example Code Fragment Showing Separated 
Concepts 
 
The first three lines indicate a Print concept; the last 
three indicate Write.  In this situation, it is clear where 
the boundary between concepts falls.  Figure 2 shows 
the same code but with the boundaries slightly blurred. 
 
 
