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El uso de sistemas de gestión y aprendizaje online
como Moodle está en constante auge y, cada vez más,
se utiliza como medio principal de comunicación con
los alumnos, ya sea para proporcionarles material de
estudio o para la entrega de trabajos y prácticas. 
Este artículo presenta una herramienta de evaluación
automática  de  ejercicios  de  programación integrada
en  la  plataforma Moodle.  Esta  herramienta  permite
evaluar las entregas de los alumnos desde su subida a
la plataforma, y generar datos de realimentación tanto
para alumnos como profesores. La utilización de un
sistema como éste ayuda a los docentes a reducir en
parte el trabajo asociado a la evaluación continuada y,
a su vez, es capaz de proporcionar a los alumnos una
idea inmediata de las deficiencias de su ejercicio. En
su versión actual, la herramienta es capaz de evaluar
tanto el  comportamiento  funcional  como la calidad
del código escrito en lenguaje Java.
Este sistema de evaluación automática se ha utilizado
con éxito en algunas de las prácticas de la asignatura
de Estructuras de Datos de un Grado en Ingeniería In-
formática.
Abstract
The use of online learning and management systems
such as Moodle is constantly growing and it is consi-
dered one of the preferred ways to communicate tea-
chers and students. This article presents a tool for the
automatic evaluation of programming exercises whi-
ch is integrated in the Moodle platform. This tool is
able to evaluate the students' submissions and genera-
te feedback data for both students and teachers. The
use of this kind of systems helps teachers to reduce
the work associated with continuous assessment and
it is also able to provide students with an immediate
idea of the deficiencies found in their exercise. In its
current version, the tool is capable of evaluating both
the functional behavior and the quality of source code
written in Java. This automatic assessment system has
been successfully used in some lab exercises from the
Data Structures course (Degree in Computer Enginee-
ring).
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1. Introducción 
A lo largo del proceso de enseñanza-aprendizaje de
un lenguaje de programación resulta imprescindible
que el profesor lleve un control continuo del trabajo
de cada alumno, y que el alumno vaya identificando
progresivamente  las  deficiencias  de  sus  soluciones.
Estas deficiencias no deben estar solo enfocadas al re-
sultado funcional del problema presentado, sino que
debe incluir aspectos de calidad (legibilidad, comple-
jidad,  eficiencia,  etc).  La evaluación de todos estos
aspectos constituye un proceso largo y complejo, es-
pecialmente en cursos introductorios donde el número
de alumnos es generalmente alto en relación al profe-
sorado disponible.  
En este contexto, resulta interesante disponer de un
sistema capaz de evaluar tanto el resultado funcional
como la calidad del código de manera automatizada y
coherente.  Este  tipo  de  planteamiento  fomenta  el
aprendizaje autónomo del estudiante [5], el cual pasa
a obtener información inmediata sobre las deficien-
cias detectadas en sus ejercicios, y en consecuencia
favorece la supresión progresiva de malos hábitos en
la programación. En el caso de los profesores, se re-
duciría en parte el trabajo asociado a las actividades
de evaluación continuada. 
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Por otro lado, los Sistemas de Gestión de Aprendi-
zaje (SGA) como Moodle facilitan el seguimiento del
proceso de aprendizaje, así como el desarrollo de acti-
vidades  de  evaluación  que  generalmente  permiten
vincular calificaciones con comentarios de  realimen-
tación. En la actualidad, el uso de SGA está totalmen-
te integrado en el  modelo educativo de multitud de
universidades, por lo que extender este tipo de plata-
formas con nuevas herramientas garantizan una adap-
tación rápida de estudiantes y profesores [1]. 
Por tanto, el objetivo fundamental de este artículo
reside en el desarrollo y configuración de un sistema
de evaluación automática de ejercicios de programa-
ción informática, así como su integración en Moodle
por ser una de las plataformas SGA más utilizadas en
la actualidad. En líneas generales, el sistema propues-
to debe ser capaz de detectar deficiencias y generar
comentarios sobre los ejercicios de programación en-
tregados por los alumnos, así como establecer una ca-
lificación en función de unos parámetros preestableci-
dos por el profesor. 
El documento está organizado de la siguiente ma-
nera. En el apartado 2 se describe la arquitectura de la
herramienta y se proporcionan detalles de su imple-
mentación,  mientras  que  la  metodología  de  uso  se
describe en el apartado 3. El apartado 4 analiza los re-
sultados obtenidos en las pruebas realizadas durante
las prácticas de la asignatura de Estructuras de Datos
de un Grado en Ingeniería Informática. El apartado 5
está dedicado a presentar el trabajo relacionado y los
principales antecedentes de la herramienta desarrolla-
da. Finalmente, el apartado 6 plantea las conclusiones
y el trabajo futuro.
2. La extensión EvalCode
2.1. Visión general
El  sistema  de  evaluación  automática  se  ha
desarrollado  como  una  extensión  de  Moodle
denominada EvalCode.  Esta extensión está integrada
en  Moodle  junto  con  el  resto  de  recursos  y
actividades  proporcionados  por  la  plataforma  (por
ejemplo, el chat, el cuestionario, la encuesta, el foro,
la tarea, etc.). 
En la Figura Figura 1 puede observarse la relación
entre la extensión propuesta y las distintas tecnologías
sobre las que se apoya el servidor Moodle, que suelen
identificarse  con  las  siglas  LAMP (Linux,  Apache,
MySQL y PHP). Según se puede observar en esta Fi-
gura, los usuarios de la plataforma (p.ej., alumnos o
profesores)  acceden  a  través  de  la  red  al  servidor
Apache en el  que se encuentra alojado Moodle.  La
comunicación entre éste y los módulos disponibles se
hace mediante clases y funciones PHP que, a su vez,
ejecutan sentencias MySQL para realizar consultas e
inserciones en la base de datos, y rutinas de Bash para
la gestión de los archivos en el sistema. La extensión
EvalCode se  integra  como  un  nuevo  módulo  en
Moodle. 
Por último, el proceso de análisis y evaluación au-
tomática se sirve de los módulos existentes para la in-
terconexión con el resto de componentes de Moodle,
tal y como se detalla a continuación.
2.2. Implementación
El desarrollo de EvalCode está basado en el módulo
“Tarea” de Moodle, ya que este módulo proporciona
una funcionalidad para la configuración y entrega de
ejercicios similar a la requerida por nuestro sistema
de  autoevaluación.  Entre  otros  aspectos,  ha  sido
necesario  modificar  la  lógica  encargada  de  crear
tareas y de procesar las entregas para incorporar el
sistema de evaluación automática. 
Por otro lado, Moodle está diseñado de acuerdo a
una estructura modular  que facilita  el  desarrollo de
nuevas  extensiones. En  nuestro  caso,  la  extensión
EvalCode hace uso de los siguientes módulos propor-
cionados por la plataforma:
• Access:  Módulo  responsable  del  acceso  a  los
contenidos en función de los permisos que dis-
ponga el usuario. De forma similar a lo que ocu-
rre en otras actividades disponibles en un curso,
las operaciones disponibles o la información que
se  visualiza  en  una  tarea  EvalCode varían  en
función del tipo de usuario (alumno, profesor o
administrador).
• Moodle_database: Módulo que se encarga de la
comunicación con la base de datos. La extensión
hace uso de la base de datos MySQL integrada
en Moodle para almacenar las entregas y los tes-
ts con los que debe hacer el proceso de califica-
ción. Concretamente, se han definido nuevas ta-
blas de datos para almacenar la información rela-
cionada con la configuración de la actividad por
parte del profesor, las entregas de los alumnos o
la evaluación.
• File: Módulo responsable de la gestión de  fiche-
ros requeridos por la extensión. Por ejemplo, el
Figura 1: Diagrama de arquitectura
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enunciado de los problemas, las clases de prue-
ba, las entregas o la realimentación. 
• Navigation: Módulo que gestiona la información
contextual  del  usuario.  Este  módulo  se  utiliza
principalmente para obtener referencias que nos
permitan acceder  a información más detallada a
través de otros  módulos,  como por ejemplo el
identificador del usuario, el identificador del cur-
so actual o el módulo que se está visualizando. 
• GradeBook: Este módulo se encarga de gestionar
la evaluación de los alumnos. En nuestro caso,
además de definir una nueva tabla de datos para
almacenar las calificaciones, se ha desarrollado
la  lógica  para  permitir  la  recalificación  de  los
alumnos.
• Form: Módulo responsable de los elementos que
conformarán la vista de la aplicación. Este mó-
dulo  posibilita  que  todas  las  actividades  de  la
plataforma presenten un diseño gráfico homogé-
neo.
2.3. El proceso de la evaluación 
automática
Este apartado revisa los detalles internos de la ex-
tensión EvalCode para completar el proceso de análi-
sis y evaluación automática. 
Una vez que el alumno realiza la entrega de la ta-
rea, ésta se sube a la base de datos MySQL. Posterior-
mente, la extensión descarga los archivos en un direc-
torio temporal con un nombre único construido a par-
tir del número de usuario (proporcionado por Mood-
le) y una marca temporal. Para un mayor control de
seguridad, en las últimas versiones de Moodle todos
los procesos lanzados por el servidor son ejecutados
por un usuario con permisos limitados que solo puede
escribir en un determinado directorio.
Una vez almacenados los ficheros en el directorio
temporal, el sistema comprueba la validez de la entre-
ga. Si el código proporcionado por el alumno no cum-
ple los requisitos para ser evaluada (por ejemplo, po-
seer una estructura de paquetes adecuada), el sistema
notifica al alumno del error que ha cometido. 
En caso de que la entrega cumpla los requisitos es-
tablecidos,  EvalCode añadirá una clase Java predefi-
nida que actuará como el método main de la aplica-
ción. En esta clase nueva se añaden los nombres de
las clases requeridas por las pruebas JUnit. 
A continuación, se procede a la compilación del có-
digo, tras la cual se pasa a ejecutar el programa y se
almacena en un archivo de texto la salida generada
por  JUnit con  toda  la  información  referente  a  las
pruebas que se hayan especificado. Si se produce al-
gún error durante la compilación del programa, se le
notifica al alumno. 
Una vez finalizadas las pruebas funcionales, el sis-
tema realiza la comprobación de estilo  mediante la
herramienta Checkstyle, cuya salida también es alma-
cenada en un fichero de texto para su procesado pos-
terior.
Por último, el proceso de calificación involucra dos
partes: los datos generados por JUnit, de donde se ex-
trae  el  número  de  pruebas  exitosas  y  fallidas,  así
como los errores de estas; y el número de warnings o
errores  detectados  durante  la  verificación  de  estilo.
De  acuerdo  a  la  configuración  especificada  por  el
profesor para el cálculo de la nota, se asigna un valor
a la entrega y se almacena en la base de datos. Ade-
más, se adjuntan ficheros como  realimentación para
el alumno con los resultados de la ejecución de JUnit
y de Checkstyle, así como un resumen del cálculo de
su nota dentro del apartado de feedback. Tras esto, el
proceso de evaluación finaliza y se le muestran todos
los resultados al alumno.
3. Metodología de uso
3.1. Descripción general
El  primer  prototipo  funcional  de  la  extensión
EvalCode permite evaluar ejercicios de programación
en lenguaje Java. La evaluación automática del códi-
go entregado por los alumnos se realiza en base a dos
criterios: (a) corrección funcional, evaluado mediante
el uso de clases de prueba de JUnit; y (b) estilo, eva-
luado con la herramienta Checkstyle. 
Dentro de la metodología propuesta para el uso de
nuestra extensión de Moodle pueden identificarse las
fases mostradas en la Figura Figura 2.
En los siguientes apartados se procede a describir
en más detalle cada una de las fases.
3.2. Creación de actividad EvalCode
Durante la creación de una actividad de tipo Eval-
Code el profesor debe configurar los aspectos requeri-
dos por  cualquier  tarea  Moodle:  fechas  de  entrega,
configuración de envío, grupos, etc.
También debe indicar la ponderación en la califica-
ción final del alumno de cada herramienta de análisis
Figura 2: Metodología de uso de EvalCode.
Resolución de la actividad
[Alumno]
Entrega del código desarrollado
[Alumno]
Refinamiento de la calificación
[Profesor]
Creación de la actividad
[Profesor]
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(JUnit y CheckStyle en la versión actual de nuestra
herramienta). Además, para cada herramienta debe in-
dicar el número de fallos que correspondería a una ca-
lificación de 5, de forma que las calificaciones de los
alumnos se calcularán proporcionalmente a dicho va-
lor. La Figura Figura 3 muestra un detalle del cuadro
de diálogo correspondiente a la creación de una acti-
vidad EvalCode. 
Por  último,  el  profesor  debe incluir  dos  ficheros
comprimidos con paquetes, clases e interfaces Java:
• Fichero comprimido con el código inicial (cam-
po Additional files de la Figura Figura 3) : con-
junto de paquetes con clases e interfaces  Java,
parcial  o  completamente  implementadas,  que
constituyen el material proporcionado al alumno.
Deberá  incluir  las  librerías  requeridas  para  la
realización de la práctica (en el caso de que las
hubiera). Entre ellas se podría incluir una clase
probadora  de  JUnit  para  facilitar  al  alumno la
prueba de su código antes de realizar la entrega. 
• Fichero comprimido con el código final (campo
JUnit files de la Figura Figura 3): incluye aque-
llas clases e interfaces del código inicial que el
alumno no debería  haber modificado.  También
incluye la clase probadora con la que se realizará
la evaluación (que puede ser igual o diferente de
la proporcionada en el código inicial).
Las reglas utilizadas por CheckStyle para la eva-
luación del estilo del código son configurables por el
profesor.  En  el  estado  actual  de  nuestra  extensión
EvalCode, dichas reglas se definen a nivel de servidor
Moodle, lo que significa que son comunes para todas
las tareas y cursos en dicho servidor.
3.3. Realización de la actividad
El alumno realiza la actividad partiendo del código
inicial  proporcionado  por  el  profesor.  Dependiendo
del ejercicio propuesto, la solución podría ser arbitra-
riamente compleja, pudiendo requerir la implementa-
ción de nuevos paquetes, clases y/o interfaces. Este
desarrollo puede realizarse utilizando cualquier IDE
(p.ej. Eclipse).
Si se desea, durante esta fase se puede permitir que
el  alumno ejecute  en  su  ordenador  un  conjunto  de
pruebas para evaluar sus progresos antes de realizar la
entrega. En ese caso, dicho conjunto de pruebas ha-
bría sido incluido en el código inicial proporcionado
por el profesor (en la forma de una clase probadora de
JUnit).
3.4. Entrega y realimentación
Una vez realizado el ejercicio, el alumno entrega
un fichero comprimido con el código desarrollado. El
fichero debe incluir todo el contenido del directorio
de  fuentes  (p.ej.  el  directorio  src/ de  un  proyecto
Eclipse).
Al realizar la entrega, nuestra herramienta genera
la realimentación para el alumno y calcula su califica-
ción siguiendo el proceso mostrado en la Figura Figu-
ra 4. Como se aprecia en esta Figura, la herramienta
descomprime en primer lugar el fichero entregado por
el alumno y, a continuación, el código final propor-
cionado por el profesor. De esta forma las clases que
no deberían haber sido modificadas y, en particular, la
clase probadora, son sobreescritas con el código pro-
porcionada por el profesor, descartando los posibles
cambios realizados por el alumno. A continuación se
ejecutan  las  herramientas  de análisis  (JUnit  y  Che-
ckStyle).  El  resultado de  la  ejecución de  las  herra-
Figura 3: Cuadro de diálogo para la creación de una actividad EvalCode.
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mientas de análisis junto con la calificación obtenida
constituye  la  realimentación  proporcionada  al
alumno.
La calificación se registra en la tabla de calificacio-
nes del alumno, como la de cualquier otra actividad
calificable de un curso Moodle. El alumno puede ite-
rar entre las fases de realización y entrega tantas ve-
ces como desee salvo que el máximo número de en-
tregas haya sido limitado en los parámetros de confi-
guración de la tarea.
3.5. Refinamiento de la calificación
La  calificación  asignada  automáticamente  al
alumno puede ser posteriormente modificada por el
profesor. Así, el profesor puede realizar una revisión
del código para evaluar aspectos difícilmente detecta-
bles por las herramientas automáticas, tales como la
estructura del código o su eficiencia.
Además,  nuestra  herramienta  incluye  una  opción
que permite recalificar las entregas de algunos o to-
dos  los  alumnos  utilizando  un  nuevo  conjunto  de
pruebas.
4. Pruebas experimentales
A fin de poner EvalCode en explotación con garan-
tías de receptividad por parte del alumnado y de la
administración,  se  han  realizado  diversas  pruebas.
Las pruebas unitarias iniciales se hicieron en la má-
quina de desarrollo pero para ponerlo a disposición de
los alumnos se hizo necesario contar con un servidor
de explotación temporal que sea accesible desde casa
y desde los laboratorios docentes, tal como ocurre con
el servidor moodle institucional.  Así pues gracias  a
los gestores del moodle institucional pudimos confi-
gurar este servidor usando una copia de la máquina
virtual que actualmente tiene la universidad en explo-
tación. Así, tanto el paso al servidor de explotación fi-
nal como las futuras actualizaciones serán más efecti-
vas. Co ello las pruebas de campo realizadas resultan
más confiables  para todos los  agentes  involucrados
pues las versiones del sistema operativo, del servidor
moodle y todos los paquetes necesarios son los mis-
mos en ambas plataformas. 
Para abrir los puertos en el firewall de la universi-
dad para este nuevo servidor de explotación temporal
se hizo necesario también contar con el apoyo de los
vicerrectorados  correspondientes.  El  hecho  de  que
usáramos una copia del entorno de explotación final,
al que además tienen acceso remoto los gestores de la
red  institucional,  facilitó  el  conseguir  los  permisos
preceptivos a nivel interno. 
Las primeras pruebas en el servidor de desarrollo,
de carácter funcional, sirvieron para depurar fallos en
la codificación de los scripts, y fueron realizadas a la
par  que el  código durante el  proceso de desarrollo.
Pero una vez operativo las pruebas de campo se plan-
taron  con  entregas  reales.  La  asignatura  empleada
para estas pruebas ha sido “Estructuras de Datos” de
segundo curso de Ingeniería Informática, que realiza
prácticas de programación semanales y para las que
los alumnos están ya bastante familiarizados con las
herramientas de programación que utilizan. Así, al fi-
nal  del  primer  cuatrimestre,  en  el  curso  2018-2019
conseguimos  tener  operativa  toda  la  infraestructura
necesaria. 
Las pruebas de campo consistieron en pedir a los
alumnos que además de subir sus prácticas al servidor
moodle que han venido empleando de forma habitual,
lo hicieran, al finalizar la práctica en el aula, en el ser-
vidor de pruebas que tenemos montado. Los aspectos
que las pruebas de campo nos habrían de revelar eran
por una parte la receptividad de los alumnos, y por
otra la contención real y tiempos de espera para di-
mensionar los recursos que serían necesarios en con-
diciones reales de explotación.
Figura 5: Especificación de tiempos de una entrega
La Figura  Figura 5 muestra las partes del proceso
de entrega cuyos tiempos que se han medido instru-
mentando  convenientemente  el  código  de  la  herra-
mienta.  El  tiempo  de  almacenado  en  la  base  de
datos(a), el de extracción al sistema de ficheros y des-
compresión  (b)  y  finalmente  el  de  Ejecución  de la
evaluación propiamente dicha (c). Los tiempos de en-
vío por la red en ambos sentidos así como el de com-
pilación de la unidades a probar no han sido monitori-
zados.
Se efectuaron pruebas con las dos prácticas finales
de la asignatura, en la primera se pidió que subieran
sus versiones finales y en la segunda se les pidió que
utilizaran EvalCode como forma de autoevaluación. 
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Hemos utilizado la versión 3.3.7 de Moodle y eje-
cuta sobre una máquina virtual con un kernel Linux
4.15. Empleamos así la misma infraestructura que usa
el servidor moodle institucional, de modo que una vez
validado sea más fácil la migración al servidor de ex-
plotación. El procesador que aloja la máquina virtual
usado  en  las  pruebas  es  un  Pentium(R)  Dual-Core
E6300 @ 2.80GHz con 8 Gb de RAM.  
Los resultados obtenidos para la primera práctica
se muestran en la Figura Figura 6.
Como se puede apreciar el grueso del tiempo em-
pleado se dedica a la evaluación de los tests y se agol-
pa cuando las entregas se hacen muy juntas. La 
nota media obtenida por los alumnos que entregaron
vía EvalCode esta práctica fue de 5.41.
En la segunda práctica se recibieron muchas más
entregas pues se pidió a los alumnos que las hicieran
como forma  de  autoevaluación  hasta  conseguir  los
mejores resultados posibles. En este caso la nota me-
dia de los alumnos fue 6.3.
La Figura Figura 7 muestra la distribución de tiem-
pos de evaluación para las entregas recibidas en la se-
gunda práctica; el eje de abscisas expresa el tiempo
en segundos y el de ordenadas las entregas acumula-
das en cada tramo de tiempos considerado.
La tabla de la Figura Figura 8 muestra los valores
promedio calculados para los tiempos observados en
las  entregas  de  las  dos  practicas  recibidas  que  se
muestran  gráficamente  en  las  figuras  Figura  6 y
Figura 7. Estos valores son razonables de cara a su
uso  en  explotación  en  el  servidor  institucional.  El
tiempo empleado para el procesado de ficheros en la
practica 2 resulta notoriamente mayor debido a que
en  esa  práctica  se  proporcionaba  una  librería
adicional. 
5. Trabajo relacionado
El uso de herramientas de apoyo en el proceso en-
señanza-aprendizaje de los conceptos fundamentales
de programación es un tema  que ha suscitado gran
interés en las últimas décadas [2]. Debido a la multi-
tud de trabajos disponibles relacionados con la eva-
luación automática de ejercicios de programación [3],
este artículo se va a centrar en un subconjunto repre-
sentativo de las herramientas relacionadas que se en-
cuentran integradas  en la plataforma Moodle. En re-
lación a las propuestas descritas en [6] para la evalua-
ción automática de código fuente, EvalCode contribu-
ye automatizando las etapas de verificación de estilo
(mediante análisis estático), la fase de pruebas funcio-
nales se implementa mediante tests de JUnit, como en
otros trabajos de esta comunidad [8, 9], y el Moodle
facilita el reporte de feedback al alumno. El cálculo
de  métricas  más  elaboradas  mediante  herramientas
como Sonar por ejemplo está contemplado en el pro-
yecto  para  asignaturas  más  avanzadas  pero  no  está
implementada en al estado actual del mismo. 
Dentro de las herramientas integradas en Moodle se
encuentra la extensión JavaUnitTest1 que permite la
evaluación de pequeños fragmentos de código  Java
utilizando test JUnit. Un enfoque similar propone Co-
deRunner  [4],  aunque  este  último  soporta  distintos
lenguajes de programación. Para la evaluación de có-
digos más complejos existe la extensión VPL [9]. La
funcionalidad principal de esta extensión es similar a
la  proporcionada  por  nuestra  herramienta,  aunque
VPL presenta además prestaciones adicionales como
soporte  para  distintos  lenguajes  de  programación  o
detección de plagios en las entregas realizadas.  Sin
1https://moodle.org/plugins/qtype_javaunittest
Figura 6: Tiempos observados en las entregas.








1 238,01 17,44 7688,06
2 200,74 116,85 6066,75
Figura 8: Medias en los tiempos observados en las
entregas de las dos prácticas.
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embargo,  existen  algunas  diferencias  fundamentales
en el diseño de ambas herramientas. 
• VPL incorpora el entorno de desarrollo (editor de
código, ejecución y depuración) en Moodle, por
lo que el  proceso de desarrollo  del  alumno se
realiza desde el navegador. En el caso de Eval-
Code, cada asignatura puede elegir su entorno de
desarrollo (p.ej. Eclipse o BlueJ), ya que la ex-
tensión se centra  exclusivamente  en la  evalua-
ción automática del código entregado.
• VPL requiere que el profesor genere un conjunto
de scripts para configurar  el  entorno de ejecu-
ción y la evaluación de las entregas. En este últi-
mo caso, la evaluación por defecto se realiza de-
finiendo las entradas/salidas del programa a eva-
luar.  Para  otro  tipo  de  evaluación,  se  requiere
modificar los scripts proporcionados  [1]. En el
caso  de  EvalCode,  el  esfuerzo  del  profesor  se
centra exclusivamente en diseñar los tests JUnit
y establecer los parámetros de configuración de
la tarea en Moodle.
6. Conclusiones y trabajo futuro
Este artículo describe la herramienta EvalCode, una 
extensión de Moodle para la evaluación automática 
de código. EvalCode permite analizar el código 
entregado por el alumno desde diferentes puntos de 
vista utilizando distintas herramientas. El resultado 
del análisis realizado por cada herramienta junto con 
la calificación obtenida constituyen la realimentación 
proporcionada al alumno.
La versión actual  de nuestra herramienta permite
evaluar ejercicios de programación en lenguaje Java y
utiliza las herramientas de análisis JUnit y Checksty-
le.  La  estructura  interna  de  EvalCode está  pensada
para facilitar la integración de nuevas herramientas.
A diferencia de otras herramientas existentes, Eval-
Code permite  analizar  código  Java  arbitrariamente
complejo  (constituido  por  un  conjunto  de  paquetes
con clases y/o interfaces),  el  cuál  puede haber sido
desarrollado utilizando cualquier IDE (p.ej., Eclipse).
Otra ventaja de  EvalCode respecto a otras herra-
mientas similares es la simplificación de la tarea del
profesor, que fundamentalmente se centra en el dise-
ño de la clase de prueba de JUnit.
Las pruebas de campo de nuestra herramienta han
resultado satisfactorias en todos los aspectos contem-
plados: (a) los alumnos se han adaptado fácilmente a
su uso; (b) el tiempo requerido por el servidor para la
evaluación de las entregas ha sido aceptable y (c) el
uso de la realimentación (permitido en la segunda de
las prácticas) se ha visto reflejado en una mejora de la
nota obtenida.
Existen  varios  aspectos  a  ampliar  o  mejorar  en
nuestra herramienta, entre ellos los más importantes
podrían ser la integración de nuevas herramientas de
análisis y de control de plagio y el soporte para otros
lenguajes  de programación.  En particular  es  impor-
tante añadir la posibilidad de invocar herramientas de
análisis de calidad y auditoría, como Sonar por ejem-
plo, de modo que en cursos más avanzados los alum-
nos reciban  retroalimentación más exhaustiva de la
deuda técnica y otras figuras de mérito relacionadas
con la calidad global de su trabajo.
EvalCode es una herramienta de código abierto que
se encuentra en continuo desarrollo. Se invita a la co-
munidad docente a descargarla y contribuir a la mis-
ma.  Esta  herramienta  se  puede  descargar  desde
https://github.com/aldeam/evalcode 
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