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1. Introducción 
El objetivo de este Proyecto Fin de Carrera ha sido colaborar con la empresa Job 
Accommodation, Ingeniería y Consultoría para la Discapacidad en el desarrollo software de 
una aplicación para Android que sirva como apoyo a terapeutas y pedagogos en su trabajo 
diario con niños con TDAH (Trastorno de Déficit de Atención e Hiperactividad).  
La finalidad de esta aplicación ha sido recopilar varios juegos empleados habitualmente en la 
terapia con niños con TDAH, almacenar los resultados obtenidos por los niños y ofrecer una 
herramienta que permita estudiar su evolución. 
El trastorno de TDAH se trata de un trastorno del comportamiento caracterizado por 
distracción moderada a grave, períodos de atención breve, inquietud motora, inestabilidad 
emocional y conductas impulsivas. 
Las principales características de este trastorno son: 
- Actividad excesiva e inapropiada en relación a la tarea propuesta. 
- Poca atención mantenida. 
- Dificultad para inhibir impulsos. 
- Bajo rendimiento escolar y autoestima. 
Un 67% de los niños diagnosticados continúan en su edad adulta, por tanto es importante el 
uso de terapias para mejorar en todo lo posible el estado del usuario. 
1.1. Antecedentes 
 
La aplicación ya estaba empezada cuando me asignaron el proyecto, el estado en el que se 
encontraba la aplicación era desastroso, todo se encontraba mezclado, los nombres de las 
clases y de las variables no eran nada intuitivas, los juegos no iban bien, la base de datos 
estaba creada (sólo algunas cosas) de manera local en cada dispositivo y por tanto los tutores 
o pedagogos no podían hacer las consultas pertinentes.  
1.2. Formulación del Problema 
 
El trastorno de TDAH se caracteriza por la distracción moderada a grave, períodos de atención 
breve, inquietud motora, inestabilidad emocional y conductas impulsivas. Habitualmente, los 
síntomas empeoran en las situaciones que exigen una atención o un esfuerzo mental 
sostenidos o que carecen de atractivo o novedad. 
Este trastorno se identificó primero en la edad infantil. Sin embargo, se fue reconociendo su 
carácter crónico, ya que persiste y se manifiesta hasta después de la adolescencia. Los estudios 
de seguimiento a largo plazo han demostrado que entre el 60 % y el 75 % de los niños con 
TDAH continúa presentando los síntomas hasta que son adultos. 
El diagnóstico es complejo y debe basarse en la evaluación clínica realizada por un médico 
experto en el reconocimiento y tratamiento del mismo. Dicha evaluación debe obtenerse 
tanto de la observación de la conducta del niño como de la información facilitada por los 
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padres, profesores, familiares y amigos. Dada la evidencia de la importante carga genética del 
TDAH, es conveniente realizar una historia médica detallada tanto personal como familiar. 
Los usuarios con este tipo de trastorno suelen ser medicados con una combinación de 
medicamentos y psicoterapia. Hay diferentes tipos de medicamentos para el THDA que se 
pueden usar solos o combinados. 
Los psicoestimulantes (también conocidos como estimulantes) son los fármacos que más 
comúnmente se utilizan para el TDAH. Aunque estos fármacos se denominan estimulantes, 
realmente tienen un efecto tranquilizante en las personas con este trastorno. 
Estos fármacos abarcan: 
- Anfetamina-dextroanfetamina (Adderall) 
- Dexmetilfenidato (Focalin) 
- Dextroanfetamina (Dexedrine, Dextrostat) 
- Lisdexanfetamina (Vyvanse) 
- Metilfenidato (Ritalina, Concerta, Metadate, Daytrana) 
Se ha demostrado que los usuarios mejoran razonablemente con una serie de tareas en forma 
de juegos. Es muy importante realizar este tipo de tareas para la mejora de: 
- Atención dividida y simultánea  
- Atención focalizada y selectiva  
- Control de la impulsividad 
- Atención sostenida y vigilada 
- Inhibición 
- Planificación y organización  
- Flexibilidad cognitiva  
- Fluidez visual y verbal 
Por tanto, en colaboración con pedagogos especializados en este tipo de trastorno, se propuso 
realizar una aplicación que facilite el uso de juegos que abarquen diferentes áreas del 
trastorno. Esto facilita a los tutores y pedagogos un seguimiento del usuario para evaluar si 
mejora o empeora. 
Las ventajas que presenta este tipo de aplicación para los usuarios con TDAH son: 
- Facilidad para jugar en cualquier parte. 
- Pueden jugar cuando ellos quieran. 
- Juegan sin ningún tipo de presión porque pueden realizar los ejercicios solos o 
acompañados. 
Las ventajas de cara al tutor o pedagogos: 
- Pueden consultar los datos en cualquier momento y por tanto ver la evolución a tiempo 
real sin necesidad de establecer constantemente citas en las que el usuario se puede 
llegar a cansar. 
4 
 
- Pueden valorar los datos obtenidos y establecer cambios o soluciones respecto a los 
resultados obtenidos. 
1.3. Estado del arte 
 
Se han tomado como referencia algunas aplicaciones ya creadas en Play Store. Se ha 
observado que muchas de ellas no tienen en cuenta los colores que utilizan, que tengan las 
imágenes adecuadas, menús fáciles de entender… En resumen, que sean aplicaciones para 
todo tipo de usuarios. 
Muchas de ellas no tienen buenos controles de movimiento, no se muestran correctamente las 
puntuaciones obtenidas y sobretodo no hay un control de las mismas que pueda ayudar a 
personas con trastorno TDAH a mejorar realizando este tipo de ejercicios. 
 
1.4. Descripción Propuesta 
 
La aplicación que se va a desarrollar debe ser diferente al resto, debe destacar por ser una 
aplicación de fácil entendimiento para todo tipo de usuario en la que cada juego refuerce, sin 
que el usuario sea demasiado consciente, ciertos trastornos derivados del TDAH. 
Los aspectos clave de este proyecto deben ser: 
- Los menús deben de tener botones grandes y sin demasiados elementos a su 
alrededor que puedan distraer en exceso la atención. 
- Los colores deben estar debidamente estudiados, ya que los colores juegan un papel 
fundamental en la concentración sobre la actividad que se está realizando. 
- Las imágenes deben ser fácilmente reconocibles por cualquier tipo de usuario. 
- Los datos deben de ser volcados en una base de datos para que los tutores o cualquier 
profesional puedan acceder a ellos y poder hacer un seguimiento del usuario. 
Todas las características que los pedagogos añadan o cambien serán integradas al proyecto ya 
que ellos saben mejor que nadie como debe ser la estética de la aplicación para que resulte 
efectiva. 
 
Hay que tener en cuenta que los expertos en cromoterapia recomiendan el color amarillo en 
tonos pasteles alternados con otros colores ya que favorece la concentración y desarrollo 
intelectual. Los colores frescos (azul, verde o combinación entre ambos) favorecen fijar la 
concentración debido a que transmiten un ambiente de tranquilidad y relajación. 
No es recomendable el uso del color rojo en niños hiperactivos en situaciones donde es 
necesaria la concentración, como leer. 
Los colores que debería tener la aplicación deberían regirse por la siguiente tabla: 
Naranja Combina los efectos de los colores rojo y amarillo: Energía y alegría. Las 
tonalidades suaves expresan calidez, estimulan el apetito y la comunicación, mientras que 
las tonalidades más brillantes incitan la diversión y la alegría. Puede ser considerado para 
el cuarto de juego de los niños en combinación con colores neutros.   
Azul Es un color muy importante para calmar a las personas, se trata de un color frío que 
produce paz y sueño. Es utilizado en tono pastel para relajar, para ambientar cuartos, 
camas, etc.    
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Amarillo Estimula la actividad mental. Se utiliza el color amarillo en niños con gran 
dispersión, poca concentración. Utilizado en tono pastel en escritorios, libros, útiles para 
promover actividad intelectual, en ambientes en donde trabajan niños con dificultades de 
aprendizaje o fatiga mental. También es un color que inspira energía y optimismo   
Violeta Se trata de un color místico, especialmente importante en la meditación, la 
inspiración y la intuición. Estimula la parte superior del cerebro y el sistema nervioso, la 
creatividad, la inspiración, la estética, la habilidad artística y los ideales elevados.   
Verde El verde hace que todo sea fluido, relajante. Produce armonía, poseyendo una 
influencia calmante sobre el sistema nervioso.   
Celeste Tiene un poder sedante, relajante, analgésico y regenerador.   
 
1.5. Metodología y Planificación 
 
Lo primero que se ha hecho ha sido elegir en qué tipo de sistema se va a basar la aplicación. Se 
decidió utilizar el sistema basado en Linux, Android, ya que tienen infinidad de dispositivos en 
los que poder volcar la aplicación.  
 
Una vez elegido el sistema operativo, en una reunión con los pedagogos y con el coordinador 
de proyecto, Patxi Fabo, se han decidido los tipos de juegos que se van a desarrollar. Los 
juegos se han elegido de acuerdo a las necesidades principales de los usuarios y los juegos que 
han creído oportuno los terapeutas desarrollar en primer lugar. Por tanto su creación ha sido 
decisión del grupo de pedagogos. Los 5 juegos elegidos para desarrollar en primer lugar han 
sido, Memory, Torres de Hanoi, Parejas, Stroop y Simón, de los cuales hay alguno que ya está 
empezado. 
Las dos o tres primeras semanas se dedicarán a la adaptación y aprendizaje de la programación 
orientada al sistema operativo Android. 
Seguidamente se realizará el diseño de cada juego en colaboración con los pedagogos 
especializados en este trastorno. Esta gran etapa puede durar unos 6 meses ya que se trata de 
5 juegos, alguno de ellos con dificultades para entender lo que ya está creado. 
Una vez desarrollados los juegos se diseñará y creará la base de datos en un tiempo de 1 mes o 
mes y medio. A la base de datos se accederá de manera remota con el servidor de la empresa, 
esta parte puede ser costosa ya que no hay apenas información concreta de cómo realizar este 
tipo de conexión.  Además hay que integrar todas las consultas y conexiones en las clases de 
cada juego. 
La fase de pruebas finales se realizará una vez estén realizados todos los juegos y la base de 
datos, para comprobar el correcto funcionamiento de la aplicación. Las pruebas también se 
irán desarrollando conforme se van desarrollando los diferentes juegos. 
La última fase será la de mantenimiento, la cual no tiene una duración limitada en el tiempo ya 
que la aplicación necesitará actualizaciones y mejoras según las necesidades de los usuarios o 
de las exigencias de los pedagogos. 
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2. Análisis y Diseño 
2.1. Requisitos 
 
Los requisitos que han sido declarados a continuación han sido definidos por el coordinador 
del proyecto, Patxi Fabo, con la colaboración de pedagogos. Tras varias reuniones, se 
redactaron las necesidades fundamentales del proyecto y me las transmitieron una vez llegué 
a la empresa. 
 
Requisitos funcionales, que expresan la capacidad de acción del sistema. 
La aplicación deberá permitir la definición de diferentes perfiles de usuario dentro del sistema.  
Tanto los menús como los juegos deben ser lo más sencillos posibles debido a que esta 
aplicación está orientada a un trastorno en el que los usuarios tienen déficit de atención, por 
tanto no se deben integrar muchas imágenes en los menús, muchos colores, en resumen, no 
sobrecargar la aplicación. 
Los juegos no deben de ser excesivamente largos en el tiempo ya que los usuarios con este 
tipo de trastorno se caracterizan por perder el interés por las cosas con facilidad. 
Los juegos elegidos deben ser atractivos para el usuario, ya que es necesario que juegue a 
todos los juegos propuestos.  
La configuración de usuarios, como eliminación o modificación de usurarios, se hace en la 
parte del tutor de la aplicación. 
Requisitos no funcionales, características del proceso de desarrollo: 
Los soportes que se van a utilizar para la utilización de la aplicación van a ser dispositivos 
basados en el sistema operativo android, por tanto, una de las exigencias que se han impuesto 
al proyecto es la de utilizar programación basada en el lenguaje de programación java. 
Requisitos Hardware 
Como se ha dicho anteriormente se va a utilizar el sistema operativo Android, por lo que es 
necesario cualquier dispositivo basado en este sistema.  
Las tablets o móviles utilizados deben de tener conexión a internet, puede realizarse la 
conexión mediante wifi o datos. 
Se necesitará un ordenador (servidor) que contenga la base de datos para poder volcar los 
datos sobre él y un router que será el que redirige las peticiones al servidor. 
Requisitos Software 
En primer lugar habrá que definir el sistema operativo en el que la aplicación se desarrollará. 
Como se ha mencionado anteriormente el sistema operativo que se va a usar será Android, 
con una versión mínima de sistema 2.1 (Éclair). 
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Es necesario tener instalado un entorno de desarrollo, en este caso Eclipse Helios, para 
desarrollar la aplicación y posteriormente realizar las pruebas y el mantenimiento de la 
aplicación. 
 
2.2. Estructura del Sistema 
 
La estructura del sistema se define mediante el diagrama de la Figura 1. De esta manera se 
puede tener una idea clara de la utilización de la aplicación. 
 
Figura 1: Estructura del sistema 
En la pantalla de bienvenida está la opción de introducir el usuario y password de los usuarios 
ya registrados ó ingresar un nuevo usuario. Si al comprobar el usuario en la base de datos nos 
devuelve que no es correcto informa y vuelve a la misma pantalla de ingreso de usuario. Una 
vez accedemos al sistema como usuario registrado podemos acceder a los juegos. 
Los juegos volcarán los datos en la base de datos siempre que se juegue. En el que caso de no 
disponer de internet en el dispositivo se podrá jugar, pero los datos se perderán. Este apartado 
se menciona en líneas futuras como mejora importante en la aplicación. 
Se ha necesitado un servidor donde alojar la base de datos con conexión a internet. El servidor 
se encuentra alojado en la empresa Job Accommodation y lo tienen configurado de tal manera 
que tiene la suficiente seguridad para que no se pueda acceder de ninguna manera a él. 
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2.3. Diagramas casos de uso 
 
Figura 2: Casos de uso 
 
Figura 3: Diagrama de secuencia 
 
2.4. Base de Datos 
 
La manera en la que se han guardado todos los datos ha sido mediante una conexión remota 
con la base de datos alojada en el servidor de la empresa. 
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Esto se ha desarrollado así para que tanto los tutores como pedagogos que quieran analizar los 
resultados de los usuarios lo hagan desde cualquier parte sin necesidad de tener cada 
dispositivo de cada usuario para la comprobación de los datos. 
De esta manera además pueden consultar desde cualquier parte la base de datos e interactuar 
con ellos. 
Se ha creado la base de datos dentro del servidor de la empresa. La base de datos se ha 
llamado juegos_tdah, la conexión se establece mediante la dirección IP pública del servidor y el 
puerto 3306. Se le ha añadido un usuario y contraseña para poder acceder a ella. 
 
Se ha utilizado el sistema de gestión de bases de datos relacional MySQL. Se ha utilizado este 
sistema debido a que en la empresa siempre se ha trabajado con este sistema, además de que 
una de sus principales características es que es multiusuario y multiplataforma. 
La conexión con las aplicaciones queda reflejada en el apartado 2.4. dónde se especifica la 
conexión entre la aplicación y la base de datos. 
Se han creado 3 tablas para el almacenamiento de los datos. No han sido necesarias más 
tablas ya que los datos que se introducen son escasos. Los datos introducidos han sido metidos 
de manera sencilla para que una compañera en Madrid obtenga esos datos de manera fácil y 
trabaje con ellos para realizar la segunda parte de la aplicación. 
La tabla usuarios tiene como clave principal el id_usuario que se autoincrementa de manera 
que no se pueda dar el caso de dos usuarios con el mismo id ya que daría un error. 
Todos los campos, menos el diagnóstico y apellido2, son no nulos.  
 
Las tablas partidas y juegos son muy sencillas. La clave principal en partidas es id_partida y la 
de juegos id_juego. 
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Se ha realizado la comprobación de que la base de datos se ha creado correctamente. Para ello 
se ha accedido al servidor y se ha seleccionado la base de datos “juegos_tdah”, sacando por 
pantalla la información de la Figura 4. 
 
Figura 4: Base de datos creada 
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2.5. Conexión 
 
La conexión con la base de datos se ha desarrollado de la manera siguiente: 
 
Figura 5: Conexión con Base de Datos 
Desde el dispositivo se hace una petición a la base de datos, el enlace entre ambos es internet. 
De manera más específica se resume en la Figura 6. 
 
Figura 6: Conexión Detallada 
Se hace una petición, en este caso mediante el método POST, incluyendo los datos a enviar. El 
envío se realiza con JSON. Mediante internet nos conectamos con el servidor donde se 
encuentra la base de datos dándonos la respuesta a la petición. Igualmente, la respuesta es 
devuelta  con JSON. 
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Se ha utilizado JSON ya que se trata de un formato ligero de intercambio de datos y, además, 
no requiere del uso de XML. 
Lo primero que se ha hecho es recoger los datos que la aplicación quiere que introduzcamos o 
consultemos en la base de datos. Esto se realiza en todas las clases necesarias. 
 
Aquí se especifica dónde tiene que realizar la conexión con una dirección IP y el puerto, en 
este caso se ha utilizado la IP pública del router de la empresa. Se ha utilizado el puerto 8081 
ya que es un puerto que queda libre y no está prevista su utilización. La conexión url se hace 
llamando al php que interesa. En este caso se utilizan dos php por tanto se realizan dos 
conexiones. 
Se ha necesitado una clase auxiliar (Httppostaux.java) para el envío de peticiones a nuestro 
sistema y del manejo de respuesta. 
Esta clase auxiliar crea y  realiza la conexión, convierte la respuesta y la devuelve. 
 
Se conecta vía http y envía un post. 
 
Creo la petición http. Se ejecuta la petición enviando los datos mediante el método post. 
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Se pasa el resultado obtenido a String y se devuelve con JSON. 
Volviendo a la clase desde donde se ha llamado a Httppostaux, una vez se ha inicializado la 
llamada hay que crearla. 
 
Se crea un ArrayList donde se van a introducir  los valores que se quieren mandar. 
 
En este caso en concreto se han introducido tres datos y se ha creado la conexión . La 
respuesta la guardamos en una variable JSONArray llamada jdata.  
Este procedimiento se realiza en todas las clases que necesitemos. La llamada siempre es la 
misma, lo que hace que se haga una cosa u otra en la base de datos son los archivos php.  
Una vez hecha la petición tenemos que configurar el router para que deje pasar nuestra 
llamada. 
Se ha activado el puerto 8081 y se ha redirigido a la IP del servidor, 192.168.1.13. Una vez 
tenemos todas las peticiones redirigidas correctamente, se instala el paquete XAMP. Se podría 
utilizar otro paquete similar como WAMP o incluso Apache y MySQL por separado. 
Se ha elegido el paquete XAMP por comodidad, ya que incluye Apache y MySQL. 
Una vez instalado XAMP, cambiamos el puerto de acceso de Apache que por defecto tiene el 
80. La manera de cambiar el puerto es accediendo a la carpeta de archivos de configuración de 
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apache, dentro de XAMP, y modificando el 80 por 8081. Guardamos, reiniciamos XAMP y se 
comprueba que el puerto ha sido modificado. 
 
Figura 7: Panel de Control XAMP 
Se ha creado una base de datos llamada juegos_tdah donde se han creado todas las tablas y 
relaciones necesarias (Figura 4). 
Para que se pueda acceder a la base de datos se ha creado un usuario llamado “usuario” al que 
se le han concedido todos los privilegios para que se pueda acceder sin que genere ningún 
error.  
Ahora se han introducido los documentos php en la carpeta htdocs de XAMP, para que este 
realice la conexión. 
Hay 4 archivos php: 
- Login.php 
- Adduser.php 
- Addpartidas.php 
- Addpartidasinicio.php 
El archivo Login.php se encarga de la comprobación del usuario y la contraseña. Si es correcto 
devuelve 1, y si el resultado es incorrecto devuelve 0.  
Se reciben el usuario y contraseña mediante el método POST, se recogen los valores en dos 
variables y se pasan los datos para su comprobación. Una vez obtenemos el resultado lo 
devolvemos. 
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La función login mira si ese usuario y contraseña existe. Hace una consulta. Si el resultado 
coincide con los datos recibidos devolvemos true, si en cambio no coincide devolvemos false. 
Si la sentencia SQL falla devolvemos un mensaje de error. 
 
Adduser.php añade un nuevo usuario en la base de datos, comprobando que no hay un 
usuario igual ya registrado en la base de datos. 
Recogemos los datos. Se ha tenido en cuenta que hay valores que se necesitan en formato 
entero, por tanto, se ha hecho la conversión oportuna. Si el usuario ha sido introducido 
correctamente devuelve 1 y si no 0. 
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Con la función adduser agregamos los datos en la base de datos mediante un INSERT. Si se ha 
introducido correctamente devolvemos true y si no se han podido introducir los datos 
devolvemos false. 
 
Se ha comprobado si el usuario a registrar existe, para evitar que haya redundancia innecesaria 
en la base de datos. Hacemos una consulta sobre el usuario introducido y si hay coincidencias 
con la base de datos indica que existe el usuario, y en cambio, si no existe, lo podemos agregar 
sin problemas. 
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Se introduce un usuario y se realiza una comprobación del correcto funcionamiento. 
 
Y se obtiene: 
 
 
Addpatidasinicio.php se encarga de meter la fecha, hora y nombre del  juego una vez hemos 
accedido a una partida.  
 
Se insertan las partidas iniciales en la base de datos. Si se ha introducido correctamente se 
devuelve true y si no se devuelve false. 
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Se introduce una partida para su comprobación. 
 
Se obtiene. 
 
En cambio, Addpartidas.php añade todas las partidas, no añade la fecha ni el juego, sino que 
se limita a introducir la hora en la que se realiza el movimiento, si ha sido correcto o no y si se 
ha terminado la partida. 
 
Con un INSERT se introducen los datos. 
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Se ha insertado una partida desde la aplicación alojada en la tablet. 
 
 
Todos los archivos php necesitan de funciones que les permitan realizar la conexión con la 
base de datos. En todos son las mismas.  
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La más importante es la función que tiene los datos para realizar la conexión, connect(). 
Se le ha pasado la dirección IP pública del servidor de la empresa, y el usuario y contraseña. 
Se facilita el nombre de la base de datos creada para que sepa a qué base de datos debe 
conectarse. 
Se ha incluido una función muy importante que es la de cierre de la base de datos, close(), que 
se encarga de cerrar la conexión. 
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2.6. Adaptación pantalla 
 
El objetivo de esta aplicación es que pueda ser utilizada en los diferentes dispositivos Android 
que tenemos actualmente en el mercado. 
Esto conlleva que tengamos diferentes tamaños en los que adaptar nuestra aplicación, ya que 
si no lo hacemos de esta manera, al utilizar dispositivos grandes como 10’’ o muy pequeños 
3,5’’ se descuadrarán tanto los botones, como el texto, etc. Esto nos puede causar tanto 
problemas estéticos como de usabilidad (que se nos oculten botones, textos…).  
Los tamaños que podemos tener de pantallas son: 
 xlargePantallas de al menos 960dpx720dp (10’’) 
 large Pantallas de al menos 640dpx480dp (7’’) 
normal Pantallas de al menos 470dpx320dp (5’’) 
small Pantallas de al menos 426dpx320dp (3.5’’) 
 
Tras consultar varias formas de adaptar la aplicación, la elegida para realizar aplicaciones que 
se autoajuste al terminal ha sido la siguiente: 
Lo primero creamos la siguiente estructura de directorios para los “layout”: 
 res/layout/   Layout normal (“default”)  
 res/layout-small/   Layout pequeño, pantallas pequeñas  
 res/layout-large/  Layout grande, pantallas grandes  
 res/layout-xlarge/ Layout muy grande, pantallas extragrandes  
 
En el caso de no crear algún tamaño de pantalla especifico (no en nuestro caso), cogería por 
defecto el Layout normal, el de por defecto. 
Una vez creada la estructura de carpetas, crearemos el layout(XML) y lo copiaremos a todas las 
carpetas. Una vez hecho esto tenemos que hacer las modificaciones de tamaño necesarias 
para cada dispositivo, es decir, por ejemplo en el caso de querer ver la aplicación en un móvil 
de 3.7’’ tendremos que ir a la carpeta res/layout-small/ y modificar los xml para adaptarlos al 
dispositivo, en este caso de 3.7’’. Una vez hecho esto para cada tipo de carpeta, el dispositivo 
elegirá donde debe coger el xml según su tamaño. 
De la misma manera, para adaptar las imágenes habría que crear la siguiente estructura y 
copiar a cada una las imágenes adecuadas: 
 res/drawable-xhdpi/my_icon.png //Para densidades pequeñas 
 res/drawable-mdpi/my_icon.png //Para densidades medias 
 res/drawable-hdpi/my_icon.png //Para densidades grandes 
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3. Implementación 
3.1. Entorno de desarrollo 
 
Se ha utilizado Eclipse para el desarrollo de la aplicación ya que posee un conjunto de 
herramientas de código abierto multiplataforma que se adapta perfectamente a las 
necesidades requeridas para realizar este proyecto. 
 
Para poder volcar los resultados en la tablet facilitada por la empresa se ha tenido que instalar 
un driver específico. Se ha buscado el driver para la tablet bq Edison, en concreto el usb-driver, 
y se ha descargado e instalado. 
Una vez instalado se puede volcar la aplicación en la tableta sin problemas. 
3.2. Herramientas y lenguaje 
 
El sistema operativo empleado para el desarrollo de la aplicación es Android 2.1. El lenguaje 
empleado ha sido Java. Además de ser el lenguaje más extendido a la hora de programar en 
Android, se ha elegido principalmente debido a la independencia de la plataforma.  
Además la especificación J2ME está desarrollada específicamente para el mercado de 
dispositivos electrónicos, por tanto, se adapta a las necesidades del proyecto. 
 
Se ha necesitado un ordenador donde se pueda instalar el software Eclipse Helios para el 
desarrollo de la aplicación. Un dispositivo basado en Android, en mi caso se ha utilizado la 
Tablet BQ Edison. 
3.3. Problemas 
 
El mayor problema ha surgido en el entendimiento del código inicial de algunos juegos que ya 
estaban creados. Los juegos no funcionaban bien ninguno y la introducción a la base de datos 
era caótica. La parte de la base de datos tenía el principal problema que estaba creada de 
manera local, en el dispositivo, y esto no era el objetivo de la empresa, además sólo se 
introducían algunos datos, que no eran los que se necesitaban realmente. 
El principal problema de la parte de los juegos aparte de tener comentarios en varios idiomas 
era que los nombres de las clases no eran nada intuitivos con lo que hacía la clase. Esto hizo 
que se perdiera bastante tiempo en entender lo que hacía cada clase. Tampoco era claro el 
código que había, ya que estaba desordenado y dispuesto de malas maneras. 
La conexión con la base de datos fue bastante costosa de hacer, no hay apenas información de 
cómo realizar la conexión y se ha estado más de una semana intentando conseguir la 
conexión. Tras buscar información sobre este tipo de conexión durante días, se encontró la 
solución mediante la conexión vía Http, utilizando el método Post, el cual, con JSON, realiza la 
consulta con la base de datos. 
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3.4. Desarrollo y pruebas 
3.4.1. Pantalla Inicial (PantallaBienvenida.java) 
 
En la pantalla inicial (Figura 8) se realiza el acceso a la aplicación. Para acceder a la aplicación 
se debe insertar en el campo Usuario y Contraseña nuestros campos como usuario registrado. 
Cuando pulsemos el botón “Entrar” hará una conexión con la base de datos para comprobar si 
existe el usuario y si la contraseña es la correcta. 
 
 
Figura 8: Menú Bienvenida 
 
Como se puede apreciar en la Figura 9, mientras se comprueba que el usuario y contraseña 
son correctos aparece un diálogo en el que pone “Autentificando…”. 
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Figura 9: Autentificando 
Pueden darse varios casos en esta primera pantalla: 
 Si se han introducido los datos correctamente, se accederá a la pantalla principal 
Menu_juegoActivity.java (Figura 11).  
 Si se ha introducido el usuario o contraseña de manera incorrecta volverá a la pantalla 
PantallaPrincipal.java mostrándose el siguiente mensaje: 
“Error: Nombre de usuario o contraseña incorrectos” 
 Si por otro lado se deja uno de los dos campos en blanco, como en el caso anterior, 
volverá a la pantalla principal (PantallaPrincipal.java) y mostrará el mismo mensaje que 
en el caso en el que hayamos introducido el usuario o contraseña de manera 
incorrecta. 
También existe la opción de crear un nuevo usuario. Cuando se pulse la opción de nuevo 
usuario accederemos a la pantalla nuevo usuario patallaNuevoUsuario.java. 
  
25 
 
Código 
En cuanto a la parte gráfica (el XML), se trata de un LinearLayout que contiene el texto, los 
recuadros y los dos botones. Lo más destacable es que a todos los botones de la aplicación se 
les ha establecido un estilo, que está definido de la manea siguiente: 
 
En este estilo se definen las características de ambos botones distinguiendo si el botón está 
pulsado o sin pulsar. 
El primer ítem es para cuando el botón ha sido seleccionado, por tanto hay que indicar:  
 android:state_pressed="true". 
La única diferencia entre uno y otro después de haber definido cuál va a encargarse del botón 
pulsado son los colores, uno llama a un color y el otro a otra tonalidad de color. Esto se ha 
hecho  para que se vea claro si el botón ha sido pulsado. 
Lo más relevante en la parte java de esta pantalla es la conexión con la base de datos para la 
comprobación de los datos (explicación detallada en la parte de conexión con la base de datos) 
y las características que se les da a cada elemento del XML. 
Una vez introducido el usuario  y contraseña se ha incluido un diálogo que especifica que se 
está autentificando el usuario mientras que en segundo plano verifica si el usuario y 
contraseña son correctas. 
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3.4.2. Pantalla Inicial (PantallaBienvenida.java) 
 
En esta pantalla se ha dado la posibilidad de crear un usuario nuevo para poder acceder a la 
aplicación. Todos los datos son recogidos y almacenados en la base de datos de manera 
automática en el momento en el que se pulse el botón de aceptar, si no se da ninguna 
situación de error. 
 
Figura 10: Nuevo Usuario 
Está pantalla tendrá control de situaciones de error como por ejemplo: 
- Dejar algún campo vacio. 
- Repetición de contraseña, que sea igual en ambos casos. 
- Introducción incorrecta de la edad (inserción de caracteres, edades mayores a 120 
años…) 
Este control de errores no se ha realizado en la clase de nuevo usuario sino que se ha realizado 
al hacer la conexión con la base de datos, en el archivo php de creación de un nuevo usuario 
(adduser.php). 
Una vez se han introducido de manera correcta los datos en la base de datos se accede al 
menú principal de la aplicación (Menu_juegoActivity.java). 
La parte de código java es muy similar a la de Menu_juegoActivity.java, ya que la 
comprobación de errores, como se ha dicho anteriormente se realiza en el php. 
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3.4.3. Pantalla Principal (Menu_juegoActivity.java) 
 
En esta pantalla es donde se encuentran todos los juegos a los que se puede acceder. 
Se han creado 5 juegos diferentes: 
- Simón: Refuerza la memoria visual y sonora. 
- Memory: Refuerza la memoria visual. 
- Torres de Hanoi: Refuerza la planificación y organización 
- Stroop: Refuerza la atención focalizada y selectiva 
- Parejas: Refuerza la memoria visual. 
Cada juego ha sido representado por un botón diferente.  
Cada botón tiene una imagen asociada al juego al que ha de representar. También existe la 
opción de salir de la aplicación, dándole al botón “Salir”. Una vez pulsado el botón se redirige  
al principio, a la introducción del usuario y contraseña. 
 
Figura 11: Menú Juegos 
Código 
En el apartado java se ha dado funcionalidad a los botones, según el juego que se elija se irá a 
un  lugar o a otro. 
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En la parte de xml se han dado forma y características a los botones. 
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3.4.4. Juego Memory 
 
Este juego consiste en un mosaico de cartas que se sitúan boca abajo, y que se deben ir 
descubriendo por parejas para localizar las parejas de cartas iguales.  
 
Las cartas desde el inicio se encuentran boca abajo sin que se pueda ver la imagen que se 
encuentra tras de ella, una vez se pulse una carta del tablero esta mostrará la imagen de un 
animal, en este momento se elegirá otra carta intentando que contenga el mismo animal de la 
carta que ha sido ya volteada. 
En este juego se asegura que siempre van a poderse hacer todas las parejas. 
Se ha creado un menú donde el usuario puede elegir entre jugar sólo (Un jugador) o con otra 
persona (Dos jugadores).  
 
Figura 12: Menú Memory 
El botón de Información muestra un bocadillo (ver Figura 13) donde se ofrecen las 
instrucciones del juego. 
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Figura 12: Memory información 
Si se ha elegido la opción de dos jugadores, iremos directamente al juego y se podrá comenzar 
a emparejar las cartas (Figura 15). 
En cambio, si se elige el modo “Un jugador” saldrán varias opciones según el número de cartas 
que se desee que aparezcan (ver Figura 14): 
- 4x4 
- 4x5 
- 4x6 
- 6x6 
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Figura 14: Menú 1 jugador 
Una vez elegido el modo de juego se accederá al tablero con las cartas, este ejemplo es el de 
mayor dificultad en el modo de “Un jugador”, 6x6. 
1º Se tiene el tablero en su estado inicial, nada más entrar. El número de intentos es igual a 0. 
 
Figura 15: Panel principal 
2º Se levantan dos cartas. Pueden darse dos opciones que se ilustran en las figuras 16 y 17: 
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- Que las cartas sean diferentes y por tanto volverán a darse la vuelta y quedar con la 
imagen del interrogante. 
 
Figura 16: Intento pareja 
- Que las cartas sean iguales y por tanto se eliminen ambas cartas. 
 
Figura 17: Eliminación pareja 
En ambas opciones el marcador aumentará en una unidad cada vez que se haga un intento. 
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Código 
Las pantallas donde se escoge el modo de juego son simples ya que es donde se han declarado 
los botones y se les ha dado funcionalidad. 
Lo más destacable es el botón de información que da las instrucciones del juego, que ha sido 
creado con un imageButton. 
 
La funcionalidad del botón se ha creado llamando al fichero “Ficheroacercade” donde 
cargamos un layout con la apariencia que se pretende que tenga dicha información. 
 
El layout que cargamos es muy simple, se le ha dado el texto a mostrar y las características de 
este. 
 
El archivo en el cual se desarrolla el juego “Memory_1jugador” y “Memory_2jugadores” tiene 
casi todo en común, las principales características en ambos son: 
- Todas las pantallas tienen la opción de volver al menú de inicio del juego con la 
integración de un botón. 
- En el caso de un jugador la elección del nivel se ha controlado con un switch donde se 
han mostrado las cuatro opciones de nivel para acceder a cada uno de ellos. 
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- Se ha creado una clase “Memory_CardAdapter.java” en la cual se han declarado todas 
las imágenes. Estas imágenes se han introducido en un array de cartas, al cual se 
accede para obtener las cartas que se van a mostrar en el tablero. 
Para poder  sacar las imágenes de manera aleatoria y así no coincidan unas partidas 
con otras se ha utilizado la función random que escoge aleatoriamente las imágenes. 
En el caso de “Un jugador”, utilizando un switch, se declaran los arrays concretos de 
cada nivel dependiendo el número de cartas de estos (Memory_CardAdapter2.java).  
-  Con la función getCard() se ha hecho un recorrido de las imágenes y se han devuelto 
para integrarlas en el tablero. 
- En el caso de la cartas que tienen el símbolo del interrogante , se ha declarado y 
asignado una imagen, la función getCardBack()es la que la devuelve. Con la función 
random se han podido escoger las imágenes de manera aleatoria. 
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La comprobación de las cartas se realiza con el método “NewMovementTask()” el cual 
comprueba todos los posibles resultados. Una vez encuentra un resultado se dirige a la función 
que corresponde para realizar lo oportuno. 
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Unos de los métodos más importantes son los siguientes: 
-  deleteCards: Elimina las cartas que son iguales, por tanto cuando la pareja es correcta. 
 
-  flipCards: Vuelve a dar la vuelta a las cartas, cuando la pareja no coincide. 
 
-  sameImage: Realiza la comprobación de las cartas, si se tratan de cartas iguales o 
diferentes. 
 
Cuando se ha elegido la opción de dos jugadores, el turno de cada uno y la puntuación 
de ambos se controlan con las funciones TurnController y nextTurn. 
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Por último se tiene que comprobar la puntuación, el número de intentos que ha 
realizado el usuario hasta finalizar el panel. Como se ha terminado la partida, el valor 
de la variable result será 2 y por tanto mostrará la pantalla de victoria al usuario y 
almacenará en la base de datos el número de intentos realizados. 
La variable intentos se va a incrementar en todos los casos. Va a llamar a las funciones 
para introducir los datos a la base de datos según el caso. Cuando se han eliminado 
todas las cartas saltará un layout que va a informar de que se ha superado con éxito la 
prueba. 
 
 
La inserción de los datos en la base de datos se explicará en el apartado sobre la inserción en 
base de datos. 
Se ha realizado una prueba en este juego que nos ha hecho modificar algún aspecto. Se tenían 
una serie de cartas con fondos verdes que probando con un usuario sin ningún problema visual 
se distinguían de manera adecuada. Se hizo la prueba con dos personas que tienen daltonismo 
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y el resultado no ha sido igual de satisfactorio, por tanto se ha tomado la decisión de cambiar 
las cartas por animales que contentan fondo blanco.  
En la Figura 18 se muestran el tipo de cartas que ocasionaron problemas. 
 
Figura 18: Cartas con problemas 
Se volvió a repetir la prueba con personas que veían sin ninguna dificultad y con personas con 
daltonismo y los resultados han resultado ser mucho mejores. Así que se han dejado las 
imágenes de animales con fondo blanco, las que aparecen en la Figura 16. 
 
  
40 
 
3.4.5. Juego Torres de Hanoi 
 
Se tienen tres ejes o palos verticales. En el primero de ellos hay varios discos, dependiendo de 
la dificultad habrá más o menos, quedando los otros dos libres. Los discos están dispuestos de 
manera que el radio de estos esté en orden decreciente. El jugador debe mover todos los 
discos a otro de los ejes vacios, colocándolos en el mismo orden del que partían. Para ello 
puede ayudarse de los dos ejes restantes que se encuentran vacios.  
Hay que intentar hacerlo de manera que realicemos el menor número de movimientos 
posibles. 
La única norma que hay que cumplir es que nunca puede haber un disco más grande sobre 
otro más pequeño. 
En este caso la pantalla principal de acceso al juego es diferente a las del resto de la aplicación. 
Hay un menú en forma de lista con todos los niveles posibles. Esto se ha puesto así debido a 
que hay muchos niveles. 
 
Figura 19: Menú Torres de Hanoi 
Un nivel puede ser superado siempre que se hayan conseguido pasar todos los discos de 
manera correcta. Si el nivel se ha hecho en el menor número de movimientos posibles, la 
estrella se pondrá de color naranja. En cambio, si se ha superado el nivel pero se ha utilizado 
un mayor número de movimientos, se habrá resuelto de manera correcta pero no se iluminará 
la estrella. 
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Una vez se ha elegido el nivel, se ha incorporado un efecto de rotación para acceder al juego. 
 
Figura 20: Estado Inicial 
Se ha puesto un fondo que no interfiera demasiado con los colores de los discos, se ha podido 
aprovechar el fondo que da estética a toda la aplicación. Las barras de color azul se han 
pensado para que contrasten fuertemente con el fondo y se distingan con facilidad. 
Una vez se ha elegido un nivel, en la parte superior de la pantalla se da información sobre el 
nivel que se ha elegido, el número de discos y el número de movimientos mínimos que se 
pueden realizar con su correspondiente contador de movimientos. 
El contador se incrementará cada vez que realicemos un movimiento. 
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Figura 21: Movimientos Realizados 
El movimiento de los discos es realmente bueno, tiene muy buena sensibilidad al movimiento. 
No coge discos que no debe y sigue perfectamente la línea marcada con el dedo. 
 
Figura 22: Movimiento disco 
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Código 
La creación del menú de niveles se ha creado con ListView dentro del layout maintorres.xml. 
 
El efecto de rotación se ha conseguido utilizando varias clases. Se muestra una pequeña parte 
del código donde se especifica el centro de la pantalla para realizar la rotación desde ese eje, la 
duración que va a tener y el tipo de efecto. La rotación se realiza dos veces, cuando 
seleccionamos el menú y cuando va a entrar al juego. 
 
La función de rotación estaba ya creada cuando se asignó el proyecto, pero en un futuro se va 
a eliminar, por tanto no se le ha dado mucha importancia. 
Una vez se ha seleccionado la fase que se quiere jugar, se cogen los datos del nivel para poder 
mostrarlos en la parte superior de la partida. 
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Cada vez que un disco es movido se incrementa el contador de movimientos. 
 
Siempre que se acceda a un nuevo nivel o se acabe una partida, se llama a la función de acceso 
a la base de datos. La función recoge los datos y los envía. 
En este caso hay varios métodos, ya que uno se encarga de meter los datos cuando hemos 
accedido al juego, otro cuando se ha terminado y el último para introducir todos los 
movimientos realizados por el usuario. 
Se va a mostrar el caso en el que accedemos al juego, en el que se introduce fecha, hora y 
juego.  
 
Coge los datos de la hora de comienzo de la partida, el juego del que se trata y la fecha.  
Los datos los manda mediante JSON a la base de datos. JSON es un formato ligero de 
intercambio de datos que además es independiente del lenguaje de programación. Está 
constituido por dos estructuras. Una colección de pares de nombre/valor, objeto, y una lista 
ordenada de valores, listas. 
Explicación en detalle de la conexión en el apartado especifico a conexión con la base de datos 
de manera remota. 
Se han declarado los componentes principales del juego como las tres barras y los discos. Se ha 
especificado el número mínimo y máximo de discos que puede haber. 
45 
 
 
Se ha colocado el panel de forma que los discos estén en el primer palo. 
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Dentro de la clase run se ha llamado a los sonidos, se ha comprobado si el paso es correcto y, 
de ser así, se ha dibujado la animación. 
Se ha comprobado la fase que requiere y el número de movimientos necesarios, por tanto, se 
ha mirado si se han excedido los movimientos mínimos requeridos o no. Si se da el caso en el 
que se han realizado más pasos que movimientos mínimos se llamará a GameOver. 
En cambio si se ha cumplido el objetivo, se desbloquea la próxima fase y se pasa la fase para 
poder marcar la estrella. 
Todos los sonidos son declarados en AudioPlay.java. No se ha creado ninguna opción en la que 
se pueda configurar el sonido por si algún usuario tiene discapacidad auditiva. Esto es un 
punto que se va a tener en cuenta para las líneas futuras de la aplicación. 
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Se han evaluado los posibles eventos que pueden ocurrir con el manejo de la pantalla: 
- Si se ha pulsado la pantalla, se ha utilizado ACTION_DOWN. 
- Si se ha dejado de pulsar la pantalla, se ha utilizado ACTION_UP. 
- Si se está desplazando el dedo sobre la pantalla, se ha utilizado ACTION_MOVE. 
Cuando se ha pulsado la pantalla guardamos las coordenadas del lugar dónde se ha pulsado. 
Se hace lo mismo cuando ha dejado de pulsarse y se calcula el movimiento. 
 
Se definen las áreas que dispone cada barra. Esto se ha hecho ya que no sólo está la opción de 
seleccionar el disco poniendo el dedo sobre él, sino que si se coloca el dedo en la zona definida 
de la barra cogerá de manera automática el disco. 
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Se ha utilizado la clase Canvas para implementar un comportamiento personalizado. 
 
Primero se ha calculado la simetría entre las varillas. Luego se han establecido los centros de 
las tres varillas. 
Una vez se ha seleccionado el disco, se han calculado las posiciones de “x” e “y” y se ha 
dibujado el disco. SI el disco arrastrado no es nulo se dibuja. 
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La función onDrawHaste() se ha creado para dar forma a las barras verticales. Se ha calculado 
la altura del panel y las barras se han puesto al 65% para que no queden excesivamente altas. 
Las barras se han pintado de varias tonalidades de azul para que aporte una sensación de 
barras con forma redondeada. 
Los discos se han definido de manera similar, también se les han dado varias tonalidades para 
que dé sensación de redondez, incluso se les ha introducido un tono muy claro con el objetivo 
de que dé sensación de brillo. 
 
Se han calculado las coordenadas del disco arrastrado. 
Cuando se realiza una torre correctamente, aunque no hayamos utilizado todos los discos, esta 
se pone de color naranja. 
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En la clase HanoigrossiBoard.java tenemos especificaciones de los discos y movimientos que se 
pueden realizar. 
 
Se le da tamaño a los discos que van a tener. 
Vista principal del juego una vez entramos. 
 
Se han creado las barras y los discos. Se han colocado todos los discos en la primera barra y se 
han calculado los movimientos mínimos. 
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Se ha analizado el movimiento del disco. Siempre que el movimiento no es nulo se ha 
comprobado si se puede colocar el disco en el destino, que se trata de un disco más pequeño 
que el que hay en la barra de destino. Si es un movimiento correcto se aumentará en contador  
y se señalará como movimiento igual a true. 
En cambio, si el disco está mal colocado, volverá a la posición anterior. 
 
Para la comprobación de que el juego ha terminado de manera correcta se ha comprobado 
que la primera barra se encuentra vacía, y que una de las otras dos barras también lo esté. No 
se ha comprobado ninguna situación en el que la colocación de los discos esté mal ya que ya se 
ha realizado anteriormente. Siempre que se quiere poner un disco mayor encima de otro 
menor, vuelve a la posición en la que se encontraba. 
 
Se comprueba el estado en el que pueden estar las barras.  
Se ha creado una función para seleccionar el disco. 
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3.4.6. Juego Parejas 
 
El juego consiste en realizar todas las parejas que se puedan en el menor número de 
movimientos posible. A diferencia del juego memory aquí no hay parejas siempre, hay cartas 
que no tendrán parejas. Esto hace que el usuario que utiliza el juego tenga que estar más 
atento ya que puede que marque una carta que no tenga la pareja y aumente el número de 
intentos innecesariamente.  
 
Como en los demás casos, se ha creado un menú principal para poder acceder al juego. 
 
Figura 23: Menú Parejas 
Las cartas siempre se muestran, nunca son tapadas. Se han utilizado los mismos animales que 
el juego Memory. También incorpora un botón que permite la vuelta al menú principal del 
juego.  
Se ha incorporado un contador con el número de intentos que se realizan. También se lleva la 
cuenta  del número de parejas creadas correctamente. 
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Figura 24: Panel inicial 
El menú de información. 
 
Figura 25: Instrucciones 
Código 
El código es muy similar al juego memory. El primer cambio es que no se ha necesitado que 
haya una carta tapando el animal, así que la imagen de interrogante no se ha mostrado  y la 
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función que hace el cambio ha sido eliminada, por tanto ahora se ven todas las imágenes de 
los animales. 
El juego, de manera interna, se divide en 4 niveles. El primer nivel es el tablero inicial. Todas 
las cartas se encuentran a la vista en ese momento. A la hora de hacer la primera pareja de 
manera correcta se cargará el segundo nivel, este segundo nivel está compuesto por las 
mismas cartas que el primer nivel. Este segundo nivel solamente se cargará en las cartas que 
se han eliminado, rellenado el hueco que dejarían. El tercer nivel es igual que el segundo pero 
en este caso se activará cuando hayamos hecho una pareja con alguna carta que ya estaba en 
el segundo nivel. El cuarto nivel hace simplemente que las cartas desaparezcan. 
 
Se han declarado los arrays que van a contener las cartas. Se ha creado una función Random 
donde va a coger las cartas de manera aleatoria. 
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Con los métodos getCard(), getCard2() y getCard3() se ha obtenido la imagen a mostrar y se 
devuelve. Se accede a la tabla de imágenes y se elige una de manera aleatoria. La función 
getCard3() es idéntica a getCard2() pero en vez de acceder a la tabla de imágenes cards2 se 
accede a cards3. 
Se ha modificado la clase SameImage del Memory para que pueda hacer la comparación entre 
los diferentes niveles de manera correcta. 
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Se han declarado los diferentes niveles y se ha hecho la comparación de cada uno de ellos para 
ver si las cartas coinciden o no coinciden. Si la carta es la misma, se ha devuelto true y si la 
carta es diferente, se ha tratado con el else y se ha devuelto false. 
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Cuando se hacen dos parejas erróneamente se deja igual y solamente incrementa el contador 
de intentos. 
Si se ha realizado una pareja de manera correcta se eliminan las cartas y se cargan otras de 
manera aleatoria. Se incrementan tanto el contador de intentos como el de aciertos. En el caso 
de que se haya hecho la última pareja o se haya llegado a hacer el número de parejas previsto 
se carga una pantalla que nos informa de la que hemos ganado. 
Todos los intentos son guardados en la base de datos, tanto si se ha equivocado como si no. 
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Se han declarado los datos necesarios para la conexión. Vamos a acceder a dos php diferentes, 
el que añade las partidas iniciales y las que introducen los datos de la partida, por tanto hemos 
declarado ambas conexiones. 
 
Se ha calculado la fecha y la hora actuales ya que son datos esenciales para que los datos 
tengan una cronología en el tiempo para los pedagogos. Se han agregado los datos que 
queremos introducir en la base de datos a la lista. Posteriormente se realiza el intercambio de 
datos. 
Las llamadas a los métodos bbddfinsi(), bbddsi() y bbddno() son para incluir los datos en la 
base de datos. 
 
La comparación de los niveles se ha realizado aquí. Cuando se llega a que “c” es 3, querrá decir 
que ya se han superado los 3 niveles de cartas por tanto se ha puesto la carta invisible. 
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3.4.7. Juego Stroop 
 
El juego se basa en una interferencia semántica en el tiempo de reacción de una tarea,  cuando 
una palabra como "azul", "verde" ó "rojo" está escrita con una tinta de un color diferente del 
color expresado por su significado semántico, se produce un retraso en el procesamiento del 
color de la palabra, lo que aumenta el tiempo de reacción y favorece los errores. 
 
El juego tiene tres opciones: 
- 4 Colores: Se tendrán 4 colores que rotan aleatoriamente. 
- 6 Colores: Se tendrán 6 colores que rotan aleatoriamente. 
- Tiempo: Hay que acertar el mayor número de colores en un minuto, se muestra el 
tiempo restante a cada momento. 
Se ha creado una pantalla principal en la cual se elige el modo de juego que queremos. 
 
Figura 26: Menú Stroop 
Se dispone también como en el resto de los juegos de un botón informativo donde se explican 
las instrucciones del juego. 
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Figura 27: Instrucciones 
Una vez elegido el modo de juego se accede a jugar. 
- 4 Colores 
 
Figura 28: 4 Colores 
- 6 Colores 
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Figura 29: 6 Colores 
- Tiempo 
 
Figura 30: Tiempo 
Donde en la parte superior izquierda de la pantalla se encuentra el cronómetro con el tiempo 
restante. 
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En los tres modos se van a obtener los datos de número de aciertos, número de fallos y 
número de jugadas realizadas en total. 
Código 
La pantalla principal del juego (StroopActivity.java) es muy sencilla, lo único que hace es cargar 
el layout creado y dar funcionalidad a los botones. 
 
Las clases StroopPlay4.java, StroopPlay6 y StroopTiempo.java son muy similares, lo único que 
los diferencia es el número de colores que se han cogido aleatoriamente. 
Se va a mostrar con el caso StroopPlay4.java: 
Se han creado 4 funciones para la implementación del juego.  
 
Random se encarga de obtener el color que va a mostrar de manera aleatoria. 
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Donde “x” es un random de las palabras e “y” es un random de los colores de las palabras. 
La variable “x” puede tomar valores del 0 al 3, donde el 0 es el color azul, el 1 es el rojo, el 2 el 
amarillo y el 3 es el color verde. 
La variable “y” toma los mismo valores que “x”  con la diferencia de que se le asignan los 
colores de diferente manera. También hay que tener en cuenta que si ha salido la palabra del 
mismo color al que representa se tendrá que volver a realizar la llamada a la función random. 
Se trata del mismo proceso en los demás colores. 
El método getReferenceOfViews es la encargada de mostrar el tiempo. 
 
 
La función contador es la encargada de llevar la cuenta  y mostrar la puntuación que se va 
creando conforme discurre la partida. 
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Cuando ocurre un evento de acierto o fallo, se incrementa en una unidad el contador 
oportuno. Respecto al número de jugadas, siempre se trata de la suma de aciertos y fallos. 
La función de tiempo se encarga de llevar la cuenta del tiempo en que se desarrolla el juego. 
 
Se ha creado un formato del TextView para mostrar el formato de manera que sea de fácil 
lectura. 
Se llama al método onFinish cuando la cuenta atrás llega a cero, para que pare la aplicación. 
Para realizar la comprobación de si el botón pulsado ha sido el correcto o no, se hace una 
comparación del botón con el color del texto. 
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Si es correcto, aumenta el contador de aciertos, llama a la base de datos para introducir los 
datos, etc. En el caso de no ser correcto llama al contador de fallos. 
 
Esto se realiza con todos los colores, en este caso 4. 
La llamada a alerta se trata de un método para informar de que el juego ha finalizado, y por 
tanto nos va a informar del resultado obtenido con una alerta del tipo setMessage. 
Este tipo de alerta permite incorporar botones, en este caso el de volver a jugar o la opción de 
salir. Si pulsamos el botón “Jugar” se pondrán todos los contadores a cero y volverá a 
comenzar la partida, en cambio, si se pulsa la opción de salir se irá al menú de principal del 
juego Stroop (StroopActivity.java). 
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3.4.8. Juego Simón 
 
El juego consiste en repetir una secuencia visual y sonora que se le propone al usuario. Para 
realizar esa secuencia de sonidos y luces, al usuario se le muestra la “interpretación 
automática” de la misma y se espera que la repita actuando sobre los botones.  
Si se realiza con éxito, la complejidad de la secuencia se incrementa añadiendo una nota más a 
la misma secuencia  y se repite el ciclo. 
Consta de un menú principal donde el usuario puede elegir el tipo de dificultad. Se han 
añadido dos tipos de dificulatades: 
- Normal: Toda la secuencia de colores se repite entera cada vez que se añade un color 
nuevo. 
- Hell: La secuencia no es repetida, por tanto una vez se haya realizado el movimiento 
anterior se añade un nuevo color sin la repetición de la secuencia que se tenía 
anteriormente. 
 
 
Figura 31: Menú Simón 
Como en los anteriores casos se ha añadido un botón informativo del juego. 
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Figura 32: Instrucciones 
Una vez se ha elegido la dificultad, el usuario tiene la posibilidad de elegir el tamaño del 
tablero, si es de tamaño 2x2 (4 colores) o de 3x3 (9 colores). 
 
Figura 33: Menú Simón 2 (Normal) 
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Figura 34: Menú Simón 2 (Hell) 
Una vez se ha elegido el modo y la dificultad del juego se accede al mismo. 
Se ha incluido un botón para que el usuario decida cuándo empezar la partida y un cuadro 
informativo de cómo se juega, con la posibilidad de entrar al juego o salir de él. 
 
Figura 35: 4 Inicial 
Una vez se ha accedido, se tiene el tablero con los colores en una tonalidad apagada y se 
reproduce un sonido. El sonido va acompañado de un color intenso y con brillo, que es el que 
debemos pulsar. Cada color tiene un sonido asociado, así resulta más sencillo la memorización. 
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Figura 36: Inicial y Pulsado 
Código 
El juego básicamente funciona con hilos. En el momento que se tiene que cargar un color se 
llama al hilo correspondiente y se muestra la imagen con el color resaltado. 
Los menús de elección de niveles no tienen ningún tipo de dificultad, se declaran los botones y 
se les da funcionalidad. 
 
Los sonidos han sido almacenados con un número representativo a cada nota, por tanto, se 
realiza una consulta para obtener los sonidos con ese código y se coge el primero.  Se realiza la 
comparación para saber si se trata de la nota que se buscaba, si coincide se carga el sonido de 
la nota, si no coincide se carga un sonido vacio. 
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Esto se repite con todas las notas y sonidos de error de igual manera. 
El panel informativo inicial de acceso al juego se ha declarado con alertas a las que se les han 
incluido los botones. 
 
Aquí es donde se ha aprovechado a poner todos los contadores a cero. También se ha creado 
una lista donde se van a almacenar las cadena de colores generadas. 
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En el String declarado a cero es donde se va a tener provisionalmente el color seleccionado  
aleatoriamente. Cuando se genera un nuevo color aumentamos el contadorFinal en una 
unidad, para saber cuántos colores se han mostrado. 
El contador de la jugada pasa a valer lo mismo que el contador final, es decir, lleva contados el 
número de colores mostrados hasta el momento. Esto servirá para saber el número de veces 
que el jugador tiene que tocar la pantalla, en el momento en el que llegue a cero será cuando 
se tiene que añadir un nuevo color o repetir la secuencia añadiendo un color nuevo. 
La elección del color aleatorio lo hacemos mediante un random de cuatro números. En el caso 
de 9 colores el random, lógicamente, será de 9. Una vez obtenemos el color en la variable “x”,  
con un swich vemos el color correspondiente que se debe añadir y se añade a la lista. 
 
En el método mostrador se ha creado un hilo secundario para mostrar los diferentes colores, la 
creación de este hilo es necesaria para que cuando se tenga que mostrar el mismo color dos 
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veces seguidas se vea dos veces, si no, sólo se vería una debido a que el refresco de las 
imágenes en android sólo se puede hacer a la salida de los métodos. 
 
 
 
Dependiendo del color obtenido se ha llamado a los métodos que se encargan de manejar los 
diferentes hilos para cada color. Se ha definido el tiempo entre la iluminación de un color y 
otro. 
 
 
El manejo de estos hilos es igual para los cuatro colores. 
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El manejador es el que se encarga de ejecutar refrescarRojoGenerado. En el método run () de 
refrescarRojo es donde se realiza la inicialización del sonido correspondiente al rojo. 
 
Se cambia el color de fondo cargando el fondo en el que el color rojo queda resaltado entre los 
anteriores. 
 
Por último, aumentamos en una unidad el contador y volvemos a llamar al método mostrador. 
 
 
Este método se ha sobrescrito de la clase View. Es el que se encarga de capturar eventos 
ocurridos en la pantalla mediante el contacto con ella. Este método se ejecuta cuando se toca 
la pantalla. Se obtienen las coordenadas “x” e “y” de la pulsación de la pantalla. 
 
Se declara el String que va a recoger el color correspondiente de la lista. 
Declaramos el área donde se encuentra el color rojo, en este caso cuando la “x” es menor de 
160 y la “y” menor de 240 (arriba a la izquierda). 
Por último, realizamos la comprobación de que realmente se ha pulsado el color rojo. Se ha 
lanzado el hilo que permitirá el cambio de color y la reproducción del sonido. Se ha disminuido 
el contador de la jugada para saber cuándo se acaba la lista de colores y aumentado el 
contador mostrar para que la próxima vez que se pulse la pantalla obtenga el color siguiente 
de la lista. 
En el caso de que el color pulsado no se corresponda con el que en ese momento tocaba en la 
lista, se realiza una llamada al método fin(), por tanto se habrá acabado la partida. 
 
La única diferencia entre la dificultad “Normal” y dificultad “Hell” es que la segunda no repite 
la secuencia. 
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El método fin () es el que da la posibilidad de salir del juego. Se ha mostrado la puntuación 
obtenida mediante una alerta donde se han incluido dos botones en los que se puede salir del 
juego o volver a jugar. Si el jugador decide volver a jugar, se lleva a cabo la re inicialización de 
los contadores y de la lista, posteriormente comienza el juego de nuevo. En cambio, si el 
jugador ya no quiere jugar más, saldrá del juego e irá al menú principal del Simón. 
 
3.4.9. Pruebas 
Según se ha ido desarrollando la aplicación se han ido realizando pruebas tanto de caja negra 
como de caja blanca. 
- Pruebas de especificación o caja negra: Verifican el comportamiento externo de la 
aplicación sin que el usuario sepa lo que hay por detrás. 
Se han probado todos los juegos, con el que más pruebas se han hecho ha sido con el 
“Memory” y con el “Parejas” ya que se han probado distintos tipos de animales para 
ver cuáles son los que se ven mejor.  
En el juego “Hanoi” se han probado todos los niveles, también se ha probado que la 
estrella se ilumina correctamente si se realiza la partida en el menor número de 
movimientos posibles.  
La aplicación a sido probada por varios compañeros de la empresa llegando a crearse 
pequeños piques sobre quién conseguía hacer una puntuación más alta en el juego 
Simón por ejemplo. 
También, como he mencionado en el desarrollo, la aplicación fue probada por varios 
usuarios con daltonismo. No se obtuvieron buenos resultados, había colores que 
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confundían o no veían claramente, por tanto con su opinión y sus consejos se mejoró 
el aspecto de la aplicación.  
El juego que más se vio afectado por esta prueba de daltonismo fue el juego memory, 
que al principio tenía unas cartas con un fondo verde que dificultaba la distinción del 
animal en usuarios con daltonismo. Las cartas fueron cambiadas a cartas con un fondo 
blanco para que resultase mucho más sencilla la distinción del animal. 
 
Con el juego Simón también hubo que ajustar determinados parámetros debido a que 
el color se “iluminaba” muy poco y en ocasiones no se podía distinguir el color que 
había que pulsar. Una vez cambiado se vio en las pruebas la mejoría notable de los 
resultados. 
 
- Pruebas de estructura o caja blanca: Verifican la implementación interna de la unidad. 
Se han emulado todas las posibles situaciones que pueden generarse en la aplicación 
para comprobar la correcta resolución de las mismas. Se han evaluado situaciones de 
error tanto en los juegos como en la conexión con la base de datos en la introducción y 
consulta de datos. 
Si no hay una conexión a internet disponible en el dispositivo, no se podrá acceder a la 
aplicación. Esto es debido a que la autentificación tanto del usuario y su contraseña lo 
hace vía internet, por tanto nos dará un error si no tenemos dicha conexión. Se trata 
de una mejora importante que es comentada en el apartado 4.2. Líneas futuras. 
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4. Conclusiones y líneas futuras 
4.1. Conclusiones 
 
Los conocimientos que he adquirido durante los 8 meses que ha durado este proyecto han 
sido notables. He sido capaz de crear varios juegos y he manipulado el servidor de la empresa, 
lo cual me ha hecho aprender mucho.  
 
He aprendido a trabajar mejor en equipo. Me he enfrentado a reuniones con pedagogos en las 
que he tenido que exponer soluciones y puntos de vista alternativos. He tenido que solucionar 
los problemas que iban surgiendo lo más eficientemente y rápidamente posible sin permitir 
que se me fuese de las manos. 
Se tomó una mala opción al comienzo del proyecto que fue el hecho de corregir todo a partir 
de lo que ya tenía la empresa creado del proyecto. Esta decisión fue errónea ya que habría 
sido mucho más sencillo y sobretodo  mucho menos costoso, haber comenzado la aplicación 
desde cero. Se perdió mucho tiempo en el entendimiento del código que había. 
4.2. Líneas futuras 
 
El objetivo es seguir con la aplicación adelante, que no sea un proyecto que se queda en la 
nada. Se quieren añadir más juegos como el Test de caras que mejora la atención sostenida y 
vigilada, el Go-no-Go que trabaja la inhibición o el juego Wisconsin que mejora la flexibilidad 
cognitiva.  
 
La manera de volcar los datos en la base de datos es un punto claro a modificar. Una mejora 
significativa sería que en vez de volcar los datos en la base de datos instantáneamente, se 
hiciese una copia en el dispositivo y este, una vez al día, los volcase todos de una vez a la base 
de datos. Esto evita pérdida de datos y el no tener que estar obligado a que el dispositivo este 
constantemente conectado a internet.  
Un problema importante es que la autentificación tanto de usuario como de contraseña se 
realiza vía internet, por tanto si el dispositivo por alguna razón no dispone de internet, no se 
podrá utilizar la aplicación. 
Sería interesante que los juegos se mostrasen dependiendo del usuario. Es muy probable que 
los usuarios no tengan igual de dificultad en unas áreas que en otras, por tanto, cuando un 
usuario accede a la aplicación solamente aparezcan aquellos juegos recomendados 
especialmente para él. Se podría crear una interfaz para el tutor que decida qué juegos son 
realmente valiosos para el usuario y que los integre o elimine según su criterio y evolución con 
el tratamiento. 
Por último la mejora del aspecto de la aplicación, realización de mayor número de pruebas 
para asegurarse de que la aplicación es sencilla para cualquier tipo de usuario. 
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 Trastorno del comportamiento caracterizado por distracción 
moderada a grave, períodos de atención breve, inquietud 
motora, inestabilidad emocional y conductas impulsivas.
 Las principales características de este trastorno son:
› Actividad excesiva e inapropiada en relación a la tarea 
propuesta.
› Poca atención mantenida.
› Dificultad para inhibir impulsos.
› Bajo rendimiento escolar y autoestima.
 Un 67% de los niños diagnosticados continúan en su edad adulta.
 La aplicación ya estaba empezada 
cuando me asignaron el proyecto, el 
estado en el que se encontraba la 
aplicación era desastroso:
› Mezclado
› Los nombres de las clases y de las variables no 
eran nada intuitivas
› Los juegos no iban bien
› La base de datos estaba creada (sólo algunas 
cosas) de manera local en cada dispositivo y 
por tanto los tutores o pedagogos no podían 
hacer las consultas pertinentes. 
Pantalla Bienvenida Pantalla Nuevo Usuario
Si se tiene un usuario ya creado Si no se tiene el usuario creado
 Memory: Refuerza la memoria visual.
 Torres de Hanoi: Refuerza la planificación y organización
 Parejas: Refuerza la memoria visual.
 Stroop: Refuerza la atención focalizada y selectiva
 Simón: Refuerza la memoria visual y sonora.
Mosaico de cartas que se sitúan 
boca abajo, y que se deben ir 
descubriendo por parejas para 
localizar las parejas de cartas 
iguales. 
• El jugador debe mover todos los 
discos a otro de los ejes vacios, 
colocándolos en el mismo orden del 
que partían. Para ello puede 
ayudarse de los dos ejes restantes 
que se encuentran vacios. 
• Nunca puede haber un disco más 
grande sobre otro más pequeño 
 Realizar todas las parejas que se puedan en el 
menor número de movimientos posible. 
El juego consiste en pulsar el 
botón que simboliza el color 
del que está pintada la 
palabra.
Dificultad 2x2 Dificultad 3x3
Repetir una secuencia visual y sonora que se le propone al usuario.
Para realizar esa secuencia de sonidos y luces, al usuario se le 
muestra la “interpretación automática” de la misma y se espera que 
la repita actuando sobre los botones. 
 Se hace una petición, en este caso mediante el método POST, 
incluyendo los datos a enviar en un array. El envío se realiza con JSON. 
 Mediante internet nos conectamos con el servidor donde se 
encuentra la base de datos dándonos la respuesta a la petición.
 La puerta de enlace entre el servidor y la base de datos son 4 archivos 
php.
 Se ha utilizado un puerto libre del router de la empresa.
 Igualmente, la respuesta es devuelta con JSON. 
 Se quieren añadir más juegos como el Test de caras que 
mejora la atención sostenida y vigilada, el Go-no-Go que 
trabaja la inhibición o el juego Wisconsin que mejora la 
flexibilidad cognitiva. 
 Una mejora significativa sería que en vez de volcar los datos 
en la base de datos instantáneamente, se hiciese una copia 
en el dispositivo y este, una vez al día, los volcase todos de 
una vez a la base de datos. Esto evita pérdida de datos y el 
no tener que estar obligado a que el dispositivo este 
constantemente conectado a internet. 
 Los juegos se mostrasen dependiendo del usuario. 

