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Resumen – Actualmente, existe una tendencia al desarrollo de aplica-
ciones web. Muchas de estas aplicaciones se construyen en base a com-
ponentes reutilizables, lo que influye considerablemente en el tiempo de
desarrollo. En este contexto se enmarca nuestra propuesta. El art´ıcu-
lo presenta una solucio´n basada en la ingenier´ıa dirigida por modelos
(MDE) para agilizar y facilitar a los desarrolladores la implementacio´n
de un tipo de componentes web (llamados COTSgets). Nuestra propues-
ta consiste en la generacio´n automa´tica de la implementacio´n de estos
componentes, en lo que a su estructura y funcionalidad ba´sica se re-
fiere, a partir de un modelo que describe su especificacio´n y mediante
la utilizacio´n de una transformacio´n modelo-a-texto (M2T). Para dicha
implementacio´n se ha seleccionado la incipiente tecnolog´ıa Polymer.
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1. Introduccio´n
Una de las principales te´cnicas de la ingenier´ıa dirigida por modelos (MDE)
consiste en la generacio´n de co´digo mediante transformaciones modelo-a-texto
(M2T). Se utilizan, por ejemplo, para la generacio´n de IUs basadas en Android
[1]. En otros casos, se hace uso de un lenguaje espec´ıfico de dominio (DSL) para
la generacio´n de aplicaciones web [2]. Esta generacio´n automa´tica de co´digo
permite obtener diversos beneficios relacionados con el coste y el tiempo de
desarrollo, as´ı como la reduccio´n de la tasa de errores en la implementacio´n.
Nuestra investigacio´n se centra en el desarrollo de una infraestructura basada
en servicios Web, denominada COScore [3], que da soporte a aplicaciones cliente
multiplataforma. La construccio´n de dichas aplicaciones se realiza actualmen-
te de forma manual a partir de componentes de granularidad gruesa llamados
COTSgets. Teniendo en cuenta los beneficios indicados anteriormente, en es-
te art´ıculo se propone la generacio´n automa´tica de la implementacio´n de estos
componentes para el caso de aplicaciones web.
La Figura 1 muestra los elementos que participan en este proceso. El arte-
facto principal es una transformacio´n M2T que toma como entradas el modelo
que describe un componente as´ı como informacio´n adicional que necesita di-












Figura 1. Propuesta para la construccio´n automa´tica de COTSgets
correctamente. Como salidas, la transformacio´n generara´ tanto el co´digo corres-
pondiente a la implementacio´n del componente, como el co´digo necesario para
que la aplicacio´n web principal pueda hacer uso de dicho componente.
2. Propuesta
El punto de partida de la propuesta es el metamodelo de un componente COTS-
get [3]. Su estructura esta´ organizada en cuatro secciones: a) informacio´n de
marketing, b) informacio´n de empaquetado, c) informacio´n extra-funcional, que
permite definir propiedades no funcionales del componente, y d) una seccio´n
funcional, que incluye la lo´gica de negocio del componente (separando la funcio-
nalidad visible al exterior de la funcionalidad interna), y la gestio´n de eventos
de interaccio´n y de comunicacio´n con otros componentes. Para describir la co-
municacio´n con otros componentes, la seccio´n funcional define dos conjuntos de
interfaces: proporcionadas, para permitir a un componente la recepcio´n de peti-
ciones de servicio; y requeridas, para permitir el env´ıo de estas peticiones a otros
componentes. El lenguaje utilizado para la definicio´n de ambos tipo de interfaces
es WSDL 1.1 (Web Services Description Language).
A partir de la estructura de un componente COTSget descrita anteriormente,
la propuesta consiste en generar automa´ticamente una implementacio´n de estos
componentes para un entorno web. Dicha implementacio´n generara´ el co´digo de
su funcionalidad ba´sica, como puede ser el que corresponde a su inicializacio´n
o la comunicacio´n con otros componentes, as´ı como el co´digo que implementa
la propia estructura del componente, mientras que la lo´gica de negocio es labor
de los desarrolladores. Para poder alcanzar este objetivo se usara´n te´cnicas de
MDE para desarrollar una transformacio´n M2T. La transformacio´n se definira´
usando Acceleo [4], una de las implementaciones ma´s utilizada del esta´ndar MOF
Model to Text Language (MTL) de OMG, mientras que la implementacio´n de
los componentes web hara´ uso de Polymer (HTML5, CSS3 y JavaScript) [5].
La implementacio´n resultante de la transformacio´n se organizara´ en una serie
de carpetas y archivos. El Listado 1 muestra el archivo principal de un componen-
te (index.html). La l´ınea 1 se utiliza para importar la librer´ıa Polymer. A partir
de la l´ınea 2 (etiqueta dom-module), aparece la definicio´n del componente. Lo pri-
mero que se define es la hoja de estilos propia del componente (l´ınea 3) y el con-
tenido que se mostrara´ al usuario, dentro de la etiqueta template (l´ınea 4), si el
componente dispone de interfaz de usuario. Las l´ıneas 5–8, se utilizan para cons-
truir toda la estructura de archivos de un componente (InteractionInterface,
CoreContent, InteractionContent y ControllerInterface), descritos deba-
jo. En las l´ıneas 10–22, se realiza la creacio´n del elemento y su registro, con
sus propiedades y las funciones que implementan su ciclo de vida. Por u´ltimo,
a partir de la l´ınea 24, se hace referencia a otras librer´ıas que usa el compo-
nente. En este caso, so´lo se ha incluido la librer´ıa Socket.io, utilizada para la
comunicacio´n entre componentes mediante WebSockets.
En el Listado 2 se identifican los detalles ma´s relevantes de los archivos
asociados a un componente. La lo´gica de negocio de un componente se define en
los archivos content/interaction/interaction.js y content/core/core.js mediante
funciones que siguen la estructura del Listado 2a. Las funciones que definen la
gestio´n de los eventos de interaccio´n con el usuario (archivo interface/interac-
tion/interaction.js) tambie´n siguen dicha estructura. Por otro lado, el archivo
interface/controller/input.js contiene las funciones que implementan los puertos
de entrada del componente (su estructura se corresponde con la mostrada en el
Listado 2b). En la l´ınea 1 de dicho archivo, junto al identificador del componente,
se especifica el tipo de interfaz (PI). El archivo interface/controller/output.js
contiene las funciones correspondientes a los puertos de salida que, como se
puede ver en el Listado 2c, u´nicamente realizan la emisio´n de la informacio´n
hacia el puerto de entrada de otro componente. Igual que con la entrada, el
tipo de interfaz se especifica junto al identificador del componente. Finalmente,
el archivo interface/controller/connection.js contiene las funciones que hacen
posible la comunicacio´n de los componentes y que son comunes a todos ellos. A
modo ilustrativo, el Listado 2d muestra alguna de estas funciones, como connect,
que permite establecer la conexio´n para el env´ıo y recepcio´n de informacio´n, o
la funcio´n emit para el env´ıo de informacio´n.
1 <l i n k r e l=" i m p o r t " hre f=" . . / . . / p o l y m e r / p o l y m e r . h t m l ">
2 <dom−module id=" [ c o m p o n e n t - i d ] ">
3 <!−− s t y l e r e f e r e n c e s −−>
4 <template> <!−− component i n t e r f a c e −−> </template>
5 <s c r i p t s r c=" . / s r c / c o m p o n e n t . j s "></s c r i p t>
6 <s c r i p t s r c=" . / s r c / c o n t e n t / c o r e / c o r e . j s "></s c r i p t>
7 <s c r i p t s r c=" . / s r c / c o n t e n t / i n t e r a c t i o n / i n t e r a c t i o n . j s "></s c r i p t>
8 . . .
9 <s c r i p t>
10 Polymer ({
11 i s : ' [ c o m p o n e n t - i d ] ' ,
12 p r op e r t i e s : {
13 u s e r i d : { type : St r ing } ,
14 nod e j s u r l : { type : St r ing } ,
15 component name : { type : St r ing } ,
16 component a l ias : { type : St r ing } ,
17 component instance : { type : St r ing } } ,
18 . . .
19 ready : function ( ) {
20 var myComponent = this ;
21 myComponent . i n i t ( myComponent , [ ] ) ;
22 myComponent . connect ( myComponent , [ ] ) ; } }) ;
23 </s c r i p t>
24 <!−− s c r i p t r e f e r e n c e s −−>
25 <s c r i p t s r c=" h t t p : / / c d n . s o c k e t . i o / s o c k e t . io - 1 . 4 . 5 . j s "></s c r i p t>
26 </dom−module>
Listado 1. Contenido del archivo index.html de un componente.
a)
1 [ component−id ] . [ operat ion−id ] = function ( myComponent , parameters ) {
2 / / f u n c t i o n p a r a m e t e r s
3 var [ parameter−id ] = parameters [ 0 ] ; . . .
4 / / f u n c t i o n i m p l e m e n t a t i o n
5 }
b)
1 [ component−id ] . PI . [ input−id ] = function ( myComponent , parameters ) {
2 / / f u n c t i o n p a r a m e t e r s
3 var [ parameter−id ] = parameters [ 0 ] ; . . .
4 / / f u n c t i o n i m p l e m e n t a t i o n
5 }
c)
1 [ component−id ] . RI . [ output−id ] = function ( myComponent , parameters ) {
2 / / f u n c t i o n p a r a m e t e r s
3 var [ parameter−id ] = parameters [ 0 ] ; . . .
4 / / f u n c t i o n i m p l e m e n t a t i o n
5 var portName = ' [ o u t p u t - o p e r a t i o n - i d ] ' ;
6 var data = [ ] ; data [ 0 ] = [ parameter−id ] ; . . .
7 var dataSchema = null ;
8 myComponent . emit ( myComponent , [ portName , data , dataSchema ] ) ;
9 }
d)
1 [ component−id ] . connect = function ( myComponent , parameters ) {
2 / / f u n c t i o n i m p l e m e n t a t i o n
3 i f ( myComponent . n od e j s u r l != null ) {
4 var eventName = ' c o n n e c t ' ;
5 var event = myComponent . getEvent ( myComponent , [ eventName ] ) ;
6 myComponent . dataStore . websocket = io . connect ( myComponent . n od e j s u r l ) ;
7 myComponent . dataStore . websocket . on ( ' c o n n e c t ' , event ) ;
8 myComponent . r e g i s t e r I npu t s ( myComponent , [ ] ) ; }
9 }
10 [ component−id ] . emit = function ( myComponent , parameters ) {
11 / / f u n c t i o n p a r a m e t e r s
12 var portName = params [ 0 ] , data = params [ 1 ] , dataSchema = params [ 2 ] ;
13 / / f u n c t i o n i m p l e m e n t a t i o n
14 myComponent . dataStore . websocket . emit ( ' s e n d ' , myComponent . u s e r id ,
15 myComponent . component al ias , myComponent . component instance , portName ,
16 data , dataSchema ) ;
17 }
Listado 2. Estructura de algunas funciones que definen un componente
3. Conclusiones y Trabajo Futuro
En este art´ıculo hemos presentado una propuesta para la generacio´n automa´tica
de componentes COTSgets para la plataforma web utilizando una transforma-
cio´n M2T. Un objetivo futuro es la obtencio´n del modelo de componente a partir
de una transformacio´n T2M (texto-a-modelo) para permitir la refactorizacio´n y
facilitar el desarrollo de componentes. Tambie´n, se pretende utilizar la transfor-
macio´n M2T para generar automa´ticamente la documentacio´n del co´digo.
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