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Abstrakt
Práce se zabývá návrhem univerzální robotické platformy. V práci jsou popsány robotické
soutěže, pro které je možné této platformy využít a případné úpravy, pomocí kterých je
možné změnit funkčnost platformy. Uvádí se zde i základní výčet senzorů, které je vhodné
použít pro soutěže malých robotů a samozřejmě je u každého senzoru krátký popis. V kapi-
tole návrhu prototypu je pojednáno o typech podvozků a je zdůvodněno využití diferenciál-
ního podvozku pro tuto platformu. Dále je zde popsán vývoj konečné platformy a použitá
sběrnice pro komunikaci mezi periferiemi. Součástí práce jsou i knihovny pro práci s peri-
feriemi a řízení robota při soutěžích, pro které je platforma primárně určena.
Abstract
This work deals with the initial proposal of the universal robotic platform. The paper
descibes a robotic competition for which is posible to use this platform. There is a list
of basic sensors that are suitable for small robot competition. Of course there is a short
description for each sensor. In the chapter of the draft prototype are described types of
chasis. There is an explanation of use of the differential gear for this platform. The text
also describes the development of the platfom and used data bus for comunication between
the periferies and the MCU.
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Kapitola 1
Úvod
Robotika je velice rozmanitý obor, ve kterém se snoubí několik jiných oborů jako progra-
mování, elektrotechnika a další. Samozřejmě bychom mohli do oborů, které jsou v robotice
zastoupeny, přidat i strojní inženýrství, které navrhuje samotnou mechanickou konstrukci
robota.
Když jsem na magisterském studiu přemýšlel nad zadáním diplomové práce, narazil
jsem právě na téma malé robotické platformy, které mne zaujalo. Začal jsem tedy pře-
mýšlet, na jaké platformě by bylo vhodné a zároveň jednoduché implementovat vlastní lo-
giku ovládání robota. Po různých úvahách a zkoumání dostupných technologií, jsem narazil
na open-source projekt nazvaný .NET Micro Framework[17] dále už jen NETMF, který ve
své podstatě přivádí do programování mikrokontrolérů vyšší míru abstrakce, a aniž bychom
museli hlouběji znát funkčnost jednotlivých periferií mikrokontroléru, jsme schopni progra-
movat. Tento projekt získal i oficiální podporu přímo od firmy Microsoft, a tak je zajištěna
určitá kompatibilita mezi standardním a micro frameworkem.
Jak už sám název NETMF napovídá, tak programování pro mikrokontroléry v tomto
frameworku probíhá v jazyce C#. Díky tomu, že se veškeré aplikace píší v jazyce C#, tak
i samotné programování si zachovává specifika tohoto jazyka. Rovněž je zachována většina
funkcí vývojového prostředí MS Visual Studio, které lze využít i ve verzi Express, tedy
zdarma.
Projekt NETMF je možné portovat na rozličné mikrokontroléry a samotný kód je ná-
sledně přenositelný mezi velmi nesourodými hardwarovými platformami. Mám osobní zku-
šenost s portacemi na mikročipy Atmel, STM avšak nejčastěji využívám produktů firmy
GHI Electronics, která využívá čipy NXP. Na produktu EMX Module[4] této firmy je za-
ložena i robotická platforma popsaná v této práci.
4
Kapitola 2
.NET Micro Framework – NETMF
Platforma NETMF je vyvíjena komunitou jako open-source projekt a vychází z programo-
vacího jazyka C#. Z tohoto jazyka přebírá většinu funkcí a programy napsané pro mik-
rokontroléry je většinou možné přeložit i pro běžný počítač jen záměnou referencovaných
knihoven. S ohledem na funkčnost je možný i opačný proces, tedy implementovat algoritmy
na běžném PC a následně výměnou knihoven stejný algoritmus využít pro mikrokontrolér.
Zapsaný zdrojový kód není překládán přímo do vykonatelného kódu, ale do intermedi-
álního kódu, který je předán interpretru.
Na mikroprocesoru je tedy nahráno jádro NETMF, které provádí interpretaci našeho
kódu, který je nahrán ve flash paměti daného mikrokontroléru, případně v externím čipu.
Díky NETMF je možné na externí čip delegovat nejen uživatelskou paměť s kódem, ale
je možné při portaci NETMF jádra definovat i externí RAM paměť, čímž získáme další
využitelné zdroje. Je však vhodné psát programy tak, aby se vždy data právě běžícího
vlákna vešla do interní paměti čipu, komunikace s externí RAM se tak omezí pouze na
přepínání vlákna.
Vzhledem k tomu, že se jedná o interpretovaný kód, je doba vykonání programu oproti
nativnímu kódu delší. Tím je také dáno, že aplikace napsané v tomto frameworku se ne-
hodí pro real-time využití, neboť většina periferií je obsluhována pomocí poolingu i když
v novějších verzích je snaha získávat data z periferií pomocí přerušení a výsledky předávat
do správných vláken.
2.1 Výhody vývoje
Díky velké podobnosti se standardním jazykem C# je pro programátory, kteří vyvíjí ve
”
velkém“ .NETu, lehké napsat program pro NETMF. Nebo portovat už stávající programy
na tuto platformu.
Vzhledem k tomu, že vývoj probíhá v prostředí Microsoft Visual Studio je možné vyu-
žívat většinu funkcí, které nám toto prostředí poskytuje. Mezi funkce, které já považuji za
velmi přínosné ve vývoji pro mikrokontroléry řadím především možnost posunu ukazovátka
zastaveného programu.
Ve standardním jazyce C# je možné využití dotazovacího jazyka Linq. Tento jazyk
je možné využít i v NETMF, avšak ne v jeho plné síle, ale s určitými omezeními, která
plynou s nemožnosti využít generických typů. I přes tato omezení je Linq v NETMF velkou
pomůckou při výběru z různých datových struktur.
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2.2 Omezení oproti standardnímu .NET Frameworku
Jak bylo napsáno výše, tak v mikrokontroléru běží interpret a vykonává kód, který mu byl
předložen do flash paměti. Vzhledem k tomu, že mnoho mikrokontrolérů nemá implemento-
ván multithreading, jsou vícevláknové procesy v NETMF řešeny pomocí přepínání obsluhy
vláken přímo v interpretru. Ten tedy určuje, kdy poběží které vlákno. Je zde implemento-
ván časový multithreading, ve kterém je každému vláknu přiřazeno 20ms, poté je vlákno
pozastaveno a začíná se vykonávat další. Ve verzi 4.1 dochází k přepínání vláken přesně
po uplynutí časového kvanta bez ohledu na to, zda je čas využit, nebo vlákno pouze čeká
a nevykonává žádnou činnost. Toto by se mělo v dalších verzích změnit a procesor by měl
být přidělován pouze těm vláknům, která budou provádět užitečné instrukce.
Další omezení NETMF je nemožnost využít generických typů, neboť jejich obsluha
by trvala neúměrně dlouho dobu. Využití generik v mikrokontroléru s velmi malou RAM
pamětí je téměř nemyslitelné.
Přesnější popis omezení pro verzi NETMF 4.1 je možné nalézt v tabulce 2.1.
Funkce Požadovaná verze kompilátoru NETMF
Anonymous method 2.0 ano
Property acess modifiers 2.0 ano
Delegates 2.0 ano
Yields 2.0 ano
Generics 2.0 ne
Nullables 2.0 ne
Null coalescing operator 2.0 ano
auto-implemented properties 3.0 ano
Object and collection initializers 3.0 ano
Extension methods 3.0 ano
Lambda expressions 3.0 ano
Expression trees 3.0 ne
Linq Queries 3.0 ano
Anonymous types 3.0 ne
Dynamic lookup 4.0 ne
Variance in generic types 4.0 ne
Tabulka 2.1: Stručný přehled funkcí v NETMF
2.3 Struktura NETMF
Základní struktura NETMF je znázorněna na obrázku 2.1 a jednotlivé vrstvy jsou krátce
popsány v následujícím textu.
2.3.1 Application layer
Jedná se o nejvyšší vrstvu NETMF. Komponenty v této vrstvě jsou implementovány v
jazyce C#. Tato vrstva je jako jedinná standardně přístupná koncovému programátorovi.
Vývoj aplikací v této vrstvě se příliš neliší od vývoje v .NET Frameworku.
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Obrázek 2.1: Struktura .NET Micro Frameworku [17]
Veškeré zdrojové kódy napsané v této vrstvě jsou přeloženy do intermediálního kódu
a ten je následně vykonáván vrstvou CLR. Programátor je tedy plně odstíněn od cílového
mikrokontroléru a je schopen aplikaci jednoduše portovat na jinou hardwarovou platformu
jen záměnou referencovaných knihoven, které mohou být specifické pro určitou koncovou
desku jako je například EMX Modul.
2.3.2 Class Library Layer
Součásti vrstvy
”
Class Library Layer“ mohou být implementovány jak v C/C++ tak v C# a
tedy přeloženy do intermediálního kódu. Tato vrstva implementuje knihovny na vyšší úrovni
jako například implementace třídy pro obsluhu sériového portu, nebo displeje. Knihovny
obsažené v této vrstvě jsou nezávislé na cílové platformě a k přístupu k hardwaru využívají
nižších vrstev.
Tuto vrstvu můžeme přirovnat k implementaci knihoven, obsažených ve
”
velkém .NET
Frameworku“. Knihovny se snaží kopírovat funkce a jmenné prostory ze standardního fra-
meworku, jedná se však o velmi redukovanou množinu tříd a funkcí.
V této vrstvě jsou implementovány knihovny, které jsou přímo přístupné uživateli. Tyto
knihovny vyvíjejí i jednotlivý výrobci konečných portací a desek, podporující NETMF. Sa-
mozřejmostí je základní podpora a implementace standardních tříd v prostoru Microsoft.SPOT,
který se snaží kopírovat System z velkého .NET Frameworku a dále implementuje základní
třídy pro práci s piny a periferiemi, které jsou povinně vyžadovány pro běh frameworku.
2.3.3 CLR
Vrstva CLR neboli
”
Common Language Runtime“ tvoří vlastní jádro NETMF. Tato vrstva
tedy provádí interpretaci intermediálního kódu a je zodpovědná za vlastní běh programu.
CLR vrstva je platformě nezávislá a je plně odstíněna od hardwaru, na kterém v cílové
platformě poběží. Při vytváření nové portace tedy není nutné implementaci nijak měnit.
Při upgrade portace je však vhodné zkontrolovat, zda vrstva nově nevyužívá některé neim-
plementované ovladače z vrstvy PAL.
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Implementace této vrstvy je provedena v jazyce C++ a je přeložena přímo do nativního
kódu, který je proveditelný cílovým mikrokontrolérem. Vrstva je implementována jako jediné
vlákno a může využívat všechny prostředky cílové platformy. Veškerá komunikace mezi
uživatelským kódem a zdroji cílové platformy probíhá pomocí této vrstvy, která obsluhuje
a využívá zdroje použité platformy.
Vrstva tedy musí obsluhovat a spravovat všechny zdroje mikrokontroléru bez ohledu
na aktuální vlákno uživatelského kódu. I když je vrstva CLR implementována jako jediné
vlákno, tak NETMF podporuje více vláken v uživatelském kódu. Z toho je patrné, že
o obsluhu, přepínání a řízení vláken se stará CLR vrstva. Vzhledem ke skutečnosti, že
jedno vlákno CLR obsluhuje několik uživatelsky definovaných vláken, nemusí mít cílový
mikrokontrolér implementovánu žádnou správu paměti, kterou v tomto případě obstarává
přímo CLR, které postupně spouští jednotlivé vlákna.
Plánování vláken je řešeno kruhovou frontou. V této kruhové frontě jsou uloženy jednot-
livá rozpracované vlákna a každé má definovánu prioritu. Tato priorita nedefinuje pořadí
vykonávání, které je fixní, ale množství přiděleného procesorového času. CLR tedy postupně
vybírá z kruhové fronty vlákna a sekvenčně je spouští na procesoru, a to maximálně na dobu
jim přiděleného času. Výjimku tvoří obsluhy periferií, které si mohou vyžádat přidělení da-
lšího času po vyvolání přerušení, které indikují například dokončenou činnost nebo přijatá
další data.
2.3.4 PAL
Vrstva PAL neboli
”
Platform abstraction layer“, přímo spolupracuje s vrstvou HAL. Tato
vrstva je platformě nezávislá, neboť k samotnému hardwaru přistupuje skrze vrstvu HAL.
V PAL vrstvě jsou definovány všechny periferie podporované v NETMF.
Ovladače všech periferií, nemusejí být nutně implementovány, neboť nejsou kritické pro
běh NETMF. Případná implementace ovladačů je ve vrstvě HAL.
2.3.5 HAL
Vrstva HAL neboli
”
Hardware access layer“ je vrstva nízkoúrovňových ovladačů. Jednotlivé
ovladače jsou napsány v jazyce C/C++ a přeloženy do nativního kódu daného mikrokont-
roléru. Implementace těchto ovladačů je tedy silně závislá na cílové platformě i konkrétním
mikrokontroléru.
V HAL vrstvě jsou implementovány ovladače pro periferie a přístup k hardwaru. Vrstva
HAL má přesně definovanou minimální strukturu, která musí být implementována. Jedná
se minimální množinu periferií a jejich ovladačů, které jsou vyžadovány pro běh NETMF.
Mezi tyto periferie patří například UART, přerušení nebo řízení hodin.
Vrstva HAL tak zastřešuje kompletní obsluhu hardwaru pro vyšší vrstvy.
2.3.6 Hardware layer
NETMF defaultně podporuje několik základních platforem. Mezi aktuálně nejrozšířenější
patří jádra ARMv7. Pro tyto a některá další jádra jsou vydávány oficiální verze a není
tak třeba vytvářet vlastní CLR vrstvu. Abychom mohli využívat NETMF na mikročipu
s daným jádrem, stačí stáhnout verzi frameworku pro dané jádro a upravit jen několik
málo specifických ovladačů v HAL vrstvě a následně můžeme framework nahrát do našeho
mikrokontroléru.
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Kapitola 3
Určení robotické platformy
Vyvíjená robotická platforma je určena pro soutěž minisumo a pro aplikaci LineFollower
neboli robot, který sleduje čáru. Vzhledem k tomu, že je tato platforma prezentována jako
univerzální, bude v následujícím textu popsáno několik možností využití platformy. Na plat-
formě je možné výměnou optických detektorů podložky za infračervené dálkoměry, pracu-
jící na principu reprezentace vzdálenosti pomocí velikosti napětí na svém výstupu, obvykle
v rozmezí 0-3.1V, napsat například program pro procházení bludištěm. Více možností bude
popsáno dále.
3.1 Minisumo
Minisumo je soutěž malých autonomních robotů, vycházející z japonské soutěže sumo. Ro-
botická verze suma přebírá od soutěže sumo mnoho myšlenek a inspiruje se i v základních
pravidlech. Robotické minisumo patří do mezinárodních soutěží s malými roboty, a tak je
nutné, aby minisumo mělo pevně daná pravidla.
Následující výtah z pravidel je vypracován podle podkladů z [19].
Soutěž sumo
Zápasy (bašo) sumo se konají v dohyo, vyvýšené ploše o průměru 4,5 metru, která není
ohrazena provazy. Zápasník se označuje jako sumotori, jeho hlavním cílem je vyhodit pro-
tivníka z ringu. K metodám, které zápasníci používají, patří podrážení, položení soupeře
na lopatky, vytlačování a tahání. Přestože samotný zápas netrvá ani minutu, jeho příprava
může zabrat i půl hodiny. Starobylé rituály se totiž dodržují do nejmenšího detailu.
Základními předpoklady sumotoriho jsou síla a stabilita. Váha se pohybuje okolo 160
kg, přičemž je nejvíce soustředěna do dolní části těla. Zápasníci musí přijímat energeticky
bohatou stravu. Konečným cílem je mít silné nohy, boky a velké břicho. Tím získávají
dobrou rovnováhu.
Robotická soutěž sumo
Robotická verze soutěže sumo přebírá mnoho myšlenek přímo ze skutečné soutěže sumo.
Roboti zápasí v kruhovém ringu a vzájemně se snaží z ringu vytlačit. Stejně jako ve skuteč-
ném zápase není možné protivníka nijak poškozovat nebo ničit ring. Stavitelé robotů pro
minisumo se snaží stejně jako zápasníci sumo dosáhnout co nejvyšší váhy robota, zde však
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jen do maximálního limitu kategorie. Jde také o co nejlepší stabilitu, aby nebylo možné
dosáhnout převržení robota a jeho následné vytlačení, které by již bylo jednoduché.
3.1.1 Kategorie
Robotická soutěž sumo se pořádá v několika váhových a rozměrových kategoriích robotů.
Stručný seznam nejběžnějších kategorií je v tabulce 3.1.
Název kategorie Maximální Šířka Délka Výška Průměr soutěže
kategorie váha [g] [cm] [cm] [cm] ringu [cm]
Micro 100 5 5 5 35,5 SRS, PARTS
Mini 500 10 10 - 77 CIRC, PARTS, SRS
Lego 1000 20 20 - 77 Pouze pro roboty
ze stavebnice LEGO
Japanese 3000 20 20 - 154 CIRC, ABC, FOJISOFT
Tabulka 3.1: Stručný přehled kategorií robotické soutěže sumo
3.1.2 Princip soutěže
Do ringu je vždy položena dvojice robotů. Roboti se postaví za startovací čáry a po startu
se snaží jeden druhého z ringu vytlačit. Robot prohrává ve chvíli, kdy se kterákoliv jeho
část ocitne mimo ring, a to i ta, která v průběhu soutěže z robota upadne.
3.1.3 Robot
Robot určený pro tuto soutěž musí být zcela autonomní. Nesmí tedy obsahovat žádné
dálkové spojení, skrze které by bylo možné robota ovládat v průběhu souboje. Jediné dálkové
spojení je dovoleno pro dálkové aktivování robota pro začátek zápasu.
Pro výrobu robota jsou povoleny veškeré dostupné materiály. Může být použita libovolná
elektronika. Samozřejmě je možné využít i komerčních stavebnic. Jediná omezení pro stavbu
jsou rozměrové a váhové limity, poplatné té které kategorii, jak již bylo zmíněno dříve.
3.1.4 Limity
Každá kategorie robotů má své limity, ať už váhové, rozměrové nebo na možnosti robota.
Tyto limity mají zabezpečit, aby proti sobě stáli co nejvíce rovnocenní roboti a vědomě se
nepoškozovali.
Váhový limit
Každá kategorie robotů má určen svůj váhový limit. Je doporučováno stavět robota o váze
těsně pod horní hranicí váhového limitu.
Není povoleno žádné zařízení, které by měnilo váhu robota, jako například zásobník na
plyn lehčí než vzduch, který by se po startu zápasu vypustil, čímž by se zvýšila váha robota.
Je však povoleno měnit hmotnost robota před startem zápasu, a to v obou směrech. Při
každé změně hmotnosti je nutné znovu podstoupit vážení robota. Toho je využíváno při
stavbě robota, kdy se robot staví s váhou o málo nižší než je limit dané kategorie a těsně
před zahájením zápasu je robot dovážen pomocí závažíček.
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Rozměrový limit
V různých kategoriích jsou definovány rozměrové limity a ty nesmí robot překročit. Rozměr
robota je udáván v sestaveném stavu před startem. Po startu se může robot libovolně
transformovat či rozdělit na několik autonomních částí.
Mnoho robotů využívá strategie co nejvyššího robota, který se po startu rozloží a tak se
před robota například sklopí radlice. V případě, že se robot rozloží na několik autonomních
částí, musí každá část robota zůstat v ringu. Pokud by se soupeři podařilo libovolnou část
robota vytlačit mimo ring, pak tento robot prohrává.
Adheze
V soutěži je zakázáno jakýmkoliv způsobem zvyšovat adhezi robota. Robot nesmí využívat
lepidla, kotev, šroubů či jakýchkoliv jiných prostředků na uchycení se k ringu. Míra pří-
pustné adheze se posuzuje na základě jednoduchého testu s listem papíru. Robot se tedy
položí na čistý list papíru a aktivují se veškeré technologie robota, následně je robot zvednut.
Pokud zůstane papír ležet na podložce, je robot z hlediska adheze způsobilý. V opačném
případě není robot do zápasu vpuštěn.
Limity použitých prostředků
Robot může v soutěži používat různá zařízení pro vyhledání a vytlačení soupeře. Je však
zakázáno jakýmkoliv způsobem ničit ring či soupeře.
Na robotu tedy nesmí být namontovány žádné prostředky pro ničení soupeře jako jsou
plamenomety, pily, kladiva, vrhače a další, které jsou známé spíše ze soutěží Robot Wars.
Stejný princip platí i pro případ, že robot začne ničit soupeře i bez prvotního záměru
tvůrce. To nastává například ve chvíli, kdy robot začne nekontrolovaně ohrožovat soupeře
nebo okolí ringu. V tuto chvíli je robot ze zápasu diskvalifikován.
Robot také nesmí nijak znečišťovat ring a jeho okolí. Je tedy zakázáno vypouštět různé
tekutiny, případně využívat sprejů pro poškození soupeřových senzorů. Z robotu se nesmí
kouřit ani nesmí vypouštět oheň, a to z jakéhokoliv důvodu.
Robot také nesmí nic vrhat, střílet. Nesmí používat různá lana, sítě či zádržné systémy,
které by znemožňovali soupeři pohyb po ringu.
Robot se nesmí vznášet či přelétávat nad ringem. Jedninou výjimku tvoří navigační
systémy, kdy robot smí vypustit svou část k letu, aby nalezl případně i vytlačil soupeře
z ringu. Podstatou tohoto pravidla je, aby bylo možné v libovolnou chvíli vytlačit alespoň
jednu část soupeřova robota z ringu a tím jej vyřadit ze souboje.
Zápas
Samotný zápas začíná vyzváním účastníků, aby se dostavili k ringu i se svými roboty.
Než může začít zápas, je provedena prohlídka robotů, při které je určeno, zda jsou roboti
způsobilí k zápasu. Tedy vyhovují omezením pro jejich kategorii.
Roboti jsou následně umístěni do své části ringu, o které je rozhodnuto hodem mincí.
Ring je rozdělen do dvou částí pomocí dvou rovnoběžných čar ve středu ringu. Soutěžící
umisťují své roboty postupně, o pořadí je v prvním kole rozhodnuto pomocí hodu mincí.
V kolech ostatních staví první svého robota ten hráč, který minulé kolo prohrál. V případě
remízy je rozhodnuto opět hodem mincí.
Na povel časového rozhodčího, který má na starost pouze měření času zápasu, který
je omezen, zapnou oba startující své roboty. Pro zapnutí je možné využít mnoha způsobů.
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Od hardwarového tlačítka na těle robota, přes zvukovou, případně světelnou signalizaci až
po zapnutí skrze radiový signál. Po zapnutí však již nesmí být dálkového ovladače použito.
Spouštěcí signál musí být proveden jako jedno-úkonový. Tedy lze stisknout, zapnout, provést
pouze jeden úkon, aby se robot zapnul. Na robotu však smí být implementováno několik
různých způsobů aktivace a výběrem jedné z možností je možné vybrat strategii. Musí však
být zachováno pravidlo jednoho úkonu.
Po aktivování se robot nesmí ještě pět vteřin pohybovat, Smí pouze vydávat akustické
či světelné signály pro informaci o odpočítávání času. V tomto času se všechny osoby musí
vzdálit od ringu mimo aktivní zónu. Aktivní zónou je myšlen vymezený prostor v okolí ringu
o poloměru o jeden metr větším, než je ring samotný. V této zóně se nesmí vyskytovat žádné
předměty ani osoby, aby nebyly ovlivňovány senzory robota.
Souboj začíná po uplynutí času pěti vteřin od aktivování robota, pokud se jeden z robotů
pohne dříve je start opakován. Pokud se robot opět pohne dříve než je povoleno, je tento
ze souboje vyřazen.
Jak již bylo psáno dříve, tak robot zápas prohrál pokud se libovolná jeho část ocitne
mimo ring. Kdy se hrana ringu, přesněji čára definující okraj považuje stále za ring. Až část
za touto čárou se považuje za prostor mimo ring.
Ring
Ring je ve všech soutěžích kruh, avšak s různým průměrem. Povrch ringu je matně černý
a okraje ringu jsou lesklé bílé, aby byla jejich detekce co možná nejjednodušší. Uprostřed
ringu jsou dvě hnědé čáry definující startovní pole robotů. Schéma ringu je možno vidět na
obrázku 3.1
Obrázek 3.1: Náčrtek ringu pro minisumo
Povrch ringu musí být jednolitý bez překážek a bez hran, o které by se mohli roboti
zasekávat.
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3.2 Line Follower
Soutěž Line Follower neklade na parametry robotů takové nároky jako na roboty určené
pro minisumo. Proto je možné téhož robota jen s malou úpravou použít pro tento úkol.
Základním úkolem robota je sledovat čáru, která je nakreslena na podkladu kontrastní
barvou. V případě soutěže při Robotickém dni jde o černou čáru na bílém podkladu. Vítěz
závodu se určí podle času, za který projel vytyčenou dráhu.
Pravidla této soutěže jsou převzata z [21].
3.2.1 Průběh soutěže
Robot po odstartování projede trať vyznačenou černou čarou. Výsledné pořadí robotů je
dáno časem, jež robot pro jízdu potřeboval. Čas se měří od signálu rozhodčího ke startu
do okamžiku, kdy přední část robota překročí cílovou čáru. Pokud by doba přesahovala 3
minuty, rozhodčí jízdu ukončí.
Při startu musí být robot plně za startovní čárou. Robot, který ztratí sledovanou čáru,
musí obnovit kontakt v bodě, kde ho ztratil nebo v některém místě blíže ke startu.
Organizátoři mohou povolit další soutěžní kola / jízdy, pro určení pořadí. V první části
soutěže se použije nejlepší výsledek ze všech jízd robota. Ve druhé části soutěže jsou vedeny
jízdy vyřazovacím způsobem. V případě rovnosti časů, mohou organizátoři vyzvat příslušné
soutěžící k další jízdě.
3.2.2 Robot
Robot nesmí být nebezpečný ani nadmíru obtěžujícím, například vydáváním nevhodného
zvuku.
Robot musí být plně autonomní a při závodě včetně startu není povoleno žádné spojení
s externím zařízením libovolným způsobem. Od okamžiku, kdy soutěžící spustí robota, se
jej již nikdo nesmí dotýkat ani jakkoli zasahovat do jeho činnosti a to až do doby, kdy to
rozhodčí opět povolí.
Maximální výška robota je 32cm, šířka 32cm a délka není nijak omezena.
3.2.3 Hřiště
Plocha hřiště je čistě bílé. Čára je černá o šířce cca 1,5cm. Čára neprotíná sama sebe,
nemá tedy křižovatky 1. Startovní a cílová čára jsou vyznačeny dvěma kolmými značkami
ve vzdálenosti 5cm od čáry. Minimální vzdálenost čáry od kraje hřiště je 15cm, minimální
poloměr zatáčky je 10cm.
3.2.4 Pravomoc rozhodčího
Pokud soutěžící či robot poruší pravidla, může rozhodčí jeho jízdu ukončit. Může také
soutěžící či robota diskvalifikovat i pro další zápasy.
Námitky vůči rozhodnutím rozhodčího nebo organizátorů nejsou přípustné.
Organizátoři mohou kdykoli změnit pravidla soutěže například podle počtu účastníků
nebo místních podmínek.
1Existují však i soutěže, ve kterých se mohou čáry křížit a případně mohou být v okolí vodící čáry i
rušivé značky
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3.3 RoboCarts - Robokáry
V této soutěži je úkolem robota projet co nejrychleji stanovený počet kol na závodní trati.
V této soutěži nemusí robot přesně sledovat čáru definující okruh, ale může vytyčeným
prostorem projíždět libovolně, avšak stále ve směru okruhu.
Pravidla soutěže převzata z [21].
3.3.1 Robot
Robot je plně autonomní a nesmí být nebezpečný nebo nadmíru obtěžující.
Maximální délka robota je 20cm, šířka 10cm a délka 10cm.
Obrázek 3.2: Náčrtek okruhu pro RoboCarts
3.3.2 Hřiště
Plocha hřiště je bílá. Hřiště je ohraničeno mantinelem a na jeho ploše jsou vnitřní zdi, které
tvoří závodní trať, znázorněná na obrázku 3.2. Mantinel i vnitřní zdi jsou asi 10 cm vysoké,
robot je nesmí přejíždět. Přibližně středem závodní dráhy vede černá čára o šířce 1,5-2 cm.
Jezdí se proti směru hodinových ručiček.
3.3.3 Start a cíl
Každému robotu je před startem určen rozhodčím box, ze kterého bude startovat. Soutěžící
tedy umístí robota do přiděleného boxu. Po umístění již není možné s robotem manipulovat
a je nutné, aby byl robot již aktivován.
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Rozhodčí odstartuje závod otevřením přední stěny všech boxů naráz tak, že přední stěna
boxů bude otevřena alespoň na výšku 12cm.
Za úspěšné projetí cílem se považuje okamžik, když celý robot překoná cílovou čáru.
Závod končí ve chvíli, kdy poslední robot překoná cílovou čáru.
3.4 Další využití
Využití této platformy nalezneme například v mapování prostředí, kdy pomocí inkremen-
tálních čítačů můžeme projíždět prostředím a po nárazu případně při určité vzdálenosti,
kterou získáme z ultrazvukového dálkoměru, můžeme změnit směr. Změnu úhlu je možné
dopočítávat na základě pulzů z inkrementálního čítače a ověřovat na základě dat z kompasu,
který je součástí MEMS modulu.
Další možností jak mapovat své okolí je připojit více ultrazvukových dálkoměrů na
sběrnici I2C a postupně vyžadovat od dálkoměrů vzdálenosti v daném směru. Je však nutné
postupovat po jednom dálkoměru a vždy před aktivací následujícího dálkoměru vyčkat na
aktuální odpověď, neboť by se mohli vzájemně rušit, tím by docházelo k nezanedbatelným
přeslechům. K orientaci je možné využít opět kompasu a inkrementálních čítačů.
Poslední možné využití, které bych zmínil, je například procházení bludištěm nakres-
leným na podložce, kdy jsme na základě reflexivních optozávor schopni detekovat, zda se
pohybujeme stále uvnitř cesty bludištěm. Hledat případné odbočky můžeme pomocí roz-
dílu hodnot na středovém a krajním detektoru. Pokud by tedy byla na okrajovém detektoru
zjištěna stejná hodnota jako na vnitřním, jedná se s největší pravděpodobností o možnou
odbočku a je na nás zda pojedeme dále rovně nebo odbočíme. K zjišťování vzdálenosti je
opět možné využít inkrementálních čítačů a pro detekci směru postupně dopočítávat úhel
od základního z čítačů a tento kontrolovat proti aktuálním hodnotám z kompasu.
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Kapitola 4
Senzory
Pro autonomní řízení robota je nutné, aby robot měl informace o okolí, ve kterém se pohy-
buje, a tak je tato platforma osazena několika různými senzory. Jsou zde senzory pro detekci
vzdálenosti od překážky a senzory pro detekci změny barvy podložky. Jsou zde umístěny
také akcelerometry, díky kterým jsme schopni při zápase sumo detekovat náraz od soupeře
a další.
V následujícím textu jsou definovány základní charakteristiky senzorů, použitých na
této platformě.
4.1 Reflexivní optozávory
Abychom byli schopni detekovat okraj ringu případně vodící linku, jsou na spodních lištách
prototypu osazeny optozávory QRD1114 [20]. Tyto nám umožňují analyzovat odrazivost
povrchu, nad kterým se optozávory aktuálně pohybují.
Optozávory pracují na principu odrazu infračerveného světla od podložky. Odražené
světlo následně dopadá na foto tranzistor, který se podle množství dopadajícího světla ote-
vírá, díky tomu je možné připojením k ADC převodníku vyhodnocovat odrazivost povrchu.
Každá optozávora je připojena na vlastní kanál ADC převodníku, a tak jsme schopni
vyhodnocovat data z několika závor současně. Zapojení jednotlivých fototranzistorů je zná-
zorněno ve schématu 4.1. V tomto zapojení, zvyšující se odrazivost povrchu více otevírá
tranzistor, a tak zvyšuje napětí na výstupu, který je připojen k ADC převodníku. Zjedno-
dušeně lze říci, že černá barva má na výstupu napětí 0V a zrcadlo má na výstupu napětí
shodné s napájecím napětím. Takto zapojený fototranzistor také snižuje spotřebu robota,
neboť povrch ringu je při hře minisumo tmavý, tranzistor je tak po většinu doby uzavřený
a otevře se jen při nájezdu na okraj ringu.
4.2 Ultrazvukový dálkoměr
Vzdálenost je možné měřit několika způsoby. Ať už pomocí triangulačních IR dálkoměrů,
které jsou citlivé na okolní světlo, tedy při přímém osvětlení snímače je v naměřených
hodnotách relativně velká chyba.
Další, a na této platformě využitá možnost, je měřit vzdálenost pomocí ultrazvukových
dálkoměrů. Tyto dálkoměry nejsou tak citlivé na okolní prostředí, ale problém v měření
nastává v případě, kdy jsou v okolí další ultrazvukové dálkoměry. Ve chvíli čekání na ozvěnu
můžeme přijmout signál vyslaný konkurenčním dálkoměrem.
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Obrázek 4.1: Zapojení senzoru QRD1114
Na platformě je využit dálkoměr SRF10, ten komunikuje po sběrnici I2C. Pokud bychom
pro jednu komunikaci od požadavku na měření až po získání hodnoty měli zabranou sběrnici,
tak by nám operace trvala minimálně 65ms, což je čas, po kterém dálkoměr již nepřijímá
žádné odrazy. Modul nastaví všechny registry s naměřenými hodnotami až po uplynutí této
doby především z důvodu, že první ozvěna může přijít až z nejzazší možné vzdálenosti,
která je přibližně 11 metrů. Nejzazší možnou vzdálenost je možné měnit zápisem hodnot
do registru definující čas čekání na ozvěnu.
4.3 Akcelerometr, Gyroskop a Kompas
Akcelerometr, gyroskop a kompas jsou osazeny na samostatné desce a komunikují skrze
sběrnici I2C. Všechny tyto senzory jsou od firmy STM [22]. Přesněji se jedná o obvody
• 3G4200D Gyroskop [10]
• LIS331HH Akcelerometr [11]
• LIS3LV02DL Akcelerometr [12]
• LSM303DLHC Akcelerometr, Kompas [14]
Jak je ze seznamu zřetelné, tak máme k dispozici tři akcelerometry, čehož můžeme využít
pro přesnější výpočet zrychlení v určitém směru. Určitého zpřesnění dosáhneme už běžným
aritmetickým průměrem hodnot zrychlení.
Jednotlivé senzory vykazují relativně velkou chybovost, není tedy ojedinělé pokud je de-
tekován náraz v přesně opačném směru, než který je skutečný. Díky hlasování akcelerometrů
je možné vyloučit chybu jednoho akcelerometru a tím zpřesnit měření.
Aktuální algoritmus zpřesnění výsledku nejprve načte hodnoty zrychlení ze všech akce-
lerometrů a následně vyhodnocuje každou osu samostatně a to následovně.
1. Pokud jsou všechny hodnoty ve stejném směru proveď algoritmický průměr, který
značí zrychlení.
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2. Pokud směřuje jedna hodnota v opačném směru než zbylé, pak tuto hodnotu neber
v úvahu.
3. Pokud se zbylé dvě hodnoty liší o méně než 15%, proveď algoritmický průměr těchto
hodnot, který značí zrychlení.
4. Pokud hodnoty nevyhovují podmínce 15% rozdílnosti, prohlas měření za neplatné a
zrychlení v této ose je tedy nulové.
Všechny ostatní senzory jsou v tomto modulu zastoupeny pouze jednou, jejich hodnoty
jsou tedy považovány vždy za platné.
4.4 Inkrementální čítače
Na prototypu jsou umístěny dva inkrementální čítače [16], které jsou spojeny s koly, je tedy
možné na základě počtu pulzů měřit ujetou vzdálenost, kterou ujelo každé jednotlivé kolo.
Na základě pulzů z detektorů jsme schopni spočítat jak daleko robot aktuálně dojel.
Případně rozdílem pulzů z čítačů jsme schopni určit úhel, o který se robot otočil.
Pro každé měření je vhodné vždy vynulovat softwarový čítač pro každé kolo. Pokud
bychom vynulování neprovedly, bylo by nutné si pamatovat hodnoty, ve kterých požadovaný
úkon započal a od něj vycházet.
Z čítačů nejsme schopni vyčíst polohu od začátku pohybu, musíme tedy polohu počítat
průběžně. Ke stejnému počtu pulzů jsme totiž schopni dojít několika různými cestami.
Jelikož čítače nerespektují směr otáčení, tak ke stejnému počtu pulzů dojdeme přímou
jízdou vpřed i otáčením kolem své osy.
4.5 Detektory doteku
Na robotu jsou instalovány i jednoduché detektory doteku pomocí mikrospínačů instalova-
ných po obvodu robota.
Na přední a zadní liště jsou instalovány samostatné mikrospínače. Na boční straně je
využito mikrospínačů, které jsou součástí inkrementálních čítačů [16].
Každý jednotlivý spínač je připojen na vlastní port modulu EMX, který podporuje
přerušení a díky tomu je možné na dotek reagovat v podstatě okamžitě.
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Kapitola 5
Návrh prototypu
5.1 Podvozek
Existuje mnoho druhů podvozků a každý má svá pro a proti. Některé podvozky jsou jed-
noduché pro ovládání, jiné jsou naopak vhodné pro všesměrový pohyb. Různé podvozky
umožňují pohyb v rozličných terénech a některé potřebují pro správnou funkci pokud možno
rovný povrch. Mezi takové patří i diferenciální podvozek, který byl zvolen pro tuto plat-
formu. Avšak má výhodu ve velké obratnosti a je možné celého robota otočit v podstatě na
místě.
Podvozky je tedy možné dělit na několik základních druhů. Podrobnější informace lze
získat v opoře předmětu robotika [26]. Ze stejného zdroje jsou převzaty schématické obrázky
podvozků.
5.1.1 Typy podvozků
Diferenciální podvozek
Diferenciální podvozek 5.1 obvykle obsahuje jen dvě kola případně pásy. Tyto kola se mohou
pohybovat nezávisle na sobě, a tak je možné se otáčet okolo vlastní osy.
Pohyb vpřed a vzad je realizován současným synchronním pohybem kol na obou stra-
nách. Zatáčení podvozku je docíleno různou rychlostí kol na levé a pravé straně. Pokud
chceme s podvozkem rotovat na místě, otáčíme s koly na každé straně různým směrem.
Například pro rotaci ve směru hodinových ručiček otáčíme s koly na levé straně vpřed a
s koly na pravé straně vzad, otáčení kolem osy docílíme roztočením kol stejnou rychlostí.
Synchronní podvozek
Synchronní podvozek 5.3 je osazen třemi a více koly. Na tomto podvozku se může každé
kolo otáčet kolem své svislé osy a díky tomu jsme schopni s podvozkem pojíždět nejen vpřed
a do zatáčky, ale díky natočení kol jsme schopni s podvozkem pojíždět i do strany.
Vzhledem k tomu, že jsme u tohoto podvozku nuceni ovládat nejen směr otáčení kol,
ale také jejich natočení, je ovládání podvozku složité.
Tříkolové uspořádání
U tříkolového uspořádání 5.3 jsou poháněna dvě kola a jedno kolo je řídící. Poháněná kola
roztáčíme synchronně vpřed nebo vzad, díky tomu jsme schopni robota rozpohybovat avšak
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Obrázek 5.1: Diferenciální podvozek
Obrázek 5.2: Synchronní podvozek
ne zatáčet.
Pro zatáčení je zde třetí kolo, kterým určujeme směr. Ovládání směru je tedy jednodu-
ché. Problém nastává v případě, kdy chceme zatáčet pod větším úhlem, kdy už je nutné
řešit rozdílnou rychlost vnějšího a vnitřního kola. Tento problém lze vyřešit pomocí dife-
renciálu, což je drahé, nebo pomocí dvou motorů a následně pohánět v zatáčce jen jedno
kolo nebo pohánět kola s určitým rychlostním rozdílem. Zde už se nám však ztrácí výhoda
oproti diferenciálnímu podvozku 5.1.
Ackermanův podvozek
Ackermanův podvozek 5.4 je ve své podstatě velmi podobný podvozku s tříkolovým uspořá-
dáním 5.3. Avšak zde je nutné řešit nejen problémy tříkolového podvozku, ale navíc i pro-
blém s různým natočením řídících kol.
Toto uspořádání má výhodu ve stabilitě. Použití tohoto podvozku je většině osob známé
z automobilů.
Podvozek s všesměrovými koly
Podvozek s všesměrovými 5.5 koly je velice nestandardní podvozek s neintuitivním ovládá-
ním, kdy u každého kola ovládáme jak rychlost tak směr otáčení. Díky tomu jsme schopni
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Obrázek 5.3: Tříkolový podvozek
Obrázek 5.4: Ackermanův podvozek
s podvozkem manipulovat v libovolném směru.
Tento podvozek není pro naše použití vhodný neboť pohyb kterýmkoliv směrem je vzhle-
dem k rychlosti otáčení kol pomalý a zároveň by pro soupeře ve hře minisumo nebylo těžké
soupeře vybaveného tímto podvozkem vytlačit, protože každé kolo se dokáže pohybovat
kterýmkoliv směrem. Každé jednotlivé kolo tedy nemá takovou adhezi v příčném směru
jako běžné kolo s pryží.
Obrázek 5.5: Podvozek s všesměrovými koly
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5.2 Volba prototypové desky
Při vývoji platformy je vhodné provést nejprve testy jednotlivých periferií. Je však finančně
a časově náročné pro každý další prototyp navrhovat a vyrábět specifický plošný spoj.
Z těchto důvodů je vhodné pro prvotní návrh využít laboratorních plošných spojů.
Obrázek 5.6: Fotografie prototypu
5.2.1 Návrh plošného spoje
Návrh plošného spoje má určitá specifika a tak je dobré držet se určitých zásad [23]. Je
samozřejmě také nutné dodržet výrobní možnosti firmy, u které si necháme hotové plošné
spoje vyrobit, v tomto případě u firmy Pragoboard s.r.o [18].
Vzhledem k ceně a častým změnám v návrhu i použitých technologiích, bylo pro výrobu
prototypu přímo ze specifických desek opuštěno a byly vyvíjeny přímo desky až pro koneč-
ného robota. Souběžně s vývojem prototypové desky byly vyvíjeny i desky pro konečnou
verzi robotické platformy v programu EAGLE [27].
Již toto stádium vývoje odhalilo v návrhu plošných spojů několik chyb. Jako například
nevhodné umístění propojovacích konektorů vzhledem ke konečné velikosti robota, nebo
nutnost stínění optozávor.
Jelikož bylo rozhodnuto využít desek s plošnými spoji pro vytvoření těla robota, je nutné
z desek vyrobit kvádr, na kterém jsou uchyceny veškeré senzory, motory i baterie. Z tohoto
důvodu byly zhotoveny desky bez prokovení a nepájivé masky pro otestování možností
umístění senzorů a splnění rozměrů pro soutěž minisumo, která má v tomto ohledu největší
omezení velikosti robota.
5.2.2 Využití laboratorních desek
Jak již bylo napsáno, tak pro prvotní testování bylo využito laboratorního plošného spoje
pro sestavení kompletního robota.
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Deska plošných spojů nám poslouží zároveň jako tělo prototypového robota, na kterém
jsou upevněny veškeré senzory, elektronika i motory. Vzhledem k tomu, že laboratorní
plošné spoje se vyrábějí jen v několika provedeních, byla zvolena verze s vodivými cestami
a vyvrtanými otvory pro osazování součástek. Je tedy možné vytvářet spoje jen několika
málo propojkami. Pomocí těchto propojek jsme schopni realizovat i poměrně složité vodivé
cesty.
Protože byl jako řídící modul zvolen EMX module od firmy GHI Electroics, který je
dodáván jako plošný spoj určený k plošné montáži, nebylo vhodné tento modul pájet přímo
na desku. Na prototypu je upevněn pomocí distančních sloupků a vodivé spoje s plošným
spojem jsou realizovány pomocí propojek z vodičů, které jsou připájeny pouze k využi-
tým pinům. Bude tedy možné poměrně jednoduše přenést řídící modul na konečný návrh
platformy.
5.3 Datová sběrnice
Sběrnice je skupina několika signálních vodičů, které mohou být rozděleny do skupin podle
informace přenášené skrze danou skupinu. Některé sběrnice mají tedy samostatně datové
a adresové vodiče, v jiných sběrnicích jsou data i adresy přenášeny po stejných vodičích.
Každá sběrnice musí mít definován přesný protokol, který určuje pořadí, časování a for-
mát zpráv zasílaných skrze sběrnici.
Mezi nejznámější sběrnice používané v komunikaci mikroprocesorů a jiných periferií jsou
SPI (Serial Peripheral Interface), rozhraní UART (Universal Asynchronous Receiver and
Transmiter), nad kterým je možné implementovat například protokoly RS-232 a RS-486.
V této platformě je pro komunikaci s čidly a moduly počítáno se sběrnicí I2C (Inter-
Integrated Circuit).
K používání právě této sběrnice vedla především skutečnost, že použitý ultrazvukový
dálkoměr komunikuje pouze na této sběrnici. Akcelerometry, gyroskop a kompas mají im-
plementovány sběrnice SPI a I2C, avšak zapůjčený modul MEMS má na rozhraní vyve-
denu pouze datovou sběrnici I2C a signály data-ready pro jednotlivý čipy. Tyto signály
však nejsou přivedeny do EMX modulu neboť jednotlivé senzory jsou spuštěny v konti-
nuálním módu. Díky tomu je možné kdykoliv vyčíst poslední platnou hodnotu, což je pro
náš účel vhodnější než získávat všechny vyčíslené hodnoty na základě přerušení signálem
data-ready, což by vedlo k přílišnému zahlcení procesoru.
5.3.1 Popis I2C
I2C [28] je sériová sběrnice, na které probíhá komunikace pomocí dvou vodičů. Jsou to SDA
pro přenos dat a SCL pro přenos synchronizačního signálu. Vodiče SDA a SCL musejí být
řešeny pomocí pinů s otevřeným kolektorem a vodiče jsou připojeny skrze pull-up odpory
ke zdroji napájení.
K této sběrnici je možné připojit až 117 slave zařízení, která jsou vybírána pomocí
sedmibitové adresy. Nelze využít všech 128 adres z důvodu vyhrazení některých adres pro
zvláštní účely jako například rozesílání broadcastu.
Rychlost komunikace na této sběrnici můžeme volit 100kHz nebo 400kHz. Jelikož všechny
zařízení, komunikující na robotu pomocí I2C, podporují rychlejší variantu, je tato zvolena
pro komunikaci.
Zahájení komunikace master modul oznámí změnou úrovně na vodiči SDA z jedničky do
nuly a spustí hodiny na SCL. Následně vystavuje na datový vodič osmibitové datové bloky,
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Obrázek 5.7: Komunikace na I2C sběrnici [5]
které jsou potvrzovány ze strany příjemce. První datový blok je vždy adresa slave modul.
Jak již bylo zmíněno, tak prvních sedm bitů je adresa a osmí bit je indikace, zda bude
probíhat zápis nebo čtení. Pokud žádné slave zařízení tento blok s adresou nepotvrdí, není
pokračováno v přenosu. V opačném případě jsou vysílány další datové bloky podle protokolu
toho kterého slave zařízení. Obvykle se však jedná o dvojici adresa registru následovaná daty
pro zápis případně daty odeslaná slave modulem pokud bylo požadováno čtení. Ukončení
přenosu je indikováno přechodem z nuly do jedničky a zastavením hodin. Časový diagram
je vidět na obrázku 5.7.
Komunikaci může určitým způsobem ovlivňovat i slave modul a to pomocí přidržení
hodinového signálu v logické nule. V tuto chvíli nemůže master modul vysílat a čeká až
slave modul umožní komunikaci.
5.4 Řízení motorů
Pro platformu byl vybrán diferenciální podvozek. Tento podvozek, jak jíž bylo napsáno
dříve, se řídí pomocí rozdílu rychlostí poháněných kol. Proto je nutné každému kolu přiřadit
vlastní motor.
Pro pohon této platformy bychom mohli zvolit buďto krokový nebo stejnosměrný motor.
U krokového motoru bychom mohli získat alespoň přibližnou informaci o počtu otoček
jednotlivých kol. Informace by však byla zatížena chybou motoru, neboť motor by mohl
prokluzovat a mikrokontrolér by nezískal zpětnou vazbu, zda byl požadovaný krok skutečně
proveden. Proto by i zde bylo vhodné osadit enkodér nebo alespoň inkrementální čítač, který
by dokázal přesněji detekovat úhel, o který se ve skutečnosti výstupní osa otočila. I přes
odečet otočení na výstupní ose, nezískáváme přesnou vzdálenost, o kterou se robot posunul,
i kolo může na podložce prokluzovat, eliminujeme tak alespoň jednu možnost, jak se může
do snímané vzdálenosti propagovat chyba.
Druhou variantou, která byla zmíněna, je využití stejnosměrných motorů. Ovládání
těchto motorů je značně jednodušší než ovládání krokových motorů. U krokových motorů je
nutné postupně spínat jednotlivé cívky. Postupným spínáním cívek dosáhneme otáčení mo-
toru. Podle posloupnosti spínání cívek definujeme směr otáčení motoru. Stejně tak rychlostí
provádění posloupnosti spínání určujeme rychlost otáčení motoru, v mikrokontroléru tak
musíme postupně spínat několik výstupů a tím řídit motor. Krokové motory je také nutné
postupně zrychlovat. Není tedy možné, pokud chceme roztočit motor z klidového stavu
do maximálních otáček, budit motor rychlostí, která by definovala maximální otáčky, ale
je nutné rychlost přepínání cívek postupně zvyšovat. Naproti tomu můžeme stejnosměrný
motor budit ihned z klidového stavu jmenovitým napětím, při kterém se nezatížený motor
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roztočí na jmenovité otáčky.
Malé stejnosměrné motorky jsou většinou konstruovány na vysoké otáčky s malým krou-
tícím momentem. Z tohoto důvodu je nutné v konstrukci univerzální platformy využít ke
každému motoru ještě převodovku. Díky převodovce dosáhneme nižších otáček na výstupní
hřídeli a zároveň vyššího kroutícího momentu.
Při návrhu připojení stejnosměrného motoru musíme brát ohled na skutečnost, že stej-
nosměrné motory generují elektromagnetické rušení a také, že s otáčením rotoru vznikají
proudy, které jsou opačné těm, které otáčení vyvolaly.
5.4.1 Charakteristika a princip činnosti stejnosměrného motoru
Charakteristika a vzorce jsou převzaty ze studijní opory k předmětu Robotika [26].
Rotor je složen z několika cívek, jejichž konce jsou vyvedeny na vodivé segmenty. Na
tyto segmenty jsou v motoru přiloženy tzv. kartáče. Otočíme-li rotorem a tím i segmenty
bude se v cívkách indukovat harmonické napětí Uiav. Pokud přivedeme na kartáče a tedy
i do cívek stejnosměrný proud I, vznikne kolem cívky magnetické pole Bl, které bude mít
směr shodný s natočením cívky. Na smyčku tedy budou působit síly 5.1.
F = I ·Bl (5.1)
Dvojice sil F bude působit na jeden závit cívku a ta se natočí tak, aby magnetické pole
cívky splynulo s magnetickým polem permanentních magnetů ve statoru. Tato dvojice sil
se nazývá momentem 5.2,
M = N ·B · I · Ssinα (5.2)
V 5.2 je I proud protékající cívkou, S = l · r je plocha závitu, jež zasahuje do magnetického
pole (l je délka vodiče v magnetickém poli a r je poloměr cívky) a N je počet závitů cívky.
Poslední hodnotou potřebnou pro výpočet momentu je α, což je úhel mezi magnetickým
polem cívky a polem permanentních magnetů.
Jak již bylo zmíněno dříve, je třeba si uvědomit, že s otáčením cívky magnetickém
poli je generován elektrický proud. U stejnosměrných motorů se jeho změna v čase indi-
kuje jako zpětné elektromotorické napětí uemf jež má polaritu opačnou, než budící napětí.
Tento parametr motoru je v katalogu obvykle udáván jako rychlostní konstanta kn, která
je definovaná pro určitou rychlost n otáček za minutu 5.3.
kn = n/uemf (5.3)
Čím se tedy motor otáčí rychleji, tím je větší elektromotorické napětí. Se zvyšující se
rychlostí motoru klesá proud tekoucí motorem 5.4. Naopak, pokud se motor zastaví a je
neustále připojen ke zdroji napětí, protéká cívkami tzv. proud na krátko, neboť ω = 0 a
uemf = 0.
U = I ·R+ uemf → I = U − uemf
R
(5.4)
Pokud se tedy motor otáčí, je elektromotorické napětí uemf přímo úměrné rychlosti
otáčení ω 5.5.
uemf = keω (5.5)
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Při ustálených otáčkách motoru a tedy i ustáleném proudu cívkami, je točivý moment
M řízen pouze protékajícím proudem 5.6. Moment M tedy vzrůstá lineárně s proudem
a proporcionální konstantou kM , nazývanou též momentová konstanta.
M = kMI (5.6)
Mechanický výkon Pm motoru na hřídeli je roven elektrickému výkonu Pe, od kterého
jsou odečteny ztráty na odporu vinutí a ztráty na tření uvnitř motoru. Z daného vztahu
pak lze odvodit i závislost otáček na vstupním napětí.
Pm = Pe − I2R (5.7)
Pm = M · ω (5.8)
Pe = U · I →M · ω = U · I − I2 ·R (5.9)
KM = ke (5.10)
ω = − R
k2M
·M + U
kM
(5.11)
5.4.2 Řízení motoru
Z posledního uvedeného vztahu 5.11 plyne, že řídit otáčky motoru můžeme pomocí napětí
na vstupních svorkách motoru. Změna směru otáčení je zajištěna pouhým otočením polarity
na vstupních svorkách.
Řídit napětí na vstupních svorkách můžeme pomocí předřazeného odporu. Toto řešení
je velmi jednoduché avšak má nevýhodu v tepelném vyzařování odporu a tím ve zbyteč-
ných ztrátách. Další nevýhodou je složitější implementace pro možnou změnu předřadného
odporu pomocí mikrokontroléru.
Z těchto důvodů se ve většině aplikací využívá pulzně šířkové modulace [6]. Implemen-
tace PWM mývá ve většině případů přímou podporu v mikrokontrolérech. Pro PWM bývá
často vyhrazen čítač, který obsluhuje PWM.
V EMX modulu je pro všechny PWM výstupy definován pouze jeden čítač a tak je
nutné definovat jedinou frekvenci pro všechny PWM výstupy. Vzhledem k tomu, že na této
platformě je PWM využito pouze pro řízení motorů, není třeba řešit přepínání případně
kompatibilitu frekvencí pro různé použití a je zvolena frekvence 50kHz.
Pro buzení stejnosměrných motorů se nejčastěji používá takzvaný H-Můstek viz. obrá-
zek 5.8. Použití H-Můstku umožňuje kompletní ovládání motoru. Skrze H-Můstek můžeme
motor jak budit a pohánět tedy robota oběma směry, tak můžeme motor brzdit či jej ne-
chat odbrzděn. Řízení motoru skrze H-Můstek je v tomto projektu implementováno pomocí
PWM.
Vstup A Vstup B Funkce
log 1 log 1 Brzda
log 1 log 0 Vpřed
log 0 log 1 Vzad
log 0 log 0 Brzda
Nepřipojeno (HiZ) Nepřipojeno(HiZ) Odbrzděno
Tabulka 5.1: Řízení skrze H-Můstek
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Z výše uvedených možností v tabulce 5.1 řízení v této platformě využijeme aktivně
pouze pohonu motoru a případně brzdění kola. V soutěžích, pro které je robot navržen,
není potřebné a v některých ani vhodné nechávat motor odbrzděn.
Pokud budeme předpokládat přímé připojení H-můstku k mikrokontroléru bez využití
stavu s vysokou impedancí, bude motor buďto hnán nebo brzděn.
Uvažujme tedy motor zapojený v této konfiguraci. Nechť je duty-cycle v PWM defino-
váno na 80% pak výkon motoru bude 80%, z výkonu rovného stálému připojení motoru na
jmenovité napětí, které je spínané pomocí PWM.
Obrázek 5.8: Plný H-můstek pro připojení DC motoru
V prvním návrhu byly použity stejnosměrné motory pro 7, 2V , a tak bylo nutné využít
H-můstku, který zvládne dané napětí a potřebné proudy. Jako vhodný se jevil můstek
L293[9], Tento můstek však lze budit minimálním napětím 4, 5V a použitý mikrokontrolér
využívá napětí 3, 3V . Bylo tedy potřeba přizpůsobit napěťové úrovně mezi H-můstkem
a mikrokontrolérem. K tomuto přizpůsobení, byl vzhledem k použití PWM řízení použit
výkonový budič sběrnice [8].
Při konečném sestavování robota však bylo rozhodnuto pro využití stejnosměrných mo-
torů pro napětí 5V , a to především z důvodu ladění skrze USB port bez potřeby externího
napájení. V tomto uspořádání by tak vyhovoval jiný H-můstek, kterému by nemusel být
předřazen konvertor logických úrovní a návrh by tak byl jednodušší.
Původní návrh však umožňuje i toto zapojení, a tak nebylo nutné provádět žádné úpravy
v návrhu a pouhým připojením +5V z konektoru USB do napájecí větve robota, bylo možné
využít možnosti ladění bez přídavného napájení.
5.5 Knihovny pro periferie
Pro každou periferii byla implementována vlastní knihovna. U těchto knihoven byla snaha
o vzájemnou nezávislost. Je tedy možné využívat libovolnou kombinaci knihoven. Mezi
knihovnami je pouze jedna závislost pro periferie, které jsou připojeny na sběrnici I2C, ke
kterým musíme připojit i knihovnu Busses.
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5.5.1 Busses
Knihovna Busses aktuálně implementuje obsluhu pouze sběrnice I2C, v budoucnu je možné
přidat podporu libovolné další sběrnice.
I2C
Vzhledem k logice obsluhy této sběrnice je v její obsluze využito návrhového vzoru singleton,
který zajišťuje, aby byla v mikrokontroléru vytvořena pouze jedna instance komponenty pro
obsluhu sběrnice. Před každou komunikací je nutné získat tuto instanci s adresou zařízení,
se kterým chceme komunikovat. K této operaci slouží statická metoda GetI2C(adresa,
frekvence).
Po získání instance můžeme na sběrnici začít komunikovat, k tomu slouží Write(registr,
hodnota) pro zápis do registru a dvě metody pro čtení hodnot z registrů Read(Adresa) pro
vyčtení hodnoty z registru. Některé periferie podporují postupné načítání z po sobě jdou-
cích registrů, k tomuto je možné využít metodu Read(adresa, n), díky které je možné
vyčíst n po sobě jdoucích registrů od udané adresy.
Veškerá komunikace včetně získání sběrnice musí být uvnitř bloku lock 1. Toto opatření
je z důvodu přístupu ke sběrnici z několika různých vláken.
Algoritmus 1: Příklad komunikace po I2C
lock (Busses.I2CBus.locker) {
var device = I2CBus.GetI2C(0x68, 400);
device.Write(0x20, 0x0F);// Turn on XYZ axes
device.Write(0x22, 0x08);// control
device.Write(0x23, 0x30);// Scale to 2000 deg/sec+
}
5.5.2 MEMS
Knihovna MEMS slouží ke kompletní obsluze modulu s akcelerometry, gyroskopem a kom-
pasem. Tato knihovna může fungovat autonomně a po vyčíslení každé hodnoty kontroluje,
zda nová hodnota nepřesáhla nastavenou hranici, při které by byl aktivován příslušný event,
který je možné si registrovat a po přijmutí zprávy je možné na tuto skutečnost reagovat.
Tohoto je možné využít například pro detekci nárazu soupeře při hře minisumo.
Knihovna provádí algoritmy popsané v kapitole 4.3. Uživatel knihovny tedy nemusí řešit
chybovost jednotlivých senzorů a používá pouze přepočítané hodnoty.
Každý typ senzorů má přiřazenu třídu reprezentující data, se kterou je možné dále
pracovat. Tyto třídy obvykle obsahují pouze hodnoty daného senzoru a žádné metody.
Vyhodnocování dat v knihovně pro MEMS modul lze pouze spustit případně zastavit.
Není tedy možné výpočet nijak ovlivňovat.
Jak již bylo psáno, lze si registrovat eventy z této knihovny. A každému lze nastavit
práh hodnoty, která jej aktivuje.
• MEMS module.Gyro X Treshold
• MEMS module.Gyro Y Treshold
• MEMS module.Gyro Z Treshold
• MEMS module.Acc X Treshold
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• MEMS module.Acc Y Treshold
• MEMS module.Acc Z Treshold
Knihovna obsluhuje několik různých senzorů, je tedy možné jejich obsluhu zapnout či
vypnout pomocí příslušné Start/Stop metody. Je také možné ke každému senzoru nastavit
periodu obsluhy pomocí příslušného timeru.
5.5.3 Distance
Knihovna Distance realizuje obsluhu senzorů, ze kterých je možné získat libovolnou vzdá-
lenost.
Jedná se tedy o ultrazvukový dálkoměr a inkrementální čítače, ze kterých jsme schopni
vypočíst ujetou vzdálenost libovolného kola.
Čítače
Každému kolu je přiřazen jeden čítač. K těmto čítačům není umožněn přímý přístup z pro-
gramu, ale pouze skrze nadřazenou třídu Odometric.
Tato knihovna nám poskytuje rozhraní pro ovládání čítačů. Do tohoto ovládání lze
zahrnout definici ujeté vzdálenosti, případně úhlu otočení v určitém směru. Po dosažení
nastavené hodnoty je vyvolán event PositionSet(), který je možné si registrovat dle po-
třeby.
Ultrazvukový dálkoměr
Třídu obsluhující dálkoměr je možné využívat dvěma způsoby.
• Autonomní režim, s rozesíláním vzdálenosti.
• Řízený přístup k dálkoměru.
V Autonomním režimu je neustále měřena vzdálenost a naměřená každá hodnota je
rozesílána registrovaným příjemcům pomocí eventu.
V režimu řízeného přístupu je z dálkoměru vyčtena vzdálenost pouze na vyžádání volá-
ním metody int Check(), která navrací naměřenou vzdálenost.
Veškeré změřené vzdálenosti jsou vždy udávány v centimetrech.
5.5.4 Drive
Knihovna Drive poskytuje rozhraní pro ovládání motorů robota. Není tedy nutné znát
principy ovládání diferenciálního podvozku.
Je zde implementována třída DriveControl, ve které jsou implementovány metody pro
změnu pohybu.
• Forward(speed) Robot pojede vpřed definovanou rychlostí
• Backward(speed) Robot pojede vzad danou rychlostí
• TurnLeft(delta) Robot začne zatáčet vlevo. Se zvyšující se hodnotou delta bude
poloměr otáčení nižší.
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• TurnRight(delta) Robot začne zatáčet vpravo. Se zvyšující se hodnotou delta bude
poloměr otáčení nižší
• AddLeft(delta) a AddRight(delta) Pro použití těchto funkcí je již nutné chápat,
alespoň základy diferenciálního řízení. Funkce zrychlí levé nebo pravé kolo o danou
rychlost.
• SubLeft(delta) a SubRight(delta) Pro použití těchto funkcí je již nutné chápat,
alespoň základy diferenciálního řízení. Funkce zpomalí levé nebo pravé kolo o danou
rychlost.
• Stop() Nouzové zastavení robota.
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Kapitola 6
Baterie
Pro nezávislý pohyb robota po ringu, případně na jiném hřišti, je potřeba do těla robota
umístit baterie. Ty budou dodávat energii pro mikrokontrolér i pro motory. Pro každou
soutěž jsou udávány jiná omezení a pokud chceme platformu využít pro více soutěží, musíme
najít takové parametry těla robota, které vyhoví všem kritériím.
Při výběru baterií existuje mnoho možností, které můžeme využít, a je tedy nutné vybrat
baterie s vhodnými parametry. Zároveň musíme brát v potaz možné nárazy od soupeře, a
tak zvolit vhodné umístění a upevnění baterií. 1
6.1 Alkalické
Alkalické baterie jsou zdrojem elektrické energie založené na chemické reakci. Chemická
reakce probíhá mezi anodou ze zinku v elektrolytu a katodou z oxidu manganičitého. Při
této chemické reakci dochází k nevratné degradaci článku a zároveň vzniká elektrický proud.
Oproti starším bateriím založených na reakci zinku a uhlíku mají alkalické baterie delší
životnost a můžeme je zatížit odběrem většího proudu.
I když bylo řečeno, že při vybíjení primárního článku dochází vlivem chemické reakce
k nevratnému poškození článku, přišla v roce 2010 společnost EVOLVE s nabíječkou[13],
která je schopna nabít i alkalické baterie. Stále však nebylo možné nabíjet všechny baterie
a nabití nebylo vhodné pro baterie, které byly pomalu vybíjeny. Pro pomalé vybíjení jsou
však alkalické baterie nejvhodnější.
Takováto nabíječka však přišla příliš pozdě neboť už v té době byly na trhu nabíjecí
články za cenu blížící se alkalickým bateriím. A díky nemožnosti nabít baterie z ovladačů a
jiných zařízení s malým dlouhodobým odběrem, kde je použití alkalických baterií nejčastější,
nebyla tato nabíječka silněji rozšířena.
6.2 NiMH a NiCd
Nikl-MetalHydrid akumulátory jsou aktuálně nejrozšířenějším typem akumulátorů ve stej-
ném pouzdře jako běžné alkalické baterie, a tak se v mnoha ohledech stávají náhradou za
jednorázové baterie.
Oba typy akumulátorů však trpí takzvaným paměťovým efektem [25]. Tento efekt způ-
sobuje snižování kapacity akumulátoru z důvodu špatné péče o akumulátor. Při správném
zacházení s akumulátorem by se měl paměťový efekt projevit minimálně. Je tedy více než
1Ukázky baterií a držáků převzaty z www.gme.cz
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vhodné baterii vždy co nejvíce vybít a následně nabít na plnou kapacitu. Paměťový efekt
lze eliminovat vybitím akumulátoru pod 1V a jeho následný, nabitím.
Rozdíl NiCd[2] a NiMH[3] je samozřejmě ve složení elektrolytu. V případě NiCd aku-
mulátorů obsahuje elektrolyt toxické kadmium a z tohoto důvodu se od používání NiCd
ustupuje. Další výhodou NiMH článků je přibližně dvojnásobná kapacita oproti kadmio-
vým [25]. NiMH akumulátory je nutné skladovat nabité a průběžně kontrolovat jejich nabití,
neboť trpí poměrně velkým samovybíjením.
Oba typy článků mají jmenovité napětí přibližně 1, 2V a při 1V jsou tyto články již
vybité. Články se vyrábějí s kapacitou až 3000 mAh.
I přes popsané nevýhody jsou články typu NiMH vhodné pro použití v navrhovaném
robotu. Díky podobnému jmenovitému napětí je možné navrhnout robota pro použití jak
NiCd a NiMH akumulátorů, tak běžných jednorázových baterií.
6.3 LiPol a LiIon
Lithiové akumulátory patří mezi novější typy. Na rozdíl od niklových akumulátorů nemají
tak vysoké samovybíjení (mezi 10% a 15% za půl roku [25]) a prakticky u nich nenastává
paměťový efekt.
Napětí jednoho lithiového akumulátoru je 3, 6V −3, 7V . Akumulátory jsou však choulos-
tivé na přílišné podbíjení i přebíjení. Je tedy vhodné akumulátory skladovat nabité, klesne-li
napětí pod kritickou mez, může dojít k nevratnému poškození článku.
Akumulátory LiPol[1] mají větší proudovou tvrdost než LiIon. Některé typy LiPol větši-
nou označované SHD jsou schopny dodávat krátkodobě až násobky vlastní kapacity. Pro
příklad 3000mAh akumulátory typu SHD s označením 10C jsou schopny krátkodobě dodat
až 30A. Další výhodou LiPol oproti LiIon je také skutečnost, že nemusejí být zabaleny v
kovovém pouzdře a tak je možné vyrobit je v téměř libovolném tvaru, čehož je využíváno
v mobilních zařízeních, kde jsou baterie tvarovány co nejvhodněji pro dané zařízení.
6.4 Další typy baterií
Existuje samozřejmě i mnoho dalších typů akumulátorů. Jen ve zkratce můžeme zmínit olo-
věné, které se používají v automobilech pro jejich schopnost dodat velké proudy v krátkém
časovém horizontu.
Další jsou například LiFePO4, které jsou v posledních letech využívány v elektromo-
bilech jako zdroj energie pro motory. Tyto baterie dosahují vysoké hustoty energie a mají
téměř ideální vybíjecí křivku. Oblíbené jsou také díky své nízké ceně.
V posledních letech se velké vědecké skupiny zaměřují právě na vývoj nových druhů
akumulátorů, které by bylo možné využít v automobilech. Pro naše potřeby jsou však
tyto akumulátory buď příliš těžké, nebo je nutná výroba akumulátoru v určité minimální
velikosti, která už přesahuje možnosti umístění na robotu.
6.5 Upevnění baterií
Baterie můžeme upevnit několika různými způsoby. Každé upevnění má své výhody i ne-
výhody, mezi které můžeme počítat pevnost, vyměnitelnost a přístupnost k jednotlivým
článkům.
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6.5.1 Pevné baterie
Výhoda pevně montovaných baterií je v podstatě nereálné odpadnutí od těla robota. Tyto
byterie se vyrábějí v mnoha různých velikostech a kapacitě. Samozřejmě si můžeme vybrat
i typ baterie NiMH nebo LiIon.
Nevýhodou pro naše využití je však nutnost nabíjet akumulátory přímo v místě montáže.
Tedy nemůžeme akumulátory jednoduše vyměňovat za plně nabité a jsme odkázáni na jejich
kapacitu. V případě vybití se akumulátory nabíjejí nezanedbatelnou dobu. Tuto dobu však
můžeme zanedbat u akumulátorů LiIon, neboť je můžeme nabíjet v libovolném stádiu vybití
a není nutné je nabíjet do plné kapacity. Mohli bychom je tedy napojit na adaptér mezi
jednotlivými koly soutěže bez ohledu na jejich aktuální stav.
K vestavěným akumulátorům je vhodné navrhnout logiku nabíjení přímo do těla robota,
což mírně zkomplikuje návrh a prodraží cenu robota.
Akumulátory do DPS se vyrábějí s různým výstupním napětím, což by nám umožnilo
snížit hmotnost robota využitím akumulátorů s vyšším výstupním napětím. Tyto baterie,
ale nejsou vhodné pro časté nabíjení a relativně velké odběry proudu. Z důvodu přítomnosti
DC motorů na robotu a jejich odběru proudu, tedy není vhodné tyto akumulátory použít.
Takovéto akumulátory můžeme využít například jako záložní zdroj pro RTC, případně
pro udržení dat ve volatilní paměti, po dobu výpadku napájecího napětí.
Na druhou stranu existují i akumulátory s páskovými vývody, které mají výstupní napětí
3, 7V a kapacitu přes 2000mAh. Obvykle jsou to akumulátory vyrobené technologií LiIon
případně LiPol a jejich parametry by tedy byli pro naše použití velmi vhodné. Takovéto
akumulátory se však prodávají za násobně vyšší cenu než standardní AAA akumulátory a
použití by bylo nerentabilní.
Obrázek 6.1: Ukázka akumulátoru pro montáž do DPS
6.5.2 Baterie ve výměnných blocích
Baterie ve výměnných blocích se velmi často využívají v modelářství pro napájení RC mo-
delů. Bloky se vyrábějí v mnoha různých provedeních. Jako základní provedení můžeme
uvést využití standardních AAA akumulátorů vestavěných do nosné konstrukce. Tento ce-
lek má pak pouze dva vývody, ty jsou realizovány pomocí dvou vodičů, které mohou být
zakončeny konektorem se zámkem. Takto vyrobený blok je cenově srovnatelný s ekvivalent-
ním počtem akumulátorů daného typu. Výstupní napětí takovýchto bloků je ekvivalentní
napětí stejného množství stejně zapojených akumulátorů.
Další možností jsou modelářské akumulátorové bloky. Tyto již nejsou sestavovány ze
základních článků, ale mají specifický tvar pro různá určení. Vyrábějí se bloky pro mikro-
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modely s výstupním napětím 3, 7V a kapacitou okolo 150mAh. Na druhé straně jsou bloky
s napětím 22, 2V a kapacitou převyšující 5000mAh. Pro naše využití by bylo vhodné využít
akumulátor s napětím 6, 6V a kapacitou alespoň 1000mAh obrázek 6.2.
Obrázek 6.2: Ukázka akumulátorového bloku pro RC [7]
Pro naše využití je tedy vhodný například akupack se šesti základními akumulátory
uspořádanými paralelně v jedné řadě obrázek 6.3. Pro toto použití mají bateriové bloky
jednu nevýhodu a tou je jejich upevnění ke konstrukci. Pro tuto platformu je plánováno
využití desek plošných spojů zároveň jako konstrukčního prvku bez dalších prvků. Abychom
mohli do robota umístit takovýto blok, bylo by nutné navrhnou jeho pevný úchyt tak,
aby nepřekážel v pohybu robota a zároveň příliš nezvyšoval váhu robota. Jako další je
nutné zajistit možnost nabíjení takového bloku. Tedy zakoupit nabíječku, která dokáže
takto sestavený blok nabíjet. Nejen tyto skutečnosti vedly k zamítnutí bateriových bloků
jako primárního zdroje energie pro robota.
Obrázek 6.3: Ukázka akumulátorového bloku z článků [7]
6.5.3 Baterie ve slotech
Upevnit na tělo robota sloty, ve kterých bude možná jednoduchá výměna jednotlivých
článků se jevila jako nejlepší řešení. Pokud upevníme plastové držáky 6.4 přímo na tělo ro-
bota. Dosáhneme jednoduché výměny článků, možnosti nabíjet akumulátory mimo robota a
zároveň patří tato konstrukce mezi nejlevnější. Pokud bychom však použili plastové držáky,
mohli bychom do spodní části robota umístit maximálně 4 kusy akumulátorů. Při správném
zapojení bychom získali výstupní napětí o maximální hodnotě 6V a to jen v případě využití
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alkalických baterií. Pokud bychom využili nabíjecích akumulátorů s maximálním napětím
1, 2V pak by výstupní napětí takovéhoto modulu dosáhlo pouze na 5V což je hraniční na-
pětí pro napájení motorů a zároveň nejnižší možné napětí pro vstup stabilizátoru, na jehož
výstupu je 3, 3V pro napájení EMX modulu.
Obrázek 6.4: Plastový držák baterií
Druhou a pro cílové použití zvolenou možností, bylo využití samostatných kovových
držáků 6.5. Vhodným rozmístěním článků a tomu odpovídající umístění držáků baterií
nám umožnilo do spodní části robotu upevnit šest kusů akumulátorů. Při správném zapo-
jení daných článků jsme schopni získat 9V za použití alkalických baterií, případně 7, 2V
s použitím nabíjecích akumulátorových článků. Takováto napětí už postačují pro napájení
všech periferií umístěných na robotu. V takovémto uspořádání získáváme výhodu rychlé
výměny článků a zároveň pevnost uchycení jednotlivých částí.
Jako jistou nevýhodu však lze považovat velkou členitost takto navrženého bloku baterií.
Různé výstupky by se teoreticky mohli zachytávat za nerovnosti podložky. Uvědomíme-li si
fakt, že v soutěžích, pro které je robot konstruován, je ring, případně hřiště, konstruováno
jako jednolitá plocha bez výstupků, za které by se mohl robot zachytit, je tato nevýhoda
pouze teoretická.
Obrázek 6.5: Kovový držák baterií
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Kapitola 7
Návrh těla robota
Jak již bylo zmíněno dříve, tělo robota je navrženo jen z desek plošných spojů. Tato kon-
strukce je dostatečně pevná a umožňuje nám přímou montáž elektronických komponent
na tělo robota. Jako další přednost tohoto řešení lze považovat nepotřebnost speciálního
strojního vybavení pro výrobu těla robota.
7.1 Zaměnitelnost dílů
Robot byl navrhován s ohledem na zaměnitelnost dílů. Tato předpokládaná jednoduchá
zaměnitelnost bez nářadí se však ukázala jako limitující faktor pro pevnost konstrukce. Z
tohoto důvodu byl zvolen kompromis a je možnost zaměňovat pouze svrchní díl, na kterém
je kompletní logika. Další odnímatelnou částí je sonar v přední části. Výhoda odnímatelného
sonaru je však sporná, pokud nelze vyjmou i přední panel a změnit tak kompletní funkčnost
přední části robota.
Pokud bude nutné vyměnit libovolný jiný díl, je nutné použít minimálně pájecí stanici
pro vypájení propojek mezi panely.
V případě nepotřebnosti vysoké pevnosti konstrukce, jako například v soutěži Line-
Follower a RoboCarts je možné robota sestrojit rozebíratelného a získat tak výhodu rychlých
oprav výměnným způsobem a případnou možnost záměny funkcí na panelech.
Propoje mezi panely by na takovémto robotu byly realizovány pomocí dutinkových a
kolíkových lišt, které by do sebe zapadaly. Funkčnost celého robota by tedy zůstala nezmě-
něna, avšak došlo by ke zvětšení robota v určitých rozměrech.
To, které rozměry by se změnily by určovalo umístění, a volba lišt. Robot tedy může
nepříznivě růst jak do výšky tak šířky, ale druhý rozměr zůstává nezměněn. Na toto je nutné
brát ohled, neboť například v RoboCarts jsme omezeni ve všech směrech. Je totiž nutné
robota umístit do startovního boxu o přesně stanovených rozměrech.
7.2 Oddělený blok baterií
Jak již bylo nastíněno dříve, bylo počítáno s rozebíratelnou konstrukcí, a tedy i s výměnným
blokem baterií. V prvním návrhu bylo tedy počítáno se zastavěnými bateriemi NiMh. K
takovémuto bloku baterií by bylo třeba sestrojit nabíječku. Vestavěné baterie by zaručily
nemožnost uvolnění jednotlivých baterií.
Nemožnost oddělit baterie od těla, lze považovat za velkou výhodu při soutěži minisumo,
ve které dochází k přímým střetům robotů, díky kterým se mohou baterie uvolnit.
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Vzhledem ke koncové koncepci polo-rozebíratelného těla robota, nebylo možné využít
pevné baterie z důvodu dlouhého nabíjení a nutnosti měnit velkou část robota, což je při
soutěži nepřípustné. Pokud bychom chtěli využít pevných baterií, museli bychom do těla
zastavět dostatečnou kapacitu baterií pro celý turnaj nebo přímo do těla robota zastavět
nabíječku. Nabíječka v těle robota by sice řešila dobíjení baterií a možnost využít nižší
kapacity. Avšak vzhledem k vlastnostem NiMH baterií a jejich paměťovému efektu, by
docházelo k degradaci baterií velmi rychle.
Z výše uvedených důvodů je v konečném těle robota vestavěno šest pozic pro umístění
AAA baterií. Tímto uspořádáním můžeme využít nabíjecích akumulátorů. Tyto akumulá-
tory jsme však schopni nabíjet v externím zařízení. Další možností je využít alkalických
baterií, u kterých však přicházíme o možnost následného nabíjení, a je tedy nutné počítat
s vyšší spotřebou baterií. Výhodou alkalických baterií je vyšší napětí a u některých i vyšší
kapacita. Pokud budeme uvažovat standardní alkalické baterie s napětím 1, 5V , budou nám
stačit 4 pro provoz robota. Limitujícím prvkem napájení je v robotu můstek L293[9], který
má minimální napájecí napětí 4, 5V .
Díky možnosti výměny baterií kus za kus, můžeme mít dostatečnou rezervu kapacity
mimo zařízení, neboť výměna baterií je ve hře minisumo v době mezi zápasy povolena.
Robot se před každým zápasem podrobuje zevrubné prohlídce a kontrole všech limitů k
dané kategorii. Při této prohlídce je kontrolováno zda na robotu nedošlo k nedovoleným
změnám.
7.3 Rozebíratelnost
U soutěže minisumo může docházet k nárazům a následným poruchám robotu. Tyto poruchy
je nutné mezi jednotlivými souboji operativně opravit. Je tedy vhodné mít možnost dostat
se ke všem částem robota, ať už z vnější či vnitřní strany.
Možnost oprav byla tedy hlavním důvodem zanechat alespoň odnímatelnou svrchní část
robota. Po odejmutí svrchní části získáváme přístup ke všem panelům z vnitřní strany a
také k motorům robota. V poslední verzi jsou motory upevněny pomocí tavného lepidla.
Toto upevnění není vhodné z důvodu nemožné rychlé výměny. V prvotním projektu byly
projektovány montážní díry pro upevnění motoru pomocí šroubů. Při výrobě postranních
panelů však byly tyto montážní díry upraveny z důvodu nedostatečného odstupu od vodi-
vých cest. Výrobce plošných spojů o úpravě informoval s předstihem a požadoval schválení.
Bohužel došlo k vzájemnému nepochopení, a tak byli díry upraveny nevhodně, není tedy
možné vybraný typ motoru do těchto děr upevnit.
7.4 Servisní přístup
Při soutěži minisumo i při běžném provozu robota je možnost servisu jednotlivých periferií
potřebný. Ať už z důvodu výměny, kontroly či jen běžné údržby. U navrhovaného robota
je možnost odejmout svrchní desku s logikou a takto vzniklým otvorem máme přístup ke
všem prvkům robota, které mohou být teoreticky problémové.
U soutěže minisumo je doporučováno dovažovat robota co nejblíže pod dovolenou hmot-
nost robota. Robot popisovaný v textu má základní váhu se všemi periferiemi 330 gramů.
Před soutěží tedy můžeme do těla robota umístit závaží o hmotnosti až 170 gramů, díky
kterým můžeme naplno využít povolené hmotnosti pro dobrou adhezi.
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7.5 Deska plošných spojů s řízením
Jak již bylo zmíněno, robot je navrhován jako několik nezávislých panelů. Jedná se o celkem
šest panelů, kdy boční panely jsou navrženy jako panely pro umístění akčních členů, senzorů
a propojení desek, spodní deska je pro upevnění baterií. Svrchní deska je osazena řídící
logikou a veškerými potřebnými konektory.
Na svrchní desce je umístěn i konektor pro připojení MEMS modulu, na kterém jsou
osazeny všechny akcelerometry a gyroskopy.
Obrázek 7.1: Svrchní část robota s logikou
7.5.1 Konektor pro připojení k místní síti
EMX modul obsahuje přímou podporu pro ethernet. Skrze toto připojení je možné sa-
mozřejmě uskutečnit běžnou komunikaci, kterou je možné například vzdáleně ovládat ro-
bota.
Další možností jak využít toto rozhraní je zasílání debug výpisů nebo aktuálního stavu
robota. Tyto informace můžeme následně využít pro diagnostiku robota, případně pro různá
vylepšení.
Je zřejmé, že pevné připojení do sítě není nejpraktičtější. Existuje zde však možnost
zakoupit modul[15], který převádí Ethernetovou komunikaci na Wi-Fi a díky tomu získá-
váme bezdrátové spojení. Samozřejmě by bylo možné do další verze robota implementovat
přímou podporu Wi-Fi nebo Bluetooth pomocí různých modulů.
Knihovna pro vzdálené ovládání robota není součástí této práce.
7.5.2 Slot pro MicroSD kartu
NETMF standardně podporuje karty typu SD až do velikosti 2GB. Zároveň je EMX modul
osazen čipem, který obsahuje hardwarovou podporu pro obsluhu karet stejného typu. Nic
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tedy nebránilo tomu, umístit přímo na robota slot pro daný typ karet.
Na kartu můžeme uložit různé konfigurační soubory, podle kterých se bude robot ná-
sledně řídit. Případně můžeme na SD kartu zapisovat informace o běhu robota, které
můžeme následně využít pro ladění, případně zjištění chyby. Do tohoto úložiště můžeme
nahrát i knihovny s kódem, které můžeme nahrávat za běhu do mikroprocesoru a tak uše-
třit místo v paměti procesoru, které je vyhrazené pro uživatelský kód. U EMX modulu toto
však není potřebné, neboť jsou zde přístupné 4MB pro uživatelský kód.
7.5.3 Mikro USB
Samozřejmostí je vyvedení rozhraní, skrze které jsme schopni nahrávat nový program a
tento ladit. Standardním rozhraním pro komunikaci vývojového prostředí a mikroprocesoru
v NETMF je považováno USB. Skrze toto rozhraní můžeme do mikrokontroléru nahrávat
i případné aktualizace NETMF vydaného pro daný mikročip.
Komunikace s mikrokontrolérem může probíhat i skrze sériový port. Při použití sériového
rozhraní, ale přicházíme o možnost použití mnoha nástrojů, které nám tento framework
poskytuje.
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Kapitola 8
Program pro minisumo
Primárním určením platformy jsou soutěže autonomních robotů minisumo. S ohledem na
tuto skutečnost byl celý robot navrhován a konstruován. Pro ostatní soutěže, pro které je
tento robot použitelný, většinou potřebují pouze některé senzory ze hry minisumo. Případně
se jedná o minimální úpravu návrhu a konstrukce.
Ve hře minisumo se využívá největší část ze senzorů na robotu, a to
• Sonar pro určování vzdálenosti soupeře a jeho vyhledání v ringu
• Akcelerometry pro detekci nárazu soupeře do robota, na základě kterého můžeme
změnit chování.
• Optické reflexivní závory pro detekci ringu. Pro minisumo jsou využity pouze čtyři
rohové senzory. Zbylé tři přední senzory je zbytečné využívat, neboť ring je kruhový a
tak se vždy nejprve detekuje okraj na některém z rohových senzorů a až následně by
byl detekován na vnitřních senzorech. Kontrolou třech senzorů tedy ušetříme přibližně
2ms, které můžeme využít pro čtení hodnot v akcelerometrech.
• Dotyková Tlačítka pro detekci soupeře. Jedná se v podstatě o záložní systém, pokud
bychom nedetekovali náraz z akcelerometru.
8.1 Řízení
Event driven řízení je založeno na reakci na vnější podnět. V našem případě tedy reakcí
na poslední hodnoty získané ze senzorů. V programování softwaru se za event driven ří-
zení pokládá jakákoliv reakce na stisk tlačítka myši, klepnutí na klávesu, případně příchod
zprávy skrze nějaké rozhraní. V robotice však nepředpokládáme uživatelské vstupy pomocí
klávesnice či myši a event driven řízení v tomto ohledu je tedy nereálné.
8.1.1 Hierarchické paradigma
V robotice existuje hierarchické paradigma[26] a několik dalších. V hierarchickém paradig-
matu bychom museli řešit znalost otevřeného systému. Toto řízení předpokládá neměnné
prostředí po dobu vykonávání příkazu. Postup vykonání jednoho příkazu je tedy vždy stejný
a v průběhu vykonávání nemůže být přerušen vnějším vlivem. Postup výběru a provedení
úkonu je tedy v hierarchickém paradigmatu následující.
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• Snímání okolí
Robot postupně zjistí hodnoty ze všech svých senzorů.
• Vytvoření obrazu a zjištění stavu okolí
Ze získaných hodnot ze senzorů se robot snaží zjistit aktuální stav okolí, které dokázal
prozkoumat pomocí senzorů a sestaví si model okolí, ve které může následně plánovat
své budoucí jednání.
• Plánování
Ve vytvořené mapě okolí robot vyhledá nejvhodnější možnost, kterou může vykonat.
• Vykonání
Robot postupně provede všechny úkony, které jsou ve vybraném plánu definované.
Pro vykonání jednotlivých příkazů využívá efektorů. Efektory jsou části robota, díky
kterými může ovlivňovat okolí. Mezi efektory patří například motory, světelné efekty
či siréna. Po vykonání plánu se robot vrátí ke snímání okolí a celý proces se opakuje.
8.1.2 Reaktivní paradigma
V robotice však také existuje event driven řízení. Zde je však nazváno reaktivním para-
digmatem[26]. Základním vzorem pro reaktivní paradigma je biologie a chování zvířat v
přírodě. Reaktivní paradigma si tedy nevytváří kompletní model okolního světa, ale za-
jímá se pouze o hodnoty v bezprostředním okolí, které mohou robota ovlivňovat. Robot
tedy nevytváří žádný model, ale vykonává stále stejný plán, dokud nedojde ke změně okolí,
která zapříčiní změnu plánu. V případě našeho robota a hře minisumo můžeme uvažovat
následující chování.
• V dosahu sonaru se vyskytuje protivník.
• Robot se tedy rozhodne jet proti němu jízdou vpřed.
• Budeme li předpokládat, že protivník se nepohybuje je jediným vstupem ze senzoru,
který změní chování najetí na okraj ringu.
• Robot narazil jedním ze svých senzorů na okraj ringu. V této chvíli dojde k výběru
nového plánu podle místa detekce okraje ringu, aby robot nevyjel z ringu ven.
Takovéto paradigma je tedy pro soutěž minisumo ideální, neboť reaguje co možná nejdříve
na nastalou situaci, která nás může stát vítězství. Pokud bychom totiž ve hře minisumo
použili hierarchického paradigma, docházelo by k velkým prodlevám mezi snímáním okolí
a vykonání změněného plánu. Zároveň bychom nebyli schopni detekovat vzdálenost okraje
ringu, a tak bychom nemohli plánovat maximální vzdálenost pojezdu a robot by mohl sám
bez přičinění soupeře vyjet z kruhu.
8.2 Využití návrhových vzorů
Při navrhování chování robota bylo využito návrhového vzoru[24] State Machine ve verzi
s kontextem. Kontext automatu shromažďuje všechny výstupy ze senzorů, které následně
předává do aktuálního stavu.
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Model stavového automatu s kontextem byl zvolen především z důvodu rychlosti pře-
pínání stavů. Pokud bychom při přepínání stavů zaměňovali reference všech funkcí a nu-
ceně odregistrovávali události starého stavu a stejné události následně registrovaly v novém
stavu, zabralo by přepnutí stavu nezanedbatelný čas. V případě s kontextem tedy pouze
zaměníme referenci na aktuální stav. V tomto případě musí všechny stavy buďto implemen-
tovat určité rozhraní nebo být potomkem obecné třídy State.
V projektu je využito dědičnosti od obecné třídy State, která má definovány virtuální
metody. Některé virtuální metody mají již vyplněnu část kódu, která je kritická ať je au-
tomat v libovolném stavu. Nejsme tedy nuceni ve všech případných stavech implementovat
například reakci na detekování okraje ringu.
8.3 Návrh stavového automatu
Chování robota je popsáno jako stavový automat. V každém stavu automatu robot reaguje
na hodnoty senzorů různě. Například ve stavu vytlačování soupeře z ringu se kontroluje pří-
tomnost soupeře před robotem, ale zanedbávají se hodnoty z akcelerometrů. Tyto hodnoty
mohou být značně zkresleny z důvodu snahy soupeře uniknout a vyhnout se tak vytlačení
z ringu.
Ve stavovém automatu jsou navrženy pouze tři stavy. Tato jednoduchost vyplývá ze
samotné soutěže minisumo. V soutěži je nutné kontrolovat a ošetřovat v podstatě pouze
tyto tři stavy, které jsou definovány stavovým diagramem 8.1.
8.3.1 Implementace kontextu
Kontext v našem stavovém automatu udržuje instance všech periferií a také instanci aktu-
álního stavu automatu. Mezi instance periferií patří
• Objekt pro řízení motorů
• Objekt pro optické závory
• Objekt pro obsluhu ultrazvukového dálkoměru
• Objekt pro obsluhu MEMS modulu
Každý objekt tak spravuje právě jednu periferii a jsou na sobě navzájem nezávislé.
Po vytvoření instance kontextu jsou vytvořeny i instance pro jednotlivé periferie. Po-
kud se jedná o vstupní zařízení, je v dané instanci spuštěna čtecí smyčka, která běží v
samostatném vlákně.
Díky vláknům nemusíme v kontextu neustále žádat o data z daných modulů. Data z
vstupních periferií přicházejí asynchronně na základě zaregistrovaných událostí. Pro příklad
můžeme uvést registraci události.
Sonar.WaitingForDistance += new NativeEventHandler(Sonar_WaitingForDistance);
Tato je vyvolána vždy, když instance pro práci s dálkoměrem čeká na vyhodnocení měření.
V kontextu jsou tedy implementovány všechny funkce, které jsou registrovány na udá-
losti jednotlivých periferií. Pokud je ve kterékoliv periferii dokončeno čtení hodnot ze
vstupů, jsou hodnoty vyslány pomocí události, kterou jsme registrovali v kontextu. Kontext
data přijme a vyvolá funkci aktuálního stavu, pro které jsou daná data relevantní.
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Obrázek 8.1: Stavový automat minisumo
Události jsou registrovány přímo do kontextu především časové úspory při vykonávání
kódu. V takovémto uspořádání provedeme registraci událostí pouze jednou a data do příslu-
šného stavu předáváme pouze referencí bez nutnosti přeregistrace. Pokud bychom chtěli
události registrovat přímo do aktuálního stavu, museli bychom s každou změnou stavu od-
registrovat všechny události ze stavu starého a následně je registrovat do stavu nového.
Registrace události je však asynchronní událost a může být přerušena například vyvolá-
ním přerušení na nějakém portu, v tomto okamžiku by bylo několik událostí neregistrováno
a data by tak byla zahazována. I samotná přeregistrace trvá nezanedbatelný čas, neboť
NETMF musí sekvenčně prohledat všechny registrace a požadovanou registraci ze seznamu
vymazat, případně do seznamu přidat.
Abychom v kontextu věděli, ve kterém stavu se aktuálně nacházíme, je zde implemen-
tována property CurrentState{get;set;}, ve které je uchováván aktuální stav. Tuto pro-
perty neměníme přímo, ale skrze setter property NextState{set;}. Při nastavování pro-
perty NextState vždy zavoláme funkci Leave; u aktuálního stavu. Následně nastavíme
aktuální stav a na aktuálním stavu zavoláme funkci StartState(Context);, která vykoná
potřebné úkony pro nastartování daného stavu.
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8.3.2 Implementace State
Třída BaseState je implementována jako abstraktní. Důvod pro toto rozhodnutí byl, že
všechny stavy mají mnoho společných rysů chování. Například detekce okraje ringu se ve
všech stavech ošetřuje stejně. Je tedy nesmyslné stejnou funkčnost implementovat v různých
třídách a zároveň je nesmysl, aby existovala třída, která by řešila pouze tyto společné stavy.
Zároveň nám abstraktní třída umožňuje sdílet stejné rozhraní všem stavům a v kontextu
tak před zavoláním určité metody nemusíme řešit typ aktuálního stavu případě existenci
volané funkce v dané instanci.
Abstraktní třída tak implementuje tyto virtuální metody
• void Leave - Funkce je volána při ukončování daného stavu. Ve funkci mohou být
definovány například stop příkazy pro motory.
• void StartState(Context) - Funkce je volána při startu daného stavu. V této funkci je
vhodné volat inicializační sekvence daného stavu.
• void OnRightShot() - Funkce pro ošetření nárazu soupeře zprava, který je detekovány
pomocí akcelerometrů.
• void OnLeftShot() - Funkce pro ošetření nárazu soupeře zleva, který je detekován
pomocí akcelerometrů.
• void OnBackShot() - Funkce pro ošetření nárazu soupeře zezadu, který je detekován
pomocí akcelerometrů.
• void FarDistanceValue(uint) - Funkce pro ošetření nepřítomnosti soupeře v zorném
poli ultrazvukového dálkoměru. Do funkce je předávána i naměřená hodnota, se kterou
je možné dále pracovat.
• void NearDistanceValue(uint) - Funkce pro ošetření přítomnosti soupeře v zorném poli
ultrazvukového dálkoměru. Do funkce je předávána i naměřená hodnota, se kterou je
možné dále pracovat.
• void OnRingFrontRight() - Funkce pro ošetření nájezdu robota na okraj ringu pravou
přední optozávorou. Tato funkce automaticky nastaví řízení podvozku tak, aby se
robot co nejlépe odchýlil od okraje ringu.
• void OnRingFrontLeft() - Funkce pro ošetření nájezdu robota na okraj ringu levou
přední optozávorou. Tato funkce automaticky nastaví řízení podvozku tak, aby se
robot co nejlépe odchýlil od okraje ringu.
• void OnRingRearRight() - Funkce pro ošetření nájezdu robota na okraj ringu pravou
zadní optozávorou. Tato funkce automaticky nastaví řízení podvozku tak, aby se robot
co nejlépe odchýlil od okraje ringu.
• void OnRingRearLeft() - Funkce pro ošetření nájezdu robota na okraj ringu levou
zadní optozávorou. Tato funkce automaticky nastaví řízení podvozku tak, aby se robot
co nejlépe odchýlil od okraje ringu.
Všechny funkce jsou implementovány jako virtuální, což vyplývá z definice abstraktní
třídy. Je tedy možné libovolnou funkci předefinovat v konkrétním stavu.
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8.3.3 Start automatu
Robot po povelu ke startu vyčká dvě a půl vteřiny a následně přejde do stavu vyhledávání
soupeře. Při spuštění tohoto stavu, je robot roztočen náhodně vlevo či vpravo. Současně s
otáčením kontroluje prostředí před sonarem.
Jakmile se robot roztočí, je vygenerován náhodný počet milisekund, ale maximálně 2
vteřiny. Po této době je provedena změna směru otáčen, Tato korekce je prováděna pře-
devším z předpokladu, že se robot může otáčet stejným směrem jak jej objíždí soupeř a
nemusel by jej tedy nikdy nalézt.
Robot se neotáčí pouze kolem své osy, ale současně opisuje malý kruh. Pohybem v kruhu
ztěžuje soupeři detekci.
8.3.4 Hledání soupeře
První, co je nutné v soutěži ošetřit, je nalezení soupeře. Při hledání soupeře využívá ro-
bot pouze sonaru a případně po nárazu soupeře do robota, je vyhodnocen směr nárazu a
tomu se přizpůsobí otáčení, případně únik robota. Samotný stav hledání soupeře přijímá
informace ze všech senzorů a reaguje na jimi dodávané hodnoty. Ve stavu hledání, můžeme
identifikovat několik událostí, na které se chování v daném stavu mírně změní. Tyto události
jsou zachyceny v diagramu 8.2.
Obrázek 8.2: Diagram užití událostí
Při hledání soupeře je samozřejmě hlídáno najetí na okraj ringu, a případně robot přejde
do stavu reakce na okraj ringu viz. kapitola 8.3.5.
Další co je třeba hlídat je náraz soupeře do těla robota. Pokud je detekován náraz
soupeře do boku robota, je náraz vyhodnocen a změní se směr otáčení do směru nárazu,
aby byl robot nalezen. Jak již bylo napsáno dříve, robot se neotáčí kolem své osy, a tak je
zároveň se změnou otáčení zajištěn i odjezd z pozice, ve které může být robot vytlačen. V
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případě nárazu zezadu se robot pokusí otočit okolo své osy, aby se dostal do pozice, kdy
může začít robota vytlačovat. Při otáčení kolem své osy dojde zároveň k vychýlení soupeře
a ten je nucen toto otáčení korigovat. Pokud soupeř nedokáže otáčení robota zkorigovat,
pak se mu s největší pravděpodobností nepodaří robota vytlačit.
8.3.5 Detekce ringu
Druhé, co musíme při soutěží hlídat a ošetřovat, je najetí na okraj ringu.
Reagovat na okraj ringu musíme ve všech stavech. Tato reakce je klíčová pro záchranu
robota před vyjetím z ringu. Pokud bychom například při vytlačování robota nekontrolo-
vali najetí na okraj ringu, mohl by robot vyjet dříve než soupeř. K takové situaci může
dojít poměrně snadno, pokud soupeř překrývá pouze část robota, ale tak podstatnou, že
je překryt sonar. V takovéto pozici by mohl robot vyjet jedním kolem z ringu dříve než
soupeř, což by znamenalo prohru.
Návrat do ringu Ve chvíli detekce ringu, je třeba robotem odjet do bezpečné vzdálenosti
od ringu. I když jsou na robotu instalovány inkrementální čítače, podle kterých bychom
mohli určit ujetou vzdálenost, je odjezd robota ošetřen časem a nikoliv vzdáleností. Vzdále-
nost, odečítaná z počtu otočení kola, je v této soutěži velmi relativní, neboť při přetlačování
robotů bude s jistotou docházet k protáčení kol.
Robot se od okraje ringu nevzdaluje s přímou trajektorií, ale v oblouku. Oblouk odjezdu
od okraje ringu je zvolen podle senzoru, na kterém byl detekován okraj ringu. Například
pokud byl okraj detekován na levé přední optické závoře, bude se robot od okraje ringu
vzdalovat couváním po oblouku jehož střed je napravo od robota. Díky obloukové trajektorii
dosáhneme lepšího vzdálení od okraje ringu, než v případě přímé trajektorie, neboť se s
mnohem větší pravděpodobností přiblížíme středu ringu.
8.3.6 Vytlačení soupeře
Poslední a neméně důležité je samotné vytlačení soupeře z ringu. Do stavu vytlačování
soupeře lze přejít z libovolného stavu a to vždy, když je vzdálenost od nalezené překážky
nižší než definovaný práh. Pro minisumo je vhodné tento práh zvolit v rozmezí 40 až 60
centimetrů. Tato vzdálenost je odvozena od šířky ringu a zároveň odvozena od skutečnosti,
že v okolí jednoho metru od okraje ringu se nesmí nacházet žádné předměty. Nemělo by
tedy docházet k falešným detekcím soupeře.
Ve stavu vytlačování soupeře se neustále kontroluje, zda je soupeř před sonarem, tedy
v nejlepší pozici, jak může být vytlačen. Pokud by soupeř odjel z laloku dálkoměru, de-
tekovaná vzdálenost by okamžitě vzrostla za určenou mez a robot přechází opět do stavu
hledání soupeře.
Optické závory jsou další senzory, které jsou v průběhu vytlačování kontrolovány. Ve
chvíli, kdy by byl detekován okraj ringu, přechází robot do stavu reakce na detekci ringu
8.3.5. Čímž je minimalizována možnost vyjetí z ringu při vytlačování soupeře a to i za cenu,
že od vytlačení soupeře z ringu scházelo několik milimetrů, které by mohl robot popojet,
aniž by se dostal svojí libovolnou částí mimo ring.
8.3.7 Cyklická obsluha I2C a MEMS
V prvním návrhu bylo počítáno s využitím několika vláken, které by nezávisle na sobě
neustále kontrolovaly jednotlivé periferie na sběrnici I2C. Vyloučení současného přístupu k
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I2C by bylo řešeno pomocí semaforů a kritických sekcí. Kritickou sekci v C# definujeme
pomocí funkce lock zapsaná v algoritmu 2.
Algoritmus 2: Struktura příkazu lock
lock (object Synchronizacni objekt) {
. . . Kritická sekce . . .
}
Obsluha kritické sekce však vyžaduje nemalý počet strojních cyklů pro vlastní obsluhu.
Naproti tomu je na robota pro hru minisumo dáván požadavek na co nejrychlejší reakce.
V ideálním případě bychom za jednu vteřinu měli stihnou podle parametrů, jednotlivých
periferií následující.
• Všechny čipy na MEMS modulu dokáží komunikovat po sběrnici I2c na frekvenci
400kHz. Tedy získání jedné hodnoty včetně uložení do proměnných v mikroprocesoru
trvá přibližně 1ms, zjištěno experimentálně. Pokud bychom tedy četli pouze z modulu
MEMS, ze kterého se získáváme patnáct hodnot, trval by jeden cyklus čtení 15ms.
Jsme tedy schopni za vteřinu provést 66 čtení.
Tento údaj však není reálný, protože po každém cyklu čtení je třeba data vyhodnotit a
případně rozeslat informace všem instancím, které mají zaregistrované dané události.
• Další periferií připojenou k I2C a využívanou ve hře minisumo je ultrazvukový dál-
koměr. Tento dálkoměr má definovaný čas, který je nutné vyčkat na případný odraz
zvukové vlny. Pro dálkoměr, využitý na této platformě, je základní nastavení 65ms,
což odpovídá vzdálenosti 6m. Z toho důvodu bylo základní nastavení změněno a byla
do dálkoměru zadána hodnota 20ms což odpovídá přibližně 2m.
Zapsání povelu pro spuštění měření do dálkoměru a vyčtení hodnot z dálkoměru trvá
shodně 1ms. Měření následně podle nastavení trvá 20ms. Při naivním použití by byla
sběrnice zablokována po dobu 22ms a přitom by byla využívána jen po dobu 2ms,
využití potenciálu sběrnice by bylo tedy ani ne 10%. Z tohoto důvodu byl zápis povelu
a čtení naměřených hodnot rozděleno do dvou nezávislých transakcí, kdy v čase měření
může sběrnici využívat jiné vlákno.
Z předešlých informací lze usoudit, že jsme schopni provést za 1s 45 měření.
Pokud zanedbáme dobu pro přepnutí threadu a obsluhu kritické sekce. A dále budeme
uvažovat ideální posloupnost komunikace na I2C. Mohli bychom za jednu sekundu provést
45 čtení hodnot z MEMS modulu a 45 měření pomocí dálkoměru.
Ideální neustále se opakující posloupnost by tedy byla.
1. Zápis povelu začátku měření na dálkoměru
2. Čtení a obsluha hodnot z MEMS
3. Čtení a obsluha hodnot z dálkoměru.
V případě, že posloupnost nedefinujeme explicitně v programu a budeme spoléhat pouze
na kritickou sekci. Nebudeme schopni využít možností sběrnice a zároveň nedosáhneme
tolika čtení hodnot ze senzorů. Jen samotná obsluha kritické sekce zabírá přibližně 5ms,
což je v našem případě velmi častého přepínání nepřípustné.
V cílové verzi programu je tedy implementováno předávání sběrnice pomocí událostí. A
to podle následujícího textového popisu případně stavového diagramu 8.3.
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Obrázek 8.3: Cyklická obsluha I2C
1. Modul pro obsluhu dálkoměru zadá příkaz do periferie, aby započala měření. Následně
modul vyvolá událost, kterou má zaregistrován modul obsluhy MEMS.
2. Modul obsluhy MEMS přijme informaci o události a spustí čtení hodnot z MEMS.
Po dokončení čtení všech hodnot z MEMS a jejich zpracování vyvolá událost, kterou
má zaregistrován modul obsluhy dálkoměru.
3. Pokud ještě nevypršel čas potřebný pro měření, vyvolá se znovu událost pro informo-
vání MEMS. V opačném případě se provede načtení dat z dálkoměru a jejich zpraco-
vání a pokračuje se bodem 1.
8.4 Zpracování dat z ultrazvukového dálkoměru
Ultrazvukový dálkoměr[5] je ve hře minisumo využíván pro hledání soupeře. Aby byla de-
tekce soupeře co nejspolehlivější, je třeba získávat hodnoty z dálkoměru co nejčastěji. Jak
již bylo definováno dříve, tak mezi spuštěním měření a možností vyčtení hodnoty, je třeba
určitý čas vyčkat. Tento čas pro čekání je definovatelný a v našem případě je nastaven na
hodnotu 20ms. V ideálním případě bychom tedy každých 20ms vyčetli hodnoty ze sonaru
a ihned zadali příkaz k dalšímu měření.
Jak již bylo popsáno dříve, je čas čekání na výsledek využit pro ostatní periferie. Im-
plementace jednoho čtení je uvedena níže 3.
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Algoritmus 3: Implementace jednoho čtení s čekáním
while ((DateTime.Now - startWaiting).Milliseconds <70) {
if( WaitingForDistance != null ){
WaitingForDistance(0, 0, DateTime.Now);
}
else{
Thread.Sleep(10);
}
}
V dálkoměru můžeme definovat jednotky, ve kterých má vracet naměřenou hodnotu. Na
výběr máme centimetry, palce a případně čas ozvěny. Pro jednoduché použití bylo v tomto
projektu využito centimetrů. Abychom však dokázali získat i největší možnou vzdálenost,
která je 6000cm. Musíme z dálkoměru číst dva osmibitové registry, které následně uložíme
do jednoho šestnáctibitového.
Po přečtení a zpracování osmibitových registrů, je vyvolána událost načtených dat. Tuto
událost má registrována instance kontextu. V kontextu proběhne porovnání s prahem, který
definuje přítomnost soupeře.
Abychom eliminovali chybu měření je v porovnání implementována 10% hystereze. Ve
výchozí verzi je práh detekce soupeře nastaven na 30cm. Tato hystereze znamená, že dete-
kovaná vzdálenost v intervalu (0− 27〉cm je vyhodnocena jako přítomnost soupeře, nulová
hodnota je vyloučena z intervalu, neboť nulou je definováno neplatné měření. Hodnota v
intervalu 〈33−∞)cm je naopak detekována jako nepřítomnost soupeře. V případě, že na-
měřená hodnota, nepřísluší do žádného intervalu, je ignorována a pro aktuální stav robota
tak nepředstavuje žádnou relevantní informaci.
Pro každý interval jsou v základním stavu, od kterého jsou odvozeny všechny ostatní
stavy, definovány dvě metody.
Pro detekci malé vzdálenosti je definována jako NearDistanceValue(distance) a pro
velkou naměřenou vzdálenost je definována FarDistanceValue(distance). Do uvedených
metod jsou předávány i aktuální naměřené hodnoty, aby bylo možné přesněji definovat
chování v konkrétním stavu. V poslední implementaci však nebylo možnosti upravit chování
podle předané hodnoty využito. Předpis metody však nebyl měněn, neboť reálný provoz
robota může odhalit stavy, ve kterých by bylo vhodné této možnosti využít.
Aby nebylo nutné implementovat danou funkčnost v každém konkrétním stavu. Jsou
obecné vzory chování definovány již v abstraktní třídě.
8.5 Výpočet hodnot akcelerometrů
Objekt pro obsluhu modulu MEMS je navržen jako nezávislá jednotka, která s každou
vyčtenou hodnotou přesahující zadaný práh, v absolutní hodnotě, vyvolá událost, která in-
formuje všechny zaregistrované o dané události. Pokud by tedy byla jako hranice definována
hodnota nula, registrované funkce by získávaly veškeré vyčtené hodnoty.
Pro použití ve hře minisumo jsou však skutečné hodnoty irelevantní a zajímavé jsou pro
nás hodnoty pouze ve chvíli, kdy naměřená hodnota v libovolném směru přesáhne hodnotu
prahu. V danou chvíli přijme kontext skrze zaregistrovanou událost informaci o překročení
prahu a může si z instance MEMS vyčíst skutečnou hodnotu.
U modulu MEMS si můžeme registrovat nezávisle na sobě překročení prahu ve třech
osách a díky tomu už na základě přijaté zprávy vědět ve které ose je práh překročen. Toto se
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nám hodí pro rychlé zpracování například ve chvíli vytlačování soupeře, kdy stav zanedbává
překročení prahu v ose Y, což jsou nárazy zepředu a zezadu.
Poté co kontext vyhodnotí přesný směr v dané ose podle znaménka získané hodnoty,
je zavolána příslušná metoda aktuálního stavu, která ošetří chování robota na základě
přijatých dat.
8.6 Získávání hodnot z optosenzorů
Obsluha optosenzorů je implementována taktéž jako samostatný modul. Pro získávání dat z
optosenzorů je opět využito cyklického vyčítání v samostatném vlákně. Toto vlákno neběží
neustále, ale je periodicky probouzeno. Periodu probouzení definujeme při spuštění modulu.
V základním nastavení je definována perioda na 10ms, což umožní přepínání mezi vlákny
a zároveň bude perioda dostatečně krátká, aby byl zachycen případný okraj ringu.
Po spuštění měření je nejprve vyčten vzorek dat ze senzorů a jejich průměrná hodnota
se prohlásí za hodnotu podloží. Tato hodnota se následně bude aktualizovat s každým
přečtením a to podle vzorce podlozi = 0.8 · old + 0.2 · current. Díky této aktualizaci jsme
schopni odfiltrovat možné změny na porchu ringu způsobené například nestejnoměrným
osvětlením. I s takto plovoucí hodnotou podloží jsme schopni detekovat okraj ringu s velkou
spolehlivostí.
Detekci ringu následně provedeme pouhým porovnáním předchozí a aktuální průměrné
hodnoty. Pokud rozdíl těchto dvou hodnot bude vyšší než 100 můžeme prohlásit, že na
některém čidle je přítomen okraj ringu. Vzhledem k tomu, že hodnoty z optosenzorů získá-
váme pomocí 10-ti bitového A/D převodníku, můžeme získat hodnoty 0− 1024 a hodnota
rozdílu průměrů je tedy definována jako 10% z maximální hodnoty. Pokud budeme stát
na homogenní části ringu, budou se hodnoty pohybovat kolem čísla 250, okraj ringu má
hodnotu vyšší než 800. Rozdíl průměrů tedy bude jistě vyšší než 100.
Po této zjednodušené detekci je provedeno porovnání hodnot všech detektorů s poslední
známou průměrnou hodnotou a hodnota detektoru s největším rozdílem je prohlášena za
okraj ringu. Následně je vyvolána událost k příslušné pozici ringu, kterou přijme kontext a
předá ji ke zpracování aktuálnímu stavu.
8.7 Dotek soupeře
Robot dokáže detekovat náraz soupeře na základě hodnot z akcelerometrů. I přes skuteč-
nost, že jsou akcelerometry nastaveny na kontinuální vyhodnocování, může vzhledem k
principu funkčnosti akcelerometrů a času, který je nutný pro převedení analogové hodnoty
na digitální reprezentaci a následný přenos do mikročipu, dojít k situaci, že náraz nebude
detekován. Neboť proběhne právě v době přenosu dat.
Vzhledem k tomu, že jsme schopni číst hodnoty z akcelerometrů s periodou jedné mi-
lisekundy, je velmi malá pravděpodobnost, že náraz nebude detekován. Přesto jsou na těle
robotu umístěny tlačítka, které slouží jako nárazníky a v případě doteku je na příslušném
vstupu mikrokontroléru vyvoláno přerušení.
Přerušení na vstupu je vyvoláno se sestupnou hranou, neboť v klidovém stavu je na
vstupu logická jednička. Logické stavy vstupů vycházejí ze schématu 8.4.
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Obrázek 8.4: Zapojení tlačítek
8.8 Ovládání motorů
Jak již bylo popsáno v kapitole 5.5.4 je pro ovládání motorů implementována samostatná
knihovna.
Abychom zaručili jednoznačný přístup k ovládání motorů a znemožnili tak zadávat po-
vely dvou různým stavům zároveň. Je reference na instanci objektu zpřístupňující ovládání
motorů spravována kontextem a všechny stavy musejí k ovládání přistupovat skrze kontext.
V kontextu je ještě před vykonáním povelu od stavu zkontrolováno zda se jedná o aktuální
stav.
Kontrola, zda příkaz přichází od aktuálního stavu, je implementována především z dů-
vodu vlastností běhového prostředí NETMF a v něm obsaženém Garbage Collectoru. Může
se stát, že ve chvíli, kdy přecházíme ze stavu A do stavu B je již nastaven nový stav, kterému
se předávají veškeré hodnoty ze senzorů, ale do předchozího stavu ještě mohlo být zaneseno
několik posledních hodnot, které by měli vliv na ovládání motorů. Pokud by předchozí stav
zasáhl do ovládání motorů, tak by aktuální stav neměl správnou informaci o posledním
provedeném povelu nad řízením, a to by mohlo vést k nesprávnému chování.
Jako příklad můžeme uvést stav, kdy se snažíme vytlačit soupeře a najedeme na okraj
ringu. V daný okamžik je třeba nejprve poodjet z okraje ringu a teprve následně můžeme
pokračovat ve vytlačování soupeře. Pokud by stavový automat přešel do stavu odjezdu od
kraje, který v konstruktoru automaticky zasílá povel řízení pro správný směr jízdy, a ještě
před přiřazením by přišla hodnota z dálkoměru do předchozího stavu, jež by dal povel k
jízdě vpřed, nebyl by poslední zapamatovaný povel v novém stavu shodný se skutečným a
robot by vyjel z ringu.
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Kapitola 9
Line Follower
Soutěž Line Follower vyžaduje od robota jen minimální znalost svého okolí. Jedinou infor-
maci, kterou robot o okolí potřebuje, je přítomnost vodící čáry.
V implementaci robota pro Line Follower popsané v této práci bylo pro detekci čáry
využito pěti optických senzorů QRD 1114 [20]. Tyto senzory jsou rozestavěny tak, že ve
správném postavení je čára detekována na třech středových senzorech. Tyto tři senzory jsou
schopny detekovat většinu výchylek, které se na trase mohou vyskytnout. Dva okrajové
senzory jsou na robotu umístěny především pro detekci téměř pravoúhlých změn směru
vodící čáry.
Ze základního principu hry není možné provádět na trase pravoúhlé a větší změny směru.
A to především z důvodu nedeterministického chování robota v dané chvíli. Pokud by se na
trase vyskytla pravoúhlá změna směru, pak by se těsně po přejetí této změny nevyskytovala
čára pod žádným detektorem a robot by se rozhodl náhodně o směru otáčení, pro vyhledání
ztracené čáry. Právě v této nedeterminističnosti může spočívat chybné pokračování robota.
Nesprávným zvolením směru otáčení by mohl nejprve nalézt tu část čáry, po které přijel do
daného místa, a tak by se vracel zpět.
9.1 Ovládání na základě dat ze senzorů
Stejně jako v případě hry minisumo, nemůžeme přesně zmapovat celé okolní prostředí a
nemůžeme tedy naplánovat kompletní cestu robota. Je tedy nutné reagovat na aktuální
pozici vodící čáry vůči středu robota.
K ovládání chodu robota využijeme stejně jako v případě hry minisumo reaktivního
paradigmatu a toto budeme implementovat pomocí jediného objektu neboť není třeba v
různých okamžicích na stejnou událost reagovat různě.
9.2 Návrh řídícího objektu
Pro řízení robota pro následování čáry nám stačí hlídat tři pomyslné pozice vodící čáry.
Jako první pozici můžeme předpokládat optimální postavení vodící čáry na středu lišty s
optickými závorami. Robot se tedy bude pohybovat v přímém směru.
Druhou pozici můžeme definovat jako mírné vychýlení čáry z optimální pozice. U ta-
kovéto pozice čáry bude robot pouze mírně korigovat rychlost kola směřujícímu ke středu
otáčení. Korekce bude probíhat v pravidelných intervalech. Nebude se tedy jednat o jednorá-
zové nastavení rychlosti, ale rychlost se bude neustále měnit na základě dosažení optimální
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pozice. Ve stavu korekce pozice vodící čáry budeme každých pět milisekund kontrolovat
pozici a pokud automat stále zůstane v daném stavu proběhne další korekce rychlosti kola.
V soutěži je požadováno co nejrychlejší projetí trasy vyznačené vodící čarou. Docílit
co nejrychlejšího průjezdu můžeme tím, že nebudeme zpomalovat vnější kolo a zatáčení
budeme regulovat pouze ubíráním rychlosti vnitřního kola. Výše popsaná korekce je tedy
pouze postupné přibrzďování vnitřního kola a kolo vnější se bude stále pohybovat maximální
rychlostí.
A jako třetí pozici definujeme okamžik, kdy je čára vychýlena až ke krajnímu optickému
senzoru. V takovémto stavu se robot pokusí co nejrychleji natočit tak, aby se čára dostala
zpět do optimální pozice. Nejrychlejšího otočení těla robotu lze dosáhnout rozdílným smys-
lem otáčení kol podvozku. Pokud tedy robot detekuje vodící čáru na levém krajním senzoru,
přejde do stavu rychlého otáčení, ve kterém se levé kolo bude otáčet maximální rychlostí
vzat a pravé kolo se bude otáčet maximální rychlostí vpřed. Takto je robot schopen se co
nejrychleji vrátit do správného směru.
Výše popsané chování lze popsat i stavovým diagramem, který je zobrazen v obrázku
9.1.
Obrázek 9.1: Stavový diagram Line Follower
9.3 Získávání dat ze senzorů
Získávání dat ze senzorů probíhá v samostatné knihovně, která má přístup k senzorům. V
této knihovně je implementována třída, která v co nejkratších intervalech vyčítá informace
ze senzorů a ty následně zpracovává.
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Vyčítání a zpracování dat ze senzorů probíhá v samostatném vlákně. Před spuštěním
daného vlákna, je třeba instanci třídy nastavit hodnotu, která reprezentuje odrazivost vodící
čáry. Jakmile jsou data ze senzorů načtena, začne samotné zpracování získaných dat.
Zpracování dat spočívá v postupném porovnání hodnot ze všech senzorů s hodnotou
odrazivosti vodící čáry a následné nalezení senzoru, jehož hodnota spadá do definovaného
intervalu, který reprezentuje odrazivost čáry.
Abychom dokázali co nejrychleji detekovat čáru, která se příliš vychýlila, kontrolujeme
nejprve okrajové senzory a postupně kontrolujeme senzory blíže a blíže středu. Protože jsou
však prostřední tři senzory velmi blízko sobě, je třeba hodnoty krajních senzorů sdružovat
do skupin 9.2 se středovým, a tyto skupiny následně vyhodnocujeme jako celek a ne jako
samostatné senzory.
Obrázek 9.2: Definice skupin senzorů
9.4 Inicializace robota
Pro start robota je implementovaná samostatná třída, která se pokusí vyhledat vodící čáru.
Vyhledání vodící čáry probíhá pouze v přímém směru. Robot tedy po startu zkontroluje
odrazivost povrchu pod přední lištou.
V případě, že je pod lištou detekována vodící čára je okamžitě předáno řízení instanci
třídy, která bude robota řídit po celou dobu následování čáry.
Naopak pokud vyhodnotí, že pod přední lištou není přítomna vodící čára, rozjede se
vpřed 50% maximální rychlosti. A následně se pokusí vyhledat čáru podle následujícího
popisu.
9.4.1 Robot bez inicializačního postavení
Robot následně neustále v co nejkratší intervalech kontroluje odrazivost povrchu pod přední
lištou. Po každém přečtení odrazivosti robot provede analýzu získaných hodnot a případně
rozhodne, zda je přítomna čára. Přítomnost čáry je definována jako rozdíl v získaných
hodnotách, který je větší než 500. Pokud rozhodne, že vodící čáru nalezl, vytvoří novou
instanci třídy pro řízení následování čáry a předá jí řízení.
9.4.2 Chování v případě ztráty čáry
Robot má implementováno i základní chování v případě ztráty vodící čáry. Ke ztrátě vodící
čáry může dojít v několika případech. Jednou z možných příčin ztráty je skutečné ukončení
vodící čáry v konci trasy, kterou měl robot projet. Další možností je příliš prudké odbočení
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čáry. V obou případech robot popojede o 3cm vpřed a pokud nenalezne vodící čáru začne
se otáčet kolem náhodně zvoleného kola. Díky této sekvenci jsme schopni ignorovat krátké
přerušení čáry a zároveň jsme schopni navrátit se na poslední známou pozici čáry, neboť
robot má na délku 10cm a pokud o robot popojede o daných 3cm a následně se otočí kolem
jednoho kola, obkrouží přední lištou kruh, který protne místo ve kterém byla vodící čára
ještě známá.
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Kapitola 10
Spuštění robota
V robotu je implementována základní logika jak pro hru minisumo, tak pro hru Line
Follower. Logiku volíme na základě stisku jednoho z tlačítek na přední části robota.
Obrázek 10.1: Fotografie cílové platformy
Line Follower se tedy na robotu spouští stiskem zeleného tlačítka. Po stisku je robot ještě
pět sekund v nečinnosti a následně přejde do inicializace automatu pro hru Line Follower.
V aktuální verzi je v robotu implementována pouze jedna strategie pro hru minisumo.
Tuto strategii zvolíme stiskem bílého tlačítka na přední části robota. Po stisku tlačítka robot
počká také pět vteřin a následně začne provádět úkony definované ve stavovém automatu
pro řízení robota ve hře minisumo.
V dalších verzích je možné definovat několik strategií a ty nahrát na SD kartu, která
by byla vložena v příslušném slotu. Každé tlačítko robota by tak mohlo mít jiný význam
a dokonce by bylo možné strategie v průběhu soutěže měnit, výměnou SD karty případně
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jinou definicí na kartě. Díky tomuto rozšíření se tak otevírá mnoho dalších možností jak
definovat chování robota při zápase. Karta nám také umožňuje zaznamenávat hodnoty z
jednotlivých čidel a tyto hodnoty můžeme po každém zápase vyhodnotit a upravit strategie
pro další kola.
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Kapitola 11
Rychlost a vhodnost platformy
Pokud bychom porovnali kód v nativním C, který by vykonával shodný algoritmus jako
kód napsaný v C# pro NETMF, bude nativní kód přibližně 3-krát rychlejší.
V začátcích vývoje nebyl rozdíl v rychlosti nijak znatelný. Rychlostní rozdíly se za-
čaly projevovat s přidáváním dalších a dalších vláken, která zpracovávala data ze senzorů,
případně prováděla složitější výpočty. V okamžiku znatelného zpomalení vykonávání jed-
notlivých instrukcí ve vláknech, bylo provedeno několik jednoduchých testů s cyklem for a
zápisem na UART.
Parametry testu byli následující
• Cyklus for byl nastaven pro deset milionů opakování
• Zápis na UART byl prováděn v každém padesáti tisícím opakování
• Druhý mikrokontrolér četl neustále data z UARTU a počítal periodu mezi daty.
50000 iterací zapsaných v NETMF bylo provedeno za přibližně 2, 5sekundy a v případě
nativního kódu byl shodný kód proveden přibližně za 1sekundu. Tato znatelně nižší rychlost
vykonávání kódu v NETMF je způsobena především interpretací námi vytvořeného kódu a
nikoliv jeho přímým vykonáváním na mikroprocesoru. Za jednodušší vývoj a případně nižší
náklady tedy zaplatím trojnásobkem výkonu.
Pokud bychom i tak požadovali vysoký výkon a konečnou implementaci v NETMF,
můžeme implementovat často volané funkce přímo v jazyce C/C++ a vytvořit tak knihovny
pro často volané kritické funkce. Tyto knihovny je následně možné připojit k projektu,
případně lépe zakomponovat je do PAL vrstvy NETMF frameworku. V našem případě
by tedy mohlo být vhodné takto implementovat například komunikaci po sběrnici I2C,
ovládání motorů a případně čtení z jednoho kanálu A/D převodníku.
I přes výše uvedené rychlostní nedostatky, je implementace této univerzální platformy
v NETMF možná. Při implementaci je však nutné porozumět závislostem v programu a
také principu vláken, jejichž podpora je NETMF implementována. Podpora vláken nám
umožňuje rozčlenit si jednotlivé úlohy mikrokontroléru do logických celků, které jsou vy-
konávány nezávisle. Využitím vláken se zvyšuje využití strojového času mikroprocesoru a
jeho periferií. Rozdíl v rychlosti by tak byl již o mnoho menší.
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Kapitola 12
Závěr
Tato práce popisuje kompletní návrh univerzální robotické platformy od získávání poznatků
a potřebných parametrů platformy, přes výrobu prototypu, na kterém byli vyzkoušeny
veškeré periferie a předpokládané funkce robota. V poslední části je popsána konstrukce
cílové platformy a její zprovoznění.
Na začátku práce bylo vytyčeno mnoho požadavků, které by měla výsledná platforma
splňovat a také požadavek na implementaci ovládací logiky v open-source projektu .Net
Micro Frameforku, který je v několika posledních verzích oficiálně podporován firmou Micro-
soft. Využití platformy NETMF bylo zvoleno především z experimentálních důvodů, neboť
se jedná o technologii, která se začíná prosazovat pro malé projekty, kde je potřeba vytvořit
vestavěný systém s minimální znalostí funkcí mikrokontroléru. NETMF se tak začíná využí-
vat především v organizacích specializujících se na vývoj desktopových aplikací ve
”
velkém“
.NET Frameworku. I v těchto organizacích je někdy zapotřebí vyvinout malý vestavný sys-
tém, který provádí jednoduché úkony, jako například přečtení RFID karty, které je následně
zaznamenáno do databáze a na základě informací z karty jsou například přihlášeni uživa-
telé nebo spuštěna další technologie. Jak bylo při vývoji této platformy zjištěno, NETMF
je vhodný především pro aplikace, kde nevyžadujeme vysoký výkon.
Další požadavek na tuto platformu byla minimalizace dílů, které by potřebovaly složitější
dílenské opracování. Z tohoto důvodu je pro tělo robota využito pouze plošných spojů,
které tak slouží ke svému primárnímu účelu, a také jako konstrukční celek. Tato koncepce
umožňuje zopakovat výrobu s minimálními náklady téměř každému.
Zvolená platforma podporuje mnoho periferií jako LCD displej až do rozličení 800px
x 600px, Ethernet, SD karty a další. Podporované periferie se liší podle výrobce desky.
Díky tomu, že se jedná o open-source projekt a jsou tedy dostupné zdrojové kódy, můžeme
přidávat další periferie.
12.0.3 Dosažené výsledky
V průběhu této práce byla vyvinuta plně funkční robotická platforma. S platformou je možné
absolvovat několik různých robotických soutěží a umožňuje i určitou míru variability díky
výměnným dílům a stále volným výstupům z EMX modulu.
Byly naprogramovány knihovny pro periferie osazené na platformě. Tyto lze využít i pro
další použití platformy, než jaké jsou popsány v této práci. Aby bylo možné knihovny pre-
zentovat jako celek, byly vytvořeny i demoaplikace pro hru minisumo a hru Line-Follower.
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Obrázek 12.1: Závěrečné testování
12.0.4 Možnosti rozšíření
EMX modul podporuje připojení kamery, ze které dokáže přímo získávat fotografie, tyto
můžeme ukládat na MicroSD kartu vloženou do připraveného slotu. Díky takovémuto
rozšíření je možné využít platformu pro základní mapování okolí.
Na robotu je dále konektor pro připojení Ethernetového kabelu do sítě LAN. A vzhle-
dem k tomu, že EMX modul obsahuje hardwarový TCP/IP stack je možné komunikovat
s robotem skrze síť LAN. NETMF umožňuje i vzdálené debugování takže je možné robota
připojit do sítě a vzdáleně jej programovat. Avšak ztrácíme tím výhodu napájení z USB
portu a je nutné mít v robotu vloženy baterie.
V době návrhu robota ještě nebyly k dispozici knihovny pro Wi-Fi moduly, ale byla
možnost připojit Wi-Fi modul ethernetovým kabelem a napájet jej z USB portu robota.
Pro ovládání případně připojeného Wi-Fi modulu by bylo nutné implementovat ovladač v
PAL vrstvě, který by zprostředkovával nejen samotný přenos dat, ale i TCP/IP stack. I
když by bylo řešení vzhledem k určení robota vhodné, byl na tělo robota umístěn pouze
Ethernetový port. Případný Wi-Fi modul je stále možné v následující verzi připojit, neboť
zůstalo několik vhodných výstupů na EMX modulu.
V dnešní době jsou knihovny pro několik Wi-Fi modulů dostupné a tak by v dalších
verzích bylo vhodné do návrhu zakomponovat i Wi-Fi modul, aby bylo možné s robotem
komunikovat bezdrátově, což by v mnohém rozšířilo možnosti této platformy.
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