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1.1 Témaválasztás indoklása 
A pszeudorandom bitsorozatokat (Pseudorandom Binary Sequence – PRBS) 
determinisztikus algoritmusok generálják, mégis nehéz megjósolni a sorozat következő 
tagját, statisztikai viselkedése hasonló, mint egy valóban véletlenszerű sorozaté. A sorozatok 
véletlenségére többféle mérték létezik1, a véletlenségek formálisan megfogalmazott 
mértékekkel mérhetők.2 A pszeudorandom bitsorozatok széleskörűen használtak az 
informatika területén belül, ezért hatékony generálásuk fontos feladat. Szakdolgozatomban 
ilyen sorozatokat generálok különböző programnyelveken, különböző algoritmusok 
segítségével, majd implementációs döntések közti erőforrásigény különbségeket hasonlítom 
össze. A program ezen felül tájékoztatást ad a generált sorozat tulajdonságairól. 
A generálás erőforrásigényével a mindennapi életben is találkoznak számítógéppel dolgozó 
emberek, hiszen ez az alapja a titkosítási algoritmusoknak. Példának vegyük az RSA 
kulcspárt: általában már 2048 bitesek a kulcsok, melyek jó véletlenségi mértékekkel 
rendelkeznek, de már a 4096 bites kulcsok is elterjedőben vannak.3 Az ilyen kulcsok 
előállítása időigényes, de nagyon gyakran előforduló művelet, ezért optimalizációja fontos 
informatikai feladat. 
Pontosan abból az okból kifolyólag, hogy ezek a sorozatok titkosításra használtak és a 
generáló algoritmus determinisztikus, fontos, hogy az algoritmus által generált számokból ne 
lehessen az algoritmusra, és ez által az algoritmus által generált többi számra,rájönni. 
                                                 
1 Rivat J., Sárközy A. (2006) On Pseudorandom Sequences and Their Application. In: Ahlswede R. et al. 
(eds) General Theory of Information Transfer and Combinatorics. Lecture Notes in Computer Science, vol 
4123. Springer, Berlin, Heidelberg 
2 Katalin Gyarmati, On a pseudorandom property of binary sequences, Ramanujan journal 8, 2004, [289-302] 






Amennyiben ez megtörténik, a titkosított szöveget harmadik fél is megtudhatja.4 Jelen 
világunkban ez a téma hatalmas figyelmet kap, vegyük például az amerikai FBI és a bírósági 
per miatt feltörni kívánt iPhone esetét.5 
1.2 Megoldandó feladat 
A program pszeudorandom bitsorozatokat generál, illetve méri a generáló ciklus futásidejét. 
Az algoritmusok C++, C#, és Python programnyelveken vannak implementálva, a 
felhasználó választhat, hogy melyik implementációval szeretne PRBS-t generálni. Az 
implementációkon belül lehetőség van különböző optimalizációs szintű algoritmusokat 
futtatni, szemléltetve a döntések hatását az erőforrásigényre. Szakdolgozatomban a futásidőn 
felül kitérek a bitsorozatot tároló különböző adatstruktúrák helyigényére is. 
1.3 Pszeudorandom bit sorozat 
A pszeudorandom bitsorozat fogalomra sok definíció létezik, dolgozatomban így definiálom: 
A pszeudorandom bitsorozat 𝑎0, … , 𝑎𝑁−1 N bitből álló sorozat, hogy 𝑎𝑗 ∈ { 0, 1 } | 𝑗 =0, 1, … , 𝑁 − 1. A bitsorozat 𝑚 =  ∑ 𝑎𝑗darab 1-esből és 𝑁 − 𝑚 darab 0-ból áll. 
A bitsorozat pszeudovéletlen, ha autokorrelációs függvényének 𝐶(𝑣) =  ∑ 𝑎𝑗𝑎𝑗+𝑣𝑁−1𝑗=0  csak 2 
értéke lehetséges: 𝑐(𝑣) =  {𝑚, ℎ𝑎 𝑣 ≡ 0 (𝑚𝑜𝑑𝑁)𝑚𝑐, 𝑒𝑔𝑦é𝑏 𝑒𝑠𝑒𝑡𝑏𝑒𝑛 , ahol 𝑐 =  𝑚−1𝑁−1 a bitsorozat kitöltési 
tényezője.6 
                                                 
4 J. Kelsey, B. Schneier, D. Wagner, C. Hall, Cryptanalytic Attacks on Pseudorandom Number Generators, Fast 
Software Encryption, Fifth International Software Preceedings, 1998, Springer-Verlag, 168-188. 
5 https://en.wikipedia.org/wiki/FBI%E2%80%93Apple_encryption_dispute 2018 





A pszeudorandom bitsorozat „pszeudorandom”, mert habár determinisztikus, 
véletlenszerűnek tűnik abban az értelemben, hogy egy 𝑎𝑗 elemének értéke független a többi 
elem értékétől.7 
1.4 Algoritmusok 
A program 2 algoritmussal állít elő pszudovéletlen bitsorozatot: lánckódgenerátor (Linear 
Feedback Shift Register – LFSR) és Blum-Blum-Shub (BBS) féle hatványgenerátor. 
LFSR 
A lánckódgenerátorban a bemenetre jutó jel a regiszter egyes bitjeinek valamilyen logikai, 
jelen esetben XOR, függvénye. A megvalósított generátor úgynevezett Galois lánckódot állít 
elő. A regiszter kezdő értékét magnak („seed”) hívjuk. A generáló algoritmus egy 
iterációjában vesz 1 bitet a regiszterből: ez lesz a sorozat rákövetkező eleme (kimenő bit), 
majd eltolja jobbra a regiszter tartalmát és alkalmazza rá a logikai függvényt a kimenő bittel. 
Mivel a regiszternek véges különböző állapota lehet és az alkalmazott függvény 
determinisztikus, az algoritmus által előállított sorozat ciklikus lesz. 
Hogy a regiszter mely bitjeire alkalmazza a Galois generátor az XOR műveletet, kifejezhető 
egy véges polinommal, mely minden együtthatója 1 vagy 0. Ezt hívjuk karakterisztikus 
polinomnak. A karakterisztikus polinom 1 ∗ 𝑥0, azaz 1 tagja az első input bitet jelöli. 
Ahhoz hogy a generált bitsorozat maximális hosszúságú legyen szükséges, de nem elégséges, 
hogy a karakterisztikus polinom primitív legyen, azaz az 1 együtthatójú tagjainak száma 
páros az 𝑥0 tag kivételével, és az 1 együtthatójú tagok kitevői relatív prímek. 
                                                 





PRBS-k jelölés alatt az 𝑁 = 2𝑘 − 1 maximális hosszú bitsorozatot értjük. Egy ilyen 
sorozatban az egyedi szavak hossza 𝑘, azaz ha az 𝑁 hosszú sorozatot felbontjuk 𝑘 hosszú 
részsorozatokra, úgy, hogy a sorozat végéhez fűzzük az elejét szükség esetén, megkapjuk az 
összes 1-esekből és 0-ákból álló egyedi szót a kizárólag 0-ból álló szó kivételével.8 
BBS 
„1. Tekintsünk két „nagy”, véletlen, 4𝑘 + 3alakú 𝑝, 𝑞 prímet, legyen 𝑛 = 𝑝𝑞. 
2. Tekintsünk egy véletlen 𝑎 számot („mag”) 0 < 𝑎 < 𝑛, (𝑎, 𝑛) = 1-gyel. Legyen 𝑥0 az 𝑎2-
nek modulo n legkissebb nem negatív maradéka. 
3. Ha 𝑥0, 𝑥1, … , 𝑥𝑘már ismert, legyen 𝑥𝑘+1 az 𝑥𝑘2-nek a modulo n vett maradéka. 
4. Legyen 𝑧𝑖 az 𝑥𝑖 szám utolsó számjegye a 2-es alapú számrendszerben ( 𝑖 =1, 2, … , 𝑡 𝑒𝑠𝑒𝑡é𝑛).” 
 
1.5 Implementációk 
A leírt algoritmusok C#, C++, és Python nyelveken vannak implentálva a programban. A 
különböző nyelvi implementációkon belül a generált bitsorozatot különböző adatszerkezetek 
használatával hozza létre a program, mely generálás előtt kiválasztható a felhasználó 
számára. 
A C++ kód 2 compilerrel is le van fordítva: Visual C++, Intel C++. Mivel az Intel 
compilerében magasabb szintű optimalizációs lehetőség van, mint a Visual C++ compilerben 
                                                 
8 Katz, J., Menezes, A., van Oorschot, P., Vanstone, S., Rosen, K. (1997). Handbook of Applied Cryptography. 





(/O2 vs. /O3), ezért a programban a C++ nyelven belül lehetőség van ezek összehasonlítására. 
A compilerek ugyanazt a kódot fordítják. 
Optimalizációs beállítások Visual C++-szal: 
 
Optimalizációs beállítások Intel C++-szal: 
 
Használt adatszerkezetek C# nyelvben: string, StringBuilder, BitArray 
Használt adatszerkezetek C++ nyelvben: string, vector<bool>, bitset 
Használt adatszerkezetek Python nyelvben: Python: string, List 
Használt típusok a futásidő mérésére: C#-ban System.Diagnostic.Stopwatch, C++-ban 







Processzor: Intel Corei7 4710HQ 
Memória: 8GB DDR4 1600Mhz 
SSD: Samsung 850 EVO 250GB 
Operációs rendszer: Windows 10 
1.6 LFSR implementációk 
string 
Az első implementáció mindhárom nyelven string típusként kezeli a bitsorozatot. Ez 
előnytelen, mivel C# nyelvben a string típus állandó (immutable), ezért minden egyes 
karakter hozzáfűzésével új string objektum jön létre. (C# nyelvben a string alias a String 
osztályra.) C++ nyelven a += operátor komlexitása nem specifikált, de általában lineáris 
komplexitású a string hosszával. A += operátor implementációja különbözik az = (értékadás) 
operátorétól (string1 += „1”; string1 = string1 + „1”), a += operátorral a hozzáfűzés művelet 
lényegesen kevesebb memóriát, és így időt, vesz igénybe, mivel nem jön létre átmeneti új 
string minden + operátoronként. 
C#-ban egy karakter mérete 2 byte így a tárolt PRBS maximális tárigénye LFSR-k algoritmus 
esetén 2𝑘+1 − 1 byte. C++-ban egy karakter mérete 1 byte, egy ugyanilyen PRBS maximális 
tárigénye 2𝑘 − 1 byte. Ez azt jelenti, hogy C++-ban a PRBS-31 szekvencia mérete majdnem 
2 GB, ami ahhoz képest, hogy bitekről van szó túl sok. 
Az alábbi, és következő, táblázatok a különböző PRBS-k sorozatok generálásainak 
időigényét tartalmazzák másodpercben. PRBS-15 felett az időigény növekedése a sorozat 





implementáció időigénye lineárisnál nagyobb mértékben nő, idő-, és tárhelyigénye miatt a 
tesztelés nem kivitelezhető a tesztgépen. A PRBS-20 időigénye a PRBS-15 időigényének a 
32-szerese, a PRBS-23 időigénye a PRBS-20 időigényének a 8-szorosa. 
  PRBS7 PRBS11 PRBS15 PRBS20 PRBS23 
C# - 0.0003000  0.1347000   291.347   
C++ 0.0000023  0.0000391  0.0004680  0.0158176  0.1244946  
C++ Intel 0.0000073  0.0000346  0.0004409  0.0142670  0.1129606  
1 PRBS generálás időigénye string típus felhasználásával (LFSR) - táblázat 
 
2 PRBS generálás időigénye string típus felhasználásával (LFSR) - grafikon 
Hosszabb sorozatok generálása során egyértelmű, hogy az Intel C++ compiler gyorsabb 
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C# nyelvben a StringBuilder osztály egy változó (mutable) string, melyhez tartozik egy 
buffer, így nem minden hozzáfűzéskor kell nagyobb helyet allokálni. A felhasználó 
kiválaszthatja, hogy a generálás előtt előre lefoglalja-e a program a memóriában a PRBS-nek 
maximálisan kellő helyet, hogy így a generáló ciklus futása során ne kelljen nagyobb 
memóriablokkot allokálni. Ez a művelet hibát okozhat, mivel a PRBS-31 szekvencia mérete 
ezesetben majdnem 8 GB. 
Amennyiben a felhasználó nem allokál előre kellő helyet a PRBS-nek, és az adatszerkezetben 
elfogy a hely, új hely allokálódik, amely az előző 2-szerese. Így a generáló ciklus során az új 
allokációk időigénye logaritmikus. 
StringBuilder PRBS7 PRBS11 PRBS15 PRBS20 PRBS23 
Alap 0 0 0.002 0.0726 0.6012 
PreAllocated 0 0 0.002 0.0696 0.5542 
3 PRBS generálás időigénye StringBuilder típus felhasználásával (LFSR) - táblázat 
BitArray 
C# nyelvben a BitArray osztály egy bit tömböt valósít meg. Egy bit valóban 1 bit tárhelyet 
foglal. Az adatszerkezet indexelhető, így teljesen megfelel a PRBS előállítására és tárolására, 
de mivel nem növelhető futás közben a mérete, előre le kell foglalni a maximális hossznyit. 
Ezt a PRBS-31 szekvenciára 231 − 1 bit, azaz majdnem 256 MB. 
  PRBS7 PRBS11 PRBS15 PRBS20 PRBS23 PRBS31 
BitArray 0 0 0 0.0103 0.0856 29.164 
1 PRBS generálás időigénye BitArray típus felhasználásával (LFSR) – táblázat 
Az időigény PRBS-20-tól a sorozat hosszának függvényében lineárisan nő. Eme hossz alatt 






C++ nyelvben a bool típusú adatokat tartalmazó vektor a vektor típus egy specializált fajtája. 
Tárhelyre optimalizált, így az implementációjában nem feltétlenül egy bool értékeket 
tartalmazó tömb, hanem minden egyes érték 1 biten van tárolva. Az adatszerkezet inkább 
tárhelyre, mintsem futásidőre optimalizált. 
A vector mérete előre lefoglalható, ezért lehetőség van lefoglalni a kellő méretet, vagy az 
implementációra hagyni a tároló növelését a generáló ciklus futása közben. 
 
2 PRBS generálás időigénye vector<bool> típus felhasználásával (LFSR) – grafikon 
vector<bool> PRBS7 PRBS11 PRBS15 PRBS20 PRBS23 
Alap 0.0000111 0.0001831 0.0022549 0.0723132 0.5840240 
PreAllocated 0.0000001 0.0000084 0.0001463 0.0044251 0.0369986 
Intel 0.0000037 0.0000625 0.0006817 0.0228509 0.1811128 
PreAllocated - Intel 0.0000000 0.0000068 0.0001494 0.0044295 0.0353028 
3 PRBS generálás időigénye vector<bool> típus felhasználásával (LFSR) – táblázat 
Az adatokból kiolvasható, hogy mind memóriafoglalás nélkül, mind memóriafoglalással a 
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memória előre lefoglalása nélkül az Intel C++ compiler által fordított kód átlag 3-szor 
gyorsabb a Visual C++-nál, előre lefoglalt memóriával a futásidő szinte azonos, bármilyen 
hosszú tesztelt sorozatra. Ez alapján az a következtetés vonható le, hogy magát a PRBS 
generálás nem, de a memória allokáció gyorsabb az Intel C++ compilerrel. 
bitset 
A C++ bitset adatszerkezete sokban hasonlít a BitArrayhez: 1 bitet valóban 1 biten tárol és 
indexelhető. Künöbség a kettő közt, hogy míg a BitArraynek létrehozáskor kell méretet adni, 
addig a bitsetnek fordításkor. Ebből kifolyólag a programban a használt bitset pont akkora 
méretű, hogy beleférjen a PRBS-23 sorozat 
bitset PRBS7 PRBS11 PRBS15 PRBS20 PRBS23 
C++ 0.0000000 0.0000094 0.0001533 0.0046922 0.0389021 
C++ Intel 0.0000000 0.0000090 0.0001427 0.0046896 0.0369561 
4 PRBS generálás időigénye bitset típus felhasználásával (LFSR) – táblázat 
Látható, hogy a futásidő megegyezik a vector<bool> adatszerkezetet használó megoldással, 
amennyiben a vector helye előre le van foglalva. 
Python array, list 
A Python kód futásideje PRBS-11 szekvenciára 0.0014393 másodperc array adatszerkezetet 
használva, 0.0011675 list adatszerkezettel. Ez a futásidő nagymértékben elmarad a C++ és 







A BBS generáló algoritmusnál állítható, hogy milyen hosszú sorozatot generáljon. A 
teszteket 5000 és 50000 hosszal végeztem el. Ahhoz hogy a generátor „biztonságos” legyen, 
iterációnként log(log2( 𝑝 ∗ 𝑞)) bit olvasható ki.9 Ez a tesztben használt p=3264011, 
q=prímekkel 1, így a log n bitet felhasználó változat ugyanannyi bitet állít elő iterációnként, 
mint az 1 bitet felhasználó, futásideje mégis több mint a szimplán 1 bitet kiolvasó függvényé 
az iterációnkénti belső ciklusa miatt. Hogy kiderüljön, hogy iterációnként több bit kiolvasása 
hogy hat ki a futásidőre, teszteltem iterációnkénti 2 bit kiolvasását is. 
A hossz paraméter miatt olyan adatszerkezeteket használtam, melyekben az adott hossznak 
megfelelő mennyiségű memória futásidőben lefoglalható a bitsorozat számára. 
BBS C# string 
C# 













5000 0.0020254 0.0000000 0.0000958 0.0003499 0.0000692 0.0001010 0.0001424 0.0000694 
50000 0.3735600 0.0000400 0.0009129 0.0038490 0.0007028 0.0010087 0.0014145 0.0007033 
         
BBS 2 bit C# string 
C# 













5000 0.0020120 0.0000000 0.0000755 0.0003416 0.0000431 0.0000785 0.0001203 0.0000396 
50000 0.4003000 0.0000400 0.0007245 0.0035560 0.0004368 0.0007897 0.0011970 0.0003940 
5 PRBS generálás időigénye BBS algoritmussal - táblázat 
                                                 
9 Umesh V. Vazirani, Vijay V. Vazirani: Efficient and secure Pseudo-Random Generation. Foundations od 






6PRBS generálás időigénye BBS algoritmussal - grafikon 
Látható, hogy a sorozat hosszával lineárisan összefügg a generálás időigénye. A különböző 
adatszerkezetek közti különbségben ugyanaz a kép rajzolódik ki, mint az LFSR algoritmussal 
való generálás során: A c# string típusa egyáltalán nem jó megoldás bitsorozat tárolására. A 
BitArray mind a méret, mind a futásidő tekintetében a legoptimálisabb választás. A C++ 
adatszerkezetei közül az Intel compilere sokkal optimálisabb, amennyiben a vektort növelni 
kell, amikor a kapacitása betelik; előre allokált méret esetén vektor adatszerkezet esetén a két 
compiler közt nincs különbség. 
Érdekes megfigyelés, hogy preallokált vektor esetén iterációnkénti 2 bit kiolvasása jelentős 





















PRBS generálása BBS algoritmussal (1 bit/iteráció)






2. Felhasználói dokumentáció 
A program lehetőséget ad pszeudovéletlen bitsorozatok generálására Linear Feedback Shift 
Register és Blum-Blum-Shub algoritmussal több programnyelven és több adatszerkezet 
használatával. A generáció adatait a felhasználó adhatja meg. A program információt ad a 
generált sorozat tulajdonságairól és erőforrásigényéről. A program célja, hogy adatot nyerjek 
a különböző implementációk erőforrásigényéről, hogy össze tudjam hasonlítani őket. 
2.1 Rendszerkövetelmények 
A program futtatásához Microsoft Visual C++ Redistributable 2017, .NET framework 4.7.2, 
és Python 3-ra van szükség. 






A program a PRBS\PRBS\bin\Release\PRBS.exe file-al indul. Az iduláshoz szükséges a 
rendszerkövetelmények teljesülése, valamint a helyes működéshez szükséges, hogy a 
következő file-ok a PRBS.exe file-al egy mappában legyenek: BbsGenratorCpp.dll, 
BbsGeneratorCppIntel.dll, LfsrGeneratorCpp.dll, LfsrGeneratorCppIntel.dll, 
PrbsGeneratorPython.py. Ezen file-ok megfelelő helyre kerüléséről a Visual Studio projekt 






A program menürendszere két pontból áll: File, Test. 
A File menüben lehetőség van a program bezárására, a Test menüelem megnyitja az 
algoritmusok tesztelésére készített ablakot. 
2.4 A program 






- Az “Algorithm” panelen lehetőség van a két algoritmus közül választani. 
- A Language panelen lehetőség van programnyelvet választani. 
- A Container panelen lehetőség van kiválasztani a PRBS-t tároló adatszerkezetet. 
- BBS algoritmust választva a Bits panelen lehetőség van kiválasztani, hogy 
iterációnként hány bit adatot nyerjen ki az algoritmus. 
- A PreAllocate dobozt kipipálva lehet beállítani, hogy az adatszerkeze 
- tben előre le legyen-e foglalva elegendő hely a generált PRBS-nek. Amennyiben a 





PRBS generálás LFSR algoritmussal 
 
A „Polinomial” mezőben várja a program a karakterisztikus polinomot. Például az 110 
polinom a PRBS-3 szekvenciát jelöli, azaz a pilonom: 1 ∗ 𝑥3 + 1 ∗ 𝑥2 + 0 ∗ 𝑥1 + 1 ∗ 𝑥0 =𝑥3 + 𝑥2 + 1. 
A „Generate” gombra kattintva a program legenerálja a bitsorozat első ciklusát, azaz a 





Ezek alatt található a generált bitsorozat. Ha a sorozat hosszabb, mint 5000 karakter, a 
mezőben csak az első 5000 eleme jelenik meg a memóriahasználat megkímélése végett. (egy 
karakter 2 byte memóriát foglal.) 
A bal oldali panelen megjelennek a legutóbb generált bitsorozat tulajdonságai: 
programnyelv, adatszerkezet, memóriaallogáció, ha C++ nyelven lett generálva, akkor a 
használt C++ compiler, Hogy a sorozat maximális hosszú-e, a sorozat periódusa, a futásidő 
különbsége az előzőhöz képest, és a jelenlegi futásidő. 
A jobb oldali panelen az előzőleg generált sorozat fentebb részletezett adatai olvashatók. 
A jobb oldalon a PRBS-k notációval felcímkézett gombokkal van lehetőség a megfelelő 
polinom beszúrására. 
A Next int gombbal generálhatjuk a PRBS-ből a következő pszeudorandom számot. PRBS-
k sorozat k bites integereket generál, amennyiben maximális hosszú, az összes lehetséges k 
bites integert generálja a 0-án kívül. Ha a PRBS nincs legenerálva, mindig 0-át ad vissza, 





PRBS generálás BBS algoritmussal 
 
A BBS algoritmus 4 adatot vár generálás előtt: 2 darab prímszámot, melyek alakja 𝑝, 𝑞 = 4 ∗𝑡 + 3, 𝑡 ∈ ℕ, a generátor magját („seed”), és a várt bitsorozat hosszát. Legyen a mag  𝑥0. 
Ekkor teljesülnie kell a következőnek: 𝑥0 ∈ [1. . 𝑁 − 1], 𝑁 = 𝑝𝑞, gcd(𝑥0, 𝑁) = 0. 





A jobb oldali panelen lehetséges Blum prímek10 találatók, hogy ilyet ne a felhasználónak 
kelljen találnia a teszteléshez. 
A BBS generátor a bitsorozat generálása nélkül is tud pszeudorandom integereket generálni 
a Next int gomb segítségével 
2.5 Test ablak 
 
A Test ablakon a felhasználó tesztelheti az LFSR algoritmust a TestLFSR gombbal, vagy 
BBS algoritmust a TestBbs gombbal, illetve mindkettőt egyszerre a Test all gombbal. 
Kitöltendő a generátor algoritmus adatai és a futtatások száma. Ebből átlagolja a program a 
futásidőt. 






A két szövegdoboz az LFSR és a BBS algoritmus által generált bitsorozatok tulajdonságait 
tartalmazza. 
2.6 Hibák 






3. Fejlesztői dokumentáció 














Az összes generátor osztály ezt az interface-t implementálja. Ezen keresztül kommunikálnak 
a felhasználói felülettel. Minden általános információ elérését biztosítja a generátorról. 
Függvények 
string Generate() 
Legenerálja a beállított opciókkal és visszaadja a pszeudorandom bitsorozatot. 
UInt64 NextInt() 
Visszadja a következő pszeudorandom számot. 
string NextBinary() 







A Blum-Blum-Shub generátor absztrakt osztálya. Leírja a BBS generátor tulajdonságait. 
Implementálja az IGenerator interface-t. 
abstract, vagy virtual? 
C# nyelven mindkét módosító létezik. A különbség köztük, hogy az abstract függvénynek 
nincs törzse, azt a gyerekosztályoknak mindenképp meg kell valósítania, a virtual függvény 
azt jelenti, hogy a függvénytörzsben megvalósított funkcionalitás jó lehet a gyermek 
osztályokban, de ha nem jó, felülírható. 
Függvények 
public BbsGenerator(UInt64 p, UInt64 q, UInt64 seed) 
A BbsGenerator konstruktora. Ellenőrzi, hogy a megadott prímek Blum prímek-e, illetve, 
hogy ezekhez megfelelő-e a seed. Ha nem, ArgumentExceptiont dob. 
abstract public string generate() 
Abstract függvény, nincs törzse. 
abstract public string NextBinary() 
abstract publuc UInt64 NextInt() 
virtual public void ReInit(string p_, string q_, string seed_) 
Újra inicializálja a generátort a kapott prímekkel és maggal. Amennyiben a stringek UInt64-
é konvertálása nem lehetséges, a kapott kivételt tovább dobja. Ha a prímek nem Blum prímek, 





protected static UInt64 GCD(UInt64 a, UInt64 b) 
Visszaadja a és b számok legnagyobb közös osztóját. 
protected bool IsPrime(UInt64 number) 
Visszaadja a számról, hogy prím-e. Az algoritmus először ellenőrzi, hogy a szám kisebb-e, 
mint 3, ekkor nem prím. Ha a szám páros, szintén nem prím. 3-tól kezdve kettesével növeli 
az ellenőrzendő lehetséges osztót. A ciklus addig megy, amíg az ellenőrzött osztó négyzete 








Az osztály a C++-ban megírt generátort használja a pszeudorandom bitsorozat generálására. 
Interface-t biztosít a két programnyelv közt. A BbsGenerator osztályból származik. 
C++ interface 
Az osztály importálja a Visual C++ és az Intel C++ compilerek által létrehozott dll-eket. A 
generáló függvények paraméterül StringBuilder osztályt és ennek kapacitását kapják, hogy 
ebbe másolják az eredményt. A StringBUilder osztályt a C++ char* típusként értelmezi, az 
strcpy_s függvény ebbe a bufferbe másolja a generált bitsorozatot. Az strcpy_s függvény 
forrásnak char* típusú változót vár, így az std::stringek c_str() függvény hívása után 
másolhatók, a vector<char> típusú változók a data() függvényük hívása után. vector<char> 
típusú változó másolása esetén fontos, hogy az utolsó karakter a ’\0’ karakter legyen, ugyanis 
a C string végét ez jelzi. 
Függvények 
public CppGenerator(UInt64 p, UInt64 q, UInt64 seed, bool 
intel) 
Az ősosztály funkcionalitásán felül inicializálja a C++-ban írt generátort. Az intel logikai 
változó értéke mondja meg, hogy a Visual C++ compiler által fordított, vagy az Intel C++ 
compiler által fordított dll-t kell-e használni. 
public void ReInit(string p_, string q_, string seed_) 





public string Generate() 
A beállítástól függően meghívja a megfelelő C++-ban írt generáló függvényt. Az opciók 
magukban foglalják az adatszerkezetet és az iterációnként kinyerendő bitek mennyiségét. 
public UInt64 NextInt() 
Visszaadja a C++ implementációból a következő pszeudorandom számot. 
public string NextBinary() 







Az osztály a BbsGenerator osztályból származik. BBS pszeudorandom generátort 
impementál C# nyelven. Lehetőséget biztosít string és BitArray adatszerkezetek használatára 
a bitsorozat tárolására a generálás alatt, illetve kiválasztható, hogy 1, 2, vagy log N bitet 
nyerjen ki iterációnként. 
Függvények 
public CSharpGenerator(UInt64 p, UInt64 q, UInt64 seed) 
Az ősosztály funkcionalitásán kívül nem végez egyéb műveletet. 
public string Generate() 
Az opciók alapján meghívja a megfelelő generáló algoritmust, majd visszaadja a generált 
bitsorozatot. Megfelelő opció hiányában üres stringet ad vissza. 
private string generteString() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként a legkisebb 
helyiértékű bitet felhasználva, string adatszerkezetbe. 
private string generateStringTwoBits() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként a két legkisebb 
helyiértékű bitet felhasználva, string adatszerkezetbe. 
private string generateStringLogBits() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként log(log2( 𝑝 ∗ 𝑞)) 





private string generteBitArray() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként a legkisebb 
helyiértékű bitet felhasználva, BitArray adatszerkezetbe. 
private string generateBitArrayTwoBits() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként a két legkisebb 
helyiértékű bitet felhasználva, BitArray adatszerkezetbe. 
private string generateBitArrayLogBits() 
Megfelelő hosszú bitsorozatot generál BBS algoritmussal iterációnként log(log2( 𝑝 ∗ 𝑞)) 
legkisebb helyiértékű bitet felhasználva, BitArray adatszerkezetbe. 
public UInt64 NextInt() 
Visszaadja a következő pszeudorandom számot. 
public string NextBinary() 







A Linear Feedback Shift Register generátor absztrakt osztálya. Leírja az LFSR generátor 
tulajdonságait. Implementálja az IGenerator interface-t. 
Függvények 
public LfsrGenerator(string polinomial) 
Az osztály konstruktora. Paraméterként kapja a karakterisztikus polinomot egy 1-eskből és 
0-kból álló stringgel a feljebb részletezett módon ábrázolva. 
abstract public string Generate() 
abstract public UInt64 NextInt() 







Az LfsrGenerator osztályból származik, LFSR generátort valósít meg C# nyelven. A 
generátor futása alatt létrejövő bitsorozat tárolására lehetőséget ad string, StringBuilder, és 
BitArray adatszerkezetekben. 
Függvények 
public CSharpGenerator(string polinomial) 
Az osztály konstruktora. Az ősosztály funkcionalitásán felül inicializálja az 
adatszerkezeteket és beállítja a stringet, mint opciót. 
public string Generate() 
Az opciótól függően generálja a bitsorozatot a megfelelő adatszerkezettel. 
private string generateString() 
Generálja a bitsorozatot string adatszerkezetet használva. 
private string generateStringBuilder() 
Generálja a bitsorozatot StringBuilder adatszerkezetet használva. Amennyiben be van állítva 
az osztályban, előre allokálja a megfelelő memóriahelyet. 
private string generateBitArray() 
Generálja a bitsorozatot BitArray Adatszerkezetet használva. A BitArray konstruktorának 
meg kell adni a maximális méretet, ezért itt a karakterisztikus polinom alapján maximális 
hosszúságú bitsorozat számára elegendő hossz van megadva. Ha a generált sorozat hossza 





public UInt64 NextInt() 
Visszaadja a következő k bit hosszú számot, a PRBS-k notáció alapján. Ha a bitsorozat 
BitArray-be lett generálva, a generateBitArray() függvénynél részletezett okok miatt a 
számot a BitArray tartalmából állítja elő. 
public string NextBinary() 
Visszadja a következő k hosszú szám bináris alakját, a PRBS-k notáció alapján. Ha a 
bitsorozat BitArray-be lett generálva, a generateBitArray() függvénynél részletezett okok 







Az LfsrGenerator osztályból származik, interface-ként funkcionál a C++-ban írt LFSR 
generátorhoz.. A generátor futása alatt létrejövő bitsorozat tárolására lehetőséget ad string, 
vector<bool>, és bitset adatszerkezetekben. 
bitset 
A bitset indexelése nem egyezik meg a „megszokott” indexeléssel. Vegyük példának az 110 
bináris számot. Ez a szám 22 + 21 = 6, bináris alakja stringként „110”. A string 0 indexű 
karaktere a „legbaloldalabbi” 1-es, az 1 indexű karaktere 1, a 2 indexű karaktere 0. A 
bitsetben a 0 indexű karakter a legkisebb kitevő, azaz a 20együtthatója. Ha úgy lenne 
indexelve a bitsete, mint az „110” stringe, akkor a következő lenne észrevehető: 011. A 
generált bitsetet át kell alakítani char*-á, hogy vissza lehessen adni a C# kódnak, de ebben a 
stringben fordított sorrendben lennének a bitek. A string megfordítása sokkal 
erőforrásigényesebb művelet, mintha iterációnként fordított sorrendben pakolná a program a 
biteket a bitsetbe. Ez után már csak arra kell odafigyelni hogy a létrejött bitset megfelelő 
részét alakítsuk string-é. 
Függvények 
public CppGenerator(string polinomial, bool intel) 
Konstruktor. Az ősosztály funkcionalitásán felül beállítja, hogy a Visual C++, vagy az Intel 
C++ compiler által generált dll függvényeit kell-e használni. 
public string Generate() 





public UInt64 NextInt() 
Visszaadja a C++ implementációból a következő pszeudorandom számot. 
public string NextBinary() 







LfsrGenerator osztályból származik. A Python script futtatásáért felelős. 
Függvények 
public PythonGenerator(string polinomial) 
Konstruktor. Az ősosztály konstruktorán felül neincs extra funkcionalitása. 
public string Generate() 
Elindítja a bitsorozatot generáló Python scriptet a megfelelő paraméterekkel és feldolgozza 
annak kimenetét. 
public UInt64 NextInt() 
Visszadja a következő pszeudorandom számot. 
public string NextBinary() 






3.3 Grafikus megjelenés 
A grafikus megjelenésért a MainUi és TestUi osztályok felelősek. A program indításakor a 
MainUi által implementált felület látható, ennek menüjén a Test gombra kattintva nyílik meg 
a TestUi által generált felület. 
MainUi 
A felületen lehetőség van algoritmust, programnyelvet, adatszerkezetet, és BBS algoritmus 
esetén bitszámot választani, majd kiválasztani, hogy az adatszerkezetnek kellő hely előre le 
legyen-e foglalva a memóriában. Ezekről rádiógomb csportok és egy CheckBox 
gondoskodik, az általuk kiváltott események hatására a felület beállítja a generátort a 
megfelelő állapotba 
Az LFSR és a BBS algoritmusokhoz tartozó kezdőadatok megadása és az eredmények 
megjelenítése az LfsrPanelen és a BbsPanelen történik. Ezen paneleken lehetőség van 
kezdőértékek beállítására, hogy a felhasználó könnyen ki tudja próbálni a programot. 
TestUi 
A felület lehetőséget ad, hogy egyszerre az összes implementált opcióval PRBS-t generáljon 
a felhasználó LFSR, BBS, vagy mindkét algoritmussal. A kezdőadatok és a futtatás 
számának mgadása után az LFSR Test gomb indítja az LFSR tesztet, a BBS Test gomb a 
BBS tesztet, a Test All gomb mindkét tesztet. 







Lefuttatja a megadott opciókkal a generáló algoritmust többször egymás után, majd átlagolja 
a futásidőket, hogy kiszűrje az esetleges kirívó eseteket. 
Függvények 
Public Benchmark(int nrOfRuns, string language, string 
options, bool preAllocate, string polinomial, bool intel = 
false) 
Inicializálja és futtatja a mérést LFSR algoritmussal az adott opciókkal. 
public Benchmark(int nrOfRuns, string language, string 
options, bool preAllocate, UInt64 p, UInt64 q, UInt54 seed, 
int length, preAllocate = false) 
Inicializálja és futtatja a mérést BBS algoritmussal az adott opciókkal. 
public string ToString() 







Lefuttatja az összes lehetséges mérést. 
Függvények 
public Test(int nrOfRuns, string polinomial) 
Inicializálja az LFSR teszteseteket. 
public Test(int nrOfRuns, UInt64 p, UInt64 q, UInt64 seed, int 
length) 
Inicializálja a BBS teszteseteket. 
public Test(int nrOfRuns, string polinomial, UInt64 p, UInt64 
q, UInt64 seed, int length) 
Inicializálja az összes tesztesetet. 
public string ToString() 






3.4 C++ implementációk 
Mindkét algoritmus implementációja dll-re fordul, amit a C# osztályok importálnak. A C#-
ból meghívni kívánt függvények ezért dllexportra vannak megjelölve a C++ header 
fileokban. Fontos, hogy mind a paraméterek, mind a visszatérési érték megfeleltethetőnek 
kell legyen a két programnyelv típusai között, hogy ne veszítsen adatot a program ezek 
átadásánál. Kifejezetten odafigyeltem, hogy minden szám típusú változó bitszáma és előjele 
biztosan ugyanaz legyen mindkét nyelvben. Karakterláncok átadásánál használható a 
StringBuilder osztály belső buffere, melybe C++-ban char* másolható, csak a hosszok 
megfelelésére kell odafigyelni. 
A C++ projektek fordítás után automatikusan a C# program futtatható file-a mellé másolják 
a keletkező dll-jeiket, hogy az megtalálhassa őket, így ezzel a felhasználónak nem kell 
foglalkoznia. 
Visual C++ és Intel C++ 
Mivel mindkét compilerrel ugyanazt a kódot akartam lefordítani, a legegyszerűbb és 
legkarbantarthatóbb megoldás, hogy ugyanazt a file-t fordítsák. Ebben az esetben a generált 
osztály és függvénynevek ugyanazok lettek volna, így egy C# osztály nem importálhatta 
volna a két különböző dll-t duplikáció miatt. A megoldás, hogy a kellő sorok precompiler 
definíciók alapján különböznek. A Visual C++ által fordított projektek tartalmaznak egy 
extra precompiler definíciót, mely alapján a sorcsere megtörténik; ezt nyilvánvalóan az Intel 
C++ compiler projektje nem tartalmazza. Az Intel C++ compiler által generált elnevezések 
az „_intel” utótagot kapták. 
3.5 Python implementáció 
A Pythonban írt script parancssori paraméterkét kapja bemeneti paramétereit, majd az 





történik egy ProcessStartInfo objektumon keresztül. Ahhoz, hogy ez megtörténhessen a a 
környezet részét kell képezze a „py” parancs. Ez automatikusan megtörténik a Python 3 
telepítése során. A folyamat futásának befejeztével a futtatást végző C# osztály leolvassa az 
eredményt a folyamat standard kimenetéről. 
A Python implementáció jelentősen lassabb, mint a C# és C++ verziók, PRBS-15 és annál 
hosszabb szekvenciákat nem képes generálni. 
3.6 Tesztelés 
Feketedoboz tesztelés 
Ezekben a tesztekben figyelmen kívül hagyjuk a program belső felépítését. A lényeg, hogy 
a program a feladatot helyesen hajtsa végre. 
Tesztesetek 
- Az összes lehetséges algoritmus/programnyelv/adatszerkezet/bit szám/pre allokácó 
kombinációjára a program a kiválaszott opcióknak megfelelően generál bitsorozatot. 
Ez a generálás részletes eredményében ellenőrizhető. 
- Azonos bemeneti paraméterekre az opcióktól függetlenül ugyanazt a bitsorozatot 
generálja az összes megfelelő algoritmus (természetesen jó inputra). 
- A program kezdőadatok megadása nélkül a Generálás gombra kattintva hibaüzenetet 
ad. 
- LFSR algoritmusnál a polinom mezőbe csak helyes inputtal generál bitsorozatot a 
program, egyéb inputtal hibát jelez. Tesztelt hibás bemenetek: 
o szöveg 
o szám (nem csak 1 és 0) 
o negatív szám 





- BBS algoritmusnál nem Blum-prím megadása, nem megfelelő mag megadása 
- BBS algoritmusnál a hossz nem szám, esetleg 0, vagy negatív 
- A következő pszeudo véletlen szám generálására kattintva LFSR algoritmus esetén 
0-át ad a program, ha a sorozat nincs legenerálva. 
Fehérdoboz tesztelés 
A program nem tartalmaz fehérdoboz tesztelést, mivel a megvalósított algoritmusok 
bizonyítottan megfelelő kimenetet generálnak. A feketedoboz tesztelés alatt 
megbizonyosodhat a felhasználó a program helyes működéséről, az algoritmusok működése 
és ezek bizonyítása az irodalomjegyzékben szereplő szakirodalomban megtalálhatóak. 
Összefoglalás 
Szakdolgozatomban összehasonlítottam, hogy pszeudovéletlen bitsorozatokat generáló 
algoritmusok erőforrásigényére milyen befolyással vannak különböző implementációs 
döntések. A programban bárkinek lehetősége van ezeket kipróbálni, illetve sokszori futtatás 
futásidejét átlagolni, hogy kizárhatók legyenek egyedi kirívó esetek. 
Programom tovább fejleszthető más algoritmusok és más optimalizációk 
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