Programming is one of the key fundamentals that beginning Computer Science students must master. Proper programming techniques are essential to good programming. Such techniques include writing code that is logical and efficient, understandable to the coder himself as well as others, and well-formatted and easy to read so that it can be maintained. Some students never develop good programming techniques, and this can create significant problems down the road. Unfortunately there are not many interactive or visual tools to help novice programmers learn programming languages (Giannotti, 1987) . This research therefore examined the question of how a Web-based solution might be used to help novice programmers develop proper programming technique.
-2 -these skills, concepts, and techniques at the outset so that they will benefit from them in the long run. However, all students do not learn in the same manor; there are many different approaches to learning a new language.
Programming is in some ways an art form, where every individual programmer has his or her own style. While all programmers learn the basic fundamentals, each tends to develop differently as he or she becomes more skilled and advanced. Without the basics, however, students will never develop into good programmers. One approach to teaching novice programmers involves going beyond fundamentals to get to the true meanings of different programming concepts, rather than focusing on mindless memorization of syntax. This has been called the "deep" approach (McCabe, 1995) .
Professors must take the role of a coach to help students learn programming correctly. This means that professors must first help the student understand basic concepts, and then observe as students practice those different fundamentals. If students need help in a certain area, professors must clarify any misconceptions or problems as soon as possible (VanLehn, 1996) . However, such assistance should be reviewed as "scaffolding," because eventually the students must become independent and able to write code on their own without assistance.
Source Code Analysis Tools and Novice Programmers
Novices often find learning a programming language tedious, difficult, and frustrating. One major cause of these hurdles is difficulties in debugging (Smith and Webb, 1995) . In many cases, students cannot develop a program properly because they cannot debug the problems that develop in their code. Part of this difficulty stems from compilers that display error messages that make little or no sense to a novice. Many debugging messages include binary addresses, some have poor wording, and some point a student to the wrong line in their code. These issues are very confusing to novices and cause them many problems.
One way for students to develop good programming technique is to use a source code analysis tool. Such tools read a program much like a compiler, but they generate information on the program's structure rather than producing an executable image. Many source code analysis tools are available today that provide programmers with clear and concise pictures of how their code actually works. The problem is that with many of these tools are difficult for novice programmers to understand. Any tool purporting to help students improve their programs is only beneficial if students are able to understand its output and get constructive feedback on how those programs are structured, what problems exist, and how one can improve the code. After reviewing many different source code analysis tools, it is clear that steps have to be taken before these tools can be truly usable by novice programmers.
The main question, then, is how to create a source code analysis tool that can give novice programmers constructive feedback on the design quality, problematic constructs, and efficiency of their code in a manner which they can understand. The approach we are investigating is to take an existing tool and (1) develop a Web interface that gives students on-line access to the tool, (2) filter and "massage" its output to make it understandable and more helpful to novice programmers, and (3) frame messages to students in ways that guide them toward developing quality programs. This is not an easy task. The three main problems that need to be solved are (1) figuring out how best to access an existing program tool from the Web so that it can be run remotely, (2) designing a clear and effective Web interface for the tool, and (3) developing the "scaffolding" needed to help students learn to build better programs on their own without the use of the tool. 
Evaluating Student Programs
As mentioned earlier, programming is in some ways an art form, and programmers at all levels have different styles. This makes it difficult for professors to evaluate student programs. Some styles may be well-structured and others may not.
Basic evaluation involves running a program through a compiler and seeing if it works correctly. A new form of software, which can evaluate programs on a level higher than that of a normal compiler can help a professor go beyond this low level of evaluation (also referred to as dynamic analysis, see below).
Such software can also be beneficial to students in many ways. First, there is often simply not enough time to check students' code thoroughly for proper programming practices (Mengel, 1998) . Poor technique is therefore left uncorrected, and students develop bad habits even though their programs appear to run correctly.
There are two basic analysis steps are involved in evaluating student programs: dynamic analysis and static analysis (Mengel, 1999) . Dynamic analysis involves executing a program to see if it works (Mengel, 1998) , that is, whether it compiles and runs. Static analysis involves checking code for proper documentation and errors that may not be picked up by a compiler (Mengel, 1999) .
Dynamic analysis is considered the standard method of checking program integrity, since all students must compile and run their programs before handing them in.
Static analysis is more difficult, because it is open to interpretation and opinion as to what constitutes proper programming technique. In some cases, however, the latter provides more insight into a student's programming ability than the former. Therefore, it is beneficial for novice student programmers to have access to a source code analysis tool that provides good static analysis of their code.
Running Software Tools Over the Web
The process of providing all students with a well-structured source code analysis tool begins with giving them access to an existing program over the Web so that they can run it remotely. One of the main goals of this project is therefore to Web-enable a source code analysis tool so that students can use it on-line. There are a number of steps required to accomplish this. We have to be able to run the tool remotely, capture its output, parse and interpret that output, generate messages understandable to students based on its content, and feed those messages back to the student over the Web.
One way to tackle these issues is through the use Java Server Pages (JSP). First, certain types of communications will have to take place to get the source code analysis tool running over the Web. Once the source code analysis tool runs, its output must be captured in a file or directed to a stream that JSP can access. The next step is to interpret the tool's output so that it can be understood by novice programmers. This is where program analysis and parsing come into play. As stated earlier, we want to provide students with insight into the quality of their code, their level of documentation, and their code's readability. Many source code analysis tools such as RSM provide only numerical values that represent degrees of code complexity.
Novice programmers surely will not understand how to interpret these numerical values, rendering the tool useless. Thus, while tools such as RSM provide tremendous program analysis information, the analyses are presented in a manor that cannot be understood by our target user population.
The output of the source code analysis tool must therefore be parsed, interpreted, and reformatted. Parsing involves going through the output and searching for key words or phrases that need clarification or further explanation. Each such item must then be interpreted by recasting it into a clear and precise message that novice programme rs will be able to understand. We must then display new output over the Web so that students will be able to clearly understand what their programs do, how their programs are structured, and how they can improve their programs in the future.
Removing the Training Wheels
We want to develop a tool that will give novice programmers significant gains, but at the same time we want to avoid shallow learning (Aleven et al., 1999) . A student will benefit most if he or she is provided with clear explanations and step by step instructions on how to develop programs that are well-structured and properly formatted.
The ultimate goal is to help students acquire a deeper and richer understanding of programming that will be reflected in the precision with which they understand basic concepts (Aleven et al., 1999) .
The tool we intend to build will undoubtedly be useful to novice programmers, but we hope to go one step further. If a programmer's education is truly successful, he or she should eventually get to the point where the source code analysis tool is no longer necessary. We want to provide "scaffolding" in the form of prompts and hints, which can provide students with better explanations of how their code actually works (Bell and Davis, 2000) . We intend to build into our program the ability to control its features and/or level of feedback so that the "scaffolding" it provides as students learn can be gradually removed. This will enable the program to be a true learning vehicle rather than a permanent crutch.
