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Abstract 
 
In recent years, programming is one of a hot topic in 
education, and the number of learners and educators are 
increased. In actual situations, general-purpose 
languages (GPLs) such as Java and Python are often 
used in practical situation, so it is necessary to study 
these languages. When learning programming using a 
GPL at the first time, learners often cannot understand 
the message of erroneous results reported by language 
processors. One of the reasons of this is that the 
language processor reports the error as a result of 
failing analysis. Such reports may often relate to 
unknown functions for learners. 
In this research, we aim to construct a programming 
learning system which can customize the language 
function used by educators according to curriculum for 
programming education using general purpose language. 
In this research, we developed an algorithm for 
automatically generating a generic language subset 
corresponding to the learning stage, and developed a 
prototype of a support tool for Python language using 
this algorithm.  
 
1. はじめに  
	 近年プログラミング教育が普及している．それに伴い
プログラミングの学習者，教育者が増加の傾向にあり，
プログラミング学習がより身近なものになってきている．
そして様々な，プログラミング言語の学習方法が展開さ
れており，その中の多くはブロックのような独自言語を
使用している． 
	 しかし，実際のプログラミングを使用する場面では，
Java や Python などの汎用言語を使用する事が多いため汎
用言語を学習しなければならない．汎用言語を用いてプ
ログラミングを学ぶ際に，初学者は処理系による誤った
出力結果の内容を理解できないことが多い．その原因の
一つとして，初学者のプログラムの誤りが，学習者が未
学習の言語機能に関連する誤りとして処理系に判断され
てしまう点が挙げられる．典型的な誤りの類型はある程
度存在するものの，多くのバリエーションがある．経験
のある教育者が，そのような誤りの原因を突き止めるの
は比較的容易かもしれないが，まだ経験の浅い学生によ
る指導者がその原因を突き止めるのは容易でない場合が
多い．さらに，新規のプログラム題材を用いる場合には，
経験豊富な教育者でさえ，初学者の誤りの原因を見つけ
ることに時間を要する場合もある． 
本研究では，汎用言語を用いたプログラミング教育を
目的として，カリキュラムに沿って教育者が利用する言
語機能をカスタマイズできるプログラミング学習システ
ムの構築を目標とする．本発表では学習段階に応じた汎
用言語サブセットを自動生成するアルゴリズムを開発し，
このアルゴリズムを用いて Python 言語を対象とした支援
ツールのプロトタイプを作成した．また，本研究の評価
として，上記で作成したプロトタイプを情報系向けプロ
グラミング入門科目の演習課題に適用して，出力結果の
分類を行なった．評価分類から，演習課題の解答が教育
者が意図しているプログラムに学習者が修正できるよう
に示唆できているか観察し，考察を行なった．	
	
2. 関連研究 
	 まずプログラミング教育だけでなく，一般教育，ここ
では数学についての教育心理学についての研究を述べる．
寺尾らは数学的問題解決の推移の促進する知識の獲得に
ついて[1]は，数学の「類似」の目標課題をどのような知
識を使い解法を求めるかについて三つのアプローチを用
い，どれが得策かを述べている．上記の三つのアプロー
チで「例題アプローチ」というものがある．これは「類
似」の中の「同型」の目標課題を解くのに適していると
述べている．本研究ではこのアプローチで学習者がプロ
グラムを作成したり，演習課題を解く際に，学習者が意
図しないままに例題で習得したことから逸脱してしまう
場合に，システムによりプログラム言語に制限をかける． 
	 次に，初学者向プログラミングシステムについて述べ
る．Findler らが開発した DrScheme[4]は scheme 用のプロ
グラミング環境で，初学者向けのプログラミング学習に
特化した機能も備えている．そして，既存の言語から新
しい言語機能に拡張することもできる．しかし，これは
関数言語に特化したものであり，初学者用の言語選択が
初級，中級，上級という選択しか設定できないため，細
かいカスタマイズができない．本研究は，例題プログラ
ムに柔軟に応じた教育者，授業ごとにカスタマイズ可能
にする． 
 	 最後は，コンパイルエラーについての研究について述
べる．D.Thomas らは初学者のコンパイルエラーからのプ
ログラム修正について[3]述べている．初学者はプログラ
ムを記述する際に，コンパイラが出力したエラーと実際
のエラー箇所が違うことがあるとき，その箇所を特定し
なければならない．それらの一般的なエラー箇所を特定
するために，BlueJ という初学者向け汎用言語 Java のプ
ログラミングエディタで記述されたプログラムとエラー
データ，どのようにプログラムを修正したかなどのデー
タを用いて，コンパイルエラーメッセージからの実際の
エラー箇所を統計によってパターンの集計を行なった．
本研究の，プログラミング言語処理系が出力する実行時
に生じる構文誤り以外の例外出力は D.Thomas らの研究
を基に作成した． 
 
3. 提案手法  
3.1. 動機  
	 一般教養の科目では，教科書の流れに沿って教育者が
指導を行うことが一般的である．まず行う学習単元の説
明をする．そしてその説明を踏まえて，指導者と一緒に
学習者は例題を解く．最後に，学習者自身でこれまで習
得した方法を使用し演習課題を行う． 
	 上記のような流れで授業を行う場合，通常，学習者は，
演習課題を解くためには例題で扱われている解法を使用
して解くことが期待されている．この方法は例題アプロ
ーチ[1]と言われ，例題の解法を目標課題に「写像」する
考え方である．本研究では，例題で使用されている「構
文」を，学習者が取り組む演習課題を解く上でのヒント
として与える．  
	 また，「How to solve it」[2]によると教師が生徒に対し
ての問いや注意の中で，「見慣れた問題はないか探せ」
という注意が存在する．このような注意は，日常生活で
の何かを達成するための未知なる方法を求めるために，
その方法と似たような方法を探すであろうというもので
ある．これはいわば常識であり，それこそ正しい道で極
めて有効であると述べている．しかし，プログラミング
を学習することは，初学者にとって ，未知の概念に触れ
ることであり，そのような注意が誰もが適用できるわけ
ではないと考えられる．したがって，外からの働きかけ
によって見慣れた問題に気付かせる手助けが必要と考え
られる． 
 
3.2. プログラミング学習への組み込み  
	 プログラミング学習で最も重要なプロセスは，学習者
がプログラムを Java や Python のような言語で記述し，
これを対応するプログラミング言語処理系に実行させ処
理結果を観察する，というものである．プログラミング
処理系は学習者が自由に記述したプログラムをプログラ
ミング言語処理系で解析できる範囲内であれば処理をす
すめるそのため，誤りのあるプログラムも含めて，プロ
グラミング言語処理系の解析できる範囲内であれば，そ
れは正しいプログラムであるとして処理系が解析，処理
をすすめる．そして，プログラムに誤りがある場合，処
理系は解析の途中でエラーメッセージを出力するが，通
常は処理系がなぜプログラムの解析を続けられないか，
という観点のメッセージとなる． 
	 また，未習得の言語機能を学習者が意図に反して使用
してしまった場合に，プログラムは動作するが意図しな
い出力結果になってしまう．これらの場合に学習者が，
エラー出力や出力結果が何を示しているのか理解できな
いため，正しい修正方法にたどり着くことが困難である．
また，さらに教育者から見ると，演習課題で教育者が意
図している「条件分岐」や「繰り返し文」などの学習単
元に沿わないエラーや誤りの出力がなされるため，様々
な可能性から学習者の誤り箇所を特定する必要があり，
適切な指導を行うのに時間を要してしまう． 
	 本研究では，3.1 節の例題アプローチという考え方を
応用し，汎用言語 Python を対象として，プログラミング
学習における問題点を解決する．本研究では，プログラ
ミング学習において汎用言語 Python をそのまま利用させ
るのではなく，初学者が演習課題で使用する言語機能を
限定した学習者用の言語サブセットを利用させる．言語
サブセットは，教育者が記述したプログラムから自動生
成し，利用できる機能を，例題などによって学習者が習
得した構文や言語機能の範囲に制限する． 
	 機能の制限は，以下の三つを対象とする． 
I. 言語機能（構文，データ型） 
II. 組み込み関数 
III. 最低限必要な構文 
	 Ⅰは，汎用言語のプログラミング言語処理系から教育
者が学習者に使用させたい構文や利用できる型を制限す
ることである．例えば，一般に１つの演算子はオーバー
ローディングによって様々な型になりうる．Ⅱは汎用言
語 Python に組み込まれている組み込み関数を選択して制
限することである．組み込み関数を使わず教育者が例題
をカスタマイズした場合に，組み込み関数で解くことも
意図する時，柔軟に調整することを可能とする．Ⅲは演
習課題を解く際に例題プログラムをカスタマイズしてあ
るが，それぞれの学習単元の演習課題の解答として必ず
使用を意図する構文が存在する場合がある．例として，
「繰り返し文」では print 文を繰り返し使用して演習課題
を解くこともできてしまう．このような場合に，対処方
法として最低限使用する構文を選択でき，制限すること
ができる． 
	 上記の手法の利点として，学習者が例題プログラムで
習得した言語機能以外のプログラムの記述を制限するこ
とによって，自分のプログラムが授業から逸脱している
内容を記述していることが即座にわかる．教育者は意図
した例題プログラムをカスタマイズすることによってエ
ラー出力やプログラムの誤りを減らせるので，問題箇所
特定にかかる時間を短縮できる． 
 
4. 言語サブセット作成のアルゴリズム  
4.1. 概要  
	 以下では，前節で述べた機能の制限を実現するための
アルゴリズムを述べる．汎用言語の処理系では，プログ
ラムと対応して，その構造を表した抽象構文木表現を得
 られることが多い．まず，言語機能の制限は，得られる
抽象構文木の範囲に制限を加えることが実現できる． 
	 また，意味の情報として，変数や関数の型情報も実行
時に取得し，抽象構文木に加えることに，構文レベルだ
けでなく，意味に関する制限も加えることができる．今
回使用するプログラミング言語 Python は動的な型付け言
語である．そのため，型情報はプログラムのプロファイ
ルとステップ実行によって実行時に行うことにより正確
な情報を取得可能とした． 
 
表１	 プログラム例 
#例１ 
a = “[1,2,3]” 
for i in a: 
	 print(i) 
#例２ 
a = [1,2,3] 
for i in a: 
	 print(i) 
 
	 具体的なプログラム例から言語機能制限がどのように
はたらくかを見る．表１はリストの要素を順番に取り出
すというプログラム課題である．例１の解答では，出力
は「[」，「1」，「,」，「2」，「,」，「3」，「]」と
文字列が１文字ごとに取り出され出力される．例２の解
答は順番にリストの要素を取り出すことができるため，
「1」，「2」，「3」という文字がこの順序で表示され
る．この場合，想定される課題に対して，誤ったプログ
ラムは例１であり，初学者にはエラー出力ではないので
どこを修正するかの手がかりは得られない．そこで，本
手法を用いる場合，for 構文に対しては，「リスト」のみ
を用いるという制限を教育者が言語に追加する．そのよ
うにしてカスタマイズした言語を使用させることによっ
て学習者に for 構文に対して文字列のループを使うこと
は想定していないということを示唆できる．学習者は，
示唆された手がかりによって誤りに気付き，指導者の助
けを借りずに正しい解答を得やすくなる．なお，時本研
究では，上記の例で示したような，言語に対するカスタ
マイズは，教材などで用いる例題プログラムを登録する
ことで，半自動的に行うことができる． 
	 次に，先程述べた型情報の取得に使用したプログラム
のプロファイルとステップ実行について述べる．まず，
プログラムのプロファイルは，該当するプログラムの実
行時の最終的な情報である．この情報から最終的な変数
や関数の戻り値の型情報などを抽出できる．抽出した情
報をプログラムの型情報リストとして保存する．しかし，
これらの情報は最終的な情報なので動的に推移する型の
情報は取得できない．したがって，ステップ実行を使用
することにより，ステップ時点での型情報を取得するこ
とができる．これを先程取得したプログラムの型情報リ
ストに重複を除いて加えることにより動的に型が変化す
る変数等についても対応することができる． 
 
4.2. 抽象構文木を用いた機能制限 
	 本節では，抽象構文木を用いて，言語機能の制限を加
えるアルゴリズムを示す． 
	 まず，代入文に対応する Assign 構文木（図１）の例を
用いて動作例を示す．(a)，(b)，(c)は教育者が学習者に使
用を期待する例題プログラム「a=1」を入力とし，制限
する項目を抽出することで，言語サブセットを生成する
一部を示したものであり，(d)，(e)，(f)は学習者が記述し
たプログラム「a=[1,2,3]」を解析する例である． 
 
 
図１	 言語機能制限 
 
	 まず，教育者の例題プログラムを用いた言語のカスタ
マイズについて述べる．(a)のプログラム「a=1」から抽
象構文木 (b)を生成する．Assign は変数名に対応する
target 要素と代入する値を計算するための式に対応する
value 要素から構成される．ここでは，様々な可能性があ
り，初学者の誤りが発生しやすいと考えられる value 要
素について制限をかけることにする．「a=1」 という例
題プログラムでは value 要素が定数式を表す「Num」ノ
ードであるため Assign の抽象構文木の value 要素に対し
て Tree={Num}という制約を加える．そして，動的に取
得した変数 a の型「int」（実数型）も同様に Assign の
value 要素に対して Type={int}という制約を加え，（c）
のように Assign に与える制限として登録する．このよう
にして制限を加えられた言語を用いる場合，学習者が使
用できる言語機能は代入文に限らず，その中でも value
要素には定数式を表す「Num」と型情報「int」の組み合
わせのみとなる． 
	 次に，上記で制限を加えた言語を用いて，学習者がプ
ログラムを作成し，処理する流れを述べる．(d)が上記で
述べた言語サブセットをカスタマイズしたシステムに解
析させるプログラムであるとする．そして，(e)は(b)同様，
抽象構文木に変換しノードと型情報を取得する．今回は
value 要素には「List」ノード，型情報は「list」が得られ
る．ここで先程生成した Assign の value 要素における制
限集合に「List」ノード，型情報「list」が存在する検索
をかける．そして，存在しない場合，制限から逸脱して
いる旨を知らせる警告文を表示し，存在する場合はこの
まま次の構文を解析し続けるため抽象構文木を辿ってい
く． 
	 また，組み込み関数の制限は Call 構文木を解析し，
name 要素が，教育者が選択した組み込み関数の制限集合
に含まれているか調べる．そして最低限必要な構文の制
限は，上記で述べた言語機能の制限を行う前に，学習者
 が記述したプログラムから全体の抽象構文木を取得し，
教育者が選択した最低限必要な構文の制限集合の要素が
存在するか調べることで実現する． 
 
# limit_list:教育者がカスタマイズした制限集合のリスト 
 
#全体の抽象構文木をループ 
def search_ast(all_tree): 
	 for tree = all_tree[0 to all_tree.length] do 
	 	 if tree.ast_type is “ノード名” then (Assign や If など) 
	 	 	 message = limit_”ノード名”(tree) 
	 	 	 if message is not None then 
 return message 
 
#ノードの制限 
def limit_”ノード名”(tree): 
	 if tree in “body” then 
	 	 search_ast(tree) 
	 if tree[“ノード特定部分”].ast_type not in limit_list then 
	 	 return “未習得メッセージ” 
	 else: 
	 	 return node_enter_search(tree[“ノード特定部分”] , 
limit_list) 
 
#意味情報の制限 
def node_enter_search(tree, limit_list): 
	 if tree.ast_type is “ノード名” then 
	 	 if tree.意味情報 not in limit_list  then 
	 	 	 return “未習得メッッセージ” 
 
def main(): 
	 all_tree = “学習者プログラムの抽象構文木” 
	 message = search_ast(all_tree) 
 
図 ２	 擬似コード 
 
	 図２は上記で述べた学習者が記述したプログラムに制
限をかけるアルゴリズムの擬似コードである．まず，学
習者が記述したプログラムから得られる抽象構文木をメ
ソッド「search_ast」で同じ深さのノードでループする．
そしてそのノードに応じたメソッド「limit_”ノード名”」
でそのノードの下位ノードの特定部分（Assign ノードな
ら value，If ノードなら condition，For ノードなら iterator）
のノードが言語制限の集合に含まれているか判定を行う．
含まれていなければ未習得であるという旨のメッセージ
を返す．含まれているなら意味情報の制限のため，メソ
ッド「node_enter_search」で判定を行う．ここでも同様
に判定を行いメッセージを返す． 
	 上記では一つのパターンだけ例にあげたが、例題プロ
グラムによる言語のカスタマイズは複数のプログラムを
基にして一度に言語サブセットとして生成できる． 
	 最後に，学習者のプログラムが構文誤りを含んでいる
ことによって，処理系が構文エラーのメッセージを出力
することが多くある．処理系の解析が構文誤りを原因と
して止まった場合，完全な抽象構文木に変換することが
できず上記の言語機能の制限を用いた解析を行うことが
できない可能性がある． 
	 それらの問題点の解決法として，構文誤りが生じた時
点までの抽象構文木を取得し，教育者がカスタマイズし
た例題プログラムから学習者に例題で使用した際の記述
の仕方を示唆することが考えられる． 
 
5. システム概要  
	 本プロトタイプは学習者用システム，教育者用システ
ムのふたつで構成される． 
 
 
図３	 学習者用全体図 
 
	 図３の学習者用システムの外観は左上がプログラム記
述欄，右上がリアルタイム動的型付け変数表，左下が制
限実行コンソール，右下が通常実行コンソールで構成さ
れる．Run ボタンを押すことで上記で述べたアルゴリズ
ムに従い言語機能の制限が動作する．その結果が制限実
行コンソールに表示される．セレクトボックスはあらか
じめ教育者が決めておいた演習課題番号を選択すること
で，演習課題ごとの最低限使用しなければならない構文
の制限を加えることができる．  
 
 
 
	 教育者用システムの外観は学習者用と同様となってお
り，ボタンの種類は教育者向けの機能が割り当てられる．
プログラム記述欄は，教育者が例題プログラムを入力す
ることを期待し，Regist ボタンで，そのプログラムに書
かれたプログラム機能を言語サブセットに追加できる．
また，AllRegist ボタンは，指定したディレクトリ内に含
まれる複数の例題プログラムを一括で登録して，言語を
カスタマイズする． 
 	 このシステムは，教育者が例題プログラムを用いて言
語カスタマイズした後，学習者がその言語を使用してプ
ログラミング課題に取り組む，という流れで利用される．
例えば，初学者向けプログラミング言語の科目は典型的
に，教員と数名のティーチングアシスタントによって授
業が行われるが，今回のシステムを導入することで，学
習者が自ら誤りを発見し修正できるようにシステムが手
助けを行えるので指導の効率化が期待できる． 
	 本研究では，上記のプロトタイプを用いてプログラミ
ング入門程度の内容として，「値と変数」，「条件分
岐」，「繰り返し文」，「関数」の各単元の授業資料に
含まれる例題プログラムから言語サブセットを生成する
ことを可能にした． 
 
6. 評価  
	 法政大学情報科学部 2018 年度の初年次プログラミン
グ入門科目を対象として，プロトタイプシステムを適用
した．言語のカスタマイズは，同授業の「値と変数」，
「条件分岐」，「繰り返し文」の学習単元項目の例題プ
ログラムを入力として，言語サブセットの生成を行った．
組み込み関数は eval()，format()， int()， len()，print()，
range()，str()で設定をし，最低限使用しなければならな
い構文は，「条件分岐」の単元では if 構文，「繰り返し
文」の単元では for 構文として設定を行った． 
 
 
 
図５	 評価分類 
 
	 生成した言語サブセットを用いて，受講者が提出した
プログラムを本プロトタイプに適用した．受講者が提出
した演習課題，「条件分岐」３問（ファイル数 89，50，
50），「繰り返し文」２問（ファイル数 48，49）である．
プログラミング言語処理系で解析が続けられなくなるこ
とで出力される例外出力については，「A Detector for 
Non-literal Java Errors」[3]による Java のエラー出力から
学習者の困難箇所の特定を Python に応用にして使用した．
教育者が学習してほしい学習項目で演習課題が記述され
ているかどうかを観察し，本プロトタイプが正常に動作
しているのか評価する． 
 
 
 
 
表２	 テスト結果 
演習
No 
 
出力 
3-1.py ・	 比較演算子の型が違います 
・	 式には int 型は習っていません 
・	 未知学習項目 While は使用できません 
3-2.py ・	 未知学習項目 While は使用できません 
3-3.py ・	 比較演算子の型が違います 
・	 式では int 型は習っていません 
・	 未知学習項目変数アノテーションは使
用できません 
・	 Assign に対して比較演算は習っていま
せん 
・	 Assign に対してベキ乗の演算子は習っ
ていません 
4-1.py ・	 演算に使う型が間違っています.また
は関数やキーに渡すオブジェクトの型
が間違っています 
・	 for 構文は最低限記述しなければなり
ません。 
・	 Assign に対して None 型は習っていま
せん．使用しようとしている変数が定
義されていません.または,スペルミス
です. 
4-2.py ・	 使用しようとしている変数が定義され
ていません.または,スペルミスです. 
・	 for 構文は最低限記述しなければなり
ません 
・	 Assign に対して max の組み込み関数呼
び出しは習っていません 
・	 式に対して属性呼び出しは習っていま
せん 
 
	 プロトタイプを適用して出力された結果は表２に記し
た．本発表では演習課題のプログラムに言語機能制限が
かかったものについて考察する． 
	 提出された演習課題について，学習者の記述したプロ
グラムから演習課題の解答として「正しいプログラム」
と「誤りのプログラム」に図５のように分類する．「正
しいプログラム」は教育者が意図した通りに解答してい
る「正解のプログラム」と「想定外の言語機能を使用し
たプログラム」に分けられる．「誤りのプログラム」は
「エラーを出力していない」と「エラーを出力している」
プログラムに分けられる．なお，どの分類についても
「正解のプログラム」に修正できるように示唆できてい
るかが評価の目標である． 
	 まず，大多数のプログラムが「正解のプログラム」に
分類された．これは，教育者が意図したプログラムをシ
ステムが正常に判定していることがわかる． 
	 次に，表２における「未知学習項目 While は使用でき
ません」や「未知学習項目変数アノテーションは使用で
きません」，「Assign に対して max の組み込み関数呼び
出しは習っていません」などの出力がある．これは，
「想定外の言語機能を使用したプログラム」として検出
 でき，「正解のプログラム」への修正を示唆できている
と言える．そして，「誤りのプログラム」に分類された
ものについて述べる．「エラー出力していない」ものは
「比較演算子の型が違います」や「for 構文は最低限記述
しなければなりません」などが出力され検出できた．こ
れは，文字列型と整数型を比較する時，エラー出力はさ
れないがプログラム自体が誤りであるというものや，演
習課題として最低限必要な構文を記述していないものな
どにあたる．最後に，「エラー出力している」ものにつ
いては「演算に使う型が間違っています．または，関数
に渡すオブジェクトの型が間違っています」や「使用し
ようとしている変数が定義されていません．または，ス
ペルミスです」などの例外出力がこれにあたる．これは
既存研究[3]によるプログラミング言語処理系の観点での
エラー出力から誤り箇所の特定で検出可能な種類のエラ
ー出力が多かった． 
	 また，「比較演算子の型が違います」と出力したプロ
グラムの中には例題には存在しなかった int 型と float 型
（実数型）の比較を使用しないと解けない問題があった
ため出力したものと考える．「式では int 型は習ってい
ません」という出力については，演習課題のファイル内
で学習者が問題番号を記述しているプログラムに見られ
た．これは教育者が見逃していたものを，システムが検
出できた事象だが，今回は分類から外すこととした． 
 
7. 考察・課題 
	 ６節の評価から例題プログラムに沿った汎用言語サブ
セットを組み込んだプロトタイプが評価分類の「正解の
プログラム」に修正できるように示唆していることがわ
かる． 例題アプローチに対応するプロトタイプとしての
システム評価は良好と言える．しかし，教育者がカスタ
マイズをし忘れた構文も存在したため誤出力をしたもの
もあった．また，今回の評価の場合，入門程度の簡単な
演習課題のため例題通り記述できているプログラムが多
く見られた．今後は関数やオブジェクト指向などの高度
なプログラムについても実装，評価していく． 
	 次に，課題点が二つ存在する．一つ目は，例題プログ
ラムから生成された言語サブセットを使用しているため
その時点以降で習うプログラミング構文を使えない．そ
のため有能な学習者，予習をしっかりと行っている学習
者は学習効率が落ちてしまうことが挙げられる．二つ目
は，演習課題が同型問題であるためこの手法で問題を解
くことができるが，未知なる構文を使う演習が出現する
時，それらを解く能力を養うことができなくなる可能性
があることが挙げられる．それらの解決策として，まず
前者については制限の程度を柔軟に調整可能にすること
で解決できると考える．学習者が制限の調整を行うこと
で学習者自身の学習度合を把握することにも繋がると考
える．また，後者については，未知なる問題に対しての
解く能力の養い方は解法の抽象化を行うことが一般的で
ある[1]．解法の抽象化とは，複数の似た例題の解答を示
し，問題に対する解法例を増やし一般化することである．
これらをプログラミング学習に応用するには学習者の解
答と教育者が作成した解答との構文の差分から解法の抽
象化をしていくのが良いと考える．プログラミング問題
は一つの問題に対して，複数通りの解答が存在する．自
分とは違う人の解答と比較することで共通部分や特有部
分があきらかになり解法を一般化できると考える． 
	 最後に，4.2.節で述べた学習者が記述したプログラム
に構文誤りが存在する場合に，プログラムを完全な抽象
構文木に変換できず言語機能を制限できない問題点につ
いての具体的な解決策を述べる．例として，学習者が記
述したプログラム「a=」という不完全なプログラムに対
して，教育者が言語をカスタマイズするために用いたプ
ログラム「b=1」と「b=1+1」をあげる．これらのプログ
ラムからは，それぞれ，「[var, equal]」という不完全な
抽象構文木，「[var, number]」と「[var, assign, arith_expr, 
number, number]」という完全な抽象構文木をそれぞれ取
得できる．これを基に，不完全な抽象構文木がカスタマ
イズした完全な抽象構文木にどのくらいの編集距離で変
換できるかでプログラムの提案を学習者に行う．編集距
離が最も少なく変換できる，完全な抽象構文木をプログ
ラムに変換し，学習者に提案することを考える．  
 
8. おわりに 
	 本研究は，プログラミング教育を目的とした，汎用言
語サブセットを自動生成するアルゴリズムを用いてプロ
トタイプの作成，評価を行なった．プロトタイプは教育
者が授業のカリキュラムに沿った例題プログラムを用い
て，汎用言語の機能を制限することで，カスタマイズす
ることができ，学習者はカスタマイズされたシステムで
プログラムを記述することによりプログラムに対応した
適切な出力がされるものである． 
	 評価として実際に提出された演習課題を使用し出力の
分類分けすることより，プロトタイプの有用性を評価し
た．そして，いくつかの課題点が挙げられたので今後の
研究の対象としていく． 
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