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理系であるKLIC[9]や，CHRの処理系の実装 [20] [21] [22]に影響を受けた．
また，組み込みシステム上への言語処理系の実装を行った研究として，LEGO



































































































図 2.2: Append : グラフ構造に対するルール適用の例
図 2.2のテキスト表現を以下に示す．¶ ³
{
append(Lst1, Lst2, Res), res(Res),
c(V1, N1, Lst1), c(V2, N2, N1), n(N2), no1(V1), no2(V2),
c(V3, N3, Lst2), c(V4, N4, N3), n(V4), no3(V3), no4(V4),
( append(X0,Y,Z0), c(A,X,X0) :- c(A,Z,Z0), append(X,Y,Z) ),












































P ::= 0 (null)
｜ p( ~X) (atom)
｜ P,P (composition)
｜ fPg (cell)
｜ fPg/ (stable cell)
｜ (T :- T) (reaction rule)
T ::= 0 (null)
｜ p( ~X) (atom)
｜ T,T (composition)
｜ fTg (cell)
｜ fTg/ (stable cell)
｜ @p (rule variable)
｜ $p(FVspec) (process variable)
表 2.1: LMNtal構文





































































{ { { f(), a(X) }, b(X,Y), e(W) }, c(Y,Z), d(Z,W) }
は，図の右側があらわすルール
{ { { $p(), a(X0) }, b(X0,Y0), $q(X) }, c(Y0,Y), $r(X,*) }
2こう定義することによって，fa(X), fb(X)ggというデータ構造に f$p(X),fb(X)ggがマッチ


















































































































a(X), b(X) :- cµ ´
というルールがあった場合，このルールは
(1) ルールのある膜からa 1(arity:1,名前 aのアトム)を１つ見つける (¯ndatom)
(2) aの１番目のリンクのリンク先アトムを取得し，そのアトムの１番目のリン
クと繋がっていることを確認する (deref)
(3) 取得したアトムの名前が b 1(arity:2, 名前 b のアトム)であることを確かめ
る (func)












findatom [1, 0, a_1]
deref [2, 1, 0, 0]
func [2, b_1]
jump [L100, [0], [1, 2], []]
--body:L100:
spec [3, 4]
commit [( a(X) b(X) :- c )]
dequeueatom [1]
dequeueatom [2]
removeatom [1, 0, a_1]
removeatom [2, 0, b_1]







































































































図 3.1: スタックの動作．(1) 膜C(本膜)の実行スタックから popされたアトム b
にルール適用失敗 (膜Cにはルールがないため)，よって bを膜A(親膜)の実行ス
タックに pushする．膜Cの実行スタックが空なので膜Cを実行膜スタックから
pop．(2) (1)と同様に aを移動し膜Bを pop．(3) aに膜Aのルール (fag:-fcg)
を適用．ルール右辺の cを膜Bの実行スタックに追加し，膜Bを活性化．(4) (1)
と同様に cを移動，膜Bを pop．(5) (1)と同様に b,cを popし，膜Aも popする













































eyebotの主なハードウェア仕様は以下のとおりである (図 4.2, 4.3参照)．
² 512KBのROM，1MBのRAM



































> gcc68 hoge.c -o hoge.hex # クロスコンパイル
> dl hoge.hex # eyebotにシリアル転送µ ´












































































a, b, c(X), {d(X)}, {{e}}. # タスク０のデータ構造
c(X), {d(X)} :- f. # タスク 0のルール群
a, b :- g.
}{
a(2), a(3), a(5).


































² タスクの個数 (1 word)
² N0: タスク０の初期化ルールのデータ長 (1 word)
² 初期化ルールのデータ列（N0 word)

























































































































{ a(X), b(X) :- c. }µ ´
中間コード¶ ³
spec [1, 3]
findatom [1, 0, a_1]
deref [2, 1, 0, 0]
func [2, b_1]
jump [L100, [0], [1, 2], []]
spec [3, 4]
commit [( a(X) b(X) :- c )]
dequeueatom [1]
dequeueatom [2]
removeatom [1, 0, a_1]
removeatom [2, 0, b_1]








4 1 0 65539











































のソースコードは，コンパイル時に PCを de¯neすることで PC用のプログラム
としてコンパイル可能である．
PCでの実行も同様に¶ ³

































































send(1, 50)が生成された場合，直ちに消去され，タスク 1に recv(0, 50)が生成さ






pix(PX, PY, NX, NY, R, G, B)µ ´
PX, PY, NX, NYはそれぞれ，上下左右画素とリンクしている．端の画素の場
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{$p, analog1(get)}, dev_analog1(N) :- int(N) |







{$p, analog1(timer(X))} :- {$p, timer_analog1(X)}.
{$p, timer_analog1(X)}, dev_analog1(N) :-
int(N), （前回の適用から X*10msecたっている） |





































体の配列として表現され，膜構造体 (2 word)の中には以下の情報が入る (図 6.3
参照)
² 親膜の index値 (8bit)
² 次の兄弟膜への index値 (8bit)
² 前の兄弟膜への index値 (8bit)























情報+ N wordのリンク情報」のN+1 wordで管理する．アトムが保持すべき情
報としては，functor(アトム名と arity），所属する膜があるが，これを 1 wordで
管理する為に 1 wordの領域を分割して，ビット単位で情報管理を行なう．
1 wordのアトム領域には以下の情報が格納される．






















wordの整数値のために 1 wordのリンク (双方向)，整数アトムのアトム情報領域を
確保するのは無駄であることから，リンク領域に整数値を直接入れる方式をとっ
た．この方式の有効性が顕著に表れるのは画像 gridの生成においてである．
画像 gridにおいて，r,g,b値をすべてアトム（1 wordのアトム情報，1 wordの
リンク)で表現した場合，各画素ごとに 3 * 2 wordの領域が必要である．また，
端画素に接続するアトム 0用の領域も必要となる．これらを全て pix(8 word)の
リンク領域に押し込めることによって省略することで，必要なメモリサイズは
8 ¤ 4800










は 32bit CPUであるため，メモリは 4byte単位で扱われる．つまり，アドレスは
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² count : 初期値０，10ms毎に割り込みハンドラによってインクリメントさ
れるカウンタ．
² border : countがこの値を超えたら生成型システムアトムを生成する，とい
う閾値．
² atomFunc : 生成する生成型システムアトムの functor
² taskNo : どのタスクにアトムを生成するか．
² once : timeronce用フラグ．
timerが生成された後のコマンド型システムアトム処理時には，countのリセッ











² count > borderである要素を見つける（複数ある場合もある）
² count ¡ = borderする．（count > borderであることもありうるため）
² taskNoの指すタスクの生成待ちアトムスタックに，atomFuncを pushする．







































































合，そのまま newatomとして出力する代わりに，新命令 newatom intを出力す
る．これは，eLMNtal中においては引数からは intなのか functorなのかがわか
らないためである．
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はサーボ 1,2, エンコーダはサーボ 3～6と競合するため使えないようにし
た．servo12まで対応．









² inside proxy(X,Y), outside proxy(X,Y), star proxy(X,Y)
proxyアトム関係．
























append(X,Y,Z), n(X) :- Y=Z.
append(X,Y,Z), c(A,X1,X) :- c(A,Z1,Z), append(X1,Y,Z1).
}, {
{{{a(X)}, b(X, Y)}, c(Y), send(T)}, {recv(T), a(Z), {c(Z)}}.
{send(T), $p, @p}, {recv(T), $q, @q} :- {@p}, {$p, $q, @q}.
}{i(2).





















quadleft(X) :- int(X), int(Y),
Y = (((X + 1000100) mod 200) / 2) - 50 | wind(Y).
wind(Y) :- int(Y), int(VL), int(VR), VL = 50 + Y, VR = 50 - Y |
leftmotor(VL), rightmotor(VR).
analog3(X) :- int(X), X > 500 |
end, analog3(timerkill(3)), quadleft(timerkill(3)).
analog3(X) :- int(X), X =< 500 | .









に用いている．シャープの距離センサGP2D12では 10cmで 600, 25cmで 300程

















み合わせて自作したもので，0℃で 0V, 40℃で 4Vの電圧が出力される．eyebot
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buf(c(84, c(101, c(109, c(112, c(58, n)))))),
analog2(timer(25)).
analog2(X1), analog2(X2), analog2(X3), analog2(X4), buf(B) :-
int(X1), int(X2), int(X3), int(X4), int(X),
X = (X1 + X2 + X3 + X4) / 4 | data(X), buf(Y), putstr(B, Y).
Z = putstr(c(A, Z1)) :- int(A) | Z = c(A, putstr(Z1)), putchar(A).
Z = putstr(n) :- Z = n, next.
next, data(X) :- int(X), int(X1), int(X2),
X1 = X / 25, X2 = ((X * 10) / 25) mod 10 |


















# 0: not found, 1: go, 2: turn left a bit. 3 turn right a bit.
recv(1, 0) :- leftmotor(50), rightmotor(-50),
putint(0), putchar(10), tick(timeronce(10)).
recv(1, 1) :- leftmotor(50), rightmotor(50),
putint(1), putchar(10), tick(timeronce(20)).
recv(1, 2) :- leftmotor(-50), rightmotor(50),
putint(2), putchar(10), tick(timeronce(5)).
recv(1, 3) :- leftmotor(50), rightmotor(-50),
putint(3), putchar(10), tick(timeronce(5)).




picture(X), countred :- picture(Y), genl(X, Y, 0).
# generate counter
genl(T, Left, C), pix(T, PY, NX, NY, R, G, B) :-
int(C), int(C1), C1 = C + 1 |
pix(Left, Count, T1, NY, R, G, B), genc(NX, T1, C1),
count(Count, PY, 0, left).
genc(T, Left, C), pix(T, PY, NX, NY, R, G, B) :-
int(C), C < 40, int(C1), C1 = C + 1 |
pix(Left, PY, T1, NY, R, G, B), genc(NX, T1, C1).
genc(T, Left, C), pix(T, PY, NX, NY, R, G, B) :-
int(C), C =:= 40, int(C1), C1 = C + 1 |
pix(Left, Count, T1, NY, R, G, B), genr(NX, T1, C1),
count(Count, PY, 0, center).
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genr(T, Left, C), pix(T, PY, NX, NY, R, G, B) :-
int(C), C < 79, int(C1), C1 = C + 1 |
pix(Left, PY, T1, NY, R, G, B), genr(NX, T1, C1).
genr(T, Left, C), pix(T, PY, NX, NY, R, G, B) :-
int(C), C =:= 79 |
pix(Left, Count, NX, NY, R, G, B),
count(Count, PY, 0, right).
# count red pixel
count(T, Prev, Count, No), pix(PX, T, NX, NY, R, G, B) :-
int(R), int(G), int(B),
R > (G * 2), R > (B * 2), R > 64,
int(Count), int(Count1), Count1 = Count + 1 |
count(NY, T1, Count1, No), pix(PX, Prev, NX, T1, R, G, B).
# lower priority rule . if not red
count(T, Prev, Count, No), pix(PX, T, NX, NY, R, G, B) :-
count(NY, T1, Count, No), pix(PX, Prev, NX, T1, R, G, B).
# sum data
count(N, P, C, left) :- int(N), N =:= 0 | N = P, redleft(C).
count(N, P, C, center) :- int(N), N =:= 0 | N = P, redcenter(C).
count(N, P, C, right) :- int(N), N =:= 0 | N = P, redright(C).
# send data to task 1
# 0: not found, 1: go, 2: turn left a bit. 3 turn right a bit.
redleft(L), redcenter(C), redright(R) :-
int(L), int(C), int(R), C > 20, C >= L, C >= R |
send(0, 1), continue.
redleft(L), redcenter(C), redright(R) :-
int(L), int(C), int(R), L > 20, L >= C, L >= R |
send(0, 2), continue.
redleft(L), redcenter(C), redright(R) :-
int(L), int(C), int(R), R > 20, R >= L, R >= C |
send(0, 3), continue.
redleft(L), redcenter(C), redright(R) :-
int(L), int(C), int(R), L =< 20, C =< 20, R =< 20 |
send(0, 0), continue.
# end
finish, picture(X) :- picture_remove(X).
# continue
continue, picture(X) :- picture_remove(X), next.









赤画素数の合計値を持つ redleft, redcenter, redrightというアトムを生成する．












gen(100010). # or gen(10).




a(N) (N: 整数アトム)という構造を 10個作った時と 100010個作った時の使用
メモリから，構造 a(N)に必要なメモリ領域を割り出す．






USER PID %CPU %MEM VSZ RSS TTY
yajima 20592 99.9 1.2 218496 13276 pts/1 # 10のとき
yajima 20751 43.0 7.4 219548 77032 pts/1 # 100010のときµ ´
実行環境は，
² CPU : PentiumM 1.5GHz
² OS : Vine Linux3.0
² Memory : 1GB
である．
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{ここにアナログ値が生成, analog(50)など}@analog1. # 名前つき膜























hoge :- ANALOG1 > 500 | fuga
hoge :- TIMER =:= 10 | fugaµ ´
これらは意味的には，以下の記述の省略形であると考える．¶ ³
hoge, analog1(ANALOG1) :- int(ANALOG1), ANALOG1 > 500 |
analog1(ANALOG1), fuga.
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- 1 deref [-dstatom(I/A), srcatom(A), srcpos, dstpos]
-- src は必ず Atom(int から引くことはない）。dst は int or atom。
- 2 derefatom [-dstatom(I), srcatom(A), srcpos]
-- ガードのみ、整数参照用のみに使用。src は必ず atom.
- 3 dereflink [-dstatom, srclink, dstpos]
-- 未使用
- 4 findatom [-dstatom(A), srcmem, funcref(A)]
-- funcref に整数が指定されることはない。（2(X) などは文法的に許さない）
膜に関係する出力する基本ガード命令 (5--9)
- 5 lockmem [-dstmem, freelinkatom]
-- ロックはせず、膜の取得のみを行う。
- 6 anymem [-dstmem, srcmem]
-- ロックはせず、mm.findmem を呼び出し膜を取得するのみ。
- 7 lock [srcmem]
-- 未使用（アトム主導テスト用）
- 8 getmem [-dstmem, srcatom]
-- 未使用（アトム主導テスト用）
- 9 getparent [-dstmem, srcmem]
-- 未使用（アトム主導テスト用）
膜に関係する出力しない基本ガード命令 (10--19)
- 10 testmem [dstmem, srcatom(A)]
-- ★ srcatom はアトムのみ？（のはず）。
- 11 norules [srcmem]
-- 消去（必ず成功する）
- 12 nfreelinks [srcmem, count]
-- 未使用（$p(*) のみ許可なので生成されない命令）
- 13 natoms [srcmem, count]
-- ★ int もカウントする？（一応する）（natoms, 0 以外に呼ばれることある？）
- 15 nmems [srcmem, count]
-- そのまま。
- 17 eqmem [mem1, mem2]
-- そのまま。
- 18 neqmem [mem1, mem2]
-- ロックを使わないので、この命令を生成するようにコンパイラを変更する。
- 19 stable [srcmem]
-- 未使用（非対応）
アトムに関係する出力しない基本ガード命令 (20-24)
- 20 func [srcatom(I/A), funcref]
-- getfunc[tmp,srcatom];loadfunc(_int)[tmpfunc,funcref];eqfunc[tmp,tmpfunc] に展開。
- 21 notfunc [srcatom, funcref]
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-- 未使用。プロセス文脈の明示的な自由リンク用。
- 22 eqatom [atom1, atom2]
-- atom(addr) が等しいか比較（★ atom が int のことはない？）java 版ではオブジェ
クトの比較を行っている。
- 23 neqatom [atom1, atom2]
-- 同上




追記：getfunc は演算結果を生成する時に使う。★暫定：getfunc は link をそのま
ま返し、その link は allocatomindirect でそのまま link 型整数 atom としてコピーされる？
- 25 dereffunc [-dstfunc(I), srcatom(A), srcpos]
-- derefatom[dstatom,srcatom,srcpos];getfunc[dstfunc,dstatom] に展開。★必ず int?
- 26 getfunc [-func, atom(I/A)]
-- ★場合分け。アトムの時は atomID を、int のときは signed int 値を vars[func] に代入
- 27 loadfunc [-func, funcref(I/A)]
-- ★ INT 命令 loadfunc_int 追加。vars[func] に funcref を格納。
- 28 eqfunc [func1, func2]
-- そのまま。
- 29 neqfunc [func1, func2]
-- そのまま。
アトムを操作する基本ボディ命令 (30--39)
- 30 [local]removeatom [srcatom(I/A), srcmem]
-- 膜のアトム個数を-1 するだけ。proxy のときはなにもしない。（★ int の時は
増減する？（一応する））。★第３引数 funcref は、int の時は渡されない。消去する。
- 31 [local]newatom [-dstatom(I/A), srcmem, funcref(I/A)]
-- ★ INT 命令 newatom_int 追加。dstatom は atom のとき atom, int のとき link.
- 32 [local]newatomindirect [-dstatom, srcmem, func]
-- 未使用。
- 33 [local]enqueueatom [srcatom]
-- 未使用。実行アトムスタックは使用しない。
- 34 dequeueatom [srcatom]
-- 未使用。
- 35 freeatom [srcatom(I/A)]
-- int のときはなにもしない（命令自体の消去は、free されるのが atom か int か
命令列からはわかりにくいためできない）。atom のときは am.freeatom を呼ぶ。
- 36 [local]alterfunc [atom, funcref]
-- 未使用。最適化用。
- 37 [local]alterfuncindirect [atom, func]
-- 未使用。最適化用。
アトムを操作する型付き拡張用命令 (40--49)
- 40 allocatom [-dstatom(I), funcref(I)]
-- ★ INT のみ。-dstatom には int(link 形式）が格納される。
- 41 allocatomindirect [-dstatom, func]
-- ★ INT のみ？getfunc で取得した func から atom を作る。★暫定：func(link) を
dstatom(link) にコピーするのみ。
- 42 [local]copyatom [-dstatom(I), mem, srcatom(I)]
-- ★ INT のみ。値をコピーする。
- 43 local addatom [dstmem, atom]
-- 未使用。最適化用。
膜を操作する基本ボディ命令 (50--59)
- 50 [local]removemem [srcmem, parentmem]
-- そのまま。parentmem つかわない？
- 51 [local]newmem [-dstmem, srcmem]
-- そのまま。
- 52 allocmem [-dstmem]
-- 未使用。最適化用。
- 53 newroot [-dstmem, srcmem, node]
-- 未使用。分散処理用。
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- 54 movecells [dstmem, srcmem]
-- アトム移動は 1 個 1 個。膜移動はツリーの書き換えで対応。
- 55 enqueueallatoms [srcmem]
-- 未使用。実行アトムスタック使わない。
- 56 freemem [srcmem]
-- removemem 済みであること。
- 57 [local]addmem [dstmem, srcmem]
-- removemem 済みの膜を dstmem に移動（膜ツリー書き換え）する。
- 58 [local]enququmem [srcmem]
-- 未使用。実行膜スタックを使わない。
- 59 [local]unlockmem [srcmem]
-- 未使用。ロック使わない。




- 63 getlink [-link,atom(A),pos]
-- atom のみ。int のリンク先が取得されることはない。
- 64 alloclink [-link,atom(A/I),pos]
-- ★場合分け。link の時はコピーするだけ、atom の時は link 生成。
リンクを操作するボディ命令 (65--69)
- 65 [local]newlink [atom1, pos1, atom2, pos2, mem1]
-- alloclink[link1,atom1,pos1]; alloclink[link2,atom2,pos2];
unifylinks[link1,link2,mem1] に展開。
- 66 [local]relink [atom1, pos1, atom2, pos2, mem]
-- alloclink[link1,atom1,pos1]; getlink[link2,atom2,pos2];
unifylinks[link1,link2,mem] に展開。
- 67 [local]unify [atom1, pos1, atom2, pos2]
-- getlink[link1,atom1,pos1]; getlink[link2,atom2,pos2];
unifylinks[link1,link2,mem] に展開。
- 68 [local]inheritlink [atom1, pos1, link2, mem]
-- 未使用。最適化用。
- 69 [local]unifylinks [link1, link2, mem]
-- ★場合分け。両方 atom なら相互接続、片方が int なら link 中に押し込める。両方 int ならエラー。
自由リンク管理アトム自動処理のためのボディ命令 (70--74)
- 70 removeproxies [srcmem]
- 71 removetoplevelproxies [srcmem]
- 72 insertproxies [parentmem,childmem]
- 73 removetemporaryproxies [srcmem]
-- proxy 関連は Java と同じ処理を行う。MembraneManager の対応するメソッドを呼ぶ。
ルールを操作するボディ命令 (75--79)
- 75 [local]loadruleset [dstmem, ruleset]
- 76 [local]copyrules [dstmem, srcmem]
- 77 [local]clearrules [dstmem]
-- 全て未使用。ルールはタスク膜に固定。
型付きでないプロセス文脈をコピーまたは廃棄するための命令 (80--89)
- 80 recursivelock [srcmem]
- 81 8recursiveunlock [srcmem]
-- 未使用。ロック無し。
- 82 copymem [-dstmap, dstmem, srcmem]
-- 未使用。プロセス変数は線形（両辺に 1 度ずつしか出ない）
- 83 dropmem [srcmem]
-- 未使用。プロセス変数は$p のみ、線形とするなら使わない命令。$p[] を許し、
プロセス変数が左辺にのみ出現する（右辺で消える）ことを許すなら、
dropmem, および proxy_star の個数を数える機構を実装する必要がある。
制御命令 (200--209)
- react [ruleref, [memargs...], [atomargs...], [varargs...]]
- jump [instructionlist, [memargs...], [atomargs...], [varargs...]]
- commit [ruleref]
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- resetvars [[memargs...], [atomargs...], [varargs...]]









- 220 isground [-natomsfunc, link, srcset]
-- 非対応。
- 221 isunary [atom]
-- ★未使用？int かどうか調べるときは必ず isint を使う？実装するには場合分けが必要。
- 225 isint [atom]
-- 変数の 1bit めを調べて判別。
- 226 isfloat, 227 isstring, 228 getclass
-- 未使用。
整数用の組み込みボディ命令 (400--419+OPT)
- 400 iadd [-dstintatom, intatom1, intatom2]
-- 2 つの int(link) を受けとって、演算結果を変数に int(link) で格納する。
- 401 isub, 402 imul, 403 idiv, 404 ineg, 405 imod
-- iadd に同じ。
- 410 inot, 411 iand, 412 ior, 413 ixor
-- ビット演算用？
整数用の組み込みガード命令 (420--429+OPT)




- 216 eqground, 217 copyground, 218 removeground, 219 freeground
分散拡張用の命令 (230--239)
- 230 getruntime, connectruntime
アトムセットを操作するための命令 (240--249)






² runtime system : 2572行
² 中間言語コンバータ : 1122行













10 atoms = new (Atoms *)[MAX_ARITY];
11
12 for(int i=0; i < MAX_ARITY; i++){
13 atoms[i] = new Atoms(i, MAX_BLOCK, BLOCK_SIZE);
14 }
15 proxies = new Atoms(2, MAX_BLOCK, BLOCK_SIZE); // in, out, star は 2 引数アトム













29 Atoms::Atoms(int arity, int max_block, int block_size){
30 Atoms::arity = arity;
31 atom_size = arity + 1;
32 maxBlock = max_block;
33 blockSize = block_size;
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34 block = new (WORD*)[maxBlock+1]; // 末尾：番兵
35 dbg("block ptr:%x\n", (WORD)block);
36 for(int i=0; i < maxBlock+1; i++) block[i] = NULL;
37 nBlock = 0;





43 for(int i=0; i < nBlock; i++){






50 // atoms メソッド
51




56 if(freelist == 0){
57 addBlock(); // todo: 例外処理
58 }
59 atom = freelist;
60 freelist = *((WORD *)freelist);
61
62 *((WORD*)atom) = mem << 24 | (func & 0xffffff);
63
64 // dbg("new atom %8x on arity:%d, mem:%d, %8x\n", *((WORD*)atom), arity, mem, atom);
65 return atom; // block のなかの空き領域のアドレスが WORD 値で返る
66 }
67
68 void Atoms::freeAtom(WORD atom) // ptr to freeing atom
69 {
70 WORD temp;
71 temp = atom;
72 *(WORD *)atom = freelist;







80 if(nBlock < maxBlock){
81 block[nBlock] = new WORD[blockSize];
82 }
83
84 if(block[nBlock] == NULL) return NULL;
85
86 for(i=0; i <= blockSize - atom_size*2; i += atom_size){
87 block[nBlock][i] = (WORD)(&(block[nBlock][i + atom_size]));
88 }
89 block[nBlock][i] = 0; // 末尾





95 // 見つからない時は０を返す。見つかったらアドレスを WORD で返す。






101 while(block[ait->block] != NULL){// block がなくなるまで進める
102
103 a = (WORD)(&(block[ait->block][ait->index]));
104 // 次の領域にポインタを進める
105 ait->index += atom_size;
106 if(ait->index > blockSize - atom_size){
107 ait->index = 0;
108 ait->block++;
109 }







117 // movecells 用、srcmem 内のアトムを dstmem に移動する。
118 // 効率的な方法は、この実装（タスク膜ごとのアトム管理）だとなさそう。
119 // 頻繁に呼ぶようなら膜ごとにアトム管理したほうがいい。
120 void Atoms::moveAtoms(BYTE dstmem, BYTE srcmem)
121 {
122 for(int i=0; block[i] != NULL; i++){
123 for(int j=0; j < blockSize; j+=atom_size){
124 // addr < 0x00ffffff より、空き領域の時は 0(!=srcmem) になる
125 if(((block[i][j] >> 24) & 0xff) == srcmem){
126 block[i][j] =
127 (((WORD)dstmem & 0xff) << 24) | (block[i][j] & 0x00ffffff);







135 int i, j, k;
136 WORD a;
137 for(i=0; block[i] != NULL; i++){
138 for(j=0; j <= blockSize - atom_size; j+=atom_size){
139 a = (WORD)(&(block[i][j]));
140
141 if((*(WORD*)a) & 0x1 == 1){ // 実アトム（freenode でない）なら
142 putword(atom_size + 1);
143 putword(*(WORD*)a);
144 putword(a);








153 int i, j, k;
154 WORD a;
155 for(i=0; block[i] != NULL; i++){
156 for(j=0; j <= blockSize - atom_size; j+=atom_size){
157 a = (WORD)(&(block[i][j]));
158
159 if((*(WORD*)a) & 0x1 == 1){ // 実アトム（freenode でない）なら
160 dbg("%x@%x>", *(WORD*)a, a);









169 // AtomManager メソッド
170
171 WORD AtomManager::newAtom(int functor, int mem)
172 {
173 if(functor & 0x01 != 1){




178 // pix か？
179 if(functor == PIX_7){
180 return pixes->newAtom(functor, mem);
181 // proxy か？
182 }else if(FUNC_NAME(functor) > PROXY_BORDER){
183 dbg("proxy newed\n");
184 return proxies->newAtom(functor, mem);
185 }else{
186 WORD arity;
187 arity = FUNC_ARITY(functor);




192 void AtomManager::freeAtom(WORD atom)
193 {
194 if(ATOM_GETFUNC(atom) == PIX_7){
195 dbg("pix removed\n");
196 pixes->freeAtom(atom);









206 void AtomManager::initIt(AtomIt* ait, WORD functor, WORD mem)
207 {
208 ait->index = 0;
209 ait->block = 0;
210 ait->arity = FUNC_ARITY(functor);
211 ait->target = mem << 24 | (functor & 0xffffff);
212 }
213
214 WORD AtomManager::next(AtomIt* ait)
215 {
216 if((ait->target & 0x00ffffff) == PIX_7){
217 LCDPrintf("findatom pix_7 called.\n");
218 return 0;



















237 void AtomManager::moveAtoms(BYTE dstmem, BYTE srcmem)
238 {
239 for(int i=0; i < MAX_ARITY; i++){
240 atoms[i]->moveAtoms(dstmem, srcmem);
241 }
242 proxies->moveAtoms(dstmem, srcmem); // いるのか？正しく動くのか？









7 0x00000001 : 必ず 1 (ポインタ (必ず 0) との区別）
8 0x0000fffe : atom id（上とあわせて必ず奇数、32k 種類）
9 0x000f0000 : arity
10 // 上３つを合わせて広義の atom id とする。
11 0x00f00000 : flag ( reserved )
12 0xff000000 : mem
13
14 link
15 0x00ffffff : ptr to atom
16 0x0f000000 : linked atom's link no.
17 0xf0000000 : flag ( reserved )
18 or
19 0x00000001 : flag (1 : data)
20 0xfffffffe : data (int 31bit)
21
22 freelist
23 0x00000001 : 必ず０（生ポインタ）(必ず１な atom と区別）
















40 Atoms(int arity, int max_block, int block_size);
41 ~Atoms(void);
42 WORD newAtom(int id, int mem);
43 void freeAtom(WORD atom);
44 WORD next(AtomIt* it);
45 void dumpAtom();
46 void debugout();




















66 WORD newAtom(int id, int mem);
67 void freeAtom(WORD atom);
68 void initIt(AtomIt* it, WORD atomid, WORD mem);
69 WORD next(AtomIt* it);
70 void dumpAtom();
71 void moveAtoms(BYTE dstmem, BYTE srcmem);
72












1 // dummy for eyebot library
2
3 #define OSExit(i) exit((i))
4 #define LCDPrintf(f, ...) fprintf(stderr, f, ##__VA_ARGS__)
5 #define KEYGet() 1
6
7 #define OSGetAD(x) 0
8
9 #define MOTORDrive(h, x)
10 #define SERVOSet(h, x)
11 #define QUADRead(h) 0
12 #define QUADReset(h)
13 #define OSReadInLatch(x) 0

























16 w = (WORD)getbyte() << 24;
17 w |= (WORD)getbyte() << 16;
18 w |= (WORD)getbyte() << 8;












31 void putword(WORD w){
32 putbyte(w >> 24 & 0xff);
33 putbyte(w >> 16 & 0xff);
34 putbyte(w >> 8 & 0xff);




1 extern void putbyte(BYTE b);
2 extern void putword(WORD w);
3 extern BYTE getbyte();






5 // eyebot システム命令は 1000 番以降
6 #define FAIL -1
7
8 #define UNDEF 0
9 // アトムに関係する出力する基本ガード命令 (1--5)
10 // dereflink
11 #define DEREF 1
12 #define DEREFATOM 2
13 #define FINDATOM 4
14
15 // 膜に関係する（変数に）出力する基本ガード命令 (5--9)
16 // lockmem, lock, getmem, getparent
17 #define LOCKMEM 5




21 // 膜に関係する出力しない基本ガード命令 (10--19)
22 // norules, nfreelinks, stable
23 #define TESTMEM 10
24 #define NATOMS 13
25 #define NMEMS 15
26 #define EQMEM 17
27 #define NEQMEM 18 // ロックをしないなら必要。
28
29 // アトムに関係する出力しない基本ガード命令 (20-24)
30 // notfunc
31 #define FUNC 20
32 #define EQATOM 22
33 #define NEQATOM 23
34 #define SAMEFUNC 24
35
36 // ファンクタに関係する命令 (25--29)
37 // dereffunc
38 #define GETFUNC 26
39 #define LOADFUNC 27
40 #define EQFUNC 28
41 #define NEQFUNC 29
42
43 // アトムを操作する基本ボディ命令 (30--39)
44 // enqueueatom, dequeueatom, alterfunc, alterfuncindirect, newatomindirect
45 #define REMOVEATOM 30
46 #define NEWATOM 31
47
48 // INT をつくる NEWATOM は NEWATOM_INT に変換する
49 #define NEWATOM_INT 39
50
51 #define FREEATOM 35
52
53 // アトムを操作する型付き拡張用命令 (40--49)
54 // addatom
55 #define ALLOCATOM 40
56 #define ALLOCATOMINDIRECT 41
57 #define COPYATOM 42
58
59 // 膜を操作する基本ボディ命令 (50--59)
60 // allocmem, newroot, enqueueallatoms, unlockmem, setmemname
61 #define REMOVEMEM 50
62 #define NEWMEM 51
63 #define MOVECELLS 54
64 #define FREEMEM 56
65 #define ADDMEM 57
66
67 // 予約 (60--62) リンクに関係する出力するガード命令 (63--64)
68 #define GETLINK 63
69 #define ALLOCLINK 64
70
71 // リンクを操作するボディ命令 (65--69)
72 // inheritlink
73 #define NEWLINK 65
74 #define RELINK 66
75 #define UNIFY 67
76 #define UNIFYLINKS 69
77
78 // 自由リンク管理アトム自動処理のためのボディ命令 (70--74)
79 #define REMOVEPROXIES 70
80 #define REMOVETOPLEVELPROXIES 71
81 #define INSERTPROXIES 72
82 #define REMOVETEMPORARYPROXIES 73
83
84 // ルールを操作するボディ命令 (75--79)
85 // loadruleset, copyrules, clearrules, loadmodule
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86
87 // 型付きでないプロセス文脈をコピーまたは廃棄するための命令 (80--89)
88 // recursivelock, recursiveunlock
89 #define COPYMEM 82
90 #define DROPMEM 83
91





97 // 制御命令 (200--209)
98 // jump, resetvars, changevars, spec, stop, branch, loop, run, not
99 #define REACT 200
100 #define COMMIT 201
101 #define PROCEED 204
102 // commit 以下の命令は書き換えを行なう。割り込み禁止との関係で使える？
103
104 // 組み込み機能に関する命令（仮） (210--219)
105 // inline, builtin
106
107 // 型付きプロセス文脈を扱うための追加命令 (216--219)
108 // eqground
109
110 // 型検査のためのガード命令 (220--229)
111 // isground, getclass, getclassfunc, isintfunc
112 #define ISUNARY 221






119 // 整数用の組み込みボディ命令 (400--419)
120 #define IADD 400
121 #define ISUB 401
122 #define IMUL 402
123 #define IDIV 403
124 #define INEG 404
125 #define IMOD 405
126 #define INOT 410
127 #define IAND 411
128 #define IOR 412
129 #define IXOR 413
130
131 // 大小比較
132 #define ILT 420
133 #define ILE 421
134 #define IGT 422
135 #define IGE 423
136 #define IEQ 424
137 #define INE 425
138
139 /////////////////////////////////////////////




























24 // カウンタを 1 ずつ増加
25 for(i=0; i < MAX_TIMER; i++) timer[i].count++;
26
27 // 閾値越すものがあったらフラグをたてて終了
28 interruptFlag = 0;
29 for(i=0; i < MAX_TIMER; i++){
30 if(timer[i].count >= timer[i].border){








39 int main(int argc, char** argv)
40 {
41 dbg("lmntal main start\n");
42
43 int taskcount;
44 WORD w, len, len2;
45 Task *tasks; // タスク配列
46
47
48 // timer の初期化
49 for(int i=0; i < MAX_TIMER; i++){
50 timer[i].count = 0;
51 timer[i].border = 0xffffffff; // 絶対越えない
52 timer[i].atomFunc = 0;
53 timer[i].taskNo = 0;




58 // アドレスの offset を表示。。
59 // プログラムがマップされるメモリ空間があまり変わらないと信じて。
60 // lmntal.h の LINK_OFFSET の値がこれと等しくなるようにする。
61 // atom のアドレスの上位 8bit は LINK_OFFSET と同じでなければならない。
62
63 WORD *dummy;
64 dummy = new WORD;
65 dbg("link offset = %8x, address upper 8bit = %8x\n",
66 LINK_OFFSET, (WORD)dummy & 0xff000000);
67 delete dummy;
68 #else
69 // eyebot 初期化





74 eyeHandle.leftmotor = MOTORInit(LEFTMOTOR);
75 eyeHandle.rightmotor = MOTORInit(RIGHTMOTOR);
76 eyeHandle.quadleft = QUADInit(QUAD_LEFT);
77 eyeHandle.quadright = QUADInit(QUAD_RIGHT);
78 eyeHandle.servo7 = SERVOInit(SERVO7);
79 eyeHandle.servo8 = SERVOInit(SERVO8);
80 eyeHandle.servo9 = SERVOInit(SERVO9);
81 eyeHandle.servo10 = SERVOInit(SERVO10);
82 eyeHandle.servo11 = SERVOInit(SERVO11);
83 eyeHandle.servo12 = SERVOInit(SERVO12);
84
85 // timerHandler の登録











97 w = getword();
98
99 for(int i=0; i < w; i++){
100 // 初期化コマンド未実装。w はおそらく 0。何もせず終了。




105 taskcount = (int)getword(); // タスク数読み込み
106
107 tasks = new Task[taskcount];
108 Task::tasks = tasks;
109
110 for(int i=0; i < taskcount; i++){ // 各タスクの初期化
111 tasks[i].setId(i);
112 if(tasks[i].loadRules() != 0){









122 for(int i=0; i < taskcount; i++){
123 if(tasks[i].reactInitRule() != 0){





129 dbg("******** initialize finished. ********\n\n");
130
131 // メインループ
132 int ret, endflag;
133 do {
134 endflag = 1;
135 for(int i=0; i < taskcount; i++){
136 if(interruptFlag == 1 || Task::interruptAtomCount > 0){




140 ret = tasks[i].react();
141 if(!tasks[i].isStable()) endflag = 0;
142 }
143 // タイマ割り込み処理
144 if(interruptFlag == 1){ // タイマ割り込み発生
145 for(int j=0; j < MAX_TIMER; j++){
146 if(timer[j].count > timer[j].border){
147 timer[j].count -= timer[j].border;
148








157 if(timer[j].once == 1){ // 1 回だけのときは消去
158 tasks[timer[j].taskNo].decTimerCount();
159 timer[j].count = 0;
160 timer[j].border = 0xffffffff;
161 timer[j].atomFunc = 0;
162 timer[j].taskNo = 0;







170 if(Task::interruptAtomCount > 0){ // 割りこみアトムがある
171 dbg("interrupt occurred.\n");





































14 #define LINK_OFFSET 0x0
15

















33 extern EYEHANDLE eyeHandle;
34
35 ////////////////////////////////////////////////






42 typedef unsigned char BYTE;
43
44 // eyebot ライブラリのダミー
45 #include "eyebotstub.h"
46
47 // for GCC only? 可変長引数のマクロ
48 #define dbg(f, ...) fprintf(stderr, f, ##__VA_ARGS__)
49
50 // PC では new したメモリアドレスが 0x00ffffff を超えるので、0xff000000 部分を変更
51 // for win #define LINK_OFFSET 0x0a000000
52 #define LINK_OFFSET 0x08000000
53










64 WORD atomFunc; // 生成するアトムのファンクタ名




69 extern TIMER timer[MAX_TIMER];






75 // atom は、対象アトムへのポインタを WORD 型にキャストした値で表すとする。
76 // アトム領域への値の SET は newatom 時にしか行なわれない
77
78 // atom の functor を返す
79 #define ATOM_GETFUNC(atom) (*((WORD*)(atom)) & 0x00ffffff)
80 // atom の name を返す
81 #define ATOM_GETNAME(atom) (*((WORD*)(atom)) & 0x0000ffff)
82 // atom の arity を返す
83 #define ATOM_GETARITY(atom) ((*((WORD*)(atom)) & 0x00ff0000) >> 16)
84 // atom の所属膜 ID を返す
85 #define ATOM_GETMEM(atom) ((*((WORD*)(atom)) & 0xff000000) >> 24)
86
87 // リンク atom1.pos1 の値が atom2.pos2 を指すようにする
88 #define APOS_SETLINK(atom1, pos1, atom2, pos2) \
89 (((WORD*)(atom1))[(pos1)+1] = \
90 ((atom2) & 0x00ffffff | ((pos2)<<24) & 0xff000000))
91 // リンク atom.pos に INT 型の値 i を格納する
92 #define APOS_SETINT(atom, pos, i) \
93 ((((WORD*)(atom))[(pos)+1]) = (i)<<2 | 0x01)
94
95 // リンク atom.pos のリンク先アトムを返す
96 #define APOS_GETATOM(atom, pos) \
97 (((((WORD*)(atom))[(pos)+1]) & 0x00ffffff) | LINK_OFFSET)
98 // リンク atom.pos のリンク先リンク番号を返す
99 #define APOS_GETPOS(atom, pos) \
100 (((((WORD*)(atom))[(pos)+1]) & 0xff000000) >> 24)
101
102 // リンク値をそのまま返す
103 #define APOS_GETLINK(atom, pos) \
104 (((WORD*)(atom))[(pos)+1])
105 // atom.pos を指すリンクを新規作成
106 #define APOS_ALLOCLINK(atom, pos) \
107 (((atom) & 0x00ffffff) | (((WORD)(pos) & 0xff) << 24))
108
109 /*
110 // リンク下位 2bit: x0=リンク, 01=INT, 11=STRING?(UNDEFINED)
111 // リンク atom.pos がリンクなら 0, データが格納されているなら 1 を返す
112 #define APOS_ISDATA(atom, pos) \
113 ((((WORD*)(atom))[(pos)+1]) & 0x00000001)
114 // リンク atom.pos に INT 型データが格納されているなら 1, それ以外なら 0 を返す
115 #define APOS_ISINT(atom, pos) \




120 #define LINK_ISLINK(link) (!((link) & 0x00000001))
121 #define LINK_ISINT(link) (!(((link) & 0x00000003) ^ 0x01))
122
123 #define LINK_GETATOM(link) (((link) & 0x00ffffff) | LINK_OFFSET)
124 #define LINK_GETPOS(link) (((link) >> 24) & 0xff)
125
126 // link1 が表すリンク先が、link2 が表すリンク先を指すようにする
127 #define LINK_SETLINK(link1, link2) \
128 ((((WORD*)LINK_GETATOM(link1))[LINK_GETPOS(link1) + 1]) = link2)
129
130 // LINK_GETLINK で得たリンクを整数値に直す (符号付 30bit 値)
131 #define LINK2INT(link) \
132 (((signed int)(link)) >> 2)
133 // INT 値を LINK 形式に変換 (allocatom 用）
134 #define INT2LINK(i) \








2 // MAX_MEM < 255
3 // MAX_ARITY <= 16
4 // MAX_TASK < 100
5
6 #define MAX_ARITY 16
7 #define MAX_MEM 250
8 #define BLOCK_SIZE 32
9 #define MAX_BLOCK 16
10 #define MAX_VARS 64
11 #define MAX_RULES 32
12 #define MAX_TASK 16
13 #define MAX_TIMER 16
14
15 #define EXECSTACK_LEN 16
16 #define GENSTACK_LEN 16
17 #define MAX_SYSATOM_INRULE 8
18
19 typedef unsigned int WORD;
20
21 #define FUNC_ARITY(func) (((func) >> 16) & 0xff)
22 #define FUNC_NAME(func) ((func) & 0xffff)
23
24 // システムアトム func（funcname は必ず奇数！）
25 #define PIX_7 0x70001
26
27 // システムアトム（アクティブ）：e000 以上




32 #define MAX_ACTIVE_SYSATOM 18
33 #define ANALOG0_1 0x1e001
34 #define ANALOG1_1 0x1e003
35 #define ANALOG2_1 0x1e005
36 #define ANALOG3_1 0x1e007
37 #define ANALOG4_1 0x1e009
38 #define ANALOG5_1 0x1e00b
39 #define ANALOG6_1 0x1e00d
40 #define ANALOG7_1 0x1e00f
41 #define DIG_IN4_1 0x1e011
42 #define DIG_IN5_1 0x1e013
43 #define DIG_IN6_1 0x1e015
44 #define DIG_IN7_1 0x1e017
45 #define QUADLEFT_1 0x1e019
46 #define QUADRIGHT_1 0x1e01b
47 #define KEY_1 0x1e01d
48 #define RECV_2 0x2e01f
49 #define PICTURE_1 0x1e021
50 #define TICK_1 0x1e023
51
52 // ルールと関係付けられないシステムアトム（非アクティブ）：f000 以上
53 #define NONACTIVE_SYSATOM_BORDER 0xf000
54 #define GET_1 0x1f001
55 #define TIMER_2 0x2f003
56 #define TIMERONCE_2 0x2f005
57 #define TIMERKILL_2 0x2f007
58 #define LEFTMOTOR_1 0x1f009
59 #define RIGHTMOTOR_1 0x1f00b
60 #define PUTINT_1 0x1f00d
61 #define PUTCHAR_1 0x1f00f
62 #define DIG_OUT0_1 0x1f011
63 #define DIG_OUT1_1 0x1f013
64 #define DIG_OUT2_1 0x1f015
65 #define DIG_OUT3_1 0x1f017
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66 #define DIG_OUT4_1 0x1f019
67 #define DIG_OUT5_1 0x1f01b
68 #define DIG_OUT6_1 0x1f01d
69 #define DIG_OUT7_1 0x1f01f
70 #define SERVO7_1 0x1f021
71 #define SERVO8_1 0x1f023
72 #define SERVO9_1 0x1f025
73 #define SERVO10_1 0x1f027
74 #define SERVO11_1 0x1f029
75 #define SERVO12_1 0x1f02b
76 #define QUADLEFT_RESET_0 0x0f02d
77 #define QUADRIGHT_RESET_0 0x0f02f
78 #define SEND_2 0x2f031
79 #define DIG_OUTALL_1 0x1f033
80 #define PICTURE_REMOVE_1 0x1f035
81
82 // 未実装：VW 制御、PSD、パラレル
83 // todo : 無線
84
85 // Proxy: fffa(65530) 以上
86 #define PROXY_BORDER 0xfffa
87 #define INSIDE_PROXY 0x02ffff
88 #define OUTSIDE_PROXY 0x02fffd











6 // すべて freelist に。
7
8 mem = new MEMBRANE[MAX_MEM];
9
10 // mem[1] : task root mem[0] : NULL
11 mem[1].parent = 0;
12 mem[1].next = 1;
13 mem[1].prev = 1;
14 mem[1].child = 0;
15 mem[1].atomCount = 0;
16
17 freelist = 2;
18 for(int i=1; i < MAX_MEM - 1; i++){
19 mem[i].next = i+1;
20 mem[i].parent = 0; // 空き領域は parent=0（使わない？）
21 }
22 mem[MAX_MEM - 1].next = 0; // freelist の最後は 0

















39 m = freelist;
40 freelist = mem[freelist].next;
41





47 // id で指定された膜を膜ツリーから除去し、freelist に戻す。
48 void MembraneManager::freeMem(BYTE id)
49 {
50 if(mem[id].parent != 0){
51 dbg("unremoved mem %d cannot free.", id);
52 }
53 mem[id].next = mem[freelist].next;
54 mem[freelist].next = id;
55 }
56
57 // 膜 id を膜 parent の子として膜ツリーに追加する。
58 // id はツリーから除かれていること。(newMem か removeMem の直後）
59 void MembraneManager::addMem(BYTE id, BYTE parent)
60 {
61 BYTE m0, m1;
62
63 dbg("add %d to %d's child.\n", id, parent);
64
65 if(mem[parent].child == 0){ // 子がないとき
66 mem[parent].child = id;
67 mem[id].parent = parent;
68 mem[id].next = id;
69 mem[id].prev = id;
70 }else{
71 m0 = mem[parent].child;
72 m1 = mem[m0].next;
73
74 mem[id].parent = parent;
75 mem[id].prev = m0;
76 mem[m0].next = id;
77 mem[id].next = m1;
78 mem[m1].prev = id;
79 }
80 dbg("added mem %d 's parent is %d\n", id, mem[id].parent);
81 mem[id].child = 0;
82 }
83
84 // srcmem の子膜を dstmem の下に移動する。
85 void MembraneManager::moveMems(BYTE dstmem, BYTE srcmem)
86 {
87 BYTE child1, child2, next1, next2;
88
89 child1 = mem[dstmem].child;
90 child2 = mem[srcmem].child;
91
92 if(child2 != 0){ // 移動する子膜がある
93 mem[child1].parent = dstmem;
94 if(child1 == 0){ // dst 子膜なし
95 mem[dstmem].child = child2;
96 }else{ // dst 子膜あり＞連結
97 next1 = mem[child1].next;
98 next2 = mem[child2].next;
99 mem[child1].next = next2;
100 mem[next2].prev = child1;
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101 mem[child2].next = next1;





107 // 膜 id を膜ツリーから除去する（どこにも属さない膜にして、$p として移動可にする）
108 void MembraneManager::removeMem(BYTE id)
109 {
110 BYTE m0, m1, mp;
111
112 if(mem[id].parent == 0){




117 mp = mem[id].parent;
118 m0 = mem[id].prev;
119 m1 = mem[id].next;
120 if(m0 == id){ // 最後の膜
121 mem[mp].child = 0; // 子膜なし
122 }else{
123 if(mem[mp].child == id){ // 消す膜が子代表のとき
124 mem[mp].child = m1;
125 }
126 mem[m0].next = m1;
127 mem[m1].prev = m0;
128 }




133 void MembraneManager::initIt(MemIt* it, BYTE parent)
134 {
135 it->parent = parent;
136 it->index = mem[parent].child;
137 }
138




143 ret = it->index;
144 if(it->index != 0){
145 it->index = mem[it->index].next;
146 if(it->index == mem[it->parent].child) // 一周した





152 void MembraneManager::dumpMem(BYTE memID)
153 {
154 BYTE c;
155 putbyte('\xff'); // 膜開始
156 putbyte(memID); // 膜 ID
157 dbg("output memID : %d, child : %d\n", memID, mem[memID].child);
158 c = mem[memID].child;
159
160 if(c != 0){ // 子膜があるとき
161 do{
162 dumpMem(c); // 再帰出力
163 c = mem[c].next; // c に兄弟膜をセット
164 }while(c != mem[memID].child); // c が未出力なら繰り返し
165 }





170 // 以下、proxy 関連
171 // see Java 処理系 AbstractMembrane.java
172
173 #define ATOM_RENAME(atom, newfunc) \
174 ((*(WORD*)(atom)) = ((*(WORD*)(atom)) & 0xffff0000) | newfunc & 0xffff)
175
176 // 膜 mem の余分な Proxy を除去
177 void MembraneManager::removeProxies(BYTE thismem, AtomManager &am)
178 {
179 WORD outside, a0, a1;
180 AtomIt ait;
181
182 am.initIt(&ait, OUTSIDE_PROXY, thismem);
183
184 while((outside = am.next(&ait)) != 0){
185 a0 = APOS_GETATOM(outside, 0);
186
187 // outside のリンク先が子膜でないとき
188 if(mem[ATOM_GETMEM(a0)].parent != thismem){
189 a1 = APOS_GETATOM(outside, 1);
190
191 if((ATOM_GETFUNC(a1) == INSIDE_PROXY) ||
192 (ATOM_GETFUNC(a1) == OUTSIDE_PROXY &&
193 mem[ATOM_GETMEM(a1)].parent != thismem)){
194 // この膜を通過して親膜に出ていくリンク、もしくは
195 // この膜を通過して無関係な膜に入っていくリンクを消去
196 WORD link1, link2;
197 link1 = APOS_GETLINK(outside, 0);
198 link2 = APOS_GETLINK(a1, 0);
199
200 // proxy に直結する整数アトムはないとする。






207 // 上記条件以外の outside アトムは自由リンクなので





213 // 残っているすべての insideproxy を star にする。
214 am.initIt(&ait, INSIDE_PROXY, thismem);





220 // 本膜において、２つの outside 経由で他の膜に入るリンクを除去
221 void MembraneManager::removeTopLevelProxies(BYTE thismem, AtomManager &am)
222 {
223 AtomIt ait;
224 WORD outside, a0, a1, a2;
225
226 am.initIt(&ait, OUTSIDE_PROXY, thismem);
227
228 while((outside = am.next(&ait)) != 0){
229 a0 = APOS_GETATOM(outside, 0);
230 // outside のリンク先が子膜でない
231 if(mem[ATOM_GETMEM(a0)].parent != thismem){
232 // ATOM_GETMEM(a0) != 0 はいらない？
233 a1 = APOS_GETATOM(outside, 1);
234 if(ATOM_GETFUNC(a1) == OUTSIDE_PROXY){
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235 a2 = APOS_GETATOM(a1, 0);
236 if(mem[ATOM_GETMEM(a2)].parent != thismem){
237 // ATOM_GETMEM(a2) != 0 はいらない？
238 WORD link1, link2;
239 link1 = APOS_GETLINK(outside, 0);











251 // 子膜の star を取得、それとそのリンク先を改名 or 除去
252 void MembraneManager::insertProxies(BYTE thismem, BYTE childmem, AtomManager &am)
253 {
254 AtomIt ait;
255 WORD star, oldstar;
256
257 am.initIt(&ait, STAR_PROXY, childmem);
258
259 while((star = am.next(&ait)) != 0){
260 oldstar = APOS_GETATOM(star, 0);
261 if(ATOM_GETMEM(oldstar) == childmem){ // 膜内の新しい局所リンク？
262 WORD link1, link2;
263 link1 = APOS_GETLINK(star, 1);






270 // star を inside_proxy に改名
271 ATOM_RENAME(star, INSIDE_PROXY);
272
273 // 反対側のアトムがこの膜のアトムなら outside_proxy に改名
274 if(ATOM_GETMEM(oldstar) == thismem){
275 ATOM_RENAME(oldstar, OUTSIDE_PROXY);
276 // newlink(oldstar, 0, star, 0) は要らない？
277 }else{
278 // 通過するだけなら outside, star をこの膜に新規作成
279 WORD outside, newstar;
280 WORD link1, link2;
281
282 outside = am.newAtom(OUTSIDE_PROXY, thismem);
283 newstar = am.newAtom(STAR_PROXY, thismem);
284
285 // newlink
286 link1 = APOS_ALLOCLINK(outside, 1);




291 link1 = APOS_ALLOCLINK(newstar, 0);




296 link1 = APOS_ALLOCLINK(star, 0);









305 // 最後に本膜に残った star を削除
306 void MembraneManager::removeTemporaryProxies(BYTE thismem, AtomManager &am)
307 {
308 AtomIt ait;
309 WORD star, outside;
310
311 am.initIt(&ait, STAR_PROXY, thismem);
312
313 while((star = am.next(&ait)) != 0){
314 outside = APOS_GETATOM(star, 0); // star の先は必ず star or outside
315
316 // リンク張り替えて消去
317 WORD link1, link2;
318 link1 = APOS_GETLINK(star, 1);















7 // 領域節約の為、膜は通し番号 ( < 255) で管理。
8 // mem[0] : NULL の代わり。 mem[1] : root 膜


















27 void freeMem(BYTE id);
28 void addMem(BYTE id, BYTE parent);
29 void removeMem(BYTE id);
30 void initIt(MemIt* it, BYTE parent);
31 BYTE next(MemIt* it);
32 void dumpMem(BYTE memID);
33 void moveMems(BYTE dstmem, BYTE srcmem);
34 // proxy 操作関連。atom は直接アクセスと am を通しての操作のみ。
35 void removeProxies(BYTE thismem, AtomManager &am);
36 void removeTopLevelProxies(BYTE thismem, AtomManager &am);
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37 void insertProxies(BYTE thismem, BYTE childmem, AtomManager &am);
38 void removeTemporaryProxies(BYTE thismem, AtomManager &am);
39
40 short getAtomCount(BYTE id) { return mem[id].atomCount; }
41 short incAtomCount(BYTE id) { return ++(mem[id].atomCount); }















6 for(int i=0; i < MAX_RULES; i++) rules[i] = NULL;
7 execStackHead = 0;
8 genStackHead = 0;
9 nextreact = 0;
10 remainRuleFlag = 1;




15 for(int i=0; i < MAX_RULES; i++){
16 delete[] rules[i];
17 }
18 for(int i=0; i < MAX_ACTIVE_SYSATOM; i++){












31 int Task::interruptAtomCount = 0;
32
33 // タスク間通信のとき、他タスクの生成待ちスタックにアクセスするために必要













47 w = getword(); // データ長
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48 initrule = new int[w];
49 for(i=0; i < w; i++){




54 for(i=0; i < MAX_RULES; i++){
55 w = getword();
56 if(w == 0) break;
57
58 rules[i] = new int[w+1];
59 for(j=0; j < w; j++){
60 rules[i][j] = (int)getword();
61 }
62 rules[i][j] = UNDEF; // 末尾 UNDEF=0 にしておく
63 }
64 if(i==0){ // 1 個もルールが無いタスクには、必ず失敗するルールを作って入れる
65 rules[0] = new int[1];




70 for(i=0; i < MAX_ACTIVE_SYSATOM; i++){
71 relatedRule[i].count = getword();
72 if(relatedRule[i].count != 0){
73 relatedRule[i].buf = new int[relatedRule[i].count];
74 for(j = 0; j < relatedRule[i].count; j++){











86 WORD atom, w, value, task;
87 dbg("sysatomcount: %d\n", sysatom_count);
88
89 for(int i=0; i < sysatom_count; i++){
90 atom = sysatom_buf[i];
91 dbg("sysatombuf[%d]=%x, value=%x\n", i, atom, ATOM_GETFUNC(atom));
92 switch(ATOM_GETFUNC(atom)){
93 case GET_1: // get_1
94 // get を消し、リンク先アトムに値を設定して、実行スタックに積む
95 // リンク先アトムに値設定




100 execStack[execStackHead++] = w;
101 dbg("get: interruptAtomCount: %d\n", interruptAtomCount);







109 case TIMER_2: // timer_2
110 w = APOS_GETATOM(atom, 1); // analog など
111 value = LINK2INT(APOS_GETLINK(atom, 0));
112
113 for(j = 0; j < MAX_TIMER; j++){
114 // timer の空きノードを探す
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115 if(timer[j].border == 0xffffffff) break;
116 }





122 timer[j].count = 1; // 0xffffffff を越さないように、1 から始める
123 timer[j].border = value;
124 timer[j].taskNo = id; // このタスクの ID
125 timer[j].atomFunc = ATOM_GETFUNC(w);
126
127 // 1 回だけで消すか
128 if(ATOM_GETFUNC(atom) == TIMERONCE_2){
129 LCDPrintf("regist timeronce");
130 timer[j].once = 1;
131 }else{














146 case TIMERKILL_2: // kill_2 timer で登録されたノードを消去
147 w = APOS_GETATOM(atom, 1); // analog など
148 value = LINK2INT(APOS_GETLINK(atom, 0));
149
150 // w, value が登録されてるノードを見付けたら消す
151 for(j=0; j < MAX_TIMER; j++){
152 // LCDPrintf("%d=%d,%d=%d,%d=%d\n",timer[j].atomFunc, ATOM_GETFUNC(w),
153 // timer[j].border, value, timer[j].taskNo, id);
154
155 if(timer[j].atomFunc == ATOM_GETFUNC(w) &&
156 timer[j].border == value &&
157 timer[j].taskNo == id){
158 // 見付けたら border を 0xffffffff（空き）にする
159 timer[j].count = 0;
160 timer[j].border = 0xffffffff;
161 timer[j].atomFunc = 0;

























































































249 w = APOS_GETLINK(atom, 0);





255 w = APOS_GETLINK(atom, 0);






262 w = APOS_GETLINK(atom, 0);





268 w = APOS_GETLINK(atom, 0);





274 w = APOS_GETLINK(atom, 0);





280 w = APOS_GETLINK(atom, 0);





286 w = APOS_GETLINK(atom, 0);





292 w = APOS_GETLINK(atom, 0);





298 w = APOS_GETLINK(atom, 0);






305 int arg1, arg2;
306 arg1 = LINK2INT(APOS_GETLINK(atom, 0)); // 生成先タスク
307 arg2 = LINK2INT(APOS_GETLINK(atom, 1)); // 送る値
308
309 // 他の ID のタスクの生成待ちスタックにじかに積む
310 tasks[arg1].genStack[tasks[arg1].genStackHead++] = (WORD)arg2; // 値
311 tasks[arg1].genStack[tasks[arg1].genStackHead++] = (WORD)id; // id
312 tasks[arg1].genStack[tasks[arg1].genStackHead++] = RECV_2; // ファンクタ
313









322 // 必ず左上端の pix と接続しているものとする。
323 // 全ての pix を消去
324 WORD p, l, temp;
325 p = APOS_GETATOM(atom, 0);
326
327 while(1){
328 l = APOS_GETATOM(p, 2);
329 while(LINK_ISLINK(APOS_GETLINK(l, 2))){ // 右端にくるまで
330 temp = APOS_GETATOM(l, 2); // NX のリンク先
331 am.freeAtom(l); // l を消去。
332 // 生成時に atom 数増やさなかったので、消すときも減らさない
333 l = temp; // 右隣を新しい l とする
334 }
335 am.freeAtom(l); // 右端を消す
336
337 if(LINK_ISINT(APOS_GETLINK(p, 3))) break; // 最下行なら終了
338 temp = APOS_GETATOM(p, 3); // 下隣を新しい p とする。旧 p は消去
339 am.freeAtom(p);
340 p = temp;
341 }
342 // 左下端の pix を消去
343 am.freeAtom(p);












356 // アトム ID に応じて、センサなどから値を読み込み、設定する。
357 // atom はタスクルート膜に生成済み、かつリンク先を上書きしてよいアトム
358 int Task::getSysValue(WORD atom)
359 {
360 WORD link1, link2;
361




366 link2 = INT2LINK(OSGetAD(0));
367 break;
368 case ANALOG1_1:
369 link2 = INT2LINK(OSGetAD(1));
370 break;
371 case ANALOG2_1:
372 link2 = INT2LINK(OSGetAD(2));
373 break;
374 case ANALOG3_1:
375 link2 = INT2LINK(OSGetAD(3));
376 break;
377 case ANALOG4_1:
378 link2 = INT2LINK(OSGetAD(4));
379 break;
380 case ANALOG5_1:




384 link2 = INT2LINK(OSGetAD(6));
385 break;
386 case ANALOG7_1:
387 link2 = INT2LINK(OSGetAD(7));
388 break;
389 case DIG_IN4_1:
390 link2 = INT2LINK((OSReadInLatch(0) >> 4) & 1);
391 break;
392 case DIG_IN5_1:
393 link2 = INT2LINK((OSReadInLatch(0) >> 5) & 1);
394 break;
395 case DIG_IN6_1:
396 link2 = INT2LINK((OSReadInLatch(0) >> 6) & 1);
397 break;
398 case DIG_IN7_1:
399 link2 = INT2LINK((OSReadInLatch(0) >> 7) & 1);
400 break;
401 case QUADLEFT_1:
402 link2 = INT2LINK(QUADRead(eyeHandle.quadleft));
403 break;
404 case QUADRIGHT_1:
405 link2 = INT2LINK(QUADRead(eyeHandle.quadright));
406 break;
407 case PICTURE_1:




412 link2 = INT2LINK(0);
413 break;
414 default:







422 // 画像を取得し、pix を生成する
423 // 返り値：picture と接続する pix.link0
424 int Task::getPicture()
425 {
426 static colimage colbuf;
427 static WORD line[80];
428
429 int x, y, link1, link2;






436 // 左上端の pix を保持しておく
437 pix00 = temp = am.newAtom(PIX_7, 1);
438
439 for(y = 0; y < 60; y++){
440 for(x = 0; x < 80; x++){
441 // 左
442 link1 = APOS_ALLOCLINK(temp, 0);
443 if(x == 0){
444 link2 = INT2LINK(0); // 左端
445 LINK_SETLINK(link1, link2);
446 }else{






452 link1 = APOS_ALLOCLINK(temp, 1);
453 if(y == 0){
454 link2 = INT2LINK(0); // 上端
455 LINK_SETLINK(link1, link2);
456 }else{





462 link1 = APOS_ALLOCLINK(temp, 2);
463 if(x == 79){




468 link1 = APOS_ALLOCLINK(temp, 3);
469 if(y == 59){
470 link2 = INT2LINK(0); // 下端
471 LINK_SETLINK(link1, link2);
472 }
473 LINK_SETLINK(APOS_ALLOCLINK(temp, 4), INT2LINK(colbuf[y+1][x+1][0]));
474 LINK_SETLINK(APOS_ALLOCLINK(temp, 5), INT2LINK(colbuf[y+1][x+1][1]));
475 LINK_SETLINK(APOS_ALLOCLINK(temp, 6), INT2LINK(colbuf[y+1][x+1][2]));
476
477 // 前行保持バッファに格納
478 line[x] = temp;
479 // 次の pix を生成
480 temp = am.newAtom(PIX_7, 1);
481 }
482 }
483 // 最後の 1 個作りすぎた pix を消去（毎ループ if を使うより 1 個消した方が早そう）
484 am.freeAtom(temp);
485





491 // 以下 react 関係
492







500 int i, j, index;
501 WORD atom, w;
502
503 // 生成待ちアトムの処理
504 while(genStackHead != 0){
505 // 登録されてるファンクタ名で分岐





511 WORD link1, link2;
512 // さらに 2word 読み出す
513 link1 = INT2LINK(genStack[--genStackHead]); // id
514 link2 = INT2LINK(genStack[--genStackHead]); // 値
515 // アトムを生成して値を登録
516 atom = am.newAtom(w, 1);
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517 mm.incAtomCount(1);
518 LINK_SETLINK(APOS_ALLOCLINK(atom, 0), link1);
519 LINK_SETLINK(APOS_ALLOCLINK(atom, 1), link2);
520 // 実行アトムスタックに積む















536 if(execStackHead != 0){ // 実行アトムスタックに積まれている場合。
537 // 各種フラグの初期化
538 nextreact = 0;
539 remainRuleFlag = 1;
540
541 while(execStackHead != 0){
542 // 取り出す
543 // todo: これに積まれてるアトムが直前のルール適用によって消されてるかもしれない？
544 // もしくは書き換わっているかもしれない？
545 // システムアトムを扱う普通のルールを書いた場合、普通のルールの適用が先に行われる
546 // と、アトムが消される（or 消されて別の場所に生成される）ことがある。注意。




551 dbg("reactinterruptatom: %x\n", ATOM_GETFUNC(atom));
552 index = (ATOM_GETNAME(atom) - SYSATOM_BORDER) / 2;
553 dbg("index:%x, name=%x\n", index, ATOM_GETNAME(atom));
554 for(j=0; j < relatedRule[index].count; j++){













568 vars[0] = 1;
569 sysatom_count = 0;
570 int ret = interpret(initrule, 0, 1);
571 if(ret == 0){
572 reactsysatom();









582 // ルール適用成功なら０、失敗なら正、適用可能ルールが無いなら-1 を返す
583 // タイマ割り込みによって中断されたなら-2 を返す。
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584 // task[i].remainRule() が偽の時にはこの関数は呼ばれないことを保証する。
585 // lock（interpret 第 3 引数）を 0 にして呼んでやることで、割り込み時の中断を許す。
586 int Task::react()
587 {
588 // vars : member of Ruleset (variable buf)
589 int ret;
590
591 vars[0] = 1;
592 sysatom_count = 0; // sysatom 個数を 0 にリセット
593 ret = interpret(rules[nextreact], 0, 0);
594 if(ret == 0){ // 成功
595 reactsysatom(); // sysatom[] に登録されてるアトムを扱う
596 dbg("rule %d react.\n\n", nextreact);
597 nextreact = 0;
598 return 0;
599 }else if(ret == -2){ // interpret が割り込み終了した
600 return -2; // 割込中段なら-2 を返す。nextreact は変化しない。
601 }else{ // 失敗
602 dbg("rule %d failed.\n", nextreact);
603 nextreact++;
604 if(rules[nextreact] == NULL){ // 全ルール失敗
605 nextreact = 0; // 0 に戻しておく
606 remainRuleFlag = 0;
607 return -1; // ルールもうなし＞-1 を返す
608 }else{ // まだルール残ってる






615 // もし rules[n] が
616 // [0] : FINDATOM, [2] : 1(task root), [3] : ATOM_GETFUNC(atom)
617 // のときは、vars[[1]] に atom を入れて、pc=4 から開始する。
618 // 割り込みアトムの処理に使われるので、最初から lock=1 で interpret を呼び出す




623 dbg("react for interrupt called. ruleNo:%d, atomfunc:%x\n", n, ATOM_GETFUNC(atom));
624
625 vars[0] = 1;
626 sysatom_count = 0; // sysatom 個数を 0 にリセット
627
628 if(atom != 0 && // initrule 用に使うときは 0 指定
629 rules[n][0] == FINDATOM &&
630 rules[n][2] == 0 &&
631 rules[n][3] == ATOM_GETFUNC(atom)){
632 dbg("findatom optimize succeeded.\n");
633 // findatom の手間を省く
634 vars[1] = atom;
635 ret = interpret(rules[n], 4, 1);
636 }else{ // 先頭が findatom(atom) じゃなきゃ普通に実行
637 ret = interpret(rules[n], 0, 1);
638 }
639 if(ret == 0){ // 成功
640 reactsysatom(); // sysatom[] に登録されてるアトムを扱う
641 dbg("rule %d react.\n\n", nextreact);
642 nextreact = 0;
643 return 0;
644 }else{ // 失敗
645 dbg("rule %d failed.\n", nextreact);




650 // rule[pc] は命令列が入っているので、index>=1。
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651 #define ARG(index) (rule[pc+(index)])
652
653 // pc:プログラムカウンタ
654 int Task::interpret(int *rule, int pc, int lock)
655 {
656 // 再帰するのでローカル変数は少ないほうがいい
657 while(rule[pc] != UNDEF){
658
659 // タイマ割り込みがあれば中断終了する。
660 if((interruptFlag == 1) && (lock == 0)){
661 return -2; // 中断終了
662 }
663






670 case DEREF: // [-dstatom, srcatom, srcpos, dstpos]
671 // src は必ず Atom。Int から引くことはない。dst は Atom と int で場合分け。
672 // とりあえずリンクを代入
673 vars[ARG(1)] = APOS_GETLINK(vars[ARG(2)], ARG(3));
674 // 整数ならそのまま。アトムならリンク先アトムを取得
675 if(LINK_ISINT(vars[ARG(1)])){
676 if(ARG(4) != 0) return -1; // 整数なのに謎な pos 指定
677 }else{ // LINK_ISLINK
678 if(APOS_GETPOS(vars[ARG(2)], ARG(3)) != ARG(4)) return -1;




683 case DEREFATOM: // [-dstatom or -link, srcatom, srcpos]
684 // たぶん Int のみ、ガードのみ？
685 // 整数なら link 形式で代入。アトムならアトムを入れる。＜怪しい仕様
686 vars[ARG(1)] = APOS_GETLINK(vars[ARG(2)], ARG(3));
687 if(LINK_ISLINK(vars[ARG(1)])){
688 vars[ARG(1)] = LINK_GETATOM(vars[ARG(1)]);




693 case FINDATOM: // [-dstatom, srcmem, funcref]
694 // funcref は Int ではない。





700 am.initIt(&ait, ARG(3), vars[ARG(2)]);
701 while((atom = am.next(&ait)) != 0){
702 vars[ARG(1)] = atom;






709 break; // 到達しない
710 case LOCKMEM: // [-dstmem, freelinkatom]
711 // ロックせず膜取得のみを行う。
712 vars[ARG(1)] = ATOM_GETMEM(vars[ARG(2)]);
713 dbg("lockmem: get mem %d. parent is %d\n", vars[ARG(1)], mm.mem[vars[ARG(1)]].parent);
714 pc+=3;
715 break;








723 while((mem = mm.next(&mit)) != 0){
724 vars[ARG(1)] = mem;







732 case TESTMEM: // [dstmem, srcatom(A?)]





738 case NATOMS: //[srcmem, count]





744 case NMEMS: // [srcmem, count] 子膜の数を数える。
745 {
746 BYTE child, head, count;
747
748 child = mm.mem[vars[ARG(1)]].child;
749 if(ARG(2) == 0){ // 子膜なしかどうか調べたいとき
750 if(child != 0) return -1;
751 }else{ // 子膜の個数を知りたいとき（使われない?）
752 head = mm.mem[child].next;
753
754 for(count = 1; head != child; count++){
755 head = mm.mem[head].next;
756 }





762 case EQMEM: // [mem1, mem2]
763 if(vars[ARG(1)] != vars[ARG(2)]) return -1;
764 pc+=3;
765 break;
766 case NEQMEM: // [mem1, mem2]
767 // Java 版ではロック取得可能かで判別。ロックなしなら必要な命令。
768 if(vars[ARG(1)] == vars[ARG(2)]) return -1;
769 pc+=3;
770 break;
771 case FUNC: //[srcatom, funcref]
772 dbg("hoge");
773 // いずれ getfunc, loadfunc, eqfunc に展開
774 if(LINK_ISINT(vars[ARG(1)])){
775 if(LINK2INT(vars[ARG(1)]) != ARG(2)){
776 dbg("func(int): %x, %x\n", LINK2INT(vars[ARG(1)]), ARG(2));
777 return -1; // 整数が入ってるとき
778 }
779 }else if(ATOM_GETFUNC(vars[ARG(1)]) != ARG(2)){






785 case EQATOM: // [atom1, atom2]
786 // atom1 と atom2 が同じ。int が渡されることはない?
787 if(vars[ARG(1)] != vars[ARG(2)]) return -1; // 参照先 atom のアドレス値を比較
788 pc+=3;
789 break;
790 case NEQATOM: // [atom1, atom2]
791 if(vars[ARG(1)] == vars[ARG(2)]) return -1;
792 pc+=3;
793 break;
794 // func 関係は未実装。atomID と intfunc を区別する方法も未確定。
795 // 一応 int を 2 倍の値（偶数）で保持すれば区別をつけることはできる。
796 // 非最適化時にはこれらは代入されないことは保証されている？
797 // case SAMEFUNC: // [atom1, atom2]
798 // getfunc, getfunc, eqfunc に展開
799 case GETFUNC: // [-func, atom(I)]
800 // 整数計算結果の link から、allocatomindirect に渡す為の funcref 取得。
801 if(!LINK_ISINT(vars[ARG(2)])){ // 整数値以外が来たらエラー
802 dbg("getfunc notint atom error\n");
803 return -1;
804 }else{





810 // int のときは整数値を取得、atom のときは atomID を取得
811 if(LINK_ISINT(vars[ARG(2)])){ // atom のアドレスの時は 1bit 目が 0 なので false.
812 //もっといいマクロ名がほしい。＞ LINK_ISINT
813 vars[ARG(1)] = LINK2INT(vars[ARG(2)]);
814 }else{ // atom のとき




819 case LOADFUNC: // [-func, funcref(A/I)]
820 case EQFUNC:
821 case NEQFUNC:
822 dbg("...func instruction %d called.\n", ARG(0));
823 return -1;
824 case REMOVEATOM: //[srcatom, srcmem]
825 // 名前 funcref のアトム srcatom を、srcmem から取り除く
826 if(LINK_ISINT(vars[ARG(1)])){ // int のとき
827 mm.decAtomCount(vars[ARG(2)]);





833 case NEWATOM: // [-dstatom, srcmem, funcref(A)]
834 // int の生成は NEWATOM_INT でおこなう。
835
836 vars[ARG(1)] = am.newAtom(ARG(3), vars[ARG(2)]);
837 if(ATOM_GETNAME(vars[ARG(1)]) < PROXY_BORDER){
838
839 mm.incAtomCount(vars[ARG(2)]); // 膜のアトム数を１増やす
840 if(ATOM_GETNAME(vars[ARG(1)]) > NONACTIVE_SYSATOM_BORDER){
841 // システムアトムが生成された場合、保持しておく
842 dbg("sysatom add %x\n", ATOM_GETFUNC(vars[ARG(1)]));





848 case NEWATOM_INT: // [-dstlink, funcref(I)]










858 case ALLOCATOM: // [-dstatom, funcref(I)]
859 // 一時的に使われる定数アトムを生成＝ LINK 形式で作る。
860 vars[ARG(1)] = INT2LINK(ARG(2));
861 pc+=3;
862 break;
863 case ALLOCATOMINDIRECT: // [-dstatom(I), func(LINK)]








872 case COPYATOM: // [-dstatom(I), mem, srcatom(I)]
873 // int 値のコピーを行なう。
874 if(LINK_ISINT(vars[ARG(3)])){
875 vars[ARG(1)] = vars[ARG(3)];
876 }else{










887 case NEWMEM: // [-dstmem, srcmem]




892 case MOVECELLS: // [dstmem, srcmem] srcmem は直後に廃棄される。srcmem!=0
893 am.moveAtoms(vars[ARG(1)], vars[ARG(2)]); // src 膜から dst 膜にアトムを移動
894 mm.moveMems(vars[ARG(1)], vars[ARG(2)]); // src 膜の子膜を dst 膜に移動
895 pc+=3;
896 break;









906 case GETLINK: // [-link, atom(A), pos]
907 // リンク atom.pos を取得. atom が int のことはない。
908 vars[ARG(1)] = APOS_GETLINK(vars[ARG(2)], ARG(3));
909 pc+=4;
910 break;
911 case ALLOCLINK: // [-link, atom(A/I), pos]
912 if(vars[ARG(2)] & 0x01 == 1){ //リンク型データが入っている時
913 if(ARG(3) != 0) dbg("alloclink: unexpected argument.\n");
914 vars[ARG(1)] = vars[ARG(2)]; // そのまま
915 }else{
916 // atom.pos を指すリンクを取得





921 case NEWLINK: // [atom1, pos1, atom2, pos2, mem1]
922 // atom1.link[pos1] と atom2.link[pos2] をつなげる。
923 // alloclink, alloclink, unifylinks
924 {
925 WORD link1, link2;
926 //alloclink
927 if(vars[ARG(1)] & 0x1 == 1){
928 link1 = vars[ARG(1)];
929 }else{
930 link1 = APOS_ALLOCLINK(vars[ARG(1)], ARG(2));
931 }
932 // alloclink
933 if(vars[ARG(3)] & 0x1 == 1){
934 link2 = vars[ARG(3)];
935 }else{











947 if(LINK_ISLINK(link2)){ //link2 に link1 の値を入れる
948 LINK_SETLINK(link2, link1);









958 case RELINK: //[atom1, pos1, atom2, pos2, mem]
959 // atom1.link[pos1] と、atom2.link[pos2] のリンク先を接続
960 // alloclink, getlink, unifylinks
961 {
962 WORD link1, link2;
963 if(vars[ARG(1)] & 0x1 == 1){
964 link1 = vars[ARG(1)];
965 }else{
966 link1 = APOS_ALLOCLINK(vars[ARG(1)], ARG(2));
967 }










978 if(LINK_ISLINK(link2)){ //link2 に link1 の値を入れる
979 LINK_SETLINK(link2, link1);




984 dbg("link1:%x, link2:%x\n", link1, link2);






990 case UNIFY: //[atom1, pos1, atom2, pos2]
991 // getlink, getlink, unifylinks
992 {
993 WORD link1, link2;
994 link1 = APOS_GETLINK(vars[ARG(1)], ARG(2));










1005 if(LINK_ISLINK(link2)){ //link2 に link1 の値を入れる
1006 LINK_SETLINK(link2, link1);




1011 dbg("link1:%x, link2:%x\n", link1, link2);





1017 case UNIFYLINKS: // [link1, link2, mem]
1018 // link1 のリンク先と link2 のリンク先にリンクを張る。mem 使わない。
1019 {
1020 WORD link1, link2;
1021 link1 = vars[ARG(1)];










1032 if(LINK_ISLINK(link2)){ //link2 に link1 の値を入れる
1033 LINK_SETLINK(link2, link1);




1038 dbg("link1:%x, link2:%x\n", link1, link2);





1044 // proxy 関連









1053 case INSERTPROXIES: // [parentmem, childmem]
1054 mm.insertProxies(vars[ARG(1)], vars[ARG(2)], am);
1055 pc+=3;
1056 break;




1061 case COPYMEM: // $p が右辺に最大１つなら使わない。（プロセス文脈は線形）
1062 dbg("copymem called.\n");
1063 return -1;
1064 case DROPMEM: // [srcmem]
1065 // srcmem とその中身を破棄する。再帰的にアトム消去＞膜消去
1066 // {$p[]} :- . など、リンクのないプロセス変数を消す時に使う。
1067 // プロセス変数を$p 固定にするなら、DROPMEM は使われない。





1073 case REACT: // どこででてくる？
1074 break;
1075 case COMMIT:




1080 return 0; // 正常終了
1081
1082 case ISUNARY: // [atom]
1083 if(ATOM_GETARITY(vars[ARG(1)]) != 1) return -1;
1084 pc+=2;
1085 break;
1086 case ISINT: // [link] アトムがくることはない？




1091 case IADD: // [-dstlink, link1, link2]
1092 vars[ARG(1)] =














1107 if(LINK2INT(vars[ARG(3)]) == 0) return -1;
1108 vars[ARG(1)] =
1109 INT2LINK(LINK2INT(vars[ARG(2)]) / LINK2INT(vars[ARG(3)]));
1110 pc+=4;
1111 break;
1112 case INEG: //[-dstlink, link]




1117 if(LINK2INT(vars[ARG(3)]) == 0) return -1;
1118 vars[ARG(1)] =





















1139 INT2LINK(LINK2INT(vars[ARG(2)]) ^ LINK2INT(vars[ARG(3)]));
1140 pc+=4;
1141 break;
1142 // 比較演算 違う時は失敗終了する
1143 case ILT: //[link1, link2]




















































18 int react(int n, WORD atom);
19 int interpret(int *rule, int pc, int lock);
20 int loadRules();
21 int remainRule() { return remainRuleFlag; };




26 int setId(int i) { return id = i; };
27 int getPicture();
28
29 static int interruptAtomCount;
30 static Task *tasks;
31
32 // timer で生成されたアトムを生成待ちスタックに登録
33 WORD genAtom(WORD atomFunc) { genStack[genStackHead++] = atomFunc; };
34
35 void decTimerCount() { timerCount--; };
36 // private




41 int getSysValue(WORD atom);
42





48 int nextreact; // 次に react で実行するルール。
49 int remainRuleFlag; // 未適用ルールがのこっているか？（割り込みで 0、react 中で 1 に変化）
50
51 // システムアトム用
52 WORD execStack[EXECSTACK_LEN]; // システムアトムのアドレスが入る
53 int execStackHead;




58 // interpret 用
59 WORD vars[MAX_VARS]; // アトム領域 (WORD) へのポインタが入る


















11 funcID = new FUNCINFO[MAX_FUNC];
12 for(i=0; i < MAX_FUNC; i++) funcID[i].id = 0;













26 if(NULL == (fp = fopen(filename, "rt"))) return -1;
27
28 // 次に生成する atom の NAME を読み込み
29 if(1 != fscanf(fp, "%x\n", &next_id)) return -1;
30
31
32 for(i=0; i < MAX_FUNC; i++){
33 if(2 != fscanf(fp, "%s %x\n", &funcID[i].name, &funcID[i].id)){
34 break; // 読み込み終了
35 }
36 }









46 if(NULL == (fp = fopen(filename, "wt"))) return -1;
47
48 fprintf(fp, "%x\n", next_id);
49 for(int i=0; i < MAX_FUNC; i++){
50 if(funcID[i].id == 0) break; // 出力終了





56 // id が登録されていれば、対応するファンクタ名を返す
57 char* AtomID::getName(int id)
58 {
59 for(int i=0; i < MAX_FUNC; i++){
60 if(funcID[i].id == 0) return NULL; // 見つからなかった
61 if(funcID[i].id == id){ // 同じ ID のものが見つかった












73 if(sscanf(funcbuf, "%d", &num) == 1){ // func は数字だった
74 return (WORD)num;
75 }else if(isalpha(funcbuf[0]) || funcbuf[0] == '$'){ // アトム名だった
76 WORD tmp;
77 tmp = (WORD)getID(funcbuf);
78 return tmp;





84 // 整数でない functor の ID を（なければ登録して）返す。
85 int AtomID::getID(const char *funcbuf)
86 {
87 int i, j, arity;
88
89 for(i=0; i < MAX_FUNC; i++){
90 if(funcID[i].id == 0) break;
91 if(strcmp(funcID[i].name, funcbuf) == 0){




96 strncpy(funcID[i].name, funcbuf, FUNC_LEN); // functor を登録
97
98 // arity を抽出
99 for(j=strlen(funcbuf); funcbuf[j] != '_'; j--);
100 if(1 != sscanf(funcbuf+j, "_%d", &arity)) return -1;
101
102 funcID[i].id = next_id | (arity << 16);
103




108 int AtomID::isIntFunc(const char *funcbuf)
109 {
110 int num;










4 #define MAX_FUNC 1024















19 WORD funcConv(const char *funcbuf);
20 int isIntFunc(const char *funcbuf);
21
22 int loadData(const char *filename);
23 int saveData(const char *filename);
24 char* getName(int id);
25
26 private:
















10 #define dbg(f, ...) fprintf(stderr, f, ##__VA_ARGS__)
11
12 #define LINK_ISINT(link) (!(((link) & 0x00000003) ^ 0x01))
13 // LINK_GETLINK で得たリンクを整数値に直す (符号付 30bit 値)
14 #define LINK2INT(link) \
15 (((signed int)(link)) >> 2)
16
17 #define MAX_ATOM 20000
18 // 20000 アトムまで対応可能
19
20 typedef struct t_link{
21 WORD key;
22 int value;
23 struct t_link *next;
24 }LINK;
25














39 int resist(WORD w);
40 int search(WORD w);
41 int check();
42 private:




47 unsigned int getWord(){
48 int i;
49
50 i = (getchar() & 0xff) << 24;
51 i = i | (getchar() & 0xff) << 16;
52 i = i | (getchar() & 0xff) << 8;




57 int get_atom(ATOM *a);
58 void output_mem(ATOM *a, int atom_count, AtomID *atomid, int n);
59
60 /* 出力フォーマット
61 WORD n : タスク数
62
63 WORD size, WORD atom, WORD, addr, WORD link1 ...
64 : size 個分の WORD データが続く。最初 1word は atom、次に atom のあったアドレス、
65 その後にリンクが続く。if size == 0 アトム情報記述終了
66 BYTE 0xff : 膜開始（'{' に対応）
67 BYTE ID : 膜 ID






74 int main(int argc, char **argv){
75 ATOM a[MAX_ATOM];
76 WORD w;
77 int task_count, atom_count;
78 AtomID *atomid = NULL;
79
80
81 // aid ファイルが引数に指定されていれば、アトム ID 情報を読み込み
82 if(argc > 1){
83 atomid = new AtomID;
84 if(0 != atomid->loadData(argv[1])){ // 読み込み失敗
85 dbg("cannot open aid file : %s\n", argv[1]);
86 delete atomid;
87 atomid = NULL;
88 }
89 }else{




94 task_count = (int)getWord();
95
96 for(int i=0; i < task_count; i++){ // 各タスクを出力
97
98 // アトム情報の読み込み。
99 atom_count = get_atom(a);
100
101 // タスク膜開始情報を読み飛ばし。なければエラー
102 if(0xff != getchar()) return -1;
103
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104 printf("{"); // タスク膜開始
105
106 // 膜情報読み込み、膜・アトム出力
107 output_mem(a, atom_count, atomid, 2);
108




113 // 入力に/dev/ttyS0 を指定した場合、普通に終了するとなぜかプロセスが残る。
114 // よって kill で無理矢理強制終了。






121 // atom 情報（バイナリ）を読み込んで a に入れる




126 int i, j, k, value, flag;
127 LinkTable lt;
128
129 for(i=0; i < MAX_ATOM; i++){
130 size = getWord();
131 if(size == 0) break;
132 w = getWord();
133 a[i].mem = w >> 24 & 0xff;
134 a[i].arity = w >> 16 & 0xff;
135 a[i].name = w & 0xffff;
136 w = getWord();
137 a[i].addr = w & 0xffffff;
138 for(j=0; j < size - 2; j++){ // link を１つずつ読み込み
139 w = getWord();
140 if(LINK_ISINT(w)){ // リンクが整数値
141 a[i].linkno[j] = LINK2INT(w);
142 a[i].intflag[j] = 1; // linkno に入ってるのは整数値
143 }else{ // リンクの時
144 a[i].intflag[j] = 0; // linkno はリンク番号
145 value = lt.search((j << 24) | (a[i].addr & 0xffffff));
146 if(value == 0){ // 自分は未登録だった
147 a[i].linkno[j] = lt.resist(w); // リンク先を登録,No をもらう
148 }else{









158 void indent(int n){
159 for(int i=0; i < n; i++) putchar(' ');
160 }
161
162 // 膜の中身を出力、子膜を再帰出力。（自分の膜の{, }は出力しない
163 void output_mem(ATOM *a, int atom_count, AtomID *atomid, int n)
164 {
165 WORD w;




170 w = getchar(); // まず膜 ID を読み込み
A.2. コンバータ 118
171 for(i=0; i < atom_count; i++){
172 if(w == a[i].mem){ // この膜の中にあるアトム全て出力
173 if(flag) printf(", "); // 2 回目以降出力前にはカンマ
174 printf("\n"); indent(n); // 字下げをする
175
176 if(a[i].name > PROXY_BORDER){ // proxy のときは'=' として出力
177 printf("'='");
178 }else{
179 str = NULL;
180 if(atomid != NULL){ // atomid があるとき
181 str = atomid->getName(a[i].arity << 16 | a[i].name);
182 }
183 if(str != NULL){ // ID に対応する名前が見つかった
184 printf("%s", str);
185 }else{ // 見つからなかったら ID のまま出力
186 printf("a%d_%d", a[i].name, a[i].arity);
187 }
188 }
189 if(a[i].arity > 0){
190 printf("(");
191 for(j=0; j < a[i].arity; j++){
192 if(a[i].intflag[j] == 1){ // 整数値が格納されてる時
193 printf("%d", a[i].linkno[j]); // 整数アトムを出力
194 }else{
195 printf("L%d", a[i].linkno[j]); // リンク番号
196 }








205 while((w = getchar()) == 0xff){ // 子膜があるとき
206 printf("\n"); indent(n); printf("{"); // タスク膜開始
207 output_mem(a, atom_count, atomid, n + 2); // 子膜を再帰出力
208 printf("\n"); indent(n); printf("}"); // タスク膜終了
209
210 }
211 if(w != 0){ // 最後が 0 で閉じなかった








220 head = new LINK;
221 head->next == NULL;
222 }
223




228 LINK *p, *tmp;
229 p = head->next;
230
231 while(p != NULL){
232 tmp = p->next;
233 delete p;






239 // リンクを使い切る（head.next == NULL) なら成功。0 を返す
240 int LinkTable::check()
241 {
242 if(head->next == NULL) return 0;
243 else return -1;
244 }
245
246 // No を設定し、リンク先を key に保存。設定値を返す




251 p = new LINK;
252 p->key = w;
253 p->value = no;
254 p->next = head->next;





260 int LinkTable::search(WORD w)
261 {
262 LINK *p, *prev;
263 int i;
264
265 p = head->next;
266 prev = head;
267
268 while(p != NULL){
269 if(p->key == w){ // 他方のリンクが見つかった
270 prev->next = p->next;




275 prev = p;
276 p = p->next;
277 }






3 typedef unsigned int WORD;




8 N : 初期化コマンドデータ長
9 n word data (init command)
10 N : タスクの個数
11
12 N : task1 初期化ルール データ長
13 n word data (task1 init rule)
14 0 : 初期化ルールに関連付けられたシステムアトムなし
15 N : task1 ルール１データ長
16 n word data (task1 rule1)
17 ...
18 ID : アクティブシステムアトム ID（0:入力終了）
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25 // リトルエンディアンで WORD 値を標準出力に書き出す
26 void putword(WORD w)
27 {
28 fputc(w >> 24 & 0xff, stdout);
29 fputc(w >> 16 & 0xff, stdout);
30 fputc(w >> 8 & 0xff, stdout);
31 fputc(w & 0xff, stdout);
32 }
33





39 // argc < 3 ならおかしい（task 無し）ので終わる
40 if(argc < 3) return -1;
41
42 // temp_init.tal を読み込んで出力
43 if(NULL == (fp = fopen(argv[1], "rt"))) return -1;
44 fprintf(stderr, "tal2bin: read %s\n", argv[1]);
45





51 // init コードの後にタスク数を出力
52 putword(argc - 2);
53
54 // タスクごとの tmp ファイルを読み込み、出力
55 for(int i=2; i < argc; i++){
56 int c;
57
58 if(NULL == (fp = fopen(argv[i], "rt"))) return -1;
59 fprintf(stderr, "tal2bin: read %s\n", argv[i]);
60
61 //













4 // lmn ファイルを各タスク、初期化部ごとに切り分けてファイルに保存。
5
6 int main(int argc, char **argv)
7 {
8 FILE *fp;
9 int c, memcount;
A.2. コンバータ 121
10 pid_t pid;
11 char taskfile[] = "temp_task00.lmn";
12
13 // 最初のタスク膜開始まで読み込む
14 while((c = getchar()) != '{'){ // タスク開始まで読み込めなければ終了
15 if(c == EOF) return -1;
16 }
17 // 各タスクを temp_taskXX.lmn に書き込む
18 for(int i=0; i < 100; i++){ // 最大１００個
19 taskfile[9] = i / 10 + '0';
20 taskfile[10] = i % 10 + '0';
21




26 memcount = 1;
27 while(1){
28 c = getchar();
29 if(c == EOF) return -1; // タスク膜が閉じずに EOF ＞エラー
30 else if(c == '{') memcount++;
31 else if(c == '}'){
32 memcount--;
33 if(memcount == 0){
34 fclose(fp);
35 break; // タスク膜が閉じた
36 }
37 }
38 fputc(c, fp); // タスク膜を閉じる}以外はファイルに書き出し
39 }
40
41 // 次のタスク膜が始まるなら繰り返し、EOF なら終了
42 while(1){
43 c = getchar();
44 if(c == EOF) break; // ファイル終端ならタスク記述終了
45 else if(c == '{') break; // 次のタスク開始
46 else if(c == '.') break; // タスク記述終了
47 }
48 if(c == EOF || c == '.') break; // タスク記述終了なら抜ける。以降は初期化部
49 }
50
51 // 初期化部を temp_init.lmn に書き込む
52 if(NULL == (fp = fopen("temp_init.lmn", "wb"))) return -1;
53











































































13 #define dbg(f, ...) fprintf(stderr, f, ##__VA_ARGS__)
14
15 #define MAX_INST 1024
16 #define INST_LEN 6
17 #define MAX_SYSATOM 8















32 int readCode(INST *inst, AtomID *atomid);
33 int optimize(INST *inst, int max_inst, int ruleNo, vector<int> *sysrule);
34 int writeCode(INST *inst, int max_inst);
35 int getInst(INST *inst, int pc, AtomID *atomid, char *buf, int *vartable,












48 // funcID の初期化
49 if(-1 == atomid.loadData("temp_aid.aid")){




54 dbg("translmn: now translating...\n");
55
56 // 標準入力からデータ取得、解釈し、inst に格納
57 for(int ruleNo = -1; ; ruleNo++){ // ルール番号計測。初期化ルールは-1.
58 for(i=0; i < MAX_INST; i++) inst[i].count = 0; // 命令列の初期化
59
60 pc = readCode(inst, &atomid);
61 if(pc < 1) break; // ルールがなくなるまで or エラーが起こるまで
62
63 // inst 内に最適化できる部分があればする．
64 // ルールと sysatom の関係




69 printf("0\n\n"); // ルール終了
70
71 // 各システムアトムに関係するルールの個数、番号を出力
72 for(i=0; i < MAX_ACTIVE_SYSATOM; i++){
73 printf("%d ", sysrule[i].size());
74 for(vector<int>::iterator it = sysrule[i].begin(); it != sysrule[i].end(); it++){





80 // atomID をファイルに書き出して終了
81 if(-1 == atomid.saveData("temp_aid.aid")){









90 // withFunc != 0 のとき、命令の末尾は funcref. 整数値ではなく文字列を読み込む
91 // 注意！リンク番号は vartable ではなく生の値を使う！
92 // rawDataFlag が 1 である引数は生の値を用いる（例：0x06 なら一つ目、２つ目の引数が生の値）
93 // rawDataFlag の 1bit 目は、命令番号自体をさすため参照されない。
94
95 int getInst(INST *inst, int pc, AtomID *atomid, char *buf, int *vartable,
96 int instID, int argcount, int withFunc, unsigned rawDataFlag)
97 {
98 int i, count;





104 inst[pc].count = argcount;
105 inst[pc].ibuf[0] = instID;
106
107 // 引数読み込み（withFunc が真なら読み込み個数を-1 する）
108 if(withFunc) count = argcount - 1;
109 else count = argcount;
110
111 for(i = 1; i < count ; i++){
112 while(buf[p] != ' ')p++; // 次のスペースまで読み飛ばし
113 while(buf[p] == ' ')p++; // スペースの次の数字まで読み飛ばし
114 sscanf(buf + p, "%d", &arg[i]);
115
116 // rawDataFlag が設定されている時は生の値を使う
117 if((rawDataFlag >> i) & 0x1) inst[pc].ibuf[i] = arg[i];
118 else inst[pc].ibuf[i] = vartable[arg[i]];
119 }
120 if(withFunc){ // 末尾 funcref なら、文字列読み込み
121 while(buf[p++] != ' '); // funcref 前まで飛ばす
122 sscanf(buf + p, "%s", func);





128 // sysatom の取得と命令列の最適化
129 int optimize(INST *inst, int max_inst, int ruleNo, vector<int> *sysrule)
130 {
131 int i, name;
132
133 for(i=0; i < max_inst; i++){
134 switch(inst[i].ibuf[0]){ // 命令コードが
135 case FINDATOM:
136 // findatom される sysatom の ID を格納。
137 name = FUNC_NAME(inst[i].ibuf[3]);
138
139 if(name > SYSATOM_BORDER && name < NONACTIVE_SYSATOM_BORDER){
140 sysrule[(name - SYSATOM_BORDER) / 2].push_back(ruleNo);
141 }
142 break;








151 // sysatom, 命令列をテキスト形式で標準出力に出力
152 int writeCode(INST *inst, int max_inst)
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153 {




158 for(i=0; i < max_inst; i++){





164 for(i=0; i < max_inst; i++){
165 for(j=0; j < inst[i].count; j++){










176 // 標準入力から中間コードを読み込み、inst, atomid に格納。
177
178 int readCode(INST *inst, AtomID *atomid)
179 {
180 char buf[1024], code[16];
181 char funcbuf[FUNC_LEN];
182 int arg[MAX_VARS], vartable[MAX_VARS]; // arg[0] は使わない
183 int max_vars = 0;
184 int i, num;
185 int pc = 0; // inst[pc] に命令を書き込む
186
187 // jump で変数 index が再定義されるのに対応する用に使う。
188 for(i=0; i < MAX_VARS; i++){
189 vartable[i] = i;
190 }
191
192 while(fgets(buf, 1024, stdin) != NULL){ // 読み込み終了まで
193 // \t\t で始まってない行は読み飛ばし
194 if(buf[1] != '\t') continue;
195
196 if(sscanf(buf, "%s", code) != 1){




201 for(i=0; buf[i] != '\0'; i++){ // [,] の消去
202 if(buf[i] == '[' || buf[i] == ']' || buf[i] == ',') buf[i] = ' ';
203 }
204
205 // PROCEED ★ PROCEED を読み込んだら終了。
206 if(strcmp(code, "proceed") == 0){
207 inst[pc].count = 1;
208 inst[pc].ibuf[0] = PROCEED;
209 pc++;
210
211 return pc; // 終了
212
213 // COMMIT interpret のロック（割り込み時の中断可否）のために使う
214 }else if(strcmp(code, "commit") == 0){
215 inst[pc].count = 1;





220 }else if(strcmp(code, "spec") == 0){
221 // 変数の使用個数 max_vars の書き換え ＞信用ならない
222 sscanf(buf, "%*s %*d %d", &max_vars);
223 // JUMP
224 }else if(strcmp(code, "jump") == 0){
225 int top = 0;
226
227 // L<num>を読み飛ばす
228 while(buf[top++] != 'L');
229 while(isdigit(buf[top])) top++;
230
231 for(i=0; i < MAX_VARS; i++){
232 // 数字が出てくるまで飛ばす
233 while(!isdigit(buf[top])){













247 max_vars = i;
248 vartable[arg[i]]; // temp
249 // 読み込んだ値にしたがって vartable を書き換える。
250 // vartable[n] を vartable[arg[n]] の値に書き換える。
251 for(i=0; i < max_vars; i++){
252 arg[i] = vartable[arg[i]]; // temp
253 }
254 int max = 0;
255 for(i=0; i < max_vars; i++){
256 vartable[i] = arg[i]; // 書き換え
257 if(max < vartable[i]) max = vartable[i]; // 最大値を保存しておく
258 }
259 // これ以降に出現する変数番号は、まだ出てきてない大きさの番号に置き換える
260 for(i = max_vars; i < MAX_VARS; i++){




265 }else if(strcmp(code, "deref") == 0){
266 getInst(inst, pc, atomid, buf, vartable, DEREF, 5, 0, 0x18);
267 pc++;
268 // DEREFATOM
269 }else if(strcmp(code, "derefatom") == 0){
270 getInst(inst, pc, atomid, buf, vartable, DEREFATOM, 4, 0, 0x08);
271 pc++;
272 // FINDATOM
273 }else if(strcmp(code, "findatom") == 0){
274 getInst(inst, pc, atomid, buf, vartable, FINDATOM, 4, 1, 0);
275 pc++;
276 // LOCKMEM
277 }else if(strcmp(code, "lockmem") == 0){
278 getInst(inst, pc, atomid, buf, vartable, LOCKMEM, 3, 0, 0);
279 pc++;
280 // ANYMEM
281 }else if(strcmp(code, "anymem") == 0){
282 getInst(inst, pc, atomid, buf, vartable, ANYMEM, 3, 0, 0);
283 pc++;
284 // TESTMEM
285 }else if(strcmp(code, "testmem") == 0){




289 }else if(strcmp(code, "natoms") == 0){
290 getInst(inst, pc, atomid, buf, vartable, NATOMS, 3, 0, 0x04);
291 pc++;
292 // NMEMS
293 }else if(strcmp(code, "nmems") == 0){
294 getInst(inst, pc, atomid, buf, vartable, NMEMS, 3, 0, 0x04);
295 pc++;
296 // EQMEM
297 }else if(strcmp(code, "eqmem") == 0){
298 getInst(inst, pc, atomid, buf, vartable, EQMEM, 3, 0, 0);
299 pc++;
300 // NEQMEM
301 }else if(strcmp(code, "neqmem") == 0){
302 getInst(inst, pc, atomid, buf, vartable, NEQMEM, 3, 0, 0);
303 pc++;
304 // FUNC
305 }else if(strcmp(code, "func") == 0){
306 getInst(inst, pc, atomid, buf, vartable, FUNC, 3, 1, 0);
307 pc++;
308 // EQATOM
309 }else if(strcmp(code, "eqatom") == 0){
310 getInst(inst, pc, atomid, buf, vartable, EQATOM, 3, 0, 0);
311 pc++;
312 // NEQATOM
313 }else if(strcmp(code, "neqatom") == 0){
314 getInst(inst, pc, atomid, buf, vartable, NEQATOM, 3, 0, 0);
315 pc++;
316 // SAMEFUNC その他 func 関係 : 出てこない？
317
318 // GETFUNC : ★一応出力。最適化で newatomindirect と一緒に消える予定？
319 }else if(strcmp(code, "getfunc") == 0){
320 getInst(inst, pc, atomid, buf, vartable, GETFUNC, 3, 0, 0);
321 pc++;
322 // REMOVEATOM
323 }else if(strcmp(code, "removeatom") == 0){
324 getInst(inst, pc, atomid, buf, vartable, REMOVEATOM, 3, 0, 0);
325 pc++;
326 // NEWATOM ★ int の時は NEWATOM_INT を出力。
327 }else if(strcmp(code, "newatom") == 0){
328 sscanf(buf, "%*s %d %d %s", &arg[1], &arg[2], funcbuf);
329 if(atomid->isIntFunc(funcbuf)){ // int のとき
330 inst[pc].count = 3;
331 inst[pc].ibuf[0] = NEWATOM_INT;
332 for(i=1; i < inst[pc].count - 1; i++){
333 inst[pc].ibuf[i] = vartable[arg[i]];
334 }
335 inst[pc].ibuf[i] = atomid->funcConv(funcbuf);
336 }else{ // atom のとき
337 inst[pc].count = 4;
338 inst[pc].ibuf[0] = NEWATOM;
339 for(i=1; i < inst[pc].count - 1; i++){
340 inst[pc].ibuf[i] = vartable[arg[i]];
341 }




346 }else if(strcmp(code, "freeatom") == 0){
347 getInst(inst, pc, atomid, buf, vartable, FREEATOM, 2, 0, 0);
348 pc++;
349 // ALLOCATOM
350 }else if(strcmp(code, "allocatom") == 0){




354 }else if(strcmp(code, "allocatom..") == 0 ||
355 strcmp(code, "allocato..") == 0){
356 getInst(inst, pc, atomid, buf, vartable, ALLOCATOMINDIRECT, 3, 0, 0);
357 pc++;
358 // COPYATOM
359 }else if(strcmp(code, "copyatom") == 0){
360 getInst(inst, pc, atomid, buf, vartable, COPYATOM, 4, 0, 0);
361 pc++;
362 // REMOVEMEM
363 }else if(strcmp(code, "removemem") == 0){
364 getInst(inst, pc, atomid, buf, vartable, REMOVEMEM, 3, 0, 0);
365 pc++;
366 // NEWMEM
367 }else if(strcmp(code, "newmem") == 0){
368 getInst(inst, pc, atomid, buf, vartable, NEWMEM, 3, 0, 0);
369 pc++;
370 // MOVECELLS
371 }else if(strcmp(code, "movecells") == 0){
372 getInst(inst, pc, atomid, buf, vartable, MOVECELLS, 3, 0, 0);
373 pc++;
374 // FREEMEM
375 }else if(strcmp(code, "freemem") == 0){
376 getInst(inst, pc, atomid, buf, vartable, FREEMEM, 2, 0, 0);
377 pc++;
378 // ADDMEM
379 }else if(strcmp(code, "addmem") == 0){
380 getInst(inst, pc, atomid, buf, vartable, ADDMEM, 3, 0, 0);
381 pc++;
382 // GETLINK
383 }else if(strcmp(code, "getlink") == 0){
384 getInst(inst, pc, atomid, buf, vartable, GETLINK, 4, 0, 0x08);
385 pc++;
386 // ALLOCLINK
387 }else if(strcmp(code, "alloclink") == 0){
388 getInst(inst, pc, atomid, buf, vartable, ALLOCLINK, 4, 0, 0x08);
389 pc++;
390 // NEWLINK
391 }else if(strcmp(code, "newlink") == 0){
392 getInst(inst, pc, atomid, buf, vartable, NEWLINK, 6, 0, 0x14);
393 pc++;
394 // RELINK
395 }else if(strcmp(code, "relink") == 0){
396 getInst(inst, pc, atomid, buf, vartable, RELINK, 6, 0, 0x14);
397 pc++;
398 // UNIFY
399 }else if(strcmp(code, "unify") == 0){
400 getInst(inst, pc, atomid, buf, vartable, UNIFY, 5, 0, 0x14);
401 pc++;
402 // UNIFYLINKS
403 }else if(strcmp(code, "unifylinks") == 0){
404 getInst(inst, pc, atomid, buf, vartable, UNIFYLINKS, 4, 0, 0);
405 pc++;
406 // REMOVEPROXIES
407 }else if(strcmp(code, "removeproxies") == 0){
408 getInst(inst, pc, atomid, buf, vartable, REMOVEPROXIES, 2, 0, 0);
409 pc++;
410 // REMOVETOPLEVELPROXIES
411 }else if(strcmp(code, "removetoplev..") == 0){
412 getInst(inst, pc, atomid, buf, vartable, REMOVETOPLEVELPROXIES, 2, 0, 0);
413 pc++;
414 // INSERTPROXIES
415 }else if(strcmp(code, "insertproxies") == 0){
416 getInst(inst, pc, atomid, buf, vartable, INSERTPROXIES, 3, 0, 0);
417 pc++;
418 // REMOVETEMPORARYPROXIES
419 }else if(strcmp(code, "removetemp..") == 0){




423 // COPYMEM, DROPMEM はいらない
424 // REACT はいらない
425
426 // ISUNARY
427 }else if(strcmp(code, "isunary") == 0){
428 getInst(inst, pc, atomid, buf, vartable, ISUNARY, 2, 0, 0);
429 pc++;
430 // ISINT
431 }else if(strcmp(code, "isint") == 0){
432 getInst(inst, pc, atomid, buf, vartable, ISINT, 2, 0, 0);
433 pc++;
434 // IADD
435 }else if(strcmp(code, "iadd") == 0){
436 getInst(inst, pc, atomid, buf, vartable, IADD, 4, 0, 0);
437 pc++;
438 // ISUB
439 }else if(strcmp(code, "isub") == 0){
440 getInst(inst, pc, atomid, buf, vartable, ISUB, 4, 0, 0);
441 pc++;
442 // IMUL
443 }else if(strcmp(code, "imul") == 0){
444 getInst(inst, pc, atomid, buf, vartable, IMUL, 4, 0, 0);
445 pc++;
446 // IDIV
447 }else if(strcmp(code, "idiv") == 0){
448 getInst(inst, pc, atomid, buf, vartable, IDIV, 4, 0, 0);
449 pc++;
450 // INEG
451 }else if(strcmp(code, "ineg") == 0){
452 getInst(inst, pc, atomid, buf, vartable, INEG, 3, 0, 0);
453 pc++;
454 // IMOD
455 }else if(strcmp(code, "imod") == 0){
456 getInst(inst, pc, atomid, buf, vartable, IMOD, 4, 0, 0);
457 pc++;
458 // INOT
459 }else if(strcmp(code, "inot") == 0){
460 getInst(inst, pc, atomid, buf, vartable, INOT, 3, 0, 0);
461 pc++;
462 // IAND
463 }else if(strcmp(code, "iand") == 0){
464 getInst(inst, pc, atomid, buf, vartable, IAND, 4, 0, 0);
465 pc++;
466 // IOR
467 }else if(strcmp(code, "ior") == 0){
468 getInst(inst, pc, atomid, buf, vartable, IOR, 4, 0, 0);
469 pc++;
470 // IXOR
471 }else if(strcmp(code, "ixor") == 0){
472 getInst(inst, pc, atomid, buf, vartable, IXOR, 4, 0, 0);
473 pc++;
474 // ILT
475 }else if(strcmp(code, "ilt") == 0){
476 getInst(inst, pc, atomid, buf, vartable, ILT, 3, 0, 0);
477 pc++;
478 // ILE
479 }else if(strcmp(code, "ile") == 0){
480 getInst(inst, pc, atomid, buf, vartable, ILE, 3, 0, 0);
481 pc++;
482 // IGT
483 }else if(strcmp(code, "igt") == 0){
484 getInst(inst, pc, atomid, buf, vartable, IGT, 3, 0, 0);
485 pc++;
486 // IGE
487 }else if(strcmp(code, "ige") == 0){
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488 getInst(inst, pc, atomid, buf, vartable, IGE, 3, 0, 0);
489 pc++;
490 // IEQ
491 }else if(strcmp(code, "ieq") == 0){
492 getInst(inst, pc, atomid, buf, vartable, IEQ, 3, 0, 0);
493 pc++;
494 // INE
495 }else if(strcmp(code, "ine") == 0){
496 getInst(inst, pc, atomid, buf, vartable, INE, 3, 0, 0);
497 pc++;
498 // 読み飛ばし
499 }else if(strcmp(code, "enqueueatom") == 0){
500 }else if(strcmp(code, "dequeueatom") == 0){
501 }else if(strcmp(code, "copyrules") == 0){
502 }else if(strcmp(code, "norules") == 0){













3 # please set LMNEYE = (executable file dir)
4
5 # remove temporary files
6 rm -f temp_init.lmn temp_task*.lmn temp_init.tmp temp_task*.tmp atomid.dat
7
8 # split lmntal file to init & tasks
9 if ! ${LMNEYE}/splitlmn < ${1%.lmn}.lmn
10 then echo "cannot split $1"; exit;
11 fi
12
13 # copy atomid template
14 cp ${LMNEYE}/template.aid temp_aid.aid
15
16 # convert init
17 java -jar ${LMNEYE}/lmntal.jar -d temp_init.lmn | ${LMNEYE}/translmn > temp_init.tmp
18
19 # convert task
20 for i in $(ls temp_task*.lmn)
21 do
22 java -jar ${LMNEYE}/lmntal.jar -d $i | ${LMNEYE}/translmn > ${i%.lmn}.tmp
23 done
24
25 # concat temp and generate binary tal file
26 tasktmp=$(ls temp_task*.tmp)
27 ${LMNEYE}/gental temp_init.tmp ${tasktmp} > ${1%.lmn}.tal
28
29 mv temp_aid.aid ${1%.lmn}.aid
30
31 if [ $# -lt 2 ]; then
32 rm -f temp*
33 elif [ $2 != noclean ]; then







3 # run @ eyebot
4 cat ${1%.tal}.tal > /dev/ttyS0
5 echo "now waiting output of eyebot"
6 ${LMNEYE}/bin2lmn ${1%.tal}.aid < /dev/ttyS0 > ${1%.tal}.out
7 java -jar ${LMNEYE}/lmntal.jar ${1%.tal}.out
8
9 if [ $# -lt 2 ]; then
10 rm -f ${1%.tal}.out
11 elif [ $2 != noclean ]; then






3 # run @ pc
4 ${LMNEYE}/lmntal < ${1%.tal}.tal | ${LMNEYE}/bin2lmn ${1%.tal}.aid > ${1%.tal}.out
5 java -jar ${LMNEYE}/lmntal.jar ${1%.tal}.out
6
7 if [ $# -lt 2 ]; then
8 rm -f ${1%.tal}.out
9 elif [ $2 != noclean ]; then
10 rm -f ${1%.tal}.out
11 fi
