The amount of online information in Chinese and the number of Chinese Internet users have been increasing tremendously during the past decade. Since Chinese language is significantly different from English, techniques that have been developed for retrieving information from English Web documents cannot be directly applied to retrieve information from Chinese Web documents. In order to provide high-performance access of Chinese information on the Web, we have developed a Chinese Web query engine that (i) extracts (hierarchical) data of interest from Chinese HTML tables using an information extraction tool called semantic hierarchy, (ii) allows the user to submit queries in Chinese using a menu-driven user interface, and (iii) processes the user's queries (as Boolean expressions) to generate the correct results. Our query engine supports various groups of information that are categorized into various subject areas, such as car ads, house rentals, job ads, stocks, university catalogs, etc. We have tested our information extraction tool on two application domains, car-ads and house-rental. The average F-measure on extracting Chinese data from these two application domains is above 90%. More importantly, our query engine can easily be configured and internationalized to become a worldwide, multilingual query engine with minor changes in system settings on PCs running Windows operating systems.
Introduction
Aided by the rapid development of high-speed computer hardware and software, as well as an increasing amount of online information in Chinese, the number of Internet users who access Chinese Web documents online on a regular basis has been increasing tremendously. According to the semi-annual survey report compiled by the China Internet Network Information Center (http://www.cnnic.net.cn/index.htm), between July 1998 and July 2003, i.e., within a period of five years, Internet users in China increased from 1.1 million to 68 million (see Figure 1 ). Another survey by the same center indicates that almost all the Internet users in China use Chinese as their first language and 81% of them view only Chinese Web documents. In fact, there are significantly more than 68 million Chinese Internet users. According to the statistics released by the Overseas Chinese Affairs Commission (http://www.gio.gov.tw/taiwan-website/5-gp/yearbook/chpt09-5.htm), there are over 35 million Chinese residing outside of Mainland China at the end of year 2000, which does not include Chinese residing in Hong Kong and Macau. We realize that Chinese language is significantly different from English and other European languages. To name a few differences, the former comes with no explicit word separators, such as blanks or delimiters as in English, to indicate word boundaries between words, and a Chinese word may comprise of one, two, or more characters. Furthermore, partly due to the internationalization [DC01] problem, a softwares that have been developed for retrieving information from English documents cannot be directly applied to retrieve information from Chinese documents. For this reason, many Asian language researchers have been exploring new techniques that are applicable for retrieving information from documents that are written in their native languages [WML99, Kan00] . It is this same motivation that urges Chinese Web developers to develop accurate and efficient Chinese information retrieval techniques. During the last decade, research work in retrieving informa- tion from Chinese Web documents [Chi97, Kan00] has been gaining ground, and any major development in enhancing the retrieval of Chinese information from Web documents would benefit millions of Chinese Web users worldwide.
In order to provide high-performance access of Chinese information on the Web, we have developed a Chinese query engine that (i) allows the user to submit Chinese queries through a simple, easy-to-use, form-based query interface (see, for an example, the Chinese house-rental query engine interface shown in Figure 2 , which is one of the user interfaces created for our query engine) and (ii) extracts archived Chinese information retrieved from Chinese HTML tables that yield the answers to the user's queries. Our query engine supports various groups of information that are categorized into different subject areas, such as car ads, house rentals, job ads, stocks, university catalogs, etc. The source of our Chinese information comes from table data embedded in Chinese HTML documents posted on the Web.
One may argue that existing Chinese search engines, such as Yahoo China (http://cn.yahoo.com/), sohu (http://www.sohu.com/), sina (http://www.sina.-com), and GlobePage (http://www.globepage.com/), are adequate in processing Chinese Web queries. Queries generated by these Chinese search engines, however, are keyword-based, i.e., queries are created by using either a single or multiple keywords. It is a well-known problem in information retrieval [BYRN99] that keyword searching often retrieves too many irrelevant documents; conversely, often only a small proportion of documents that are relevant to a query of this type is retrieved. We handle this problem by (i) extracting data of interest directly from Chinese HTML tables, (ii) constructing a sophisticated query engine that allows the user to submit advanced queries in Chinese, and (iii) processing the user's queries to generate the correct answers. We have been successful in accomplishing our data extraction task, since data processed by our query engine come from application domains that are (i) narrow in breadth, which means that the scope of each application domain of interest is small, such as job ads, car ads, and course listing, but they include information of common interest, and (ii) data rich, which means that each application domain is defined by an abundance of recognizable constants, such as phone numbers, e-mail addresses, and names of automobile makes and models.
In our data extraction approach, we detect the structure and content of a Chinese HTML document by using the semantic hierarchy construction tool [Lim01] . A semantic hierarchy is a rooted, directed tree that precisely captures the hierarchy of (table) data embedded within a Chinese HTML document. Using the semantic hierarchy of an HTML table, we can traverse data or tuples in the table. The initial version of semantic hierarchy construction tool developed by [Lim01] , however, is designed for processing English HTML documents, and thus it cannot be adopted directly for extracting and displaying Chinese characters in Chinese HTML documents; the work reported in this paper involved successfully internationalizing it and enhancing it. Using the enhanced semantic hierarchy construction tool that has been internationalized, we can extract data from Chinese HTML tables. Furthermore, the semantic hierarchy construction tool has been further enhanced to handle multiple-level tables in a (Chinese) HTML document and ignore all other irrelevant HTML tables. Compared to existing SQL-based database query languages, the Chinese query language used by the proposed query engine, called CHQL, is a Boolean-based query language that is easy to use and does not require the user to have extensive knowledge in formulating structured queries. Since an oversea Chinese may use a computer running under a non-Chinese operating system, we also provide instructions on modifying the required system settings so that our query engine can be installed on the computer to query extracted data.
The outline of this paper is as follows. In Section 2, we introduce background knowledge necessary to follow the discussion in subsequent sections, which include semantic hierarchy, internationalization, character sets, Unicode, encoding methods, and related work. In Section 3, we present the design of our query engine. In Section 4, we include the implementation details of our query engine and use the car-ads and house-rental application domains as examples to illustrate how to create and process CHQL queries. In Section 5, we provide concluding remarks and discuss future work. Figure 3 (a), is given in Figure 3 (b), in which the hierarchical relationships of the data contents and their corresponding headings in the table are preserved. In this paper, we extend the semantic hierarchy construction tool for extracting data from Chinese HTML tables. The semantic hierarchy of an HTML table T correctly captures the rows and columns in T . In the semantic hierarchy of T , all the column headings and their associated data are captured under subtrees of a (i) row heading node, if the table has row headings (see, for example, the HTML table in Figure 3 (a) and its corresponding semantic hierarchy in Figure 3(b) ), or (ii) dummy node (R i , i ≥ 1), if the table has no row headings (see, for example, the HTML table in Figure 4 (a) and its corresponding semantic hierarchy in Figure 4( 
Internationalization
Since semantic hierarchies are originally designed for capturing the data contents of HTML tables embedded in English HTML documents, the contents (to be more precise, the Chinese characters) of a Chinese HTML document cannot be recognized in its semantic hierarchy. This is mainly an internationalization issue. We are particularly interested in Java internationalization, since the semantic hierarchy construction tool is a Java application. In this section, we introduce (Java) internationalization and sketch character sets, Unicode, and encoding methods, which are important elements of internationalization.
Software internationalization and localization
Internationalization is the process of designing an application so that it can be adapted to various languages and regions in the world without engineering changes [Mic02] . Localization, on the other hand, is the process of adapting a software for a specific region or a written language by adding locale (local market)-specific components (e.g., sounds and images if they are culturally sensitive) and translating external text files [Mic02] .
Java internationalization
The designers of the Java language realized early on that support for global software development should be an important feature of the programming language. Storing all characters as 16-bit encodings in Unicode is a key Java 1.0 design decision to support internationalization. This decision facilitates software development for global markets [DC01] . We will discuss Unicode in details in Section 2.2.3. For now it is sufficient to know that Unicode is a character set that supports the characters of most written languages. Even though many internationalization features are missing in Java, including Java T M 2 SDK Standard Edition, the programming language itself is internationalized and supports approximately 100 locales. This means that if appropriate classes and methods are used in coding, any Java program will have some internationalization features [DC01] .
Character sets and Unicode
Characters constitute a fundamental type of data used by computers. A character set that has an assigned value for each of its characters is called a coded character set or code set. b Several character sets have been proposed, but only a few have been widely used over the years. The American Standard Code for Information Interchange (ASCII) character set is a popular one. The basic ASCII set uses seven bits per character, providing room to support 128 different characters. However, it is well-known that the coding of the ASCII set is limited. Thus the International Standards Organization (ISO) has created a series of 8-bit character sets to handle a much larger selection of languages. The character set is known as ISO-8859, which is a superset of ASCII. The number of characters in ISO-8859 is doubled from 128 (in ASCII) to 256. Even though the number of characters in ISO-8859 is 256, it is still insufficient to handle thousands of characters used in languages such as Chinese, Japanese, and Korean (CJK). As a solution of this problem, multibyte character sets were developed. Table 1 shows some multibyte character sets used in the CJK countries [DC01] .
Since the number of characters in ISO-8859 is limited, computer scientists have been demanding a universal character set to encode characters in all written languages. As a result, the Unicode Standard was defined, in which each character is encoded in 16 bits. This simply means that Unicode can represent or encode 2 16 characters, i.e., 65,536 characters. The advantage of using Unicode is that characters of the major languages of the world (e.g., English, Chinese, Spanish) are uniformly supported. Table 2 lists a portion of the Unicode character blocks [DC01] , in which all simplified Chinese, traditional Chinese, Japanese, and Korean characters are included in the CJK UNIFIED IDEOGRAPHS block.
Encoding method
A coded character set specifies the integer value of each character in the character set, whereas an encoding method or character encoding specifies how to map the integer value of a character to a sequence of bytes. For character sets whose integer values do not exceed 255, such as ISO-8859, the mapping is relatively straightforward because each character uses one byte, and the characters are usually encoded using their integer values. However, for multibyte character sets, the encoding methods are more complex, since many characters in a multibyte character set are BMM01] , have been proposed in the past, query languages for extracting information from Chinese Web documents are relatively few. [WML99] propose Nchiql, a Chinese natural language query. Nchiql, however, is designed mainly for extracting information from Chinese text databases. In contrast, the Chinese query language (CHQL) that is designed for our proposed Chinese query engine accesses table data extracted from Chinese HTML documents on the Web. By retrieving information directly from Chinese HTML documents, we do not rely on other data extraction tools.
In the past, various approaches for processing (Chinese) HTML tables have been presented in the literature. Cohen et al. [CHJ02] propose a wrapper-learning system, which includes a single general-purpose "master learning algorithm" and a number of smaller, special-purpose "builders", each of which can exploit a different view of a document. The proposed master learning algorithm handles most of the learning process, whereas builders support only a small number of operations, such as cut-in header, column header, and row header, that exploit table structures. Our semantic hierarchy construction tool, however, does not require any learning process. The construction tool parses HTML tables straightly based on the HTML table syntax and its variances. Furthermore, DOM trees, as presented in [CHJ02] , contain both tag and text nodes, which are less appealing than semantic hierarchies that filter out all the tags in an HTML document and precisely capture the contents of tables specified in the document. Our semantic hierarchy construction tool normalizes rows and columns, which is precise in capturing data contents of HTML tables than the normalization step discussed in [CHJ02] , which does not exclude HTML tags.
Chen et al. [CTT00] introduce an approach for mining tables from HTML texts by analyzing HTML tags and determines the similarity of table cells under the same column (or row) heading. Cell similarities are evaluated by string similarity, named entity similarity, and number category similarity. Similarity measure is a good idea in recognizing large tables, which have a significant number of cells. This table mining approach, however, is unreliable when it deals with tables that contain only a few cells, since the cells would be treated as either similar or different and the margin of error could be high.
[WH02] detect tables in Web documents using a machine-learning based approach, which classifies each given table as either genuine or non-genuine such that genuine tables include semantically and logically related data in table cells, whereas non-genuine tables are tables whose contents are clustered together using <TABLE> tags mainly for easy viewing purpose. [YTT99] , on the other hand, present a method to integrate tables in Web pages according to the category of objects presented in each table. Neither one of these approaches is capable of processing Chinese HTML table data, data that are processed by CHQL.
Processing HTML Tables and CHQL Queries
Since we adopt semantic hierarchies to capture the contents of Chinese HTML tables via programs running on the English MS Windows 2000 (W2K) operating system, significant modifications are required on the system settings of W2K and on the source code of the semantic hierarchy construction tool. A computer running under an English operating system must have multiple language support for Chinese in order to display and enter Chinese characters. Thus the Unicode font must be installed on the computer so that Chinese characters can be recognized, and the source code of the semantic hierarchy construction tool must be internationalized in order to process Chinese HTML documents.
In Section 3.1, we address the required changes in system settings for English MS Windows operating systems in order to handle Chinese characters and discuss the process of internationalizing the source code of the semantic hierarchy construc-tion tool. In Section 3.2, we present our approach to determine the table schema of a particular application domain of interest. In Section 3.3, we include a detailed discussion on processing (multiple-level) Chinese HTML tables. In Section 3.4, we discuss using indexing for accessing data extracted from Chinese HTML tables. In Section 3.5, we introduce the proposed Chinese HTML Query Language (CHQL), which is a Boolean-type query language designed for querying information extracted from table data in Chinese HTML documents, and detail the formulation, optimization, and evaluation of CHQL queries.
Modification of system settings and internationalization of the semantic hierarchy construction tool
Any computer that accepts or displays Chinese characters in Chinese HTML documents must be running on either a Chinese operating system or a non-Chinese operating system with multilingual support. In Section 3.1.1, we give the instructions for modifying the system settings on non-Chinese MS Windows operating systems, especially W2K, to support multilingual data processing. We will also discuss the installation of the Unicode font for running Java applications, such as the semantic hierarchy construction tool, on a Chinese HTML document. Since the source code of the semantic hierarchy construction tool on English HTML documents must first be internationalized in order to process Chinese HTML documents, we discuss the internationalization process in Section 3.1.2.
System settings of English MS Windows operating systems
According to the statistics released by the Overseas Chinese Affairs Commission (as mentioned in the introduction), over 35 million Chinese were living outside Mainland China (excluding Hong Kong and Macau) at the end of year 2000. It is anticipated that a significant portion of the 35 million (or more) overseas Chinese access the Internet using PCs running under non-Chinese operating systems. These internet users must either download multilingual support software or modify the system settings on their computers in order to process Chinese (HTML) Web documents. System settings for multilingual support vary across different operating systems. According to the survey conducted by the National Association for Amateur according to the native languages spoken by people in these countries. We describe below how to make necessary changes in system settings on English Windows operating systems to provide multilingual support for Chinese data processing. A computer running English MS Windows XP, 95, 98, or NT is without Chinese language support. We must first download either a service package (i.e., the Simplified or Traditional Chinese Global IME) from the Microsoft website (http://www.microsoft) or other multilingual support software packages, such as the NJStar communicator (http://www.njstar.com). W2K, on the other hand, comes with a utility that allows the user to modify language sets for multilingual input and viewing of foreign character sets (as shown in non-English Web documents). The Regional Options in the Control Panel of W2K, which customizes settings for displaying languages, numbers, time, and dates, is the location where the modifications take place. (Detailed step-by-step instructions on setting up multilingual support on W2K are included in [Zha02] .) Only after multilingual support software packages have been downloaded to English MS Windows XP, 95, 98, or NT, or the system settings of W2K have been modified, can Chinese characters be displayed and entered. In addition, before the semantic hierarchy construction tool can be run on W2K with a Chinese HTML document as its input, the Arial Unicode MS font (see Figure 6 ) must be installed so that Chinese characters can be recognized by the Java interpreter. The Arial Unicode MS font is a full Unicode font that contains approximately 40,000 alphabetical characters, ideographic characters, and symbols as defined in the Unicode 2.1 standard (http://office.microsoft.com/downloads/2000/aruniupd.aspx).
Internationalizing the semantic hierarchy construction tool on W2K
After the system settings of W2K have been modified and the Arial Unicode MS font has been installed on a PC, Chinese characters in Chinese HTML documents still cannot be displayed via the interface of the semantic hierarchy construction tool (CT ) developed by [Lim01] because the source code of CT is not internationalized.
We realize that most Chinese HTML documents written in simplified (traditional, respectively) Chinese are encoded by using the GB2312 (Big5, respectively) encoding method. Unfortunately, Java does not support either one. Thus in order to correctly display Chinese characters in Chinese HTML documents via the interface of CT that runs under W2K, we must convert GB2312 or Big5 documents to UTF8 documents and make the necessary changes to the source code of CT by explicitly setting the character encoding to UTF8. (For example, the Java class "Tidy", as shown in Figure 7 (a), uses its default character encoding ASCII if its encoding is not set to "UTF8".) After modifying the necessary system settings and the source code of CT , the contents (i.e., the characters) of the corresponding Chinese HTML documents can be displayed. For example, the Chinese HTML table in Figure 7 (b) is correctly displayed in its semantic hierarchy as shown in Figure 7 (c).
The steps involved in modifying the source code of CT is an internationalization process. Internationalizing a program is not a trivial task, since fully internationalizing a Java application requires the program to (i) read and display the contents of input documents written in any language (e.g., Greek, Arabic, and Chinese), and (ii) show all the English characters in the GUI component, such as labels and button names, in the default language of the computer that runs the Java application. Fortunately, it is not necessary to fully internationalize CT , since we are only interested in Chinese locale instead of all the existing locales. Even better, we are not required to change English characters in labels (e.g., "Address"), buttons (e.g., "Tree" and "Source"), and titles ("Semantic Hierarchy Viewer") to their corresponding Chinese words (as shown in Figure 7 (c)) because the interface of CT is hidden from the user. As long as CT can correctly capture the content of a Chinese table in an HTML document in a tree structure, its internationalization process is complete. However, the steps involved in manually converting an HTML document written in another encoding, such as a GB2312 document, to a UTF8 document, is a time-consuming process. We enhance the source code of CT to automatically perform this conversion at run time. The major steps in this conversion process can be found in [Zha02] .
Pre-defining schemas for application domains of interest
Prior to extracting information from Chinese HTML tables with domain-specific data, we must first define the corresponding table schema. The table schema can be defined by anyone who is knowledgeable in the corresponding application domain. For the car-ads domain, we adopt the schema as shown in Figure 8 . In the graphical representation of a schema, the rectangle denotes an application domain, a single-edge oval denotes an attribute, a double-edge oval denotes a multiplevalue attribute, and a dotted-edge oval denotes a possible attribute value of the corresponding multiple-value attribute. After all the attributes of a table schema have been defined, they can be divided into two groups, indexed attributes and nonindexed attributes. Indexed attributes are those that are often specified in the user's A Query Engine for Retrieving Information from Chinese HTML Documents 149
, Camry, Celica, Corolla, Tercel, 4runner, Avalon, Corona, Sienna, Tacoma, Accord, Prelude, Civic, Odyssey, Taurus, Mustang, Tempo, Festiva, Windstar, Probe, Granada, Leganza, Avenger, Dynasty, Intrepid, Lancer, Neon, Shadow, spirit, Stratus, C1500, C2500, Es300, Rx300,
These patterns are used in Taiwan
These patterns are used in Mainland China
This pattern is used in Hong Kong
These patterns are used in USA and Canada queries, whereas non-indexed attributes are seldomly used in a user's query. In the car-ads application domain, "Make", "Model", "Price", "Mileage", and "Year" are indexed attributes, whereas "Contact" and "Feature" are non-indexed attributes. The decision on which particular attribute should be assigned as indexed or nonindexed is dictated by its access patterns. For example, it is highly unlikely that one would use a "contact" telephone number to search for a used car. It is also well-known that using indexed attributes can significantly speed up the searching process of desired data in a data file. In a Chinese HTML table, there could be a number of synonyms for an attribute. During the process of extracting data from Chinese HTML documents, we use a pre-defined look-up table to locate the synonyms of attributes, if there are any. Consider the look-up table of the car-ads application domain in Figure 9 where synonyms of attributes are defined. The first column of a look-up table contains all the attributes in an application domain, the second column includes all the synonyms of each attribute, and the third column lists all the possible (domain) values of each attribute.
Based on our past experience, we realize that it takes one or two dozen personhours [KN03] to define a schema and its look-up table for an application domain that is data-rich and narrow in breadth. In the past, we have tried applications in car ads, obituaries, job ads, house rental, course listing, real estate, stocks, musical instruments, precious gems, games, personals, and computer monitors. Each predefined schema and the content in the look-up table of an application domain are specified by using regular expressions in Perl. For example, 'Java', a possible value of programming language, which is treated as an attribute, can be defined in Perl by using the expression"\bJava\b".
Analysis of tables in HTML documents
After the table schema of a particular domain of interest and its corresponding look-up table have been defined, we analyze and extract data from tables in Chinese HTML documents that contain information belonging to the domain of interest. As discussed in Section 2.1, by analyzing table-related HTML tags, the semantic hierarchy construction tool (CT ) can capture the contents of tables in an HTML document correctly. CT , however, cannot handle multiple-level (i.e., levels two or higher) nested tables in (Chinese) HTML documents. For this reason, we must modify CT accordingly in order to correctly extract data from multiple-level nested tables. Prior to discussing the modification of CT in Sections 3.3.1 and 3.3.2, we first introduce the following types of HTML tables:
(i) Tables that embed other tables. These tables are called nested tables, which are used mainly for positioning other tables, e.g., the first three <TABLE> tags in Figure 10 define three nested tables, one embedded within the other. (ii) Tables that do not embed other tables. These tables are either stand-alone or embedded in other tables. We call this type of tables single tables. Some single tables include "real" data in a tabular format, and we call this type of single tables main tables. Single tables that are not main tables are often used for positioning images, links, labels, etc., which play a similar role as nested tables.
Extracting missing information
According to the definition of main tables, each main table includes "useful" information. However, there are other useful information not located within main tables and that should nevertheless be treated as part of the main tables. We call this type of information missing information. c Missing information may appear anywhere in Figure 10 . A sample HTML document with a number of (highlighted tags of) nested tables.
an HTML document. For example, in a house-rental ads document, the telephone number of the contact person may appear on the sides, at the beginning, or at the end of the document. We should extract and retain missing information, along with information stored in the main tables in the document, since they are valuable. Using the look-up table (see, for example, the car-ads look-up table in Figure 9 ), we locate missing information by searching for both attributes (or their synonyms d ) and their matching patterns (i.e., values), or simply attribute values. If we can find an attribute that is near one of its patterns, then we have confidence that the pattern is the value of the attribute. During the process of locating missing information using a set of sample documents, we observed that the distance (counted by the number of tags) between an attribute (e.g., "PhoneNr") and its value (e.g., "123-4567") in an HTML document often satisfies one of the following conditions: (ii) If the text characteristics e of the value are different from those of the attribute, some text characteristics tag(s) must appear between them. Note that when an attribute and its corresponding value are located in different cells in an HTML table and they have different text characteristics, they can be far apart. When this happens, all the tags used for specifying text characteristics along with the four different tags, <TR>, </TR>, <TD>, and </TD>, might appear. Although the total number of tags that might appear between an attribute and its value can be up to twenty-four, there are often just two to three tags that separate them. We stipulate a maximum of ten tags between an attribute and its value when tags of both types (i.e., the text characteristics tags and the table tags <TR> and <TD>) co-occur. Hence during the process of scanning the content of an HTML document, we examine each non-tag item to determine whether it is an attribute or a value. There are four possibilities:
(1) An attribute and its value are detected within the ten-tag range. This is the best scenario, and we assign the value to the attribute. (2) More than one attribute-value pair are detected within the ten-tag range. If they are all distinct, we retain all of them. (3) An attribute and its value are detected beyond the ten-tag range or only an attribute value is found. If the value is associated with only a particular attribute E, we retain the value and assign it to E. However, if the value can be associated with more than one attribute (e.g., a telephone number and a fax number may share similar value), we retain the value and assign it to the most often used attribute (e.g., choosing the telephone number over the fax number). (4) Only an attribute is found. We ignore the attribute, since its value cannot be identified.
Besides handling missing information, we also consider the existence of hypertext links that exist in a main table. These hypertext links can provide other detailed, related information. If these links are ignored, the extracted information from the main table could be incomplete. Thus we further modify the source code of the semantic hierarchy construction tool to retain the URL address in the table cell where the link is located.
Extracting data from main tables
When a table is designed for positioning other tables in an HTML document, a nested table is created. If a nested table does contain missing information, the latter should first be extracted before they are excluded from the data extraction process. Among all the Chinese HTML documents retrieved from various Web sites which we have examined, there are only a few that do not include nested tables. Some of these documents include tables nested up to five different levels (see Figure 10 for an example, where the four <TABLE...> tags define tables at levels two through five). Eliminating nested tables can be accomplished by first distinguishing a nested [Zha02] .) Since the procedure is recursive, it can be applied to tables nested at any arbitrary level.
We categorize single tables into multiple column/row tables and single column/row tables. Multiple column/row tables are tables of dimension with at least 2 rows × n columns or n rows × 2 columns (n ≥ 2), whereas single column/row tables are tables of dimension 1 row × n columns or n rows × 1 column (n ≥ 1).
f For each multiple column/row table, we compare the attributes in our pre-defined schema or their synonyms in a look-up table with the attributes (i.e., table headings) in the table. The bigram word-segmentation approach is adopted in analyzing the attributes of each multiple column/row table and is especially useful for analyzing single column/row tables because the latter do not often come with attributes that provide additional information to determine the content of a table. (See the discussion in Section 3.4 for the adoption of the bigram segmentation approach.) For each multiple column/row table, if the percentage of attributes or their synonyms appeared in the table headings over the total number of attributes is above a threshold value T 1 (which is 57% for the car-ads application domain and 44% for the house-rental application domain), the table is treated as a main table (i.e., data table). For a single column/row table, we use the bigram-based wordsegmentation approach to determine the possible values that can be assigned to the attributes in the look-up table of a particular application domain using the string in each cell in the table. A string in a cell is broken up into overlapping bigrams, and each bigram is matched against the possible values of corresponding attributes. If the percentage of attributes, whose possible values can be located, over the total number of attributes in the look-up table is above a threshold value T 2 (which is 71% for the car-ads application domain and 56% for the house-rental application domain), these attribute-value pairs form a "relevant tuple" with respect to the f The semantic hierarchy construction tool developed by [Lim01] includes a procedure to analyze a single table by counting the numbers of rows and columns in the table. In the procedure, the number of rows (column, respectively) in a table can be determined by counting the number of <TR> (<TH>, <TD>, and <THEAD>, respectively) tags. corresponding application domain. If the percentage of "relevant tuples" over the total number of tuples in a table is above a threshold value T 3 (which is 50% for the car-ads application domain and 50% for the house-rental application domain), the table is treated as a main table. For multiple column/row tables, T 1 is used, whereas for single column/row tables, T 2 and T 3 are considered instead. (All these three threshold values are determined by the experiments that we have conducted.)
Indexing
After we have determined the pre-defined schema of an application domain of interest (as discussed in Section 3.2), which was done only once, and have extracted relevant information from various (Chinese) HTML tables (as discussed in the previous section), we retain each tuple in every main table as a record in a data file with the record format defined according to the schema definition. Since many queries reference only a small portion of the records in a record file, we construct indices on the records to speed up the process of searching desired records. We have chosen B + -tree indexing to create an index file for each indexed attribute as defined in the schema of an application domain. (Indexed attributes are defined in Section 3.2.) A B + -tree is a balanced tree in which every path from the root to a leaf in the tree is equal in length, and thus each path traversal in a B + -tree only requires log n/2 (K), where K is the number of distinct attribute values, n is the number of pointers in each node of the tree, and n is often between 50 and 100.
Chinese words are the indexing units. We use the bigram word-segmentation approach for schema and pattern matching. We adopt the bigram approach because in an earlier study [WT93] , an estimation on the number of Chinese characters in Chinese words has revealed that there are approximately 5% one-character Chinese words, 75% two-character Chinese words, 14% three-character Chinese words, with the remaining 6% comprising four-or-more-character Chinese words.
CHQL query formulation, optimization, and evaluation

Query formulation
The query language of our Chinese query engine, called Chinese HTML Query Language (CHQL), is a Boolean-type query language and is designed for querying data extracted from Chinese HTML tables. The BNF specification for CHQL is shown in Figure 11 .
CHQL queries are created via a user interface, which includes a number of check boxes and three sets of drop-down menus (see Figure 12) . The set of check boxes, which is specified under the leftmost column in the interface, allows the CHQL user to negate a search term (e.g., from various (Chinese) HTML tables (as discussed in the p tuple in every main table as a record in a data file with the to the schema definition. Since many queries reference onl in a record file, we construct indices on the records to sp desired records. We have chosen B + -tree indexing to creat attribute as defined in the schema of an application domain.
in Section 3.2). A B + -tree is a balanced tree in which eve in the tree is equal in length, and thus each path traver log n/2 (K), where K is the number of distinct attribute val in each node of the tree, and n is often between 50 and 10
Chinese words are the indexing units. We use the bigra for schema and pattern matching. We adopt theb i g r a m study [WT93] , an estimation on the number of Chinese c constructed by the choices of (i), (ii), and a comparison operation (i.e., <, ≤, >, ≥, =, or =), respectively. The content in each drop-down menu of attribute values is determined dynamically based on the selected attribute. For example, in the car-ads application domain, if the attribute "Make" is selected, the corresponding value menu displays a set of makes, such as "Toyota", "Honda", "Ford", etc. Each logical-operator menu includes "AND", "OR", and "XOR", where "AND" is the default value. The values of some attributes, such as 'Mileage" and "Price", are numeric. When this type of attribute is selected, another window (see the small window at the top of Figure 12 ) will pop up, which includes a drop-down menu for the user to specify a comparison operator, i.e., >, ≥, <, ≤, =, or =. By using the interface, the CHQL user can create a query. When the "submit" (i.e., of some attributes, s NOT Year = ) button is clicked, the CHQL query engine will first obtain the inputs entered by the user using the check boxes and drop-down menus. Hereafter, it constructs a predicate for each selected attribute (or its negation), its comparison operator and operand value. These predicates are combined and logical operators are attached at the appropriate locations in the query expression to form a CHQL query. When the query processor detects the logical operator between two adjacent predicates is an "OR" or "XOR" operator and there is a logical AND to the left of the first predicate or to the right of the second predicate, it will prompt the user to determine which operator should be processed first. Parentheses are inserted into the query expression by the query engine to explicitly define the evaluation steps. The query, for example, created in Figure 12 is: is selected, another window (see the small window at the top of Figure 12 ) will pop up, which includes a drop-down menu for the user to specify a comparison operator, i.e., >, ≥,<,≤,=, or =. By using the interface, the CHQL user can create a query. When the "submit" (i.e., ) button is clicked, the CHQL query engine will first obtain the inputs entered by the user using the check boxes and drop-down menus. Hereafter, it constructs a predicate for each selected attribute (or its negation), its comparison operator and operand value. These predicates are combined and logical operators are attached at the appropriate locations in the query expression to form a CHQL query. When the query processor detects the logical operator between two adjacent predicates is an "OR" or "XOR" operator and there is a logical AND to the left of the first predicate or to the right of the second predicate, it will prompt the user to determine which operator should be processed first. Parentheses are inserted into the query expression by the query engine to explicitly define the evaluation steps. The query, for example, created in Figure 12 is: 
Query optimization
Since we can set up multiple indices for the schema of each application domain, choosing different pre-defined indices for processing CHQL queries of a particular application domain should greatly enhance the performance in answering the queries. Since a CHQL query is a Boolean expression, consisting of a conjunction of disjuncts of predicates, and the logical AND (OR and XOR, respectively) operators are commutative, evaluation of conjuncts (disjuncts, respectively) specified in a CHQL query in different orders yield the same result. Our CHQL query optimizer first determines the evaluation order of the conjuncts in a CHQL query based on the comparison operators (i.e., '>', '<', '≥', '≤', '=', and ' =') defined in the predicate in each conjunct. An '=' operation in a predicate is preferable than the other operators '>', '<', '≥', '≤', and ' =', with ' =' being the least preferable operator. When a CHQL query is being optimized, the query optimizer scans the query expression from left-to-right. If (i) an equality predicate p is found, (ii) the attribute specified in p is an indexed attribute, and (iii) p is not the rightmost predicate, then p will be shifted to be the rightmost predicate of the expression. This reordering strategy is tailored towards our query evaluation strategy (see Section 3.5.3), which is based on the stack structure. If p is the only predicate in the conjunct, we duplicate the predicate and ORing them together within a pair of parentheses. It seems that ORing the same predicate is not necessary (since the operation yields the same predicate), however, it does ensure that the predicate is evaluated first, and the processing time on evaluating duplicated predicates in main memory is totally irrelevant. If the (modified) conjunct is not the leftmost conjunct in the query, it will be transferred to be the leftmost one. If such a conjunct, which contains an equality predicate and the attribute of the predicate is an indexed attribute, is not found, the query optimizer will choose a predicate with either the operator '>', '<', '≥', or '≤'. Only the optimization on other relational operators fail, the query optimizer will consider ' ='.
Consider the query (
", i.e., (NOT Model = "Accord" OR NOT Model = "Civic") AND Mileage < 50,000 AND Feature = "A/C" AND Make = "Honda". The query is optimized as (
5 ! ", i.e., (Make = "Honda" OR Make = "Honda") AND (NOT Model = "Accord" OR NOT Model = "Civic") AND Mileage < 50,000 AND Feature = "A/C " .
Our query optimizer is simple. CHQL queries can further be optimized by considering statistical information of the data records, such as the number of distinct values of an indexed attribute, to answer a query. However, query optimization is an NP-complete problem. A simple optimization strategy adopted by our query optimizer in reordering conjuncts and/or duplicating predicates in a query according to the comparison operators is cost-effective and adequate, since the evaluation strategy should process the minimal number of data records in an CHQL query, which affects the number of disk I/O, the main design issue in query optimization.
Query evaluation
Each CHQL query, which is a Boolean expression, is first created in its infix notation by the query engine as each operator in the expression is placed between its operand(s). (The optimization of a CHQL query starts with its infix notation.) Infix notation is the conventional notation for capturing comparison and logical expressions. Since postfix notation is widely used for the evaluation of Boolean and arithmetic expressions, we convert the infix notation of a CHQL query into its postfix notation before evaluating the query. Consider the query given in Section 3.5.1, the postfix notation of the query after it has been optimized is
H (i.e., Make = "Honda" Make = "Honda" OR Model = "Accord" Converting a Boolean expression (such as a CHQL query) from its infix notation to its equivalent postfix notation requires to first determine the precedence and associativity of the Boolean operators (AND, OR, NOT, and XOR). Precedence dictates the order of evaluation. A commonly adopted precedence is given in the order of "NOT", "AND", "OR", and "XOR". During the conversion process, a stack is used and the given Boolean expression in its infix notation is scanned from left to right, one token g at a time. Evaluating an expression in postfix notation is relatively easy using a stack. (The conversion and evaluation process are detailed in the Conversion and Evaluation Algorithms in [Zha02] .)
Implementation and Experimental Results
In this section, we first discuss the implementation and then the performance of our Chinese query engine using two application domains: car-ads and house-rental. The evaluation on the performance of our query engine focuses on how good the enhanced semantic hierarchy construction tool in extracting data from main tables and missing information. We will also briefly mention the expressive power of CHQL.
Implementation of the query engine
Our query engine, which includes the enhanced semantic hierarchy construction tool, is written in Java 1.4 on a Pentium III PC with a 256M RAM. It runs on an English MS Windows 2000 operating system. After the query engine has been fully implemented, we developed different query interfaces according to different application domains. These query interfaces have the same components (i.e., check boxes and drop-down menus), and the layout of each component (i.e., its relative location in the interface) is the same. The differences among different query interfaces are the values specified under the drop-down menus that are determined by the table schema and look-up table of each application domain.
In each user interface of our query engine, there are two panels, the query panel that occupies the top half and the answer panel that occupies the bottom half of the interface window (see Figure 2) . The query panel allows the CHQL user to submit queries. Besides the check boxes and the three sets of drop-down menus, which have been introduced in Section 3.5.1, the query panel also includes three buttons, for (i) choosing indexed attributes in the pre-defined schema of an application domain,
(ii) specifying attribute value of the chosen attribute, and (iii) indicating logical operators applied to predicate(s) constructed by the choices of (i), (ii), and a comparison operation (i.e., <, ≤, >, ≥,= ,o r =), respectively. The content in each drop-down menu of attribute values is determined dynamically based on the selected attribute. For example, in the carads application domain, if the attribute "Make" is selected, the corresponding value menu displays a set of makes, such as "Toyota," "Honda," "Ford," etc. Each logical-operator menu includes "AND," "OR," and "XOR," where "AND" is the default value. The values of some attributes, such as 'Mileage" and "Price," are numeric. When this type of attribute is selected, another window (see the small window at the top of Figure 12 ) will pop up, which includes a drop-down menu for the user to specify a comparison operator, i.e., >, ≥,<,≤,=, or =. By using the interface, the CHQL user can create a query. When the "submit" (i.e.,
¢ ¡
) button is clicked, the CHQL query engine will first obtain the inputs entered by the user using the check boxes and drop-down menus. Hereafter, it constructs a predicate for each selected attribute (or its negation), its comparison operator and operand value. These predicates are combined and logical operators are attached at the appropriate locations in the query expression to form a CHQL query. When the query processor detects the logical operator between two adjacent predicates is an "OR" or "XOR" operator and there is a logical AND to the left of the first predicate or to the right of the second predicate, it will prompt the user to determine which operator should be processed first. Parentheses are inserted into the query expression by the query engine to explicitly define the evaluation Chinese HTML documents using the semantic hierarchy the left of each retrieved record is a check box that allow that (s)he is particularly interested in. If at least one of (i.e., display selected records). These buttons allow the user to (i) submit a new query, (ii) clean up the inputs appearing in the query panel, and (iii) display only selected records of a previously evaluated query, respectively. The second panel, the answer panel, is designed for displaying the answers to a query Q after the submit button is clicked (i.e., after Q has been created) and Q has been evaluated. At the top of the answer panel, the submitted query is displayed as a Boolean expression in its infix notation and the total number of records retrieved by the query is shown, which are followed by each of the retrieved records listed one after another. The answers to a query are retrieved from records in the corresponding data file (e.g., car-ads records for the car-ads application domain), which are retrieved record-byrecord from source tables in relevant Chinese HTML documents using the semantic g A token in an infix notation of a Boolean expression can be a predicate, a logical operator, a left parenthesis, or a right parenthesis.
hierarchy construction tool. Attached to the left of each retrieved record is a check box that allows the user to choose the record that (s)he is particularly interested in. If at least one of the check boxes is marked and the "display selected records" button is clicked, the selected records will be displayed once again in the answer panel. When the user is ready to create another query using the same query interface, the reset button can be used for cleaning the previous query.
Two application domains, car-ads and house-rental, were chosen to evaluate the performance of our query engine, since they contain information of common interest to common users. (Almost everyone needs a car for transportation and house for shelter.)
Experimental results on the car-ads application domain
We used 212 documents to form a training set and 211 documents to form a test set for evaluating the performance of our main-table recognition approach on the car-ads application domain. These documents were retrieved from various Web sites located in Mainland China, Taiwan, Hong Kong, U.S.A., Canada, etc., on the Internet. Both the training set and test set contain three types of documents (see Table 3 ) -relevant car-ads documents, irrelevant car-ads documents, and closely related but irrelevant car-ads documents that include motorcycle for-sale ads, motor-boat ads, new car-model ads, etc. Within the 211 test documents, we excluded twenty-one (main) tables that should not be excluded (i.e., they are false negatives), whereas 15 (non-main) tables should be excluded, but they were not (i.e., they are false positives). The precision, recall, and F-measure h on the car-ads application domain are 96%, 94.49%, and 95.24%, respectively (see Table 4 for the details and Figure 13 for the computation of precision and recall). In the car-ads application domain, false positives are caused by those closely related but irrelevant documents such as motorcycle sale, car rental, etc. Main tables in some of these documents are difficult to be distinguished from main tables h F-measure [BYRN99] is also called harmonic mean and is defined as F = in real car-ads documents because of closely related data values (such as "Honda", a manufacturer who makes both cars and motorcycles). False negatives are caused by some irregular tables, such as (i) tables that have multiple rows and columns, but do not have explicit schema, where every attribute is clustered with its data value into a single cell, and (ii) tables that have multiple rows/columns and an explicit schema, where headings of the tables do not reveal that the tables actually contain car-ads data. Most of the 'real' car-ads HTML documents include at least one main table. Our query engine have successfully extracted data from these tables, stored the data in a data file, and answered user queries using the extracted data. For the test set documents, the F-measure of recognizing main tables in their corresponding documents is about 95%.
Experimental results on the house-rental application domain
For the house-rental application domain, 157 documents were retrieved to form a training set and 160 documents form a test set (see Table 5 ). Both sets contain rele-vant documents, irrelevant documents, and closely related but irrelevant documents that include house/apartment/condo for-sale ads, real estate agents, help-wanted ads for house cleaning, etc. Within the 160 test documents, we excluded fourteen (main) tables that should not be excluded (i.e., they are false negatives), whereas 15 (non-main) tables should be excluded, but they were not (i.e., they are false positives). The precision, recall, and F-measure on the house-rental application domain are 93.64%, 94.04%, and 93.84%, respectively (see Table 4 for details and Figure 13 for the computation of precision and recall). Similar to the Chinese car-ads HTML documents, the Chinese HTML documents that we collected for the house-rental application domain were downloaded from various Chinese Web sites, such as realty (rental) agents, classified ads, newspapers Web sites in Mainland China, Taiwan, Hong Kong, Canada, U.S.A., etc. In the house-rental application domain, false positives are caused by some closely related but irrelevant documents such as house-for-sale, hotel lodging, etc. It is challenging to distinguish tables in some of these documents from tables that contain real house-rental data because of common data shared by both types of documents, i.e., relevant and irrelevant but closely related documents. False negatives are caused by some "badly defined" tables, such as (i) tables that have multiple rows and columns, but they do not have explicit schema shown in the table headings and (ii) tables have multiple rows, columns, and column headings, but each column heading is the title of the house for rent, and each ad is listed under a single column. In reality, attributes of these tables cannot be used to determine that the tables are house-rental related tables.
Extraction of missing information and expressive power of CHQL
Our query engine can successfully retrieve missing information except when the missing information are included in an image. In the house-rental application domain, "city" is a relatively important indexed attribute as specified in the houserental schema. Since the values of "city" often appear at the beginning, at the end, or somewhere else in a document, it is an item of missing information. Our query engine fails to extract this information only if it is included in an image.
Our CHQL is powerful because it allows the user to specify any valid Boolean queries. The CHQL interface allows any logical operators (i.e., AND, OR, XOR, and NOT), any relational operators (i.e., >, ≥, <, ≤, =, and =), and any valid operands (i.e., attributes and values) to be specified. Since the interface allows any valid CHQL query, i.e., any arbitrary Boolean expression, to be created, CHQL is as powerful as Boolean algebra. In contrast, the advanced search engines of Google and Yahoo only allow the user to specify simple Boolean queries, which are restricted to either a logical AND or logical OR operation with some number of predicates. Furthermore, specifying a CHQL query using our query engine only requires a little knowledge of Boolean queries and familiarity with the Chinese language. Although our query engine, as currently implemented, only works with car-ad and houserental application domains, it can easily be extended to other application domains such as job-ads, obituaries, course-listings, etc.
Concluding Remarks
We have developed a Chinese Web query engine that retrieves information embedded in Chinese HTML tables using an enhanced semantic hierarchy construction tool, which can be used to construct a rooted, directed tree that precisely captures the hierarchy of (table) data embedded within a Chinese HTML document. We enhance the existing semantic hierarchy construction tool [Lim01] by (i) internationalizing the construction tool so that it can process and display the contents of Chinese HTML documents, and (ii) retrieving information embedded in Chinese HTML tables regardless of the number of levels of nesting in the tables. We have also (i) developed CHQL, the Chinese query language of our Chinese query engine, which is a Boolean-typed query language, (ii) used the enhanced semantic hierarchy construction tool to extract data from Chinese HTML tables (indirectly from their corresponding semantic hierarchies), and (iii) stored each row extracted from a Chinese HTML table as a record into a data file for future reference, i.e., when processing an CHQL query. Results for the tests we conducted showed that the average F-measure was above 94% with recall and precision above 93% for both car-ads and house-rental application domains.
Our query engine provides an easy-to-use user interface. By using check boxes and drop-down menus, the user of our query engine can easily specify queries. Query parsing and evaluation are accurately done by the query processor, and the time complexity of query evaluation is proportional to the number of operators specified in the query and the number of records in a data file to be considered. Since we use semantic hierarchies to extract data in Chinese HTML tables, the time complexity on traversing a semantic hierarchy is proportional to the number of cells in the corresponding table. Furthermore, our query engine generates correct answers to the user's queries. The query engine thus provides a new information retrieval tool for querying Chinese information on the Web that are embedded in Chinese HTML tables.
