Abstract
Introduction
In a number of rapid prototyping (RP) processes, a part is built up from powder, paste or slices by various processes of consolidation to make up the final shape (Yan and Gu, 1996) . In such cases, parallel horizontal planes first slice a CAD model of the part and the geometry information of these slices is used for developing the physical material layers forming the part.
Rapid Prototyping machines predominantly employ a method of tessellation followed by slicing to obtain the geometry information for layer development. A method of direct slicing of CAD models is also gaining popularity that employs analytical (Farouki, 1986) or numerical (Pratt and Geisow, 1986; Choi, 1991) procedures for direct determination (e.g., without the intermediate step of tessellation) of intersection curve between CAD model and slicing plane.
A method for direct slicing of CAD models is proposed and a procedure is formulated and implemented whereby the points of intersection are solved by a semi-analytical approach.
Related Work
Surface Plane Intersection (SPI) problems can be solved numerically (Pratt and Geisow, 1986; Choi, 1991) using lattice evaluation, tracing and recursive subdivision. In lattice evaluation technique the surface is approximated as a polyhedron, as a mesh of line segments, or as a grid of discrete points, in order to obtain number of sub-problems of lower complexity. Farouki (1986) proposed a lattice evaluation technique involving the solution of univariate polynomials along isoparametric lines. A heuristic sorting procedure (based on weighted minimum distance) was found to work satisfactorily after inclusion of 'characteristic' points into the set of intersection points generated on the grid. Lee and Chang (1992) obtained intersection points by Lattice search method and connected the points by contour search methods.
Tracing Technique (Choi, 1991) initially finds the highest or 'critical' points of the CAD model and determines the intersection curves around these points. A curve-plane intersection (CPI) algorithm initiates the solution through determination of intersection points between plane and isoparametric curves through the critical point. Thence, the solution finds out successive points on the intersection curves by a process of marching. Farouki (1986) also proposed a marching technique using local power-series expansion, which considers higher order derivatives (3 rd of 4 th order) to find the branches of the curve. This is actually a sophisticated version of the tracing method outlined earlier in the discussion. A major limitation of the marching method is that it is somewhat slow and not robust enough unless there is some method of assuring that all the branches have been detected. Efficiency of the SPI could be increased by considering spatial coherence among the intersection planes as suggested by Dutta (1995) and Nackman (1984) .
Further, a preprocessing was proposed by Jun et al (2001) using topology transitions points (TTP) on the surface where the topologies of intersection curves change. They were categorized into seven distinct groups of topology transition points (TTPs). The problem of determination of the location and number of critical points has also received considerable attention. Luo et al (1995) used modified Poincare index theorem to detect critical points of a field. It finds the initial points using loop detection techniques and subdivision. The resulting intersections were represented using biarc spline fitting scheme. Blinn (1978) described a heuristic approach for determining the local extremum perpendicular distances from the surface to the section plane, and employed these to find all closed loop of intersection curves. Hoitsma and Roche (1984) refined this technique by locating the extrema via algebraic method.
Subdivision Technique is based on the principle of 'divide and conquer'. Lee and Fredricks (1984) applied a recursive subdivision technique to this problem. Fu (1990) investigated the necessary and sufficient condition for non-empty surface intersection.
These methods are generally robust but very slow when a higher precision is required.
There have been some recent developments in the direct slicing of Solid Models. Cao and
Miyamoto (Cao, 2003) proposed the direct slicing of AutoCAD solid models for faster and precise slicing. A program (DSlice) was developed to slice the models with the help of AutoCAD commands and store the results in DXF files. Lines, arcs and circles are employed to describe the section contours. In another similar work, PowerSHAPE (a powerful 3D surface and wire frame modeler) models were directly sliced and the section contours were represented by lines, arcs and Bezier curves (Chen, 2001; Shi, 2004) . A package called AutoSection was developed for the purpose and an application software called PDSlice for a commercial SLS (Selective laser sintering) machine. With the application of PDSlice, Accuracy and surface finish of parts 3D complex curvature parts based on direct slicing format were found to be better than those of parts based on STL format. Similar works employing PowerSHAPE were also reported by Chang (Chang, 2004) , Sun et al (Sun, 2006) etc.
The solid model can be sliced inside or outside the solid modeler and Zhao and
Laperriére (Zhao, 2000) directly and adaptively sliced models inside the CAD modeler employing general intersection cross section functions. A STEP (Standard for The Exchange of Product model data) based approach for the direct slicing of CAD models outside a CAD system was presented (Zhou, 2004 , Zhou, 2005 Zhou, 2005) in which the sliced model data is exported in SSL format. The STEP format is more flexible than STL format and does not rely on any specific CAD system.
Direct slicing of Dexel (Depth element) encoded multi-material assemblies was reported (Zhu, 2001 ) whereby adaptive refinement in the build direction could be achieved. A further improvement in surface finish was achieved by layer wise refinement approach.
Luo et al (Luo, 2004) employed the direct slicing of CAD models in IGES geometric format and obtained higher accuracy than that obtained with STL format for the same slice thickness.
Deviation of the slice contour from the CAD Model is a very critical specification for defining accuracy. This can be the deciding factor for the feature recognition. In slicing this means that the intersection curves can be fully realized with all features present if deviation is closely controlled. Deviations from CAD model can be calculated in several ways. Dolenc and Makela (1994) introduced the concept of maximum allowable cusp height, which is accepted widely. Different applications of the same concept were successfully attempted by many researchers (Cormier et al, 2000; Sabourin et al, 1996; Tata et al, 1998; Tyberg and Bohn, 1998) . A slicing algorithm based on the realistic edge profile of fused deposition modeling (FDM) is proposed by Pandey et al. (2003) . Im et al (Im, 2002) used two cutting trajectory algorithms Identical Equidistant Profile Segmentation (IEPS) and Adaptively Vectored Profiles Projection (AVPP). IEPS algorithm computes the actual length of two different fronts in vertical plane and divides these lengths by the total number of segments desired. These increments determine the spacing of sampling data points along each lamination's tool trajectory.
In the present work, a user defined upper limit has been considered for the distance between connected points, which enables identification of micro features in the intersection curves.
Problem Definition
The objective of the present work is to develop and implement an efficient surface-plane intersection algorithm that can be used for the direct slicing of CAD models in Layered
Manufacturing ( 
Solution Procedure
In this work, it is required to directly (i.e., without tessellation) find out the intersection curves between horizontal planes and the parametric surface. The intersection curve is considered to be comprised of discrete sets of intersection points (u i , v i ). The parametric surface is 'scanned' from one edge to the opposite edge (e.g., say, from u = 0 to u = u n , where extent of u is from 0 to 1) for the intersection points.
The solution procedure is given below in more detail:
The equation of a bivariate parametric surface can be written in matrix form as:
where eqn (1a) represents a Bezier surface and eqn (1b) in Rogers (Rogers, 2003) .
The following relation is satisfied by the points, which lie on the intersection curve between CAD model and slicing plane:
where Z s is the z-height of the horizontal plane of intersection and B z is the z-coordinate matrix of the control points.
By substituting a definite numerical value of u, eqn (2) can be converted into a monic polynomial in v, as:
where c 0 , c 1 , … , c m are the coefficients obtained after expanding eqn (2) with the given value of u.
In linear algebra, the companion matrix C(S) associated with this polynomial is m× m matrix (Toh, 1994) described as: 
The matrix C(S) has the characteristic polynomial S C given by (Edelman 1995) :
where I is the unity matrix. Obtaining the zeros of eqn (3) is equivalent to computing the eigenvalues of C. If λ is a root of eqn (3), it is also an eigenvalue of C(S) and the associated left eigenvector V is given by
The eigenvalues of C(S) can be found using the QR algorithm after C is `balanced' by a diagonal similarity transformation in a standard fashion (Parlett, 1963) . It has been shown this method to be very accurate when compared with other methods (Lang, 1994 (Moler, 1991) , becomes quite important for higher degree polynomials (Lang, 1994) . This is the algorithm used by 'roots' function in Matlab.
It would also be required to find the value of dv du at a surface point in the horizontal direction, in the subsequent sections. dv du is found out by differentiating eqn (2) with respect to u and substituting with (u i , v i ) which lie on the intersection curve, to obtain: 
Connectivity of intersection points
Connectivity of intersection points on two successive isoparametric lines is shown in fig.   1 . (ii) The angles between this slope and the lines joining this point with all points on the other scan line are recorded.
(iii) Connectivity is established for the point pair that records the least angle.
(iv) Process is repeated for all points on the scan line with less number of roots.
After this process is completed, there would be some points remaining unconnected on the scan line with more number of roots. If two such consecutive points have opposite sign of the horizontal slope dv du , they are connected together using local curve-closing algorithm.
Self-Intersection of intersection curve
The term self-intersection refers to the case of the intersection curve having an intersection with itself. The most common example would be the 'figure of eight'.
Examples of self-intersection can be seen in Fig. 4 . Fig. 5 is the contour obtained at Z s =0
for the surface considered in Fig. 4 . In case of multiple peaks on the CAD model, the intersection curve at a particular height (where the self-intersection would occur) would exhibit two or more loops connected at least one point. In such cases, it is essential that the developed software recognizes such a feature and discerns it from closely spaced but disjoint loops. 
Results and Discussion
This software is developed and tested in MATLAB 7.0. Bezier and B-spline surfaces have been employed for developing CAD models in the present work. Slicing is done by equidistant parallel horizontal planes by uniform zero order slicing. In this respect, an example has been taken from Jun et al.(2001) and the proposed algorithm has been used to find out the intersections between the surface and parallel horizontal planes. In figs 4 & 5 some of the salient features like self-intersections, crests and crevices, closed intersection loops could be detected.
In fig. 6 , slicing of three-peak model can be observed. At low heights, where the peaks have not started, a continuous but open curve is obtained in fig. 7 because of the base inclination. Fig. 7 also shows that the software is able to determine that the intersection curve does not suffer a self-intersection, even though it is very close to one. At height Z s =10 ( fig. 8 ) three disjoint peaks are obtained. Hence, the software is able to discern between separate peaks. A surface containing saddles called monkey saddle is considered in fig. 9 where open intersections has been shown for Z s =1 in fig. 10 . It is important to note that the figs 4 to 10 contain all the seven TTPs (Jun et al., 2001 ) -interior maximum point, interior minimum point, internal saddle point, boundary maximum point, boundary minimum point, boundary max-saddle point and boundary minimum saddle point, but slicing has been done efficiently in all cases with out direct determination of TTPs as a preprocessor. A well-shaped surface is considered containing a depression in the surface at the top. It is sliced and shown in fig. 11 . A slice with two loops one inside the other is shown in fig. 12 obtained at Z s =0.7 and two disjoint loops in fig. 13 at Z s =0.8. Both the loops appear distinctly and are determined simultaneously. Standard procedures would solve the problem identifying it as two different identities which would become if the number of loops are increased. between the intersection curve segments belonging to different patches and the algorithm for connectivity developed for intersection points on successive isoparametric lines works in a similar manner. A lower order polynomial could be obtained using B-spline surfaces, three in this case, which is a major advantage in regards to this proposed algorithm over Bezier surfaces as in the later considerably higher order of polygon net has to be defined for achieving local control.
One distinct advantage of the proposed method of slicing a CAD model over existing marching methods is that less computation time (measured as CPU time) is required in case of the proposed method. For a relative assessment, a slicing method employing a marching procedure, as formulated in Choi (1991) was implemented in MATLAB. The
Bezier surface in fig. 3 was sliced as per this marching method as well as the proposed method. It was found that the CPU time was about 30 % less in case of the proposed method of slicing in comparison to that for the marching method. . The proposed method is particularly advantageous in case of multi-peak surfaces where it precludes the determination of 'critical points', which is necessary in case of methods which employ 'marching'. It determines the intersection contour as a whole without looking any particularities of the surface but keeping the accuracy in the limits of the user specifications. Computation time is distinctly less for the proposed method in comparison to the 'marching' methods.
Conclusion
This study uses Bezier and B-spline surfaces are used as a representative case, but the designed algorithm is not specific to these surfaces only. The algorithm can be extended for any parametric surface for direct slicing. However, it should be noted this algorithm is only applicable to the cases where root finding of the desired surface is not computationally very expensive. In that case, the motivation for the development of this algorithm (using 'roots') would be lost. The algorithm is effective in identify features within a given resolution utilizing the accuracy of the root finding method described in this paper.
