Hidden Markov models (HMMs) are a highly e ective means of modeling a family of unaligned sequences or a common motif within a set of unaligned sequences. The trained HMM can then be used for discrimination or multiple alignment. The basic mathematical description of an HMM and its expectation-maximization training procedure is relatively straight-forward. In this paper, we review the mathematical extensions and heuristics that move the method from the theoretical to the practical. Then, we experimentally analyze the e ectiveness of model regularization, dynamic model modi cation, and optimization strategies. Finally it is demonstrated on the SH2 domain how a domain can be found from unaligned sequences using a special model type. The experimental work was completed with the aid of the Sequence Alignment and Modeling software suite.
Introduction
Since their introduction to the computational biology community Krogh et al., 1994a) , hidden Markov models (HMMs) have gained increasing acceptance as a means of sequence modeling, multiple alignment, and pro ling (Baldi et al., 1994; Eddy et al., 1995; Eddy, 1995) . A hidden Markov model is a statistical model similar to a pro le (Gribskov et al., 1987; Bucher & Bairoch, 1994) , but can also be estimated from unaligned sequences.
A linear HMM for a family of nucleotide or amino acid sequences is a set of positions that roughly correspond to columns in a multiple alignment. Typically, each position will have three states: match, insert, and delete, corresponding to matching a single character to a column of the multiple alignment, emitting characters not modeled by the HMM, or skipping over that column and proceeding to the next. Probabilities or costs (negative log-probabilities) are associated with each character emission and each transition between
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The primary advantage of HMMs over, for example, pro les, is that they can be automatically estimated, or trained, from unaligned sequences. The most basic mathematical method of training an HMM does not work well without the addition of several mathematical extensions and heuristics. The body of this paper is a study of three of the most important extensions to the basic model presented previously (Krogh et al., 1994a) : regularizers, dynamic model modi cation, and`free insertion modules'. After reviewing these in turn, we present an experimental evaluation of the utility of these and other extensions.
System and methods
The Sequence Alignment and Modeling (SAM) software suite is written in ANSI C for Unix workstations. Additionally, we have implemented the inner loop in MPL for the MasPar family of parallel computers. The system has been tested on DEC Alpha, Decstation, IBM RS/6000, SGI, and Sun Sparc workstations. The research described herein was performed on a Sun Sparc 30/10 and a MasPar MP-2204 connected to a DEC Alpha 5000/300.
Newly revised and documented workstation and MasPar versions of SAM are available from our WWW site, http:/www.cse.ucsc.edu/research/compbio/sam.html. We recently created a server for using SAM to align and model sequences, which is accessible from the SAM WWW page. Questions concerning the software and its distribution can be mailed to sam-info@cse.ucsc.edu.
Algorithm
This section discusses the basic theory and use of HMMs. Although most aspects of our linear HMMs have been described previously (Krogh et al., 1994a) , this section reexamines several operational features as the foundation for the experimental evaluation that follows.
The hidden Markov model
This section brie y describes the structure and basic theory of the type of hidden Markov model used in this work. For a general introduction to hidden Markov models, refer to (Rabiner, 1989) . For additional details on our hidden Markov models, refer to (Krogh et al., 1994a ).
The basic model topology is shown in Figure 1 . Each position, or module, in the model has three states. A state shown as a rectangular box is a match state that models the distribution of letters in the corresponding column of an alignment. A state shown by a diamond-shaped box models insertions of random letters between two alignment positions, and a state shown by a circle models a deletion, corresponding to a gap in an alignment. States of neighboring positions are connected, as shown by lines. For each of these lines there is an associated`transition probability', which is the probability of going from one state to the other. This model topology was chosen so as to feature insertions and deletions similar to biological sequence alignment techniques based on a ne gap penalties. Other model topologies can certainly be considered, see for example (Baldi et al., 1994; Krogh et al., 1994b) , but for reasons of e ciency the software described here is limited to the topology shown in Figure 1. Gibbs sampling is an alternate approach that does not allow arbitrary gaps within aligned blocks (Lawrence et al., 1993) .
Alignment of a sequence to a model means that each letter in the sequence is associated with a match or insert state in the model. Two 5-character sequences, A and B, are shown in a 4-state model in Figure 2 , along with the corresponding alignment between the sequences. One can specify such an alignment by giving the corresponding sequence of states with the restriction that the transition lines in the gure must be followed. For example, to match a letter to the rst match state (m 1 ) and the next letter to the third match state (m 3 ) can only be done by using the intermediate delete state (d 2 ), so that part of the alignment can be written as m 1 d 2 m 3 . In HMM terminology such an alignment of a sequence to a model is called a path through the model. A sequence can be aligned to a model in many di erent ways, just as in sequence-to-sequence alignments, or sequence-to-pro le alignments. Each alignment of a given sequence to the model can be scored by using the probability parameters of the model.
In the following, a sequence of L letters is denoted x 1 : : :x L . The path specifying the particular alignment is denoted q 1 : : :q L , where q k is the kth state in the path. To simplify notation, as compared to (Krogh et al., 1994a) , only the match and insert states are included in the path; for two states not directly connected, delete states are lled in as needed. Because the rst state in a path is always the begin state m 0 , and the last one is always the end state m M +1 , these two trivial states are also not included in the state sequence. The number of match positions in the model is called M, and is referred to as the length of the model. The probability of an alignment of a sequence to a model is the product of all the probabilities met in the path, written as Prob(x 1 : : :x L ; q 1 : : :
where T (q i jq i?1 ) is the probability associated with the transition between states q i?1 and q i . The probability of matching letter x to state q is called P(xjq). If two states in the path are not directly connected by a transition, the transition probability has to be calculated by lling in the appropriate delete states. For example, the probability of a transition from the match state at position 1 (m 1 ) to the insert state at position 4 (i 4 ), passing through (2) By taking the negative logarithm of equation (1) 
Estimation of the model
One great advantage of HMMs is that they can be estimated from sequences, without having to align the sequences rst. The sequences used to estimate or train the model are called the training sequences, and any reserved sequences used to evaluate the model are called the test sequences. The model estimation is done with the forward-backward algorithm, also known as the Baum-Welch algorithm, which is described in (Rabiner, 1989) . It is an iterative algorithm that maximizes the likelihood of the training sequences. We have modi ed the algorithm to implement maximum a posteriori (MAP) estimation.
In the basic algorithm the expected number of times a certain transition or letter emission is used by the training sequences is calculated (Rabiner, 1989) . For a letter emission probability P(xjq) this is called n(xjq). Then the reestimated parameter iŝ P(xjq) = n(xjq) P x 0 n(x 0 jq) ; (4) where the sum is over all the characters x 0 in the alphabet, such as the 20 amino acids. The reestimation formula for the transition probabilities are similar. To begin with all the n(xjq) values are found from an arbitrary initial model. Next, a new set of parameters is found using equation (4), and the similar formula for the transition probabilities. Then, using the new model, the reestimation procedure is repeated until the change in the parameters is insigni cant.
Prior distribution and regularization
When estimating a model from data, there is always the possibility that the model will overt the data | it models the training sequences very well, but will not t other sequences from the same family. This is particularly likely if there are few training sequences. With only one training sequence, a perfect model would have a match state for each residue in which that residue would have unity probability and all other residues zero probability. Such a model would give zero probability to all other sequences than the training sequence! For larger sets of training data, similar problems are still present but not as extreme.
To avoid this problem a regularizer can be used. Regularization is a method to avoid over-tting the data, and in Bayesian statistics it is tightly connected with the so-called prior distribution. The prior distribution is a distribution over the model parameters; for the HMM it is a probability distribution over probability distributions. The prior contains our prior beliefs about the parameters of the model. In our work we use Dirichlet distributions for the prior (Berger, 1985; Santner & Du y, 1989) . For a discrete probability distribution p 1 ; : : :; p M a Dirichlet distribution is described by M parameters 1 ; : : :; M . The mean of the Dirichlet distribution is p i = i = 0 , where 0 = P i i , and the variance is inversely proportional to 0 . If 0 is large, it is highly probable that p i ' i = 0 . For each probability distribution in the HMM, a Dirichlet distribution is used as a prior, and we call the corresponding values (xjq) for the distributions over characters, and (q i jq j ) for the transition probabilities. The reestimation formula corresponding to (4) iŝ
The set of all the s is called the regularizer. We call this the maximum a posteriori (MAP) estimate, although the correct MAP formula has (xjm k )?1 instead of (xjm k ). Equation (5) is really a least squares estimate (see (Krogh et al., 1994a) ), but one can also view it as a MAP estimate with rede ned s.
Even without the theoretical justi cation this formula is appealing. For each parameter in the model a number ( ) is added to the corresponding n before the new parameter is found. If n is small compared to , as when there is little training data, the regularizer essentially determines the parameter, and
(This is the average of the Dirichlet distribution.) The size of the sum P x 0 (x 0 jm k ) determines the strength of the regularization, or the strength of the prior beliefs. If this sum is small, say 1, just a few sequences will be enough to`take over' the model. On the other hand, if the sum is large, say 1000, then on the order of 1000 training sequences will be needed to signi cantly make the model di er from the prior beliefs. This type of regularization is convenient when modeling biological sequences because we have prior knowledge from conventional alignment methods. For example, in both pairwise and multiple alignments the penalty for starting a deletion is usually larger than for continuing a deletion. This`prior belief' that match to delete transitions are less probable than delete to delete transitions can easily be built into an HMM by setting (d i jm i?1 ) < (d i jd i?1 ).
The SAM system can also use the more complicated Dirichlet mixture priors for regularization. These priors include several di erent distributions for some number of di erent types of columns, such as hydrophobic and hydrophilic positions. For more information on these distributions, please refer to our previous work (Brown et al., 1993) .
By normalizing the regularizer as in (6), a valid model is obtained. Since this model represents prior beliefs, it is natural to use it as the initial model for the estimation process. Usually noise is added to this initial model for reasons discussed next.
Problems with local maxima
A serious problem with any hill-climbing optimization technique is that it often ends up in a local maximum. The same is true for the forward-backward procedure used to estimate HMMs by maximizing the likelihood (or the a posteriori model probability). In fact, it will almost always end up in a local maximum.
To deal with this problem, we start the algorithm several times from di erent initial models. The resulting models then represent di erent local maxima, and we pick the one with the highest likelihood. The di erent initial models are obtained by taking the normalized regularizer and adding noise to all the parameters. The noise is added to a model in the following way. A number R of sequences are generated from the regularizer model, stepping from state to state and generating characters according to the regularizer's transition and match distributions. Given a noise level N i , each of these R paths through the model is added to the counts with a weight of N i =R, before MAP reestimation. By default, R is set to 50 random sequences.
One can also add noise to the models during their estimation and decrease the noise level gradually in a technique similar to the general optimization method called simulated annealing (Kirkpatrick et al., 1983) . The initial level of the noise in this annealing process is called N 0 as above. During the estimation process the annealing noise is decreased by a speed determined by r. We have tested two method for decreasing the noise:
Linearly: If r 1 the noise is decreased linearly to zero in r iterations, so in iteration i N i = N 0 (1 ? i=r) for i < r and N i = 0 for i r.
Exponentially: If r is less than 1, the noise is decreased exponentially by multiplying the noise with r in each iteration, N i = N 0 r i :
An alternative and very elegant way of using simulated annealing is described in (Eddy, 1995) .
Multiple sequence alignment
The probability (1) or the score (3) can (in principle) be calculated for all possible alignments to a model, and thus the most probable (i.e., the best) can be found. There exists a dynamic programming technique, called the Viterbi algorithm (Rabiner, 1989) , that can nd the best alignment and its probability without going through all the possible alignments. It is this best alignment to the model that is used to produce multiple alignments of a set of sequences. For each of the sequences the alignment to the model is found. The columns of the multiple alignment are then determined by the match states. All the amino acids matched to a particular match state are placed under each other to form the columns of the alignments. For sequences that do not have a match to a certain match state, a gap character is added (Figure 2 ).
Searching
By summing the probabilities of all the di erent alignments of a sequence to a model, one can calculate the total probability of the sequence given that model,
Prob(x 1 : : :x L ; q 1 : : :q L jmodel); (7) where the sum is over all possible alignments (paths) q 1 : : :q L , and the probability in the sum is given by (1). This probability can be calculated e ciently without having to explicitly consider all the possible alignments by the forward algorithm (Rabiner, 1989) . The negative logarithm of this probability is called the negative log-likelihood score, NLL(x 1 : : :x L jmodel) = ? log Prob(x 1 : : :x L jmodel) (8) Any sequence can be compared to a model by calculating this NLL score. For sequences of equal length the NLL scores measures how`far' they are from the model, and it can be used to select sequences that are from the same family. However, the NLL score has a strong dependence on sequence length and model length, see Figure 3 . One means of overcoming this length bias is using Z-scores, or the number of standard deviations each NLL is away from the average NLL of sequences of the same length, but which are not part of the family being modeled, or do not contain the motif being modeled.
When searching a database like SWISS-PROT (Bairoch & Boeckmann, 1994) with an HMM, the smooth average and the Z-scores are calculated as follows. For a xed sequence length we assume that the NLL scores are distributed as a normal distribution with some outliers representing the sequences in the modeled family. The smooth average should be the average of the normal distribution, and it is found by iteratively removing outliers:
1. For k larger than or equal to the minimum sequence length, nd the minimum length e k k such that the length interval k; e k ] contains at least K sequences. We usually use K = 1000. For all such intervals calculate the average sequence length t k and the average NLL score. 2. For any integer length l the smoothened average NLL score is found by linear interpolation of the average NLLs corresponding to the closest t k < l and t k+1 . For l either smaller than the smallest t k or larger than the largest t k , linear extrapolation from the two closest points is used. 3. For each interval the standard deviation of the NLL scores from the averages is found.
For any integer length the smoothened standard deviation is found by linear interpolation or extrapolation as above. 4. All sequences with an NLL score more than a certain number of standard deviations (usually 4) from the smooth average are considered outliers and excluded in the next iteration. 5. If the excluded sequences are identical to the ones excluded in the previous iteration, the process is stopped. Otherwise it is repeated unless the maximum number of iterations have been performed. This procedure often produces excellent results on a large database like SWISS-PROT, but there is no guarantee that it works. It is easy to detect when it is not working, because the sequences in the family, such as the training sequences, have low Z-scores. In this case, the training sequences and other obvious outliers can be removed by hand, and the above process repeated. This method always yields good results.
In some sequences there are unknown residues that are indicated by special characters. A completely unknown residue is represented by the letter X in proteins and by N in DNA and RNA. For proteins also the letters B, meaning amino acid N or D, and Z (Q or E) are taken into account. For DNA and RNA the letters R for purine and Y pyrimidine are recognized. All other letters that are not part of the sequence alphabet or equal to one of these wild card characters are taken to be unknown, i.e., changed to X or N depending on the sequence type. The probability of a wild card character in a state of the HMM is set equal to the maximum probability of all the letters it represents. It has the unfortunate side e ect that sequences with many unknowns automatically receive a large probability, and these sequences have to be inspected separately. Another solution would be to set the probability equal to the average probability of the letters the wild card represents, but then the opposite problem might occur. This can also be chosen as an option in SAM.
Model surgery
It is often the case that during the course of learning, some match states in the model are used by few sequences, while some insertion states are used by many sequences. Model surgery is a means of dynamically adjusting the model during training.
The basic operation of surgery is to delete modules with unused match states and to insert modules in place of over-used insert states. In the default case, any match state used by fewer than half the sequences is removed, forcing those sequences to use an insert state or to signi cantly change their alignment to the model. Similarly, any insert state used by more than half the sequences is replaced with a number of match states approximating the average number of characters inserted by that insert state. After surgery the model is retrained to adjust to the new situation. This process can be continued until the model is stable.
For ner tuning of the surgery process, the user can adjust the fraction of sequences that must use a match state, the fraction of sequences that are allowed to use an insert state, and the scaling used when replacing an insert state with one or more match states. While the default 50% usage heuristic stabalizes after a few surgery iterations, careless setting of these ne-tuning parameters can result in a model that oscillates, switching back and forth between match and insert states.
Modeling domains and motifs
Imagine that the same domain appears in several sequences. Then to build an HMM of that domain and using it for searching or aligning requires a few extensions. We augment the HMM by insertion states on both ends that have no preference for which letters are inserted (i.e., they have uniform character distributions). The cost of aligning a sequence to such a model does not strongly depend on the position of the pattern in the sequence, and thus it will pick up the piece of the sequence that ts the model the best. A new parameter then has to be set, namely the the probability for making an insertion in these anking insertion modules. If this probability is low, deletions in the main part of the model are encouraged and insertions discouraged, whereas a high insertion probability encourages the opposite behavior, because it becomes`expensive' to use the anking insertion states. The setting of this parameter is most important when estimating a model like this, because there is a danger of nding a model in which for instance only the delete states are used if it is toò cheap' to make insertion in the anking modules. These anking modules are called a free insertion modules (FIMs), because the the self-transition probability in the insert state is set to unity. Other values can of course be used.
FIMs are implemented by only using the delete state and the insert state in a standard module. All the transitions from the previous module go into the delete state, which is ensured by setting the other probabilities to zero. From the delete state there is a transition to the insert state with the probability set to one. In the insert state all characters have the same probability and the probability of insert to insert is set to one. From the delete and insert states there are transitions to the next module which have the same probabilities (delete to match and insert to match have the same probability, and so on). Note that the probabilities do not sum up to one properly in such a module. A model with three FIMs is shown in Figure 4 .
These special modules can be used to learn, align, or discriminate domains that occur once per sequence. Typically, FIMs are used at the beginning and the end of a model to allow an arbitrary number of insertions at either end. To train a model to nd several (di erent) domains, one can also add FIMs at di erent positions in the model. Note, however, that only domains always occouring in the same order and the same number of times can be modelled this way. To model domains that come in di erent order or in a variable number, a model with backward transitions is required, which is something that we might add to SAM at a later stage.
There are two di erent ways to model subsequences. The rst method is to cut out the subsequences from their host molecules, build a model from these, and then add a FIM 
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Figure 4: A model with a FIM in both ends and one at module 4. The width of a line is proportional to the probability of the transition. This example uses the RNA alphabet, and the probabilities in the modules other than the FIMs are set according to our standard regularizer, which strongly favors the transitions from match state to match state and has low probability of starting insertions or deletions.
in both ends afterwards. The second method is to use the full sequences and train with the FIMs. The second method is generally easier, but also slower in terms of CPU time, especially if the sequences are much longer than the subsequences. In (Krogh et al., 1994a ) the rst method was used to model the protein kinase catalytic domain and the EF hand domain, and in this paper the second method will be demonstrated on the SH2 domain.
In (Lawrence & Reilly, 1990 ) and (Lawrence et al., 1993) , two related methods of automatically nding common patterns in a set of sequences are described. Those papers deal only with gap-less alignments, i.e., patterns without insertions or deletions. The method described here can be viewed as an extension to alignments with gaps.
Additional features
Several additional features also aid the learning performance of the SAM system. First, SAM performs the rst training pass (before any surgery occurs) on multiple models. The best of those models is selected for the remaining surgery and training iterations. Second, SAM also supports Viterbi training, in which the model is trained according to the best path of each sequence through model, rather than by the probability distributions over all possible paths. Although this is slightly faster, the results are generally not as good. Third, when models are derived from an alignment or an existing pro le, training of a module's match table or transitions can be turned o and it can be insulated from the surgery procedure. This last feature was not used for the results of this paper, apart from the related protection of FIMs from surgery.
Implementation and Performance
The inner loop of the algorithm is an O(n 2 ) dynamic programming algorithm that calculates the forward and backward values for each of the three states at a given pair of model and sequence indices. The serial implementation of this algorithm is straightforward. For Cray vectorization, the two inner loops were modi ed to calculate counter-diagonals in order (i.e., (0; 1); (1; 0); (0; 2); (1; 1); (2; 0); : : :) to make e ective use of the vector pipelines. The MasPar parallel processor features a 2-dimensional mesh of processing elements (PEs) and a global router (Nickolls, 1990) . For large numbers of sequences, the best algorithm mapping can be to perform a complete model-sequence dynamic programming in each PE; unfortunately, the 64 KBytes of local memory per PE is too small for such coarse-grain parallelism. Instead, the array is treated as collection of linear arrays of PEs, where each linear array contains one model. Thus, if the models are of length 100, forty sequence-against-model calculations are performed at a time using 4000 of the 4096 processing elements.
The linear arrays are used as follows. During the forward part of the dynamic programming, the (i; j) value is computed during step i + j in i-th PE of one of the linear arrays. This calculation depends on values from (i ? 1; j), (i; j ? 1), and (i ? 1; j ? 1), all of which have already been calculated in either PE i or PE i?1 . The characters of the sequence are also shifted through the linear array, one PE at a time, to ensure that character j is in PE i at time step i + j. During the backward calculation, this process is reversed, calculating each diagonal at time n 2 ? i ? j. After all sequences have been compared to the model, the frequencies are combined using log-time reduction, and uploaded to the host computer for high-level processing such as surgery and noise injection. Performance can be rated in terms of dynamic programming cell updates per second, or CUPS. Performing both the forward and backward calculations at a single dynamic programming cell (one character from one sequence against one model node) is a single cell update. The total number of cell updates, which depends greatly on parameter settings, is the sum of model lengths over all reestimation cycles multiplied by the total number of characters in all the sequences. For the experiments described in the next section, a typical training run on 50 globins of average length 146 and a model length of 145 with 40 reestimatation cycles, required 50 seconds on our 4096-PE MasPar MP-2 or about 7 minutes on a DEC Alpha 3000/400 (longer runs runs heighten the di erence between the two machines to factors of 10{15). Experiments based on 400 training sequences and an earlier version of the code are summarized in Table 1 .
Results and Discussion
While several reports have shown the general e ectiveness of HMMs (Krogh et al., 1994a; Brown et al., 1993; Baldi et al., 1994; Eddy et al., 1995; Eddy, 1995) , this section takes a close look at e ectiveness of each extension to the basic method.
We choose the globin family for the rst of these illustrative experiments because of our previous familiarity with the family. From a set of 624 globins, close homologues were removed using a maximum entropy weighting scheme (Krogh & Mitchison, 1995) by removing all sequences with a very small weight (< 10 ?5 ), which left us with 167 globins. For the experiments, our group of 167 sequences was randomly divided into a training set of 50 sequences and a test set of 117 sequences, except in the experiments on training set size.
The statistical goodness of an HMM is tied to the nal probability result of the test set.
SAM reports this as a negative-log-likelihood (? ln P), or NLL, score. This section considers the e ects of each of the more important extensions on NLL scores. Ideally, we would like small NLL scores that, with multiple runs using di erent random seeds, are sharply peaked. Such a peaked distribution implies that far fewer than the thousands of runs performed in these experiments are required to generate a good model.
Noise
To nd default noise settings, we ran 50 random seeds for all combinations of nine annealing schedules and seven noise values. Average performance over the runs was typically 5% better than without noise, while the best NLL score over the 50 runs was 12% better than without noise. Given that the typical mode of running SAM is to generate many models and pick the best, this 12% value is quite an improvement. Our chosen default is 5 sequences worth of noise using an exponential annealing schedule with factor 0.8. This is a somewhat arbitrary choice based on the range of scores obtained | no clear winner among the settings emerged. The tested setpoints added between 20% and 350% more reestimation cycles over the noiseless case. If less time is available, we suggest a linear schedule with 1 noise sequence. In general, as many models should be created as possible and then the best one further re ned. This procedure is automated in SAM. The histograms in Figure 5 show average test set NLL scores for 1000 training runs on 50 training globins with just default noise, random model lengths without noise, and all heuristics (noise, random model lengths, and surgery). The vertical bar at 334 indicates the NLL score for training without noise. Note in particular how the combination of noise and surgery both improves the test set scores and sharpens their distribution, indicating that far fewer than 1000 runs are needed to generate good models.
Regularization
The e ect of regularization is even more dramatic than the e ects of noise and surgery. SAM supports both Dirichlet and Dirichlet mixture regularization. To gauge the e ects of regularization, we compared no regularization to four other choices: the default simple regularizer, the original 9-component mixture (Brown et al., 1993) , and more recent 9-and 21-component regularizers (Karplus, 1995) . Histograms of the test set NLL scores for these experiments, which used the noise settings determined in the previous experiments, are shown in Figure 6 . Clearly, regularization is needed. With 50 training sequences, however, the distinction between the di erent regularizers is not high, as expected, since the model is built from a reasonably-sized training set. Although the original 9-component mixture appears to be the best, this mixture was in part based on a globin alignment, and thus is at an advantage in this experiment.
Where regularization truly shines is with small training sets. Figure 7 shows the performance of the regularization methods for small training sets. In this case, each test point represents the average test set NLL score over 20 training runs, each based on a di erent random training set of the indicated size
The Dirichlet mixture priors require additional running time, but have somewhat improved performance over the single-component prior. All four of these regularizers are available with the SAM distribution.
Case-study: Modeling the SH2 domain with FIMS
In this section we demonstrate the use of FIMs for modeling domains. We stress that this is mostly for illustrative purposes, so we will not go deep into any biological implications of the model or alignment. We use the SH2 domain, which is found in a variety of proteins involved in signal transduction, where it mediates protein{protein interactions. For a review see (Kuriyan & Cowburn, 1993) . The domain has a length of about 100.
Initially a le was created with 78 SH2 containing proteins by searching SWISS-PROT (release 30) for the keyword`SH2 domain', see Table 2 . 50 models of length 100 were trained in batches of 10 with FIMs in both ends and without surgery. For each batch the model with the best overall score was examined. Of these 5 models the best scoring one happened to cover the SH2 domain almost entirely. It started about 20 amino acids prior to the domain 21-component 9-component (new) 9-component (orig) Figure 7 : The e ect of training set size and regularization on model building. Especially for small training sets, regularization greatly improves modeling with respect to the larger test set. The di erences in test set scores between the available regularizers is shown in the blowup to the right. and ended about 20 amino acids early as compared to the the alignment in (Kuriyan & Cowburn, 1993) . Some of the other models also covered part of the domain, whereas others had picked up a di erent signal. This signal was probably the kinase catalytic domain of some of the proteins in the le. It is quite remarkable that the model can nd the domain completely unsupervised, and that might not always be the case.
Using this rst model, a search was made of the entire SWISS-PROT database and all sequences scoring better than a Z-score of 7 were examined (not taking sequences with many`X' characters into account), see Table 2 . All the sequences in the training set were among those high-scoring ones, except a fragment of length 17 which was then deleted from the data set. Of these high-scoring sequences, 10 had Z-scores of 12 or more and by checking the alignment, we consider it to be certain that they contain SH2. The last sequence with a score of 7.1 we also believe contains SH2. All these high-scoring sequences were now included in the data set. The old and new sequences in the training set are listed in Table 2 , and all sequences with Z-scores larger than 4 is shown in Table 3 . Now the model was modi ed by deleting the rst 20 modules and inserting 30`blank' modules in the end, so it could better t the domain. Starting from this modi ed model, 20 new models were trained on the new set of 88 protein sequences, and the best one selected. This was the nal model for the SH2 domain, see Figure 8 . Using this model a new search was performed. The new model picked up all of the 88 sequences in the training set, and the smallest score was signi cantly higher than that of the rst model (13.8 compared to 7.1), see Table 2 . It also found a new one (KFLK RAT) with a Z-score of 8.4 that is a fragment and in SWISS-PROT it is described as containing part of the SH2 domain. All other sequences in SWISS-PROT had Z-scores below 5.5, and in the highest scoring ones (Table 3) we did not see any signs of the SH2 domain.
The SH2 domain often occours several times in the same protein, which is not modelled properly by such a model (see Section 3.6). When training, all domains in a given protein contribute to the model (because all paths are taken into account), but when aligning only the occurrence matching the model best will be found. There are ways to nd all occurrences by nding suboptimal paths or masking domains already found, the latter of which is currently being added to SAM.
Conclusion
In principle the hidden Markov model method is a simple and elegant way of modeling sequence families. For practical purposes, however, various problems arise, of which the most important ones were discussed in this paper. A variety of heuristics and extensions to overcome the problems which are all part of the SAM software package were presented. Most of these techniques were mentioned in our original paper (Krogh et al., 1994a) , but here we have discussed them in more detail, and treated it from a more practical perspective, whereas we have not focussed on the biological results at all.
The algorithm for estimating HMMs is a simple hill-climbing optimization technique which will very often nd suboptimal solutions resulting in inferior models. Three methods were introduced to deal with the problem. Firstly, several di erent models can be trained and the best one selected, based on the over-all NLL score. Secondly, noise of slowly Table 2 : All the sequences with a Z-score greater than 7 using the rst model. The score is shown in the columns labeled`Z 1'. All except the ones marked by`***' were part of the training set initially extracted from SWISS-PROT. All the ones marked by`***' were included in the training set. The column labeled`Z 2' show the Z-scores for the new model. The rst training set also contained the fragment KLCK RAT of length 17. It had a Z-score of 0.18 with the rst model, and it was then removed from the training set. Table 3 : All the sequences that have a Z-score of more than 4, but not shown in 2. The column labeled`Z 1' contains the scores from the search with the rst model and the one labeled`Z 2' the scores with the second model. Figure 8: The second (and nal) model of the SH2 domain. The initial section, at a larger magni cation is shown below the complete model. The unshaded modules correspond to secondary structure elements as given in (Kuriyan & Cowburn, 1993) . These elements are A, A, B, C, D, E, F, B, and G. The gure (except the shading) was produced with the program drawmodel in SAM. It is almost impossible to see the actual amino acid distributions at this scale, but the most important things to notice are that the distributions are quite peaked and that the delete states are used rarely in the conserved secondary structure elements, both of which are indications of a good model. decreasing size can be added during the estimation process in a fashion similar to simulated annealing, and thirdly the surgery method for adding and deleting states from the model was shown to also help to obtain models with better NLL scores. The general theory for HMMs does not tell how to choose the topology of the model. In our work we have chosen a model structure that we believe ts the biological sequences particularly well, and most of the probability parameters can be interpreted as penalties familiar from other alignment methods, such as gap penalties. For choosing the length of the model the above mentioned surgery heuristics was introduced, which deletes parts of the model not used very much and inserts more states where the existing states arè over-loaded. ' In any parameter estimation process over-tting is a danger, in particular when there are many parameters and little data. This can be overcome using Dirichlet and Dirichlet mixture prior distributions to regularize the models. They are particularly useful because they incorporate prior biological information and insight into the model but can be overcome by su cient numbers of sequences.
For the problem of modeling domains and other subsequences we introduced the free insertion modules (FIMs). These modules treat the part of the sequences outside the domain as completely random sequences, and by an example it was shown that an HMM can locate domains automatically. By using several FIMs one can model proteins with many subdomains (always appearing in the same order). By using long backward transition, one can in principle model domains occurring several times in di erent order, but it is not currently implemented in the software package.
SAM is an evolving system. Future additions will include repeated motif location, alternate scoring methods using null models, subsequence to submodel training, sequence weighting, an improved user interface, and use of our new algorithm for parallel sequence alignment in limited space to greatly extend the capabilities of the MasPar code (Grice et al., 1995) .
