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Resumen 
 
Este trabajo de final de carrera tiene como objetivo diseñar el sistema de 
precaución y avisos de emergencia de un DC-9, el cual forma parte del 
proyecto de la construcción de un simulador de vuelo. La cabina donde va a 
instalarse el sistema se encuentra en el centro de formación de técnicos de 
mantenimiento aeronáuticos (TMAs), en La Illa dels Banyols en el Prat el 
Llobregat. 
 
Para conseguir el objetivo descrito se han realizado las siguientes fases:  
 
Se ha realizado una descripción del sistema de precaución y avisos de 
emergencia; se ha extraído las especificaciones físicas y funcionales que debe 
tener el sistema de las diferentes normativas y directivas aeronáuticas que 
hacen referencia al mismo; se estudia la problemática que representa cumplir 
con las especificaciones físicas y funcionales y se marcan los objetivos de 
hardware y software del sistema en base a los puntos anteriores. 
 
Para alcanzar los objetivos, en el sistema de hardware y software necesario 
para cumplirlos, se plantean diferentes alternativas para solucionarlos, siempre 
teniendo en cuenta lo descrito en las especificaciones de diseño marcadas por 
las normativas y directivas aeronáuticas físicas y funcionales.  
 
Una vez decidida la forma de abordar la problemática que representa el diseño 
del sistema de precaución y avisos de emergencia, se describen los 
componentes que integran el conjunto, se explica cómo se usan todos los 
componentes, tanto de hardware como de software para obtener los objetivos 
marcados. 
 
Finalmente se contemplan futuras mejoras para el sistema así como si se han 
alcanzado los objetivos marcados en el estudio del sistema a implementar.  
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Overview 
 
 
This final career work has the aim to design a caution system and their 
emergency warnings of a DC-9, in such a way that is a part of a construction 
proyect of a flight simulator. The cockpit where is going to be installed is 
located in the center of technical aircraft training TMA, "la illa dels banyols en el 
Prat del Llobregat". 
To achieve the aim it has set up the next stages: 
It has made a system description of caution and the emergency warnings; it 
has extracted the physical and funtional specifications that must have the 
system in its different regulations and aircraft guidelines which refer to it; it has 
considered the different dificulties that can happen when the specifications 
physical and funtional are fulfilled and it has set goal of hardware and software 
of the system in base of all the previous points. 
In order to fulfill all these aims in the hardware and software system it is set out 
different possibilities to sort them out. Always bearing in mind the descript 
design specifications and following accurately the aircraft regulations and 
guidelines, funtional and physical. 
Once determined the way to tackle the difficulties which represent the caution 
system and the emergency warnings. It is described the components which 
include the whole system. 
It is explained how to use all the components, hardware and software to obtain 
the set goals. 
Eventually it is considered future improvements to the system given that it has 
been reached the set goals in the study of the system for implementing. 
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Introducción  1 
INTRODUCCIÓN 
 
 
La construcción de un simulador de sistemas aviónicos y de vuelo de una 
cabina DC-9 es un proyecto grande, imposible de abordar en un solo trabajo de 
final de carrera, es por esto que en trabajo de final de carrera: “diseño y 
planificación de un simulador de aviónica para una cabina DC-9” [1], se dividió 
en 11 grandes bloques de trabajo con diferentes sub-proyectos. El sistema de 
precaución y avisos de emergencia es una parte del bloque 5 que trata sobre el 
control de comunicaciones  y luces de la aeronave.  
 
Para alcanzar el objetivo de desarrollar un hardware de control para el sistema 
de precaución y avisos de emergencia del DC-9, se han consultado 3 
documentos que sentaran las bases de diseño, estos documentos son:  
 
1. Libros uno y dos de EASA del documento CS-25: Largue aeroplanes [2], 
que explica las especificaciones de certificación de los aviones “Largue 
aeroplanes”, categoría de EASA en la que se encuentra el DC-9. 
 
2. El documento ATA 33 [3] que hace referencia al funcionamiento de los 
sistemas de luces de las aeronaves. 
 
3. La norma militar MIL-STD-704 [4] que especifica los niveles admisibles 
de tensión de los sistemas aeronáuticos en los diferentes regímenes de 
trabajo. 
 
Una vez identificadas las bases de diseño, se ha estudiado la problemática que 
representa cumplirlas y adaptar el sistema a la construcción del simulador de 
sistemas avionicos. Se han contemplado diversas formas de abordar la 
problemática. 
 
En base a esto se ha propuesto un conjunto hardware y software que se ha 
llevado a la práctica, alcanzando los objetivos propuestos. 
 
Finalmente se ha hecho una valoración del resultado final y se proponen 
futuras mejoras en el diseño para optimizar los consumos y el coste final del 
hardware. 
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CAPÍTULO 1. EL SISTEMA DE PRECAUCION Y AVISOS 
DE EMERGENCIA 
 
1.1. Descripción del sistema 
 
El sistema de precaución y avisos de emergencia se encuentra en el cockpit, 
que está en el morro del avión y tiene diferentes sistemas avionicos para el 
funcionamiento de la aeronave. Está formado por las luces de precaución y 
aviso maestro en la visera del cockpit, el panel anunciador junto con un botón 
de test y un regulador de intensidad luminosa para el mismo, como se muestra 
en la figura 1.1, además de un dispositivo para el control del estado de las 
luces y las diferentes partes del sistema.  
 
 
 
 
Figura 1.1: Sistema de precaución de avisos de emergencia. 
 
 
A continuación se describen los componentes que forman el sistema de 
precaución y avisos de emergencia. 
 
1. Juegos de luces maestro de Warning y Caution del comandante y del 
copiloto (Figura 1.2). 
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Figura 1.2: Juegos de luces maestro de Warning y Caution. 
 
 
Los juegos de luces maestros son indicadores luminosos rojo y ámbar, y a la 
vez sirven como pulsadores para anular los avisos maestros. 
 
 
2. Panel anunciador(Figura 1.3) 
 
 
 
 
Figura 1.3: Panel anunciador. 
 
 
 
 
Figura 1.4: Despiece del panel anunciador 
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Como se observa en la figura 1.4, el panel anunciador está formado por: 
 
1. Estructura de soporte 
2. Pasador para los 7 módulos de indicadores luminosos 
3. Módulos con 14 indicadores luminosos cada uno 
4. Pasadores para soportes de luces 
5. Soportes de luces para luces de 5 mm de diámetro 
6. Casquillos de contención de las capas posteriores 
7. Difusores de luz 
8. Filtros de 3 colores, ámbar, rojo y azul 
9. Texto escrito para cada señal luminosa 
10. Difusores de luz 
 
El despiece arriba descrito se ha hecho de forma secuencial, de manera que si 
se comienza por el último punto y se van acoplando uno a uno los diferentes 
componentes siguiendo el sentido inverso de la descripción, se armara todo el 
conjunto. 
 
El panel anunciador consta de 98 testigos luminosos, repartidos en 7 módulos 
de 14 testigos cada uno. 
 
 
 
3. Botón de testeo de estado de luces y regulador luminoso del panel 
anunciador (figura 1.5). 
 
 
 
 
Figura 1.5: Botón de testeo de estado de luces y regulador luminoso. 
 
 
El botón de testeo es un pulsador para comprobar el estado de las luces que 
forman el panel anunciador y un regulador de intensidad que sirve para graduar 
la intensidad luminosa que emite el panel anunciador. 
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1.2. Especificaciones físicas y funcionales 
 
Las especificaciones físicas y funcionales vienen detalladas en 3 documentos. 
Estos documentos son los siguientes: 
1. Las directrices de diseño del sistema de precaución y avisos maestro esta 
especificado en el documento CS 25: Largue Aeroplanes [2], libros 1 y 2 de 
EASA: 
• El sistema de precaución y avisos maestro debe ser siempre visible y 
estar en el campo de visión del comandante y del copiloto. (CS-25.1321) 
• Debe proveer a la tripulación de la información para identificar 
condiciones anormales en la operación de la aeronave. (CS-25.1322) 
• Debe ser fácil de ver e identificar bajo todas las condiciones de 
operación de la aeronave. (CS-25.1322) 
• Se han de poder eliminar los avisos cuando sea posible. (CS-25.1322) 
• Debe seguir la siguiente jerarquía según su gravedad: (CS-25.1321) 
o Aviso de Warning para alertas que precisan de la inmediata 
intervención de la tripulación. 
o Aviso de Caution para alertas que precisan la inmediata atención 
de la tripulación 
o Aviso de Advisory para alertas de carácter informativo. 
• Los avisos deben ser rojos para alertas de tipo Warning, ámbar o 
amarillo para avisos de tipo Caution y cualquier otro color menos el 
verde para avisos de tipo Advisory. (CS-25.1321) 
• El sistema de precaución y avisos maestro debe ser fiable e integro. 
(CS-25.1321) 
• Debe incorporar sistemas automáticos de protección de circuitos. (CS-
25.1357) 
• Debe estar lo suficientemente iluminado para su comprensión y no 
puede perder intensidad ni cambiar de color durante su normal 
funcionamiento. (CS-25.1381) 
 
La mayor parte de estas especificaciones ya se encuentran en el avión 
instaladas debido a que son las especificaciones de diseño para los 
constructores de aviones.  
 
2. El funcionamiento del sistema de precaución y avisos de emergencia viene 
descrito en el ATA 33-12-0 [3]: 
 
• El sistema de precaución y avisos de emergencia está formado por un 
panel anunciador situado en el panel superior, dos juegos de luces 
maestros en la visera, formados por un testigo para avisos de Warning y 
otro para avisos de Caution, un juego para el comandante y otro para el 
copiloto y un controlador que controle el estado de los “componentes” 
mencionados. (ATA-33-12-0) 
• Los juegos de luces de la visera se deberán encender cada vez que 
haya un nuevo aviso de warning y en algunos de los avisos de Caution. 
(ATA-33-12-0) 
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• Cada uno de los juegos de luces de la visera deben poderse apagar 
mediante el casquillo de la luz, pero no apagaran el aviso del panel 
anunciador hasta que no se corrija el fallo de funcionamiento. (ATA-33-
12-0) 
• El panel anunciador debe incorporar un botón de testeo para comprobar 
el correcto funcionamiento de todas las luces que lo componen y un 
regulador de la intensidad luminosa que emite, pero estos dos 
dispositivos no están conectados al juego de luces maestro. (ATA-33-12-
0) 
 
3. La alimentación del sistema debe adaptarse a la norma militar sobre 
alimentación eléctrica en los aviones  MIL-STD-704 [4]: 
 
• Todo el sistema debe estar alimentado por una  barra de 28 V de 
corriente continua. (MIL-STD-704) 
• El sistema debe soportar unos márgenes admisibles de alimentación que 
van según su condición de funcionamiento: (MIL-STD-704) 
o Normal: Vmin = 22 V, Vmax = 29 V 
o Emergencia: Vmin = 19 V, Vmax = 29 V 
o Encendido: Vmin = 12 V, Vmax = 29 V 
• El sistema debe soportar una amplitud de rizado de 1.5 voltios. (MIL-
STD-704) 
 
Estos tres puntos son los que van a definir las especificaciones funcionales del 
sistema a diseñar. 
 
 
1.3. El efecto Purkinje 
 
Al trabajar con luz y colores, surge derivado otro problema referente a la visión 
humana, y es el que se conoce como efecto Purkinje. Está relacionado con los 
fotoreceptores del ojo, los conos y los bastones. Cada uno de estos 
fotoreceptores está especializado para trabajar en dos escenarios totalmente 
diferentes, la luz diurna y la luz nocturna, o visiones fotópicas y escotópicas, 
respectivamente. La especialización de los fotoreceptores produce que en las 
horas de menos luz veamos los colores con longitudes de onda cercanas al 
azul más brillantes que los que tienen longitudes de onda cercanas al amarillo.  
 
El efecto Purkinje surge en el escenario intermedio, la visión mesópica, en el 
que a medida que va disminuyendo la luz ambiental se pierde sensibilidad al 
color amarillo y se gana sensibilidad al color azul, lo que produce que para una 
misma potencia entregada a las luces del sistema de precaución y avisos de 
emergencia se traduzca en una sensación de brillo diferente para el amarillo, 
rojo y azul [5]. 
 
En la figura 1.6 se muestra la sensación relativa a los colores en los escenarios 
de visión fotópica y escótopica, la visión mesópica se da entre las dos curvas 
de la figura 1.6 debido a que es el escenario intermedio. 
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Figura 1.6: Sensación relativa a los colores. 
 
 
1.4. Objetivos hardware y software 
 
Para poder cumplir las especificaciones de funcionalidad el dispositivo que 
controle al sistema de precaución y avisos debe poder comunicarse con el 
simulador de vuelo, procesar la información que llegue de este y disponer de 
una serie de inputs y outputs para poder interactuar con el sistema de avisos 
maestro, un software que respalde el hardware y estará alimentado por una 
barra de 28 voltios de corriente continua, a continuación se detallan los 
requisitos del sistema. 
 
1. Bus de comunicaciones aeronáutico. 
2. Botón de testeo de estado de luces del panel anunciador. 
3. Potenciómetro para regular la intensidad luminosa de panel anunciador 
4. Control de luces del panel anunciador. 
5. Generación de dos pulsos para la activación de los avisos luminosos 
maestros de la visera. 
6.  Adaptación de alimentación de 28 voltios a las necesidades del sistema. 
7.  Sera necesario un software que respalde todo el hardware. 
 
En la figura 1.7 se observa un diagrama de bloques con las especificaciones 
del sistema. 
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Figura 1.7: Especificacions del sistema. 
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CAPÍTULO 2. ALTERNATIVAS DE DISEÑO 
 
2.1. Introducción 
 
Se han estudiado diversas formas de solucionar los objetivos propuestos, 
siempre, teniendo en cuenta lo descrito en las normas de diseño y 
funcionamiento anteriormente explicadas. 
 
Seguidamente se hace una pequeña descripción de las alternativas estudiadas 
y al final del capítulo se dan las soluciones escogidas justificadamente.  
 
2.2. Buses de comunicación 
 
Como alternativas se ha contemplado la posibilidad de implemetar el bus 
aeronautico ARINC 429 [6] o el ARINC 664 [6], para la eleccion de una solucion 
se han tenido en cuenta aspectos como la familiaridad con la tecnologia que 
usan los buses y la facilidad de implementarlos. 
 
 
2.2.1. ARINC 429 
 
ARINC 429 es un protocolo utilizado en aviones comerciales y de transporte de 
mercancías, se usa en aviones como el A330 o el Boeing 747; define las 
interfaces físicas y eléctricas para una comunicación unidireccional mediante 
dos hilos independientes, además de un protocolo de datos para dar soporte a 
una red local de aviónica instalada en el avión. 
 
Sus principales características técnicas son: 
 
• La transmisión se realiza en serie, en palabras de 32 bits más un 
tiempo muerto denominado “gap” y mediante un par de cables 
trenzados y apantallados en lazo abierto “open loop”. 
• La fuente y el destino deben estar conectados mediante un par de 
cables trenzados y apantallados. El apantallamiento debe conectarse 
a masa en ambos lados de la conexión y en todos los conectores 
intermedios del cableado. 
• Los mensajes se transmiten de 12,5 a 100 kbit/s a otros elementos 
del sistema de vigilancia que son el bus de mensajes. Las 
características del mensaje son: 
o La información fluye desde una puerta de transmisión hasta 
una o varias puertas de recepción. 
o En ningún caso la información puede llegar hasta una puerta 
destinada a la transmisión. 
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o La transmisión entre 2 computadores en ambos sentidos se 
realiza por buses independientes. 
• El transmisor siempre transmite, ya sea 32 bits de datos (palabra) o el 
estado nulo. 
• Un bus (cable de par) se limita a un transmisor y no más de 20 
receptores. 
• El protocolo permite función auto-reloj en el receptor final, eliminando 
así la necesidad de transmitir la hora en los datos que existían en 
anteriores protocolos como ARINC-568 (6 hilos). 
 
Características de velocidad: 
• Transmisión en alta velocidad 100 Kbits/s  
• Transmisión en baja velocidad 12 a 14,5 kbits/s 
•    No se pueden utilizar ambas velocidades en el mismo bus. 
 
Protección frente a EMC: 
• Cableado par trenzado de 78 Ω apantallado. 
• Introducción de un diferencial de 15 V entre dato y dato 
• Los niveles de voltaje en el transmisor son de +5,0,-5 V con un voltaje 
respecto a tierra de los conductores de+10,0,-10 V 
• Modulación bipolar RZ de tres estados 
 
2.2.2. ARINC 664 
 
El protocolo AFDX se desarrollo para el avión A380, pero se prevé que sea el 
futuro de los buses aeronáuticos. Define el intercambio de datos entre los 
subsistemas del avión, es aproximadamente 1000 veces más rápido que el 
ARINC 429. Es un estándar que define las especificaciones eléctricas y de 
protocolo de la Ethernet que lo integra (IEEE802.3 y ARINC 664, parte 7). 
Un sistema AFDX contiene los subsistemas de aviónica dentro de la aeronave, 
que están unidos a los conectores AFDX o switches, que son un conjunto de 
interruptores que envían las tramas Ethernet a los destinatarios apropiados, 
camino hacia el sistema final que está provisto de un interfaz que verifica un 
intercambio seguro de datos. 
Sus principales Características técnicas son: 
 
• Topología de red tipo estrella 
• Los sistemas están duplicados por redundancia 
• Basado en conexiones unicast o broadcast 
• Enrutamiento por direcciones físicas y virtuales 
• Es un sistema determinista 
• Control de ancho de banda 
• Control de Jitter 
• Control de flujo de datos 
• Full-duplex 
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• Conexiones conmutadas 
• Sistema de colas FIFO 
• Control de colas 
• Velocidad de transmisión de datos de 10/100Mbit segundo. 
 
 
2.3. Controlador 
 
Se han estudiado dos posibilidades como solución al controlador, una es 
basarse en microcontroladores y la otra es trabajar con ordenadores de placa 
reducida; cualquiera de las dos soluciones tiene que satisfacer las necesidades 
de hardware, que son la posibilidad de comunicaciones con el bus aeronáutico 
AFDX, por lo que deben incorporar un puerto Ethernet que cumpla con el 
estándar IEEE802.3, disponer de puertos analógicos de entrada y salida y 
disponer de interfaces de buses de comunicación para periféricos de bajo nivel. 
 
A la hora de escoger la mejor solución se han tenido en cuenta aspectos como 
la familiaridad con el dispositivo, facilidad de compra en el mercado, coste del 
producto y documentación existente. 
 
 
2.3.1. Microcontroladores 
 
Los microcontroladores son circuitos integrados programables, con capacidad 
de ejecutar ordenes programadas. Incluyen en su interior las tres principales 
unidades de funcionamiento de una computadora: CPU, memoria y periféricos 
I/O. 
 
Se han buscado microcontroladores PIC y Atmel por su extendido uso; 
normalmente la mayoría de estos microcontrolador disponen de puertas lógicas 
programables para periféricos I/O como PWM, I2C, SPI, UART,... 
 
El problema de usar microcontroladores viene con el puerto Ethernet, ya que 
son difíciles de encontrar en un solo producto, microcontrolados con puerto 
Ethernet integrado, por lo que es necesario buscar otro circuito integrado que 
nos añada esa funcionalidad, comunicándose con él por los puertos del 
microcontrolador destinados a periféricos I/O. 
 
El circuito integrado ENC28J60 de Microchip, está especialmente diseñado 
para darnos la solución de Ethernet, está dotado de una interface SPI con la 
que comunicarse con el microcontrolador, viene en encapsulado DIP de 28 
pines y cumple con el estándar IEEE802.3, es complejo de implementar, ya 
que necesita filtros y magnetos especiales para Ethernet, adaptaciones de 
diseño y, por supuesto, las complicaciones inherentes al lado del 
microcontrolador, además, de una complicada programación para la 
comunicación entre los dos circuitos integrados con la interface SPI. 
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2.3.1. Ordenadores de placa reducida 
 
En el mercado existen multitud de Single Boards Computers, la mayoría 
ofrecen una amplia gama de prestaciones, por lo que encontrar una que 
satisfaga las necesidades de hardware no es complicado. Son plataformas que 
suelen trabajar en entornos Linux, lo cual las hace atractivas desde el punto de 
vista de software, ya que las distribuciones de los sistemas operativos basados 
en Linux son gratuitas.  
 
Texas Instruments comercializa la BeagleBone Black, que incorpora multitud de 
puertas lógicas programables para dispositivos I/O, una CPU con una 
frecuencia de reloj de 1GHz, 512 MB de DDR3 RAM, puertos USB 2.0, salidas 
HDMI, Ethernet.  
 
La fundación Raspberry Pi comercializa la Raspberry Pi, que incorpora para el 
modelo B una CPU con una frecuencia de trabajo de 700MHz,  puerto Ethernet, 
puertas lógicas programables I/O, interfaces SPI, I2C, UART, 512MB SDRAM, 
salida HDMI, USB 2.0, etc...  
 
Frente a estas dos posibilidades que cumplen con las necesidades de 
hardware, lo que ha decidido la elección ha sido el precio, la facilidad de 
compra, documentación existente y comunidad de usuarios. 
 
2.4. Leds 
 
El avión DC-9 es un avión que se comercializo entre los años 1965 y 1980. 
Incorpora una tecnología vieja y de alto consumo. Toda la iluminación del 
cockpit se consigue mediante bombillas, que son elementos de consumo. 
Gracias a la innovación de la técnica, en las últimas décadas, se han 
desarrollado sistemas de iluminación más eficientes, como la tecnología LED. 
Es por esto que se ha decidido incorporar esta tecnología, para por un lado, 
actualizar la cabina, y por otro, bajar el consumo del sistema de precaución y 
avisos. 
 
Las limitaciones a la hora de escoger un Led adecuado para nuestro sistema 
son el soporte en el que tienen que ir encastados tiene un diámetro de 5 mm, 
debe ser de tipo “agujero pasante” y la luz que emite debe ser blanca, lo que 
reduce bastante la gama de Leds disponibles en el mercado;  
 
En base a esto, el Led que presta más Candelas en los distribuidores de 
componentes electrónicos consultados es el “C503C-WAN-CBADB152” de la 
casa CREE INC, que idealmente demanda una potencia de 3.5 V y 35 mA. 
2.5. Actuación en leds 
 
Existen diversas formas de abordar el problema de actuar sobre los 98 testigos 
luminosos del panel anunciador, una puede ser tratarlos uno a uno 
independientemente con su adaptación a la barra de alimentación y su 
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cableado; otra es trabajar de forma matricial, por lo que se reduce cableado y 
componentes pasivos para la adaptación del hardware. 
 
La posibilidad de atacar uno a uno los testigos luminosos a pesar de que 
asegura que a los leds les va a llegar toda la potencia que necesiten, queda 
descartada por cantidad de componentes a usar, y por la necesidad de tener 
un controlador sobre ellos con 98 salidas  para poder actuar sobe cada uno de 
los testigos.  
 
Sobre la solución de trabajar de forma matricial, se han estudiado dos 
soluciones. Trabajar con shift registers o trabajar con drivers de leds. Las dos 
soluciones tienen el inconveniente que multiplexa en el tiempo la potencia que 
llega al bloque matricial fila a fila, por lo que la potencia vendrá disminuida por 
el inverso de las “n” filas que tenga la matriz con la que se trabaje. 
 
 
2.5.1. Shift registers 
 
En el mercado existen multitud de familias de registros de desplazamiento, su 
modo de funcionamiento viene determinado por como entran y salen los datos 
de ellos, que son tres, serial-in/serial-out, parallel-in/serial-out y serial-
in/parallel-out. La información viene sincronizada con un reloj que debe 
proporcionarlo el controlador.  
 
Para ahorrar puertas I/O programables y atacar a la matriz de Leds, el 
74HC595, que es de tipo serial-in/parallel-out con 8 puertas lógicas a la salida, 
satisface las necesidades de diseño. Trabaja con rangos de voltaje TTL en la 
entrada y la salida, que son 5 V para el High lógico y 0 para el Low lógico.  
 
 
2.5.1. Drivers de leds 
 
Los drivers de leds son dispositivos especialmente diseñados para trabajar con 
baterías de leds en serie o en paralelo; están dotados de mecanismos 
electrónicos para regular la potencia que reciben los leds. Reaccionan con las 
necesidades de carga, por lo que se adaptan a los requerimientos de los Leds 
que se conecten al driver. Proporcionan la potencia necesaria para cada 
necesidad de carga dentro de los límites de diseño del propio driver. 
 
Los fabricantes de circuitos integrados ofrecen multitud de drivers para todo 
tipo de soluciones. Para la elección del driver idóneo se ha buscado uno con 
capacidad de trabajar de forma matricial, con el máximo de potencia entregada 
y interface SPI o I2C para comunicarse con el controlador. 
 
Con estas características se ha encontrado el AS1116 del fabricante 
Austriamicrosystems, con capacidad de trabajar con matrices de 64 Leds y el 
MAX7221 de Maxim Integrates; son prácticamente idénticos, la diferencia está 
en que el driver de Autriamicrosystems no se encuentra en stock en los 
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distribuidores de componentes electrónicos y el fabricante tarda en entregarlo 6 
semanas; sin embargo el driver de Maxim se encuentra en stock en varios 
distribuidores. 
 
2.6. Alimentación 
 
La alimentación se puede optar por trabajar con reguladores de tensión lineales 
o conmutados, los lineales son mucho menos eficientes que los conmutados, 
pero los conmutados introducen interferencias electromagnéticas, por lo que es 
necesario un filtro a su entrada y a su salida para eliminarlas. Se han 
descartado los reguladores lineales por su bajo rendimiento. 
 
 
2.6.1. Reguladores conmutados 
 
Se necesita un regulador que transforme 28 V en entrada a un voltaje menor, 
con entrega de potencia suficiente para alimentar la carga del conjunto del 
hardware y que además cumpla con la norma militar MIL-STD-704 sobre 
alimentación de corriente continua para equipos aeronáuticos.  
 
El convertidor que cumple con las especificaciones el PTN78000 de Texas 
Instruments, ya que es un convertidor con rango ancho de entrada, de 7 a 36 
V, y un rango ancho de salida ajustable de 2.5 a 12.6 voltios, admite  cargas de 
hasta 1.5 A y ofrece una  eficiencia de entre el setentaicinco y el noventaicinco 
por cierto. 
 
 
2.7. El efecto Purkinje 
 
Para corregir el problema derivado del efecto Purkinje es necesario medir con 
un Luxómetro el escenario en el que se encuentra la cabina del DC-9 y en 
función de los valores obtenidos graduar la potencia que verán los leds 
mediante una batería de resistencias, en serie o en paralelo, dependiendo de si 
se prevé que es necesario aumentar o disminuir su potencia. Los umbrales de 
los escenarios son de  a  candelas para la visión fotópica, de   a  
candelas para la visión mesópica y de  a  candelas  para la visión 
escotopica. 
 
Si nos encontramos en el primer  o en el último de los escenarios, no será 
necesario ningún tipo de corrección, pero si nos encontramos en el escenario 
de visión mesópica, se deberá bajar la potencia de los colores azules mediante 
una batería de resistencias en serie y subir la de los rojos mediante una batería 
de resistencias en paralelo junto con la resistencia de adaptación del led en los 
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dos colores, todos ellos preparados para su conexión en caso necesario 
mediante jumpers. 
 
 
2.8. Conclusiones 
 
Sobre los buses de comunicación aeronáuticos se ha decidido implementar el 
bus ARINC 664 debido a que se espera que sea el futuro de los buses 
aeronáuticos, a nivel de hardware es necesario adquirir dispositivos que 
incorporen el estándar IEEE802.3 tanto en circuitos integrados como en líneas 
de transmisión de datos y a nivel de software hay mucho material didáctico con 
el que trabajar. 
 
Además, dado que nos encontramos en un escenario en el que se va a trabajar 
con un ordenador con un simulador de vuelo, que tiene que facilitar la 
información a los sistemas del avión, alojados en el cockpit, la solución que 
requiere menos coste tanto material como de esfuerzo personal es implementar 
tecnología Ethernet, debido a que esta especialmente diseñada para el 
intercambio de información entre computadoras. 
 
En cuanto al controlador la solución del microcontrolador se ha descartado por 
complejidad de implementación, conocimientos previos sobre los 
microcontroladores, que son nulos en cuanto a haber trabajado con ellos. 
 
Sobre los ordenadores de placa reducida, nos encontramos que hay más de un 
producto en el mercado que se adapte a nuestras necesidades de hardware, 
por lo que se ha decidido sobre aspectos como facilidad de compra, 
documentación existente, comunidad de usuarios y precio.  
 
La single board computer que resulta más atractiva en cuanto a esto es 
Raspberry Pi. 
 
Los Leds que se van a usar son los de la casa CREE INC y los va a controlar el 
driver MAX7221, ya que a diferencia de los shift registers, está especialmente 
diseñado para trabajar con Leds y tiene un entorno programable para adaptar 
la salida según las necesidades de cada problema, lo que lo hace mucho más 
versátil.  
 
Del hecho de trabajar con Raspberry Pi y el driver de leds MAX7221 surge otro 
problema, y es que tienen niveles lógicos diferentes, Raspberry Pi trabaja con  
3.3 voltios y MAX7221 trabaja con niveles TTL, que son 5 V, es por esto que es 
necesario un “voltaje level shifter”; se encontraron dos posibilidades, una de 
Texas Instruments, el TXB0108 y otro de Maxim Integrateds, el MAX3002; son 
dos circuitos integrados destinados a solucionar este tipo de problemas iguales 
en especificaciones. Se ha escogido el voltaje level shifter de Maxim 
Integrateds. 
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La adaptación de la barra de alimentación de 28 V la va a hacer el regulador de 
tensión PTN78000, ya que ofrece las prestaciones necesarias para cumplir con 
lo establecido en la normativa aeronáutica MIL-STD-704. 
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CAPITULO 3: DESCRIPCION DE COMPONENTES 
 
 
3.1. Buses de comunicación 
 
3.1.1. AFDX 
 
AFDX combina conceptos del modo de transferencia asíncrono y los aplica a 
una variante del estándar IEEE802.3 (Ethernet) usando protocolo UDP. En la 
capa física AFDX consiste en una topología de red estrella full-duplex de 
conmutación de paquetes. Esta topología elimina el problema de colisiones de 
paquetes de la half-duplex Ethernet. 
 
Además, las conexiones, direccionamiento y requisitos del ancho de banda 
para toda la red se conocen de antemano, por lo que cada parte de la red se 
pueden adaptar a una conexión específica; todo el conjunto se actualiza 
cuando hay cambios en el sistema electrónico de la aeronave. 
 
En la capa de protocolo, AFDX crea el concepto de enlace virtual o Virtual Link, 
que es una conexión de punto a punto (unicast) o punto a multipunto 
(broadcast) a través de la red. Los VL imitan las conexiones unidireccionales 
del ARINC 429. De nuevo, el direccionamiento y los requisitos de ancho de 
banda se conocen de antemano para cada VL. 
 
El control del flujo de tráfico de la red ayuda a garantizar la latencia, el jitter y el 
ancho de banda para cada enlace, proporcionando el QoS para los sistemas 
avionicos de la aeronave. 
 
Por último, nos encontramos con que AFDX se apoya con redes paralelas y 
redundantes para proporcionar robustez al sistema y proporcionar un nivel de 
tolerancia de fallos. Cada paquete de datos se envía por ambas redes 
simultáneamente, por lo que son necesarios mecanismos de gestión de 
redundancia que garanticen que se transmite solo una copia de cada paquete y 
que el orden secuencial de los paquetes se mantiene. 
 
ARINC Specification 664 se divide en 8 partes: 
 
Part 1, Systems Concepts and Overview  
Part 2, Ethernet Physical and Data Link Layer Specifications 
Part 3, Internet-based Protocols and Services 
Part 4, Internet-based Address Structures and Assigned Numbers  
Part 5, Network Interconnection Services and Functional Elements 
Part 6, Reserved 
Part 7, Avionics Full Duplex Switched Ethernet (AFDX) Network 
Part 8, Upper Layer Services 
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3.1.1.1. La topología de la red 
 
AFDX consiste en 24 end systems conectados a un switch (figura 3.1), los 
switches se pueden poner en cascada para aumentar la capacidad de la red, 
cada switch es capaz de gestionar hasta 4096 Virtual Links 
 
 
  
Figura 3.1: Topología de red AFDX(sin redundancia). 
 
 
3.1.1.2. Redundancia 
 
Para incrementar la robustez del sistema, AFDX incorpora por duplicado la red, 
cada End System tiene dos puertos de red, el A y el B; el puerto A se conecta 
al switch A y el puerto B se conecta al switch B, en la figura 3.2 se puede 
observar la topología. Tramas idénticas son enviadas por las dos redes 
simultáneamente. Cada End System es el responsable de recibir las tramas y 
eliminar las duplicadas. 
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Figura 3.2: Redundancia AFDX. 
 
 
A cada Virtual Link se le garantiza un máximo de ancho de banda que no 
puede exceder el ancho de banda de la red 
 
La figura 3.2 muestra la redundancia del sistema. 
 
3.1.1.3. Virtual Links 
Cada End system puede trabajar con un máximo de 128 Virtual Links. El End 
System tiene que mantener una cola FIFO, por lo que el primer paquete de 
datos que entre será el primero en salir de la cola, la cola tiene un tamaño 
máximo de 8Kbytes. 
 
Para la transmisión un End System tiene la responsabilidad de: 
 
• Leer cada VL de la cola 
• Incrementar la secuencia de trama de los VL 
• Gestionar cada VL a transmitir para garantizar el ancho de banda y el 
QoS. 
• Transmitir las tramas redundantes por las redes A y B. 
 
Para la recepción un End System tiene la responsabilidad de: 
 
• Eliminar las tramas redundantes 
• Separar la información del VL y poner las tramas recibidas en la cola 
correspondiente. 
 
En la siguiente figura 3.3 se observan diferentes Virtual Links en una red AFDX. 
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Figura 3.3: Virtual Links. 
 
3.1.2. SPI 
 
La interface SPI es un estándar creado por Motorola de tres líneas sobre el que 
se transmiten paquetes de información con un mínimo de 8 bits y una cuarta 
que funciona como selector de dispositivo. Cada dispositivo conectado al bus 
puede enviar y recibir información simultáneamente, por lo que nos 
encontramos ante un bus de comunicaciones full duplex. Dos de las líneas 
sirven para la transmisión de datos, cada una de ellas en la dirección opuesta a 
la otra, la tercera sirve para emitir una señal de reloj para sincronizar la 
información transmitida y la cuarta sirve como selector de dispositivo al que se 
quiere transmitir la información. 
 
Los dispositivos conectados al bus pueden trabajar como maestros y como 
esclavos, el maestro es el dispositivo que se encarga de transmitir la 
información y el esclavo es el dispositivo encargado de recibirla, los 
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dispositivos esclavos son seleccionados a través de la línea de chip selector 
del bus de comunicaciones. 
 
Solo puede existir un esclavo en un instante de tiempo determinado, los demás 
esclavos que estén conectados al bus serán deseleccionados a través de la 
línea chip selector, esto a veces ocurre con el selector en estado lógico alto o 
bajo, depende del dispositivo esclavo. 
 
El bus SPI emplea un registro de desplazamiento para transmitir la información 
[7]. 
 
 
3.1.2.1. Especificaciones del bus 
 
• Todas las líneas del bus transmiten información en una sola dirección. 
• La señal sobre la línea de reloj (SCLK) es generada por el maestro y 
sincroniza la transferencia de datos.  
• La línea MOSI (Master Out Slave In) transporta los datos del maestro 
hacia el esclavo. 
• La línea MISO (Master In Slave Out) transporta los datos del esclavo 
hacia el maestro. 
 
Los esclavos son seleccionados a través de la línea CS y pueden trabajar de 
forma independiente o en cascada. Los datos pueden ser transmitidos a 
velocidades de hasta 100 MHz. La información se empaqueta en palabras de 
un mínimo de 8 bits. Los bits MSB o LSB pueden ir al principio o al final de la 
trama de bits. 
 
En la figura 11 se aprecia el detalle de una configuración de esclavos en modo 
independiente. 
 
 
 
  Figura 3.5: Funcionamiento SPI.   
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Como se observa en la figura 3.5, trabajando en esta configuración hacen falta 
tantas puertas chip select(“SSX”) en el maestro como esclavos con los que se 
desee trabajar. Sin embargo, si los esclavos permiten trabajar en cascada solo 
es necesaria una línea chip select. 
 
 
3.1.2.2. Modos de reloj 
 
Todos los datos son sincronizados a través de la línea de reloj del bus(SCLK), 
cada bit es transferido por un ciclo de reloj. 
 
Existen 4 modos de trabajo de reloj, combinando dos variables configurables 
bajo software en el maestro,  CPOL y CPHA, que pueden tomar valores de 0 o 
1 bajo software, combinándolos nos dan los cuatro modos de reloj. 
 
Cuando CPOL toma el valor de 0 la información es capturada en el ciclo alto 
del reloj. 
 
Cuando CPOL toma el valor de 1  la información es capturada en el ciclo bajo 
del reloj. 
 
Cuando CPHA toma el valor de 0 la información se transmite en el ciclo de reloj 
bajo 
 
Cuando CPHA toma el valor de 1 la información se transmite en el ciclo de reloj 
alto. 
 
En la figura 3.6 se observan los cuatro modos de funcionamiento, la línea roja 
representa la información transmitiéndose en ciclo alto de reloj y la azul en ciclo 
bajo. 
 
 
           Figura 3.6: Modos de reloj SPI. 
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El modo requerido para cada aplicación viene determinado por el dispositivo 
esclavo, ya que no suelen ser programables los modos en el lado esclavo, a 
diferencia del lado maestro, en el que si son programables. 
 
 
3.2. Hardware 
 
 
3.2.1. Raspberry Pi 
 
Raspberry pi es un System-on-a-chip(SoC) desarrollado por la fundación 
Raspberry Pi en Reino Unido; El diseño incluye un SoC, Broadcom BCM2835 
que contiene un core ARM1176JZFS(ARM11) con una frecuencia de trabajo de 
700 MHz y una GPU con soporte para descomprimir Blue Ray. Existen dos 
modelos, el A y el B, en la  tabla 3.1 se ve el detalle de sus especificaciones 
según modelo [8].  
 
Tabla 3.1: Descripción Hardware Raspberry Pi 
 
 MODELO A MODELO B 
SoC Broadcom BCM2835(CPU+GPU+DSP+SDRAM+USB) 
CPU ARM 1176JZF-S 700MHz (ARM11) 
GPU Broadcom Videocore IV, OpenGL, MPEG-2 VC-1 1080p30 
Memoria 256MB(compartidos con 
GPU) 
512MB(compartidos con GPU) 
USB 2.0 1 2 
Video In Modulo MIPI CSI 
Video Out Conector RCA(NTSC y PAL), HDMI(rev1.4) y interfaz DSI 
Audio Out Conector HDMI 3.5mm 
Almacenamient
o 
Ranura para tarjetas SDIO 
RED Ninguna 10/100Ethernet IEEE802.3 
Periféricos de 
bajo nivel 
8xGPIO, SPI, I2C,UART 
Consumo 
Energético 
500mA(2.5W) 700mA(3.5W) 
Alimentación 5V por micro USB o pines TP1 y TP2 
Dimensiones 85.60mm × 53.98mm 
Sistemas 
Operativos 
Soportados 
GNU/Linux: Debian, Fedora, Arch Linux, Slackware Linux, 
RISC OS. 
 
 
En la figura 3.7 puede verse en detalle las entradas y salidas del la Raspberry 
Pi. 
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Figura 3.7: Entradas y salidas Raspberry Pi. 
 
 
Por los puertos GPIO se puede comunicar con periféricos de bajo nivel 
mediante los buses de comunicación SPI, I2C, UART y PWM programándolos 
por software mediante librerías especificas para cada bus de comunicación, 
estos puertos trabajan con niveles lógicos de 3.3 voltios. 
 
 
3.2.2. MAX7221 
 
El driver de leds es un circuito integrado de la empresa manufacturera de 
dispositivos electrónicos Maxim Integrated, el MAX7221 [9]; es capaz de 
regular la potencia que llega a los leds a los que está conectado de forma 
constante mediante un simple resistor de ajuste; es compatible con los buses 
de comunicación SPI, QSPI y MICROWIRE, incluye circuitería integrada para 
reducción de emisiones electromagnéticas y pueden conectarse más drivers en 
cascada al disponer de una salida de datos. 
 
Es capaz de soportar velocidades de transmisión de datos de hasta 10 MHz, 
puede trabajar con 8 dígitos de 7 segmentos o una matriz de 64 leds con un 
refresco de entre 800 Hz a 1300 Hz, dependiendo de la cantidad de dígitos o 
dimensiones de la matriz con la que se trabaje. Es programable digitalmente 
con palabras de 16 bits, admite datos con el chip selector en estado bajo y en 
flanco de bajada del reloj. Tiene memoria para la información de cada digito o 
fila de una matriz, por lo que no es necesario configurarlo entero cada vez que 
se quiere cambiar la configuración de la salida. 
 
Admite programación digital de diferentes parámetros como brillo, codificación 
CODE-B para dígitos, intensidad luminosa, cantidad de dígitos o dimensión de 
la matriz con la que se trabaje, hibernación y display test, todo esto se 
programa con direcciones de memoria para cada uno de los parámetros en los 
Descripción de componentes   27 
primeros 8 bits de la trama y en los últimos 8 bits se introduce la información de 
configuración para cada parámetro. La figura 3.8 muestra una trama de bits. 
 
 
 
 
Figura 3.8: Trama de bits MAX7221. 
 
 
Como se observa en la figura el bit menos significativo (LSB) es el primero de 
la trama. 
 
La alimentación del chip es de 4,5 a 5,5 voltios, el uno lógico se detecta a partir 
de 3,5 voltios y se puede adquirir en encapsulados DIP y SO de 24 pines.  
 
 
3.2.3. MAX3002 
 
El voltage level translator, es un traductor de niveles lógicos de Maxim 
Integrated, MAX3002 [9], de 8 puertas bidireccionales especialmente dedicado 
para la transmisión de información; tiene dos lados de trabajo, un lado para los 
niveles de voltaje bajos o VL y otro para los niveles de voltaje altos o VCC; el 
rango para VL es de 1,2 V a VCC y el rango para VCC es de 1,65 Va 5,5 V; es 
necesario alimentar el lado bajo con el voltaje al que entre la información y 
alimentar el lado alto con el voltaje al que se quiere que salga; es capaz de 
soportar hasta 20Mbps con una carga capacitiva en el lado bajo de 15pF y 
50pF en el lado alto y se puede adquirir en encapsulados TSSOP.  
 
 
3.3. Software 
 
Como sistema operativo se ha escogido Debian debido a que es la distribución 
de Linux más usada por la comunidad Raspberry Pi y soporta a la perfección 
su hardware con sus debidos paquetes; Es una distribución gratuita y libre, 
desarrollada por los usuarios. En la página oficial de Raspberry Pi es posible 
adquirir una imagen del sistema operativo llamado Raspbian y se puede 
encontrar una guía práctica para instalar el S.O [3]. 
 
Los lenguajes de programación que se han usado son C para el lado 
Raspberry Pi debido dos aspectos, uno son los conocimientos previos con el 
lenguaje y el otro es que todas las librerías para trabajar con el bus de 
comunicaciones SPI se pueden encontrar para C. En el lado Flight simulator se 
trabajara con C# para hacernos una interfaz grafica que simule la salida de los 
datos para el sistema de precaución y avisos. 
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Para acceder al sistema operativo Debian se ha hecho mediante SSH y todo el 
proyecto se ha desarrollado bajo el terminal de Linux en modo súper usuario. 
 
3.3.1. AFDX 
 
AFDX trabaja con el protocolo User Datagram Protocol(UDP), que es un 
protocolo del nivel de transporte, basado en el intercambio de datagramas sin 
conexión, ya que el propio datagrama contiene la información necesaria para el 
direccionamiento en su cabecera. Tampoco tiene confirmación de recepción, ni 
control de flujo de datos, por lo que los paquetes pueden adelantarse unos a 
otros, pero sí que tiene integridad en la información transportada, es decir, la 
información que se envía, y recibe en destino, está libre de errores. Es por todo 
esto que es un protocolo no orientado a conexión. 
 
Todos estos problemas que presenta UDP, dependiendo de la aplicación de 
uso, deben solucionarse mediante algoritmos de programación. 
 
La forma de programar UDP bajo el lenguaje de programación C, C# y otros, es 
mediante sockets, y cada lenguaje tiene sus particularidades y variantes, por lo 
que aprender a programar sockets en C no nos garantiza que tengamos éxito 
al programarlos en C#. 
 
Los sockets son tipos de dato enteros asociados a ficheros abiertos, y estos 
archivos pueden ser archivos de internet, FIFO, pipeline, escritura en disco, 
drivers de dispositivos externos,..., como vemos, los sockets se usan para 
infinidad de procesos en una computadora, cada vez que una aplicación del 
tipo que sea quiere comunicarse con otra, lo hace mediante sockets [10]. 
 
3.1.2.3. Ethernet Sockets UDP 
 
En cualquier comunicación de red o internet, hay dos lados, el lado servidor y el 
lado cliente; el servidor es el que da la información y el cliente el que la recibe, 
es algo parecido al maestro y esclavo del bus de comunicaciones SPI. 
 
Cada uno de los lados debe seguir la estructura de programación mostrada en 
la figura 3.9, la cual muestra un servidor que está escuchando y un cliente que 
solicita datos al servidor, este le responde con la información solicitada y el 
cliente le contesta confirmando la recepción, mecanismo necesario para 
solventar el problema de la perdida de paquetes. Esto es lo que se conoce 
como un cliente echo [11]. 
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Figura 3.9: Echo Client – Sender Server UDP.  
 
 
Como se observa en la figura 3.9, existen 5 instrucciones básicas, más 
adelante veremos que es algo más complejo, pero en principio hay que hacer 
llamadas al sistema con las 5 instrucciones que se muestran en la figura 3.9. 
En estas instrucciones hay información de tipo de protocolo(UDP/TCP), si se 
trata de un paquete con direccionamiento IPv4 o IPv6, estructuras con 
direcciones propias y remotas, puertos por los que se va a comunicar, datos a 
enviar, tamaño del archivo a enviar. La ultima instrucción sirve para el cierre del 
archivo descriptor, es muy importante, ya que no podemos abrir infinitos 
archivos descriptores, debido a que consumen recursos del sistema y acaban 
por cerrar el programa si no se usa. 
 
Hay que tener en cuenta que la función “recvfrom()” es de tipo bloqueante, por 
lo que al ejecutarla, nuestro programa se queda bloqueado; esto es algo 
inaceptable en muchas aplicaciones. Hay mecanismos para solucionar este 
problema, una es con la función “select()” y la otra usando las macros de la 
librería “<sys/poll.h>”, en el proyecto se ha utilizado la librería de las macros, 
que es una estructura que almacena los sockets que recibe con un timeout 
programable, para que el programa no se quede eternamente esperando a 
recibir paquetes UDP. 
 
Hay otras funciones necesarias para el correcto funcionamiento de los sockets 
que sirven para traducir las estructuras de direcciones de enrutamiento, puertos 
de transmisión, etc., estas funciones sirven para pasar del Host Byte Order, Big 
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Endian o Little Endian, depende de la arquitectura de la CPU, en nuestro caso 
Raspberry Pi tolera los dos modos, a Network Byte Order; estas funciones son: 
 
• htons() host to network short 
• htonl() host to network long 
• ntons() netwrok to host short 
• ntonl() network to host long 
 
Es necesario habilitar el puerto por el que se va a transmitir y recibir el paquete 
UDP en el lado server y en el lado cliente; esto difiere de un lado a otro, ya que 
es un archivo que dependiendo del sistema operativo que se use se encuentra 
en un directorio o en otro.  
 
En el lado server o Flight Simulator se trabaja con Windows y su ruta al archivo 
será: 
 
“C:\WINNT\system32\drivers\etc\hosts” 
 
En el lado cliente se trabaja bajo Linux y la ruta al archivo es: 
 
“/etc/hosts” 
 
Es necesario editarlo con un editor de textos (nano para Linux y textEdit para 
Windows), el archivo presenta la siguiente estructura: 
 
 
“ tftp   69 /udp   
gopher  70 /tcp # Internet Gopher 
gopher  70 /udp   
rje   77 /tcp   
finger   79 /tcp  
www   80 /tcp http # Worldwide Web HTTP  
www   80 /udp # HyperText Transfer Protocol   
link   87 /tcp ttylink     ” 
 
Como se observa, el primer campo es una pequeña descripción, el segundo es 
el puerto y el tercero es el tipo de protocolo y otra pequeña descripción seguida 
de la almohadilla, simplemente hay que añadir el puerto por el que se desee 
trabajar siguiendo esta estructura en los lados cliente y servidor. 
 
Hay que tener en cuenta una última cosa en referencia a los puertos, y es que 
la IANA, que es un organismo que se encarga de supervisar la asignación 
global de direcciones IP, sistemas autónomos, servidores de raíz de nombres 
de dominio DNS y puertos, establece que el rango de puertos disponibles va de 
del puerto 0 al puerto 65535, de los cuales, los puertos bien conocidos 
comprenden del 0 al 1023 y están reservados al sistema operativo con 
protocolos TCP y UDP, los puertos que comprenden del 1024 al 49151 son los 
puertos registrados y pueden ser usados por aplicaciones, y por último los 
puertos dinámicos o privados, que comprenden del 49152 al 65535 se asignan 
dinámicamente por aplicaciones de cliente.  
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El estándar ARINC 664 usa una red privada conectada a internet y establece 
que se deben escoger puertos dinámicos o privados para sus aplicaciones, ya 
que de no ser así se pueden generar conflictos cuando se establezcan 
comunicaciones entre la red AFDX y internet. 
 
 
3.3.2. Librerías Raspberry Pi 
 
Existen diversas librerías en la red, todas ellas desarrolladas por los usuarios, 
se han testado las siguientes: 
 
• Wiring Pi 
• BCM2835 
• SpiDev del Kernel 
 
La librería BCM2835 permite manipular bastantes aspectos de configuración 
del bus SPI, pero no permite trabajar con ella en programas grandes ni usar el 
resto de puertos GPIO. 
 
La librería SpiDev del Kernel es la librería original, de donde salen el resto de 
librerías para controlar el bus SPI, pero, es altamente compleja y exige unos 
conocimientos de programación previos elevados. 
 
Finalmente se ha escogido la librería Wiring Pi para trabajar en el proyecto 
debido a que es una librería sencilla, cómoda de usar y permite programar la 
interface SPI y además usar otros puertos GPIO como salidas de tipo HIGH o 
LOW. 
 
En cuanto a la programación del bus de comunicaciones SPI con Wiring Pi [12], 
solo se pueden manipular los parámetros de cantidad de bytes a transmitir, el 
canal por el que se quiere trabajar o chip selects, (Raspberry Pi solo dispone 
de 2 canales en los puertos GPIO) y por último la frecuencia de reloj; 
básicamente, para trabajar con ella solo son necesarios tres instrucciones: 
 
• int wiringPiSPISetup (int channel, int speed): esta instrucción asigna 
canal y velocidad de transmisión de datos 
• int wiringPiSPIDataRW (int channel, unsigned char *data, int len): esta 
instrucción vuelve a asignar canal de forma redundante, paquete de 
datos a enviar y su longitud; envía información por el puerto MOSI GPIO 
y recibe información por el puerto MISO GPIO sobrescribiéndola en el 
char enviado. 
• int wiringPiSPIGetFd(int channel): esta instrucción nos devuelve el “file 
descriptor” abierto con la primera instrucción. 
 
Los chars que se envían por el puerto MOSI GPIO del SPI deben tener 
codificados en hexadecimal los bits que se quieren enviar en palabras de 8 bits. 
 
32  DC-9: el sistema de precaucion y avisos de emergencia 
Solo presenta un inconveniente, y es que en la página web del autor no explica 
cómo usar esta ultima instrucción, ya que es necesaria para cerrar los “file 
descriptors” debido a que usa recursos de la CPU; si no se cierran, el programa 
de comunicación SPI se cierra al ejecutar la primera instrucción 1020 veces.  
 
Para cerrar los “file descriptors” es necesario añadir al programa la librería 
“<sys/ioctl.h>”, que sirve para hacer llamadas al sistema UNIX para controlar o 
comunicarse con drivers de dispositivos desde aplicaciones con instrucciones 
de tipo read, write, close...; por lo que para poder cerrar el “file descriptor” 
abierto con la primera de las instrucciones hay que llamar a la función close de 
“<sys/ioctl.h>” seguido de wiringPiSPIGetFd(int channel), en el código veremos 
lo siguiente: 
 
#include <wiringPiSpi> 
#include <spidev> 
#include <sys/ioctl.h> 
... 
... 
wiringPiSPISetup (CHANNEL, SPEED); 
... 
... 
wiringPiSPIDataRW (CHANNEL, data, sizeof(data)); 
... 
... 
close(wiringPiSPIGetFd(CHANNEL)); 
... 
... 
 
 
El resto de parámetros configurables del bus como los modos de reloj, el lugar 
en el que va el bit más significativo en la trama o el número de bits que forma la 
trama, vienen por defecto configurados. Es posible manipularlo entrando en los 
archivos .c de la librería Wiring Pi dedicados al bus SPI, pero no ha sido 
necesario ya que viene por defecto con la configuración necesaria para trabajar 
con el driver de leds MAX7221. 
 
En cuanto a la programación de los pines GPIO para propósitos generales, que 
en nuestro caso son necesarios dos pines como OUTPUTS para emitir un 
pulso y un último pin como INPUT para el botón de test, las funciones se 
encuentran en la sección API de la pagina del autor; las instrucciones 
necesarias son las siguientes: 
 
• int wiringPiSetup (void): necesaria para inicializar la librería 
• void pinMode (int pin, int mode): sirve para asignar pin y modo 
(INPUT/OUTPUT) 
• void digitalWrite (int pin, int value): escribimos en el pin “X” un uno o un 
cero lógico. 
• int digitalRead (int pin): leemos en el pin “X” un uno o un cero lógico 
• unsigned int millis (void): añadimos un delay al programa. 
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En la página web del autor también facilita para que sirven cada uno de los 
pines GPIO de la Raspberry Pi, ya que con estas librerías se modifica la 
numeración original de los pines; en la siguiente figura se muestra el numero 
de pin físico con su descripción, equivalente en la numeración original GPIO 
BCM2835 y equivalente en la numeración Wiring Pi (Figura. 3.10). 
 
 
 
 
Figura 3.10: Puertos GPIO Raspberry Pi. 
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CAPÍTOLO 4. DISEÑO. IMPLEMENTACION Y 
RESULTADOS EXPERIMENTALES 
 
4.  
4.1. Introducción 
 
En este capítulo se explica la forma de implementar el hardware. Como el 
hardware marca en desarrollo del software; se explica cómo entran los datos 
por AFDX y como se trabaja con ellos para acabar iluminando los testigos 
luminosos. Se hace una valoracion del coste económico del conjunto y 
finalmente se hace un estudio medioambiental. 
 
 
4.2. Hardware 
 
Los 98 testigos luminosos son lo que el usuario final va a ver de todo el 
conjunto de hardware explicado en el capítulo 3. Están iluminados mediante los 
leds de la casa CREE INC. La potencia con la que trabajan es superior a la que 
es capaz de suministrar el driver de leds, es por esto que es necesario 
implementar una etapa de potencia.  
 
La necesidad de introducir una etapa de potencia trae la consecuencia de 
trabajar de forma modular con los 98 testigos, siendo necesario un driver de 
leds por cada 7 testigos luminosos. El conjunto necesita 14 módulos para el 
control de 7 luces independientes cada uno, más otro modulo maestro para el 
control de los 14 módulos. El modulo maestro se encarga de recibir información 
por ADFX(Ethernet) y de generar la comunicación entre módulos mediante el 
bus SPI. Los drivers se conectan en cascada en dos bloques de 7 drivers, 
reciben la información por el canal cero para los primeros 7 drivers y por el 
canal uno para los últimos 7 drivers del bus SPI de la Raspberry Pi. 
 
De las placas de 14 módulos de control de luces existen dos tipos. Ambas son 
idénticas a excepción que una incorpora el regulador de tensión y la otra no. 
Las placas que incorporan el regulador de tensión alimentan a las que no lo 
incorporan; en la figura 12 se observa el detalle. Los 14 módulos están 
alimentados por 2 reguladores de tensión que están incorporados en el primer 
tipo de placa. Reciben datos por el bus de comunicaciones SPI a los drivers de 
leds mediante un cable serie-paralelo plano de 26 pines(Figura 4.1). Del driver 
se aprovechan 7 salidas de las ocho que tiene para conectarlas a la etapa de 
potencia.  
 
Para mantener el sincronismo del bus SPI es necesario que los cables que 
interconectan las placas tengan la misma longitud. Las pistas de las placas 
dedicadas al bus también deben tener la misma longitud entre ellas para las 
diferentes líneas MOSI, SCLK y Chip Selects del bus. 
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La etapa de potencia esta implementada con el transistor NPN 2N5551. El 
transistor trabaja en saturación con una resistencia pull-down en el lado de la 
base. En el lado colector-emisor del transistor se encuentra la etapa de 
adaptación de voltaje para adecuar la intensidad y el voltaje que reciben los 
leds y la unión colector-emisor del transistor. La etapa de potencia está 
alimentada por la barra de tensión continua de 28 V.  
 
La regulación de la intensidad luminosa de todo el conjunto del panel 
anunciador se consigue mediante un potenciómetro entre la barra de 28 voltios 
y los 14 módulos de control de luces. 
 
Debido al efecto Purkinje es necesario preparar una batería de resistencias en 
serie o paralelo aisladas mediana jumpers para calibrar la intensidad de los 
colores rojo y azul. Se han agrupado estos colores en 2 placas para el color 
azul y una para el rojo; el color ámbar no necesita calibración. 
 
Las dos placas de color azul llevan en la etapa de adaptación de voltaje unas 
resistencias en serie aisladas por jumpers. Con los datos de la calibración se 
procederá a conectarlas si procede. 
 
La placa de color rojo lleva en la etapa de adaptación de voltaje unas 
resistencias en paralelo aisladas por jumpers. Con los datos de la calibración 
se procederá a conectarlas si procede. 
 
El modulo maestro está formado por una placa  y una Raspberry Pi 
conectadas. En  la placa se encuentra un regulador de tensión para la 
alimentación de la Raspberry Pi mediante un cable micro USB(Figura 4.1) y un 
voltage level shifter para cambiar los niveles lógicos de voltaje del bus SPI, que 
son 3,3 V a la entrada(Raspberry Pi) y 5 V(MAX7221) a la salida del voltage 
level shifter.  
 
La Raspberry pi alimenta al voltage level shifter y controla los diferentes inputs 
y outputs necesarios para cumplir con las especificaciones de diseño. Estos 
inputs y outputs son los siguientes: 
 
Inputs: 
 
• Comunicaciones AFDX por el puerto Ethernet. 
• Botón de testeo del conjunto de luces del panel anunciador. 
 
Outputs: 
 
• Comunicaciones SPI a los 14 módulos de control de luces 
• Generación de pulso para nuevos avisos tipo Warning. 
• Generación de pulso para nuevos avisos tipo Caution. 
 
La comunicación SPI, el  botón de test, la generación de los dos pulsos y la 
alimentación de los componentes salen de la Raspberry Pi por los puertos 
GPIO(Figura 4.1); se conectan a la placa mediante un cable serie-paralelo 
plano de 26 pines(Figura 4.1). 
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Figura 4.1: Cables y puertos GPIO Raspberry Pi. 
 
 
Todo el conjunto está formado por 14 placas para el control de los testigos 
luminosos del panel anunciador, su intensidad luminosa se regula mediante un 
potenciómetro, una placa de control maestra que genera comunicaciones SPI y 
dos pulsos para actuar sobre los testigos luminosos alojados en la visera del 
cockpit. En la figura 4.2 se observa todo el conjunto. 
 
 
 
 
Figura 4.2: Diagrama de bloques del conjunto del Hardware. 
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La alimentación entre las diferentes placas se ha de realizar mediante cables 
trenzados y apantallados. 
 
Todos los circuitos integrados se han filtrado mediante los filtros facilitados por 
los diferentes fabricantes. 
 
 
4.2.1. Datos teóricos y experimentales 
 
Se han realizado cálculos teóricos y tomado lecturas experimentales de los 
diferentes módulos. 
 
4.2.1.1 Placa de control maestra 
 
La placa de control maestra está alimentada por el regulador de tensión que 
transforma los 28 voltios de la barra de corriente continua a 5 voltios mediante 
un resistor de ajuste.  
 
Se ha implementado un filtro de choque en el regulador de tensión facilitado 
por el fabricante. A la salida del filtro se ha medido un rizado pico a pico de 50 
mV con una frecuencia de 50 Hz. Se ha alimentado en un rango de 14 V a 31,3 
V y ha mantenido 5 voltios constantes a la salida cumpliendo la normativa MIL-
STD-704. 
 
A la entrada y salida del filtro se han introducido unos fusibles de protección 
cumpliendo la directiva CS-25.1381. 
 
El fabricante facilita una tabla con los valores del resistor de ajuste para el 
voltaje deseado en la salida, pero debido a que se produce un pequeño efecto 
de carga entre el regulador y la Raspberry Pi, es necesario instalar en la placa 
una resistencia regulable para ajustar la salida de voltaje. La resistencia 
regulable es un potenciómetro conectado a dos de sus patas de 50 kΩ. El valor 
aproximado para que la Raspberry Pi vea 5 Voltios es de 21 kΩ. 
 
Debido a que el fabricante del regulador no facilita su resistencia a la salida, se 
ha realizado un cortocircuito virtual con sus valores nominales para voltaje y 
intensidad, obteniendo un valor de 8,33 Ω. 
 
La Raspberry Pi alimenta al resto de componentes de la placa. En la tabla 4.1 
se detallan los datos teóricos y experimentales. 
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Tabla 4.1: Datos teóricos y experimentales (1). 
 
COMPONENTE V. in (V) V. out (V) I. in (mA) I. out (mA) R (Ω) 
PTN78000 28 5  490 8,33 
Raspberry Pi 5 5 – 3,3 490   
Max3002 3,3 5 0,1 µ 0,1 µ  
Pulso Warning 3,2948 3,2948 40,02 40,02  
Pulso Caution 3,2948 3,2948 40,02 40,02  
Botón de test 3,3 0,029 0,1 0,1  
R pull-down 3,27 0,029 0,1 0,1 330 
 
La potencia consumida del conjunto de la placa de control, teniendo en cuenta 
los valores de eficiencia(η=75) que facilita el fabricante del regulador es de 3,33 
W. 
 
En la figura 4.4 se observa el circuito del modulo maestro, mirando la imagen 
de izquierda a derecha se aprecia: la salida de los dos canales SPI a las placas 
de control de luces, el voltage level shifter, un array de 23 pines donde va a 
conectarse la Raspberry pi y finalmente 4 pines para conectar el botón de 
testeo de luces y las salidas de pulsos. Debajo de la imagen se observa el 
regulador de tensión. 
 
 
 
 
Figura 4.4: Circuito placa maestra. 
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4.2.1.2 Placa de control del panel anunciador 
 
La placa de control de luces del panel anunciador presenta 2 tipos, la 
descripción que se hace a continuación es del primer tipo debido a que, tiene 
todos los componentes de la del segundo tipo más el regulador de tensión. Al 
final del punto se habla de las placas que incorporan la calibración de los 
colores rojo y azul. 
 
La placa de tipo 1 está alimentada por el regulador de tensión de 28 voltios con 
el filtro de choque y fusibles explicado en el punto anterior. El regulador 
alimenta a los drivers que vienen en cascada en las siguientes placas con 5 
voltios. 
 
Se ha medido experimentalmente la alimentación de 2 drivers funcionando, 
primero uno y luego los dos, sobre el regulador de tensión y no se ha 
observado efecto de carga. 
 
La  etapa de potencia está alimentada por la barra de 28 V de corriente 
continua. Entre la barra y la etapa de potencia se encuentra un potenciómetro 
de 10 Ω para regular la intensidad que ve el conjunto, siendo  5,88 A cuando su 
valor se aproxima a cero y 1,96 A cuando su valor se aproxima a 10 Ω. Sobre 
los leds esto se traduce en 30 mA por led cuando la resistencia del 
potenciómetro es casi nula y 10 mA cuando su resistencia es aproximadamente 
del valor nominal del potenciómetro. 
 
Los leds trabajan a 3,5 V y 30 mA cada uno y ofrecen en estas condiciones de 
trabajo 35 Candelas según el fabricante. Se han colocado en el panel 
anunciador dos por testigo luminoso en paralelo, por lo que la agrupación led 
tiene que ver 3,5 V y 60 mA. Esto se consigue mediante un resistor de ajuste 
soldado a la placa con un valor de 405 Ω y 1,5 W. Por falta de resistores con 
capacidad de soportar esta potencia, se han soldado asociaciones en paralelo 
de 1 W, con una resistencia equivalente aproximada a los 405 Ω necesarios. El 
resistor va conectado al colector del transistor, que es capaz de soportar hasta 
600 mA y 160 V en la unión colector-emisor. Entre la unión colector-emisor 
caen aproximadamente 0,2 V y pasan 60 mA. La base del transistor está 
conectada a una de las salidas del driver con una resistencia pull-down en 
paralelo entre ellos asegurando que la base ve un cero cuando hay un cambio 
en la conmutación del circuito proveniente del driver de leds. 
 
En la tabla 4.2 se detallan los datos teóricos experimentales del conjunto de la 
placa. 
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Tabla 4.2: Datos teóricos y experimentales (2). 
 
COMPONENTE V. in (V) V. out (V) I. in (mA) I. out (mA) R (Ω) 
PTN78000 28 5  0,7 8,33 
MAX7221 5 Base NPN 100 Base NPN  
Etapa potencia   420 420  
Res. pull-down 0,7866  0,4 0,4 1500 
2N5551      
Base 0,7866  6,3 6,3  
Colector-Emisor 0,2  60 66,3  
Res. Leds 24,5 0,2 60 60 405 
Leds 28 24,5 30 30  
Potenciómetro 28 8 5,88 5,88 10 
 
 
Todas las medidas experimentales se han realizado con equipo de laboratorio. 
La etapa de potencia se ha alimentado con la fuente de tensión Promax, 
modelo FACC 662B, que presenta 100 mΩ a la salida, por lo que no se han 
tenido problemas de efecto de carga en condiciones nominales de 
funcionamiento de la etapa.  
 
En el DC-9 se espera alimentar todos los sistemas del cockpit con una fuente 
de tensión que presente unas condiciones similares al equipo empleado en la 
fase de testeo del sistema desarrollado. 
 
En las condiciones nominales de funcionamiento del conjunto se espera tener 
todos los testigos luminosos encendidos, lo que se traduce en un consumo total 
de 164 W.  
 
El potenciómetro, en condiciones nominales de consumo debe soportar  5,88 A 
a 20 V, lo que nos da una potencia de 117,6 W. Los potenciómetros con estas 
prestaciones son caros y difíciles de encontrar, por lo que se puede bajar el 
consumo mediante la configuración de los drivers.  
 
Los drivers permiten la multiplexación temporal de su salida hasta en 8 partes, 
por lo que se pueden configurar para que reduzcan el consumo hasta por 8. 
Una buena configuración seria bajar el consumo por 4, lo que nos dejaría un 
consumo total de la etapa de potencia de 41 W, pero también se reduciría por 4 
la intensidad de luz que emiten los leds. En la figura 4.4 se observa la potencia 
entregada por la fuente y la potencia aparente que vera el conjunto en estas 
condiciones de trabajo. 
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Figura 4.4:  Potencia entregada y potencia aparente. 
 
El lado de control de las placas de control de luces del panel anunciador 
consumen 12 W teniendo en cuenta el rendimiento teórico facilitado por el 
fabricante del regulador de tensión (75%).  
 
El lado de potencia tiene un consumo total de 164 W. 
 
Todo el conjunto, placa de control maestra, placas de control de luces de panel 
anunciador y potencia, tiene un consumo total en condiciones nominales de 
trabajo de 180 W, por lo que la fuente que alimente al sistema deberá poder 
entregar 9 A.  
  
Si se decide bajar el consumo de la parte de potencia con los datos explicados 
se tendrá un consumo total en condiciones nominales de trabajo de 56,33 W 
pero deberá mantener la entrega de 9 A. 
 
En la figura 4.5 se observa el circuito de la placa de control de luces. En la 
parte de arriba y siguiendo el sentido de izquiera a derecha, se observan 3 
pines de entrada del bus SPI, 3 pines de salida a la siguiente placa del bus SPI, 
el driver de leds y la etapa de potencia. La etapa de potencia se repite 7 veces. 
Debajo de la figura 4.5 se ve el regulador de tensión que alimenta a 7 drivers. 
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Figura 4.5: Circuito placa de control de luces. 
 
Debido al efecto Purkinje es necesario introducir unas baterías de resistencias 
aisladas mediante jumpers para los colores rojo y azul.  
 
Las dos placas de control de los testigos azules llevan resistencias en serie 
aisladas por jumpers para reducir la intensidad un 25%, por lo que su valor es 
de 50 Ω. 
 
La placa de control de los testigos rojos lleva unas resistencias en paralelo 
aisladas por jumpers para aumentar la intensidad un 25%, por lo que su valor 
teórico es de 1620 Ω. 
 
 
4.2.2. Cableado del panel anunciador y las placas de 
control de luces 
 
Al agrupar los testigos luminosos por colores no se corresponden los testigos 
con las patillas de los drivers de leds, es por esto que se ha realizado una 
matriz virtual en la programación de los drivers que tiene su correspondencia 
con las luces físicas del panel anunciador.  
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En la figura 4.6 se observan los módulos del panel anunciador, el sentido de 
propagación la información por los drivers, las luces de emergencia 
correspondientes a cada modulo, a su izquierda del testigo el driver o número 
de placa con la que está asociada y a su derecha la patilla del driver a la que 
se ha de conectar. 
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Figura 4.6: Relación panel anunciador con las placas de control de luces. 
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4.3. Software 
 
El desarrollo del software viene marcado por como entran y salen datos del 
sistema de control maestro. 
 
Se reciben dos tipos de datos, uno es la tramas de bits por Ethernet bajo el 
protocolo UDP y el otro es el estado del botón de test de las luces del panel 
anunciador por el puerto GPIO 3. 
 
Por el protocolo UDP se recibe una cadena de 98 bits separados por comas, la 
longitud de la trama es de 195 bytes (Figura 4.7). Cada uno de estos bits 
representa el estado de cada una de las señales luminosas en el panel 
anunciador; un 1 significa encendido y un 0 significa apagado. 
 
 
 
Figura 4.7:Trama UDP. 
 
La relación entre los testigos luminosos, el número de bit en la trama, el canal 
SPI de comunicación y la patilla del driver se observa en la figura 4.8. 
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Figura 4.8: Relación testigos luminosos con trama de bits. 
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Como el protocolo UDP no garantiza que se reciban todos los paquetes que se 
envían desde un extremo a otro de la comunicación, el sistema de control 
maestro hace un eco por cada una de las tramas recibidas con la misma 
información recibida.  
 
El botón de test tiene dos estados posibles, apagado o encendido. En caso de 
estar pulsado se encienden todas las luces del panel anunciador para 
comprobar el correcto funcionamiento del panel. 
 
Toda esta información se procesa con una serie de algoritmos [13] en la 
secuencia correcta, se envía por el bus de comunicaciones SPI para que la 
reciban los drivers de leds y si hay nuevos avisos de tipo Warning o Caution se 
generan dos pulsos por 2 puertos GPIO. 
 
La figura 4.9 muestra se muestra el detalle. 
 
 
 
 
Figura 4.9: Arquitectura del software. 
 
 
Al trabajar con dos bloques de 7 drivers de leds en cascada, la información se 
va propagando por los drivers por cada ciclo de comunicación SPI (Figura 4.4). 
Es por esto que es necesario enviar la información en la secuencia correcta.  
 
Los drivers necesitan una configuración inicial para garantizar el 
funcionamiento deseado. Para garantizar la recepción correcta de la 
configuración inicial, la información se envía 7 veces(Figura 4.8). 
 
La información que entra en un driver pasa al siguiente con cada ciclo de 
comunicación. En la Figura 4.10 se puede ver que la información ha ido 
pasando de driver a driver con cada ciclo de comunicación. 
 
En el Anexo I  se encuentra el programa que corre bajo Raspberry Pi. 
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Figura 4.10: Propagación de la información SPI por los drivers. 
 
Debido a que el simulador de vuelo todavía no puede establecer 
comunicaciones con la cabina del DC-9, se ha desarrollado un sistema de 
testeo del diseño. El sistema es una representación de la matriz virtual 
programada en C# mediante botones con dos posibles estados, encendido o 
apagado para cada uno de los botones. Los botones representan las luces de 
emergencia del panel anunciador. El sistema de testeo tiene un ultimo botón 
para enviar la trama de bits en la secuencia correcta a la placa de control 
maestra. 
 
En el Anexo II se encuentra el programa de testeo del diseño. En la siguiente 
hoja se observa el diagrama de flujo de trabajo del programa encargado de las 
comunicaciones y procesado de información. 
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4.4. Coste económico de todo el conjunto 
 
Se ha realizado una valoración del coste total de todo el conjunto del hardware 
necesario para actualizar el sistema de precaución y avisos de emergencia del 
DC-9. La siguiente tabla muestra el despiece. 
 
Tabla 4.3: Coste del conjunto del Hardware. 
 
COMPONENTE	   UNIDADES	   COSTE	   TOTAL	  
LED	  COOL	  WHITE	   196	   0,24	   48,60	  
TRANSISTOR	  5551	   98	   0,22	   21,56	  
RASPBERRY	  PI	   1	   30	   30	  
VOLTAGE	  LEVEL	  SHIFTER	  MAX3002	   1	   3,74	   3,74	  
RESISTORES	   -­‐-­‐-­‐	   -­‐-­‐-­‐	   10	  
CONVERTIDORES	  PTN78000	   3	   11,87	   35,61	  
DRIVERS	  DE	  LEDS	  MAX7221	   14	   7,55	   105,7	  
VARIOS	   -­‐-­‐-­‐	   -­‐-­‐-­‐	   10	  
	   	  
TOTAL	   265,21	  
 
 
Para realizar la valoración se han consultado los precios del distribuidor de 
componentes electrónicos Mouser. A todos los costes unitários de los 
componentes así como al total se les ha de aplicar el I.V.A. 
 
 
4.5. Impacto sobre el medioambiente 
 
Todos los componentes que integran el diseño están libres de materiales 
peligrosos como el Plomo, Mercurio, Cadmio y algunos más cumpliendo la 
normativa RoHS. 
 
Es por esto que el nuevo sistema de precaución y avisos de emergencia que se 
instalara en la cabina del DC-9 es sostenible con el medioambiente. 
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CAPÍTULO 5 CONCLUSIONES 
 
5.  
5.1. Objetivos alcanzados 
 
Se ha desarrollado el hardware necesario para alcanzar los objetivos marcados 
por las especificaciones de diseño de los documentos CS-25: Largue 
Aeroplanes de EASA,  ATA33-12-0 y MIL-STD-704.  
 
El hardware se ha diseñado de forma modular, con un modulo dedicado al 
control y a las comunicaciones entre los otros módulos y el simulador de vuelo. 
los otros módulos se ha dedicado al control de las luces con la información 
facilitada por la parte de modulo de control.  
 
Las comunicaciones con el simulador de vuelo se han conseguido 
implementando el estándar IEEE802.3  del bus de comunicaciones aeronáutico 
AFDX, que se espera que sea el futuro de los buses aeronáuticos. Las 
comunicaciones con los otros módulos se ha conseguido con el bus de 
comunicaciones para periféricos de bajo nivel, SPI.  
 
Todo el intercambio de información entre los módulos se ha realizado mediante 
la programación de C en la Raspberry Pi en un entorno Linux. 
 
Los módulos de control de luces se ha conseguido implementando drivers de 
leds con una etapa de potencia.  
 
Se ha creado un programa de testeo bajo C#, para facilitar al sistema diseñado 
la información del control de las luces del panel anunciador. 
 
 
 
5.2. Futuras mejoras 
 
 
En el capítulo 4 se explica el problema de la potencia que se le debe entregar a 
la etapa de potencia y de la posibilidad de reducir el consumo para, que el 
conjunto vea una potencia aparente de una cuarta parte a la entregada 
mediante la programación de los drivers. 
 
Una posible mejora a este problema sería conectar directamente los 
transistores a los leds en el lado del colector testigo por testigo (98 
transistores). Entre la barra de 28 voltios y los leds, la etapa de adaptación de 
las necesidades de los leds. Finalmente todo este circuito iría cerrado por 4  
“GND” del driver de leds. De esta forma se trabajaría con 4 drivers que 
controlarían 4 matrices de 7x4 consiguiendo que la potencia aparente y la 
potencia entregada sean iguales, dejando el conjunto con un consumo total de 
51W. 
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ANEXO A 
 
 
Programa encargado de las comunicaciones entre AFDX y SPI y el procesado de la 
informacion. Lado Raspberry Pi programado bajo C. 
 
 
 
 
///////////////////LIBRERIAS//////////////////// 
#include <sys/poll.h> 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <errno.h> 
#include <string.h> 
#include <sys/types.h> 
#include <sys/socket.h> 
#include <netinet/in.h> 
#include <arpa/inet.h> 
#include <netdb.h> 
#include <wiringPi.h> 
#include <wiringPiSPI.h> 
 
 
#define MYPORT "25555"  
#define MAXBUFLEN 196  
#define CHANNEL1 0 
#define CHANNEL2 1 
 
#define TRUE 1 
#define FALSE 0 
 
 
 
////MATRIX 1 CONTROL VARIABLES//// 
uint8_t r10[1]; 
uint8_t r11[1]; 
uint8_t r12[1]; 
uint8_t r13[1]; 
uint8_t r14[1]; 
uint8_t r15[1]; 
uint8_t r16[1]; 
////MATRIX 2 CONTROL VARIABLES//// 
uint8_t r20[1]; 
uint8_t r21[1]; 
uint8_t r22[1]; 
uint8_t r23[1]; 
uint8_t r24[1]; 
uint8_t r25[1]; 
uint8_t r26[1]; 
////MATRIX 1&2 to CONTROL VARIABLES//// 
char *a = "0x01"; 
char *b = "0x02"; 
char *c = "0x03"; 
char *d = "0x04"; 
char *e = "0x05"; 
char *f = "0x06"; 
char *g = "0x07"; 
char *a1,*b1,*c1,*d1,*e1,*f1,*g1; 
char *a21,*b21,*c21,*d21,*e21,*f21,*g21; 
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////VARIOSSSS//// 
char bufer[3]; 
char *tokenix[97]; 
char *tokenixcpy[97]; 
char *tokenixcpyHex[97]; 
char *tokenixcpyC[97]; 
char *tokenixcpyCcpy[97]; 
 
char *compare = "1"; 
////CONFIG VARIABLES//// 
uint8_t bu[2]; 
uint8_t decode[] = { 0x09, 0x00 }; 
uint8_t intensity[] = { 0x0A, 0x0F }; 
uint8_t scanl[] = { 0x0B, 0x01 }; 
uint8_t dispt[] = { 0x0F, 0x00 }; 
uint8_t normOp[] = { 0x0C, 0x01 }; 
uint8_t down[] = { 0x0C, 0x00 }; 
uint8_t Zero[] = {0x01, 0x00}; 
uint8_t nop[] = {0x00, 0x00}; 
 
////Algoritmo para estado avisos Caution, si TRUE--->return Caution=1 to PulseCaution(); else--->Nothing!//// 
int Caution(){ 
int Caution = FALSE; 
 
 
 
        if(strcmp(tokenixcpyC[0],tokenixcpyCcpy[0])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[1],tokenixcpyCcpy[1])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[2],tokenixcpyCcpy[2])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[5],tokenixcpyCcpy[5])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[7],tokenixcpyCcpy[7])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[8],tokenixcpyCcpy[8])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[9],tokenixcpyCcpy[9])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[12],tokenixcpyCcpy[12])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[14],tokenixcpyCcpy[14])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[15],tokenixcpyCcpy[15])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[16],tokenixcpyCcpy[16])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[18],tokenixcpyCcpy[18])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[19],tokenixcpyCcpy[19])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[20],tokenixcpyCcpy[20])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[21],tokenixcpyCcpy[21])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[22],tokenixcpyCcpy[22])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[23],tokenixcpyCcpy[23])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[25],tokenixcpyCcpy[25])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[26],tokenixcpyCcpy[26])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[28],tokenixcpyCcpy[28])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[29],tokenixcpyCcpy[29])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[30],tokenixcpyCcpy[30])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[32],tokenixcpyCcpy[32])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[33],tokenixcpyCcpy[33])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[35],tokenixcpyCcpy[35])<0) 
        Caution = TRUE; 
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        else if(strcmp(tokenixcpyC[36],tokenixcpyCcpy[36])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[37],tokenixcpyCcpy[37])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[39],tokenixcpyCcpy[39])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[40],tokenixcpyCcpy[40])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[42],tokenixcpyCcpy[42])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[43],tokenixcpyCcpy[43])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[44],tokenixcpyCcpy[44])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[46],tokenixcpyCcpy[46])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[47],tokenixcpyCcpy[47])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[51],tokenixcpyCcpy[51])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[53],tokenixcpyCcpy[53])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[54],tokenixcpyCcpy[54])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[57],tokenixcpyCcpy[57])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[58],tokenixcpyCcpy[58])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[60],tokenixcpyCcpy[60])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[62],tokenixcpyCcpy[62])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[64],tokenixcpyCcpy[64])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[65],tokenixcpyCcpy[65])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[66],tokenixcpyCcpy[66])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[67],tokenixcpyCcpy[67])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[69],tokenixcpyCcpy[69])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[71],tokenixcpyCcpy[71])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[72],tokenixcpyCcpy[72])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[73],tokenixcpyCcpy[73])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[74],tokenixcpyCcpy[74])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[76],tokenixcpyCcpy[76])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[78],tokenixcpyCcpy[78])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[79],tokenixcpyCcpy[79])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[80],tokenixcpyCcpy[80])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[81],tokenixcpyCcpy[81])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[82],tokenixcpyCcpy[82])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[83],tokenixcpyCcpy[83])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[85],tokenixcpyCcpy[85])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[86],tokenixcpyCcpy[86])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[87],tokenixcpyCcpy[87])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[88],tokenixcpyCcpy[88])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[89],tokenixcpyCcpy[89])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[90],tokenixcpyCcpy[90])<0) 
        Caution = TRUE; 
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        else if(strcmp(tokenixcpyC[92],tokenixcpyCcpy[92])<0) 
        Caution =TRUE; 
        else if(strcmp(tokenixcpyC[93],tokenixcpyCcpy[93])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[94],tokenixcpyCcpy[94])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[95],tokenixcpyCcpy[95])<0) 
        Caution = TRUE; 
        else if(strcmp(tokenixcpyC[96],tokenixcpyCcpy[96])<0) 
        Caution =TRUE; 
//        else if(strcmp(tokenixcpyC[97],tokenixcpyCcpy[97])<0){ 
//        Caution = 1;} 
 
 
return(Caution); 
} 
 
////Algoritmo para estado avisos WARNING, si TRUE--->Return Warning=1 to PulseWarning(); else--->Nothing!//// 
int Warning(){ 
int Warning = FALSE; 
 
        if(strcmp(tokenixcpy[20],tokenix[20])<0) 
        Warning=TRUE; 
 
        else if(strcmp(tokenixcpy[27],tokenix[27])<0) 
        Warning=TRUE; 
 
        else if(strcmp(tokenixcpy[34],tokenix[34])<0) 
        Warning=TRUE; 
 
        else if(strcmp(tokenixcpy[41],tokenix[41])<0) 
        Warning=TRUE; 
 
        else if(strcmp(tokenixcpy[48],tokenix[48])<0) 
        Warning=TRUE; 
 
return(Warning); 
} 
 
 
////Tokenizamos copias de buf recividas por Sockets UDP(recivefrom()) para trabajar en funcion Caution//// 
void GettokensCpyCcpy(char *bufE){ 
int i=0; 
for (tokenixcpyCcpy[0] = strtok(bufE,","); (tokenixcpyCcpy[i]!=NULL)||(i<98); tokenixcpyCcpy[i] = strtok(NULL, ",")) 
{ 
i++; 
} 
return; 
} 
 
////Tokenizamos copias de buf recividas por Sockets UDP(recivefrom()) para trabajar en funcion Warning//// 
void GettokensCpyC(char *bufD){ 
int i=0; 
for (tokenixcpyC[0] = strtok(bufD,","); (tokenixcpyC[i]!=NULL)||(i<98); tokenixcpyC[i] = strtok(NULL, ",")) 
{ 
i++; 
} 
return; 
} 
 
////Tokenizamos copias de buf recividas por Sockets UDP(recivefrom()) para trabajar en funcion TokenToHex//// 
void GettokensCpyHex(char *bufC){ 
int i=0; 
for (tokenixcpyHex[0] = strtok(bufC,","); (tokenixcpyHex[i]!=NULL)||(i<98); tokenixcpyHex[i] = strtok(NULL, ",")) 
{ 
i++; 
} 
return; 
} 
 
////Tokenizamos copias de buf recividas por Sockets UDP(recivefrom()) para trabajar en funcion Warning//// 
void GettokensCpy(char *bufA){ 
int i=0; 
for (tokenixcpy[0] = strtok(bufA,","); (tokenixcpy[i]!=NULL)||(i<98); tokenixcpy[i] = strtok(NULL, ",")) 
{ 
i++; 
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} 
return; 
} 
 
////Tokenizamos copias de buf recividas por Sockets UDP(recivefrom()) para trabajar en funcion Warning//// 
void Gettokens(char *buf){ 
int i=0; 
for (tokenix[0] = strtok(buf,","); (tokenix[i]!=NULL)||(i<98); tokenix[i] = strtok(NULL, ",")) 
{ 
i++; 
} 
return; 
} 
 
 
 
 
////Despues de Tokenizar copia de variable buf recivida por SocketsUDP(recivefrom()) se recorre el vector generado 
tokenixcpyHex[97] 
////    de forma que se obtienen los valores en suma binria para las 14 filas de nuestra matriz(7 por matriz) y se 
almacenan en //// 
////                       variables para pasar por SPI al driver de leds MAXIM7221                                             //// 
void TokensToHex(){ 
 
int count = 0; 
int cero = 0; 
int uno = 1; 
int dos = 2; 
int tres = 3; 
int cuatro=4; 
int cinco=5; 
int seis = 6; 
int siete = 7; 
int ocho = 8; 
int nueve = 9; 
int diez = 10; 
int once = 11; 
int doce = 12; 
int trece = 13; 
int k = 1; 
int w = 0; 
int m = 0; 
 
 
while(m<14){ 
 
                if(k==uno){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count = count + 128; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                if(k==dos){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count = count + 64; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                if(k==tres){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count=count  + 32; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
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                                k++; 
                                } 
                        } 
                if(k==cuatro){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count=count  + 16; 
                                w++; 
                                count=count  + 16; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                if(k==cinco){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count=count  + 8; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                if(k==seis){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count=count  + 4; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                if(k==siete){ 
                        if(strcmp(tokenixcpyHex[w],compare)==0){ 
                                count=count  + 2; 
                                w++; 
                                k++; 
                                        } 
                        else{ 
                                w++; 
                                k++; 
                                } 
                        } 
                                } 
                        } 
 
 
snprintf(bufer, 3,"%hhX",count); 
if (m==cero){ 
        sscanf(a, "%hhX", &r10[0]); 
        sscanf(bufer, "%hhX", &r10[1]); 
        printf("\n%X,%X",r10[0],r10[1]); 
} 
else if (m==uno){ 
        sscanf(a, "%hhX", &r11[0]); 
        sscanf(bufer, "%hhX", &r11[1]); 
        printf("\n%X,%X",r11[0],r11[1]); 
} 
else if (m==dos){ 
        sscanf(a, "%hhX", &r12[0]); 
        sscanf(bufer, "%hhX", &r12[1]); 
        printf("\n%X,%X",r12[0],r12[1]); 
} 
else if (m==tres){ 
        sscanf(a, "%hhX", &r13[0]); 
        sscanf(bufer, "%hhX", &r13[1]); 
        printf("\n%X,%X",r13[0],r13[1]); 
} 
else if (m==cuatro){ 
        sscanf(a, "%hhX", &r14[0]); 
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        sscanf(bufer, "%hhX", &r14[1]); 
        printf("\n%X,%X",r14[0],r14[1]); 
} 
else if (m==cinco){ 
        sscanf(a, "%hhX", &r15[0]); 
        sscanf(bufer, "%hhX", &r15[1]); 
        printf("\n%X,%X",r15[0],r15[1]); 
} 
else if (m==seis){ 
        sscanf(a, "%hhX", &r16[0]); 
        sscanf(bufer, "%hhX", &r16[1]); 
        printf("\n%X,%X",r16[0],r16[1]); 
} 
else if (m==siete){ 
        sscanf(a, "%hhX", &r20[0]); 
        sscanf(bufer, "%hhX", &r20[1]); 
        printf("\n%X,%X",r20[0],r20[1]); 
} 
else if (m==ocho){ 
        sscanf(a, "%hhX", &r21[0]); 
        sscanf(bufer, "%hhX", &r21[1]); 
        printf("\n%X,%X",r21[0],r21[1]); 
} 
else if (m==nueve){ 
        sscanf(a, "%hhX", &r22[0]); 
        sscanf(bufer, "%hhX", &r22[1]); 
        printf("\n%X,%X",r22[0],r22[1]); 
} 
else if (m==diez){ 
        sscanf(a, "%hhX", &r23[0]); 
        sscanf(bufer, "%hhX", &r23[1]); 
        printf("\n%X,%X",r23[0],r23[1]); 
} 
else if (m==once){ 
        sscanf(a, "%hhX", &r24[0]); 
        sscanf(bufer, "%hhX", &r24[1]); 
        printf("\n%X,%X",r24[0],r24[1]); 
} 
else if (m==doce){ 
        sscanf(a, "%hhX", &r25[0]); 
        sscanf(bufer, "%hhX", &r25[1]); 
        printf("\n%X,%X",r25[0],r25[1]); 
} 
else if (m==trece){ 
        sscanf(a, "%hhX", &r26[0]); 
        sscanf(bufer, "%hhX", &r26[1]); 
        printf("\n%X,%X",r26[0],r26[1]); 
} 
 
 
k=1; 
m++; 
count = 0; 
} 
 
return; 
} 
 
 
 
 
////funcion IPv4 o IPv6//// 
 
void *get_in_addr(struct sockaddr *sa) 
{ 
    if (sa->sa_family == AF_INET) { 
        return &(((struct sockaddr_in*)sa)->sin_addr); 
    } 
 
    return &(((struct sockaddr_in6*)sa)->sin6_addr); 
} 
 
 
 
void PulseCaution(){ 
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unsigned int i = 1000; 
 
//wiringPiSetup () ; 
pinMode (7,OUTPUT) ; 
digitalWrite(7,HIGH); 
delay(i); 
digitalWrite(7,LOW); 
 
return; 
} 
 
 
void PulseWarning(){ 
 
unsigned int i = 1000; 
 
//wiringPiSetup () ; 
pinMode (0,OUTPUT) ; 
digitalWrite(0,HIGH); 
delay(i); 
digitalWrite(0,LOW); 
 
return; 
} 
 
 
////Funcion para el boton de testeo del estado de luces del panel anunciador//// 
 
 
void setConfig(){ 
 
int i=0; 
 
 
        if (wiringPiSPISetup(CHANNEL1, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
while(i<8){ 
        memcpy(bu, decode, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, intensity, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, scanl, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, dispt, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, normOp, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
 
 
while(i<8){ 
        memcpy(bu, Zero, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
i++;} 
i=0; 
        close(wiringPiSPIGetFd(CHANNEL1)); 
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        if (wiringPiSPISetup(CHANNEL2, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
 
while(i<8){ 
        memcpy(bu, decode, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, intensity, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, scanl, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, dispt, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
i=0; 
 
while(i<8){ 
        memcpy(bu, normOp, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
i=0; 
 
 
while(i<8){ 
        memcpy(bu, Zero, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
i++;} 
 
 
        close(wiringPiSPIGetFd(CHANNEL2)); 
 
return; 
} 
 
 
void Disptest(){ 
 
unsigned int i = 1000; 
uint8_t bu[2]; 
uint8_t test[] = { 0x0F, 0x01 }; 
uint8_t testoff[] = { 0x0F, 0x00 }; 
int j = 0; 
//wiringPiSetup () ; 
pinMode (3,INPUT) ; 
 
while(digitalRead (3)==FALSE){ 
        printf("SWITCH ON\n"); 
 
        if (wiringPiSPISetup(CHANNEL1, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
 
        while(j<8){ 
                memcpy(bu, test, 2); 
                wiringPiSPIDataRW(CHANNEL1, bu, 2); 
                j++;} 
j=0; 
        close(wiringPiSPIGetFd(CHANNEL1)); 
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        if (wiringPiSPISetup(CHANNEL2, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
        while(j<8){ 
                memcpy(bu, test, 2); 
                wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        j++;} 
j=0; 
 
 
        close(wiringPiSPIGetFd(CHANNEL2)); 
 
 
 
        if (wiringPiSPISetup(CHANNEL1, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
while(j<8){ 
        memcpy(bu, testoff, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
j++;} 
j=0; 
 
 
        close(wiringPiSPIGetFd(CHANNEL1)); 
 
 
        if (wiringPiSPISetup(CHANNEL2, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
while(j<8){ 
        memcpy(bu, testoff, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
j++;} 
j=0; 
 
 
 
        close(wiringPiSPIGetFd(CHANNEL2)); 
 
} 
 
  
 
return; 
} 
 
 
 
////funcion para enviar data a los 2 drivers de leds(MAX7221)//// 
void Send_data(){ 
 
        if (wiringPiSPISetup(CHANNEL1, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
        //////////      Transmitting    1//////////////////////////// 
        /////////////////////////////////////////////////////////////  
        /////////////////////////////////////////////////////////////  
 
        memcpy(bu, r10, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
        memcpy(bu, r11, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
        memcpy(bu, r12, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
        memcpy(bu, r13, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
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        memcpy(bu, r14, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
        memcpy(bu, r15, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
        memcpy(bu, r16, 2); 
        wiringPiSPIDataRW(CHANNEL1, bu, 2); 
 
        close(wiringPiSPIGetFd(CHANNEL1)); 
 
        if (wiringPiSPISetup(CHANNEL2, 1000000) < 0) { 
                fprintf (stderr, "SPI Setup failed: %s\n",strerror(errno)); 
                exit(errno); 
                } 
 
 
        ///////////     Transmitting    2//////////////////////////// 
        /////////////////////////////////////////////////////////////  
 
        memcpy(bu, r20, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r21, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r22, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r23, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r24, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r25, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
        memcpy(bu, r26, 2); 
        wiringPiSPIDataRW(CHANNEL2, bu, 2); 
 
        close(wiringPiSPIGetFd(CHANNEL2)); 
} 
 
////main program: se declaran variables necesarias para funcionamiento SocketsUDP y preparan copias, se inicializa el 
bufer de recepcion en 0//// 
////               en el que se van a recivir los datos via UDP y se llaman a las funciones para la comunicacion SPI                    
//// 
int main(void) { 
setConfig(); 
 
        int rvs; 
 
        struct pollfd ufds[1]; 
    int sockfd; 
    struct addrinfo hints, *servinfo, *p; 
    int rv; 
    int numbytes; 
    struct sockaddr_storage their_addr; 
    char 
buf[]="0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,0,0,0,0,0$ 
    socklen_t addr_len; 
    char s[INET6_ADDRSTRLEN]; 
    char bufA[] = 
"0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,$ 
    char bufB[] = 
"0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,$ 
    char bufC[] = 
"0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,$ 
    char bufD[] = 
"0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,$ 
    char bufE[] = 
"0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,
0,0,0,0,0,0,$ 
 printf("listener: packet containsA \"%s\"\n", bufA); 
 printf("listener: packet containsB \"%s\"\n", bufB); 
 printf("listener: packet containsC \"%s\"\n", bufC); 
 
    memset(&hints, 0, sizeof hints); 
66  DC-9: el sistema de precaucion y avisos de emergencia 
    hints.ai_family = AF_INET; // set to AF_INET to force IPv4 
    hints.ai_socktype = SOCK_DGRAM; 
    hints.ai_flags = AI_PASSIVE; // set to AI_PASSIVE to use my IP 
 
    if ((rv = getaddrinfo(NULL, MYPORT, &hints, &servinfo)) != 0) { 
        fprintf(stderr, "getaddrinfo: %s\n", gai_strerror(rv)); 
        return 1; 
    } 
 
    for(p = servinfo; p != NULL; p = p->ai_next) { 
        if ((sockfd = socket(p->ai_family, p->ai_socktype, 
                p->ai_protocol)) == -1) { 
            perror("listener: socket"); 
            continue; 
        } 
 
 
        if (bind(sockfd, p->ai_addr, p->ai_addrlen) == -1) { 
            close(sockfd); 
            perror("listener: bind"); 
            continue; 
        } 
 
        break; 
    } 
 
    if (p == NULL) { 
        fprintf(stderr, "listener: failed to bind socket\n"); 
        return 2; 
    } 
 
    freeaddrinfo(servinfo); 
 
    printf("listener: waiting to recvfrom...\n"); 
 
    addr_len = sizeof their_addr; 
 
wiringPiSetup () ; 
 
        for (;;){ 
 
              ufds[0].fd = sockfd; 
                ufds[0].events = POLLIN | POLLPRI; 
                rvs = poll(ufds, 1, 500); 
 
                if ( rvs == -1){ 
                        perror("poll()"); 
                         
                        } 
 
 
                else if(rvs == 0){ 
                        printf("Timeout!!\n"); 
                        Disptest(); 
//                      Send_data(); 
                        } 
                else{ 
 
 
    if ((numbytes = recvfrom(sockfd, buf, MAXBUFLEN-1 , 0, (struct sockaddr *)&their_addr, &addr_len)) == -1) { 
        perror("recvfrom"); 
        exit(1); 
    } 
 
 
    printf("listener: got packet from %s\n", 
        inet_ntop(their_addr.ss_family, 
            get_in_addr((struct sockaddr *)&their_addr), 
            s, sizeof s)); 
    printf("listener: packet is %d bytes long\n", numbytes); 
    buf[numbytes] = '\0'; 
    printf("listener: packet contains \"%s\"\n", buf); 
    sendto(sockfd, buf, MAXBUFLEN-1, 0,(struct sockaddr *)&their_addr , sizeof(their_addr)); 
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strncpy(bufB, buf, 195); 
strncpy(bufC, buf, 195); 
strncpy(bufE, bufB, 195); 
 
 
        Gettokens(buf); 
        GettokensCpy(bufA); 
        GettokensCpyHex(bufC); 
        GettokensCpyC(bufD); 
        GettokensCpyCcpy(bufE); 
 
        TokensToHex(); 
 
 
        if(Warning()==TRUE){ 
         printf ("\nWarning!\n"); 
         PulseWarning(); 
        } 
 
        if(Caution()==TRUE){ 
         printf ("\nCaution!\n"); 
         PulseCaution(); 
        } 
 
strncpy(bufA, bufB, 195); 
strncpy(bufD, bufB, 195); 
 
        Disptest(); 
 
Send_data(); 
 
 
        } 
} 
        close(sockfd); 
 
        return (0); 
} 
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ANEXO B 
 
 
 
 
Programa para el testeo. Lado Flight Simulator programado bajo C#. 
 
 
 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Linq; 
using System.Text; 
using System.Windows.Forms; 
using System.Net; 
using System.Net.Sockets; 
 
namespace WindowsFormsApplication3 
{ 
    public partial class Form1 : Form 
    { 
        byte[] msg = new Byte[256]; 
        string hexValue1; 
        string hexValue2; 
        string hexValue3; 
        string hexValue4; 
        string hexValue5; 
        string hexValue6; 
        string hexValue7; 
        string hexValue8; 
        string hexValue9; 
        string hexValue10; 
        string hexValue11; 
        string hexValue12; 
        string hexValue13; 
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        string hexValue14; 
 
        string b1; 
        string b2; 
        string b3; 
        string b4; 
        string b5; 
        string b6; 
        string b7; 
 
        string b8; 
        string b9; 
        string b10; 
        string b11; 
        string b12; 
        string b13; 
        string b14; 
         
        string b15; 
        string b16; 
        string b17; 
        string b18; 
        string b19; 
        string b20; 
        string b21; 
 
        string b22; 
        string b23; 
        string b24; 
        string b25; 
        string b26; 
        string b27; 
        string b28; 
 
        string b29; 
        string b30; 
        string b31; 
        string b32; 
        string b33; 
        string b34; 
        string b35; 
 
        string b36; 
        string b37; 
        string b38; 
        string b39; 
        string b40; 
        string b41; 
        string b42; 
 
        string b43; 
        string b44; 
        string b45; 
        string b46; 
        string b47; 
        string b48; 
        string b49; 
 
        string b50; 
        string b51; 
        string b52; 
        string b53; 
        string b54; 
        string b55; 
        string b56; 
 
        string b57; 
        string b58; 
        string b59; 
        string b60; 
        string b61; 
        string b62; 
        string b63; 
 
        string b64; 
        string b65; 
70  DC-9: el sistema de precaucion y avisos de emergencia 
        string b66; 
        string b67; 
        string b68; 
        string b69; 
        string b70; 
     
        string b71; 
        string b72; 
        string b73; 
        string b74; 
        string b75; 
        string b76; 
        string b77; 
 
        string b78; 
        string b79; 
        string b80; 
        string b81; 
        string b82; 
        string b83; 
        string b84; 
 
        string b85; 
        string b86; 
        string b87; 
        string b88; 
        string b89; 
        string b90; 
        string b91; 
 
        string b92; 
        string b93; 
        string b94; 
        string b95; 
        string b96; 
        string b97; 
        string b98; 
 
      
 
        public string rcvmsg; 
        int receivedDataLength; 
 
        public Form1() 
        { 
            InitializeComponent(); 
        } 
 
      
        
        private void Form1_Load(object sender, EventArgs e) 
        { 
            textBox1.Text = msg.ToString(); 
        } 
         
 
 
        ////MATRIZ 1/////////////// 
 
        private void b111_Click_1(object sender, EventArgs e) 
        { 
            b111.BackColor = Color.White; 
             
        } 
 
        private void b112_Click(object sender, EventArgs e) 
        { 
            b112.BackColor = Color.White; 
        } 
 
        private void b113_Click(object sender, EventArgs e) 
        { 
            b113.BackColor = Color.White; 
        } 
 
        private void b114_Click(object sender, EventArgs e) 
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        { 
            b114.BackColor = Color.White; 
        } 
 
        private void b115_Click(object sender, EventArgs e) 
        { 
            b115.BackColor = Color.White; 
        } 
 
        private void b116_Click(object sender, EventArgs e) 
        { 
            b116.BackColor = Color.White; 
        } 
 
        private void b117_Click(object sender, EventArgs e) 
        { 
            b117.BackColor = Color.White; 
        } 
 
        private void b121_Click(object sender, EventArgs e) 
        { 
            b121.BackColor = Color.White; 
        } 
 
        private void b122_Click(object sender, EventArgs e) 
        { 
            b122.BackColor = Color.White; 
 
        } 
 
        private void b123_Click(object sender, EventArgs e) 
        { 
            b123.BackColor = Color.White; 
        } 
 
        private void b124_Click(object sender, EventArgs e) 
        { 
            b124.BackColor = Color.White; 
        } 
 
        private void b125_Click(object sender, EventArgs e) 
        { 
            b125.BackColor = Color.White; 
        } 
 
        private void b126_Click(object sender, EventArgs e) 
        { 
            b126.BackColor = Color.White; 
        } 
 
        private void b127_Click(object sender, EventArgs e) 
        { 
            b127.BackColor = Color.White; 
        } 
 
        private void b131_Click(object sender, EventArgs e) 
        { 
            b131.BackColor = Color.White; 
        } 
 
        private void b132_Click(object sender, EventArgs e) 
        { 
            b132.BackColor = Color.White; 
        } 
 
        private void b133_Click(object sender, EventArgs e) 
        { 
            b133.BackColor = Color.White; 
        } 
 
        private void b134_Click(object sender, EventArgs e) 
        { 
            b134.BackColor = Color.White; 
        } 
 
        private void b135_Click(object sender, EventArgs e) 
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        { 
            b135.BackColor = Color.White; 
        } 
 
        private void b136_Click(object sender, EventArgs e) 
        { 
            b136.BackColor = Color.White; 
        } 
 
        private void b137_Click(object sender, EventArgs e) 
        { 
            b137.BackColor = Color.White; 
        } 
              
        private void b141_Click(object sender, EventArgs e) 
        { 
            b141.BackColor = Color.White; 
        } 
 
        private void b142_Click(object sender, EventArgs e) 
        { 
            b142.BackColor = Color.White; 
        } 
 
        private void b143_Click(object sender, EventArgs e) 
        { 
            b143.BackColor = Color.White; 
        } 
 
        private void b144_Click(object sender, EventArgs e) 
        { 
            b144.BackColor = Color.White; 
        } 
 
        private void b145_Click(object sender, EventArgs e) 
        { 
            b145.BackColor = Color.White; 
        } 
 
        private void b146_Click(object sender, EventArgs e) 
        { 
            b146.BackColor = Color.White; 
        } 
 
        private void b147_Click(object sender, EventArgs e) 
        { 
            b147.BackColor = Color.White; 
        } 
 
        private void b151_Click(object sender, EventArgs e) 
        { 
            b151.BackColor = Color.White; 
        } 
 
        private void b152_Click(object sender, EventArgs e) 
        { 
            b152.BackColor = Color.White; 
        } 
 
        private void b153_Click(object sender, EventArgs e) 
        { 
            b153.BackColor = Color.White; 
        } 
 
        private void b154_Click(object sender, EventArgs e) 
        { 
            b154.BackColor = Color.White; 
        } 
 
        private void b155_Click(object sender, EventArgs e) 
        { 
            b155.BackColor = Color.White; 
        } 
 
        private void b156_Click(object sender, EventArgs e) 
        { 
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            b156.BackColor = Color.White; 
        } 
 
        private void b157_Click(object sender, EventArgs e) 
        { 
            b157.BackColor = Color.White; 
        } 
 
        private void b161_Click(object sender, EventArgs e) 
        { 
            b161.BackColor = Color.White; 
        } 
 
        private void b162_Click(object sender, EventArgs e) 
        { 
            b162.BackColor = Color.White; 
        } 
       
        private void b163_Click(object sender, EventArgs e) 
        { 
            b163.BackColor = Color.White; 
        } 
 
        private void b164_Click(object sender, EventArgs e) 
        { 
            b164.BackColor = Color.White; 
        } 
 
        private void b165_Click(object sender, EventArgs e) 
        { 
            b165.BackColor = Color.White; 
        } 
 
        private void b166_Click(object sender, EventArgs e) 
        { 
            b166.BackColor = Color.White; 
        } 
 
        private void b167_Click(object sender, EventArgs e) 
        { 
            b167.BackColor = Color.White; 
        } 
 
        private void b171_Click(object sender, EventArgs e) 
        { 
            b171.BackColor = Color.White; 
        } 
 
        private void b172_Click(object sender, EventArgs e) 
        { 
            b172.BackColor = Color.White; 
        } 
 
        private void b173_Click(object sender, EventArgs e) 
        { 
            b173.BackColor = Color.White; 
        } 
 
        private void b174_Click(object sender, EventArgs e) 
        { 
            b174.BackColor = Color.White; 
        } 
 
        private void b175_Click(object sender, EventArgs e) 
        { 
            b175.BackColor = Color.White; 
        } 
 
        private void b176_Click(object sender, EventArgs e) 
        { 
            b176.BackColor = Color.White; 
        } 
 
        private void b177_Click(object sender, EventArgs e) 
        { 
            b177.BackColor = Color.White; 
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        } 
 
 
 
        
        /// ////MATRIZ 2/////////////// 
         
        private void b211_Click(object sender, EventArgs e) 
        { 
            b211.BackColor = Color.White; 
        } 
 
        private void b212_Click(object sender, EventArgs e) 
        { 
            b212.BackColor = Color.White; 
        } 
 
        private void b213_Click(object sender, EventArgs e) 
        { 
            b213.BackColor = Color.White; 
        } 
 
        private void b214_Click(object sender, EventArgs e) 
        { 
            b214.BackColor = Color.White; 
        } 
 
        private void b215_Click(object sender, EventArgs e) 
        { 
            b215.BackColor = Color.White; 
        } 
 
        private void b216_Click(object sender, EventArgs e) 
        { 
            b216.BackColor = Color.White; 
        } 
 
        private void b217_Click(object sender, EventArgs e) 
        { 
            b217.BackColor = Color.White; 
        } 
 
        private void b221_Click(object sender, EventArgs e) 
        { 
            b221.BackColor = Color.White; 
        } 
 
        private void b222_Click(object sender, EventArgs e) 
        { 
            b222.BackColor = Color.White; 
        } 
 
        private void b223_Click(object sender, EventArgs e) 
        { 
            b223.BackColor = Color.White; 
        } 
 
        private void b224_Click(object sender, EventArgs e) 
        { 
            b224.BackColor = Color.White; 
        } 
 
        private void b225_Click(object sender, EventArgs e) 
        { 
            b225.BackColor = Color.White; 
        } 
 
        private void b226_Click(object sender, EventArgs e) 
        { 
            b226.BackColor = Color.White; 
        } 
 
        private void b227_Click(object sender, EventArgs e) 
        { 
            b227.BackColor = Color.White; 
        } 
Anexo B   75 
 
        private void b231_Click(object sender, EventArgs e) 
        { 
            b231.BackColor = Color.White; 
        } 
 
        private void b232_Click(object sender, EventArgs e) 
        { 
            b232.BackColor = Color.White; 
        } 
 
        private void b233_Click(object sender, EventArgs e) 
        { 
            b233.BackColor = Color.White; 
        } 
 
        private void b234_Click(object sender, EventArgs e) 
        { 
            b234.BackColor = Color.White; 
        } 
 
        private void b235_Click(object sender, EventArgs e) 
        { 
            b235.BackColor = Color.White; 
        } 
 
        private void b236_Click(object sender, EventArgs e) 
        { 
            b236.BackColor = Color.White; 
        } 
 
        private void b237_Click(object sender, EventArgs e) 
        { 
            b237.BackColor = Color.White; 
        } 
 
        private void b241_Click(object sender, EventArgs e) 
        { 
            b241.BackColor = Color.White; 
        } 
 
        private void b242_Click(object sender, EventArgs e) 
        { 
            b242.BackColor = Color.White; 
        } 
 
        private void b243_Click(object sender, EventArgs e) 
        { 
            b243.BackColor = Color.White; 
        } 
 
        private void b244_Click(object sender, EventArgs e) 
        { 
            b244.BackColor = Color.White; 
        } 
 
        private void b245_Click(object sender, EventArgs e) 
        { 
            b245.BackColor = Color.White; 
        } 
 
        private void b246_Click(object sender, EventArgs e) 
        { 
            b246.BackColor = Color.White; 
        } 
 
        private void b247_Click(object sender, EventArgs e) 
        { 
            b247.BackColor = Color.White; 
        } 
 
        private void b251_Click(object sender, EventArgs e) 
        { 
            b251.BackColor = Color.White; 
        } 
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        private void b252_Click(object sender, EventArgs e) 
        { 
            b252.BackColor = Color.White; 
        } 
 
        private void b253_Click(object sender, EventArgs e) 
        { 
            b253.BackColor = Color.White; 
        } 
 
        private void b254_Click(object sender, EventArgs e) 
        { 
            b254.BackColor = Color.White; 
        } 
 
        private void b255_Click(object sender, EventArgs e) 
        { 
            b255.BackColor = Color.White; 
        } 
 
        private void b256_Click(object sender, EventArgs e) 
        { 
            b256.BackColor = Color.White; 
        } 
 
        private void b257_Click(object sender, EventArgs e) 
        { 
            b257.BackColor = Color.White; 
        } 
 
        private void b261_Click(object sender, EventArgs e) 
        { 
            b261.BackColor = Color.White; 
        } 
 
        private void b262_Click(object sender, EventArgs e) 
        { 
            b262.BackColor = Color.White; 
        } 
 
        private void b263_Click(object sender, EventArgs e) 
        { 
            b263.BackColor = Color.White; 
        } 
 
        private void b264_Click(object sender, EventArgs e) 
        { 
            b264.BackColor = Color.White; 
        } 
 
        private void b265_Click(object sender, EventArgs e) 
        { 
            b265.BackColor = Color.White; 
        } 
 
        private void b266_Click(object sender, EventArgs e) 
        { 
            b266.BackColor = Color.White; 
        } 
 
        private void b267_Click(object sender, EventArgs e) 
        { 
            b267.BackColor = Color.White; 
        } 
 
        private void b271_Click(object sender, EventArgs e) 
        { 
            b271.BackColor = Color.White; 
        } 
 
        private void b272_Click(object sender, EventArgs e) 
        { 
            b272.BackColor = Color.White; 
        } 
 
        private void b273_Click(object sender, EventArgs e) 
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        { 
            b273.BackColor = Color.White; 
        } 
 
        private void b274_Click(object sender, EventArgs e) 
        { 
            b274.BackColor = Color.White; 
        } 
 
        private void b275_Click(object sender, EventArgs e) 
        { 
            b275.BackColor = Color.White; 
        } 
 
        private void b276_Click(object sender, EventArgs e) 
        { 
            b276.BackColor = Color.White; 
        } 
 
        private void b277_Click(object sender, EventArgs e) 
        { 
            b277.BackColor = Color.White; 
        } 
        
 
 
 
 
        public void clearall_Click(object sender, EventArgs e) 
        { 
            b111.BackColor = Color.Gold; 
            b112.BackColor = Color.Gold; 
            b113.BackColor = Color.Gold; 
            b114.BackColor = Color.Gold; 
            b115.BackColor = Color.Gold; 
            b116.BackColor = Color.Gold; 
            b117.BackColor = Color.Gold; 
 
            b121.BackColor = Color.Gold; 
            b122.BackColor = Color.Gold; 
            b123.BackColor = Color.Gold; 
            b124.BackColor = Color.Gold; 
            b125.BackColor = Color.Gold; 
            b126.BackColor = Color.Gold; 
            b127.BackColor = Color.Gold; 
 
            b131.BackColor = Color.Gold; 
            b132.BackColor = Color.Gold; 
            b133.BackColor = Color.Gold; 
            b134.BackColor = Color.Gold; 
            b135.BackColor = Color.Gold; 
            b136.BackColor = Color.Gold; 
            b137.BackColor = Color.Gold; 
 
            b141.BackColor = Color.Blue; 
            b142.BackColor = Color.Blue; 
            b143.BackColor = Color.Blue; 
            b144.BackColor = Color.Blue; 
            b145.BackColor = Color.Blue; 
            b146.BackColor = Color.Blue; 
            b147.BackColor = Color.Blue; 
 
            b151.BackColor = Color.Gold; 
            b152.BackColor = Color.Gold; 
            b153.BackColor = Color.Gold; 
            b154.BackColor = Color.Gold; 
            b155.BackColor = Color.Gold; 
            b156.BackColor = Color.Gold; 
            b157.BackColor = Color.Gold; 
 
            b161.BackColor = Color.Gold; 
            b162.BackColor = Color.Gold; 
            b163.BackColor = Color.Gold; 
            b164.BackColor = Color.Gold; 
            b165.BackColor = Color.Gold; 
            b166.BackColor = Color.Gold; 
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            b167.BackColor = Color.Gold; 
 
            b171.BackColor = Color.Red; 
            b172.BackColor = Color.Red; 
            b173.BackColor = Color.Red; 
            b174.BackColor = Color.Red; 
            b175.BackColor = Color.Red; 
            b176.BackColor = Color.Red; 
            b177.BackColor = Color.Red; 
 
            b211.BackColor = Color.Blue; 
            b212.BackColor = Color.Blue; 
            b213.BackColor = Color.Blue; 
            b214.BackColor = Color.Blue; 
            b215.BackColor = Color.Blue; 
            b216.BackColor = Color.Blue; 
            b217.BackColor = Color.Blue; 
 
            b221.BackColor = Color.Gold; 
            b222.BackColor = Color.Gold; 
            b223.BackColor = Color.Gold; 
            b224.BackColor = Color.Gold; 
            b225.BackColor = Color.Gold; 
            b226.BackColor = Color.Gold; 
            b227.BackColor = Color.Gold; 
 
            b231.BackColor = Color.Gold; 
            b232.BackColor = Color.Gold; 
            b233.BackColor = Color.Gold; 
            b234.BackColor = Color.Gold; 
            b235.BackColor = Color.Gold; 
            b236.BackColor = Color.Gold; 
            b237.BackColor = Color.Gold; 
 
            b241.BackColor = Color.Gold; 
            b242.BackColor = Color.Gold; 
            b243.BackColor = Color.Gold; 
            b244.BackColor = Color.Gold; 
            b245.BackColor = Color.Gold; 
            b246.BackColor = Color.Gold; 
            b247.BackColor = Color.Gold; 
 
            b251.BackColor = Color.Gold; 
            b252.BackColor = Color.Gold; 
            b253.BackColor = Color.Gold; 
            b254.BackColor = Color.Gold; 
            b255.BackColor = Color.Gold; 
            b256.BackColor = Color.Gold; 
            b257.BackColor = Color.Gold; 
 
            b261.BackColor = Color.Gold; 
            b262.BackColor = Color.Gold; 
            b263.BackColor = Color.Gold; 
            b264.BackColor = Color.Gold; 
            b265.BackColor = Color.Gold; 
            b266.BackColor = Color.Gold; 
            b267.BackColor = Color.Gold; 
 
            b271.BackColor = Color.Gold; 
            b272.BackColor = Color.Gold; 
            b273.BackColor = Color.Gold; 
            b274.BackColor = Color.Gold; 
            b275.BackColor = Color.Gold; 
            b276.BackColor = Color.Gold; 
            b277.BackColor = Color.Gold; 
 
  
        } 
 
        private void sendall_Click(object sender, EventArgs e) 
        { 
            if (b111.BackColor == Color.White) 
                b1 = "1"; 
            else 
                b1 = "0"; 
            if (b112.BackColor == Color.White) 
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                b2 = ",1"; 
            else 
                b2 = ",0"; 
            if (b113.BackColor == Color.White) 
                b3 = ",1"; 
            else 
                b3 = ",0"; 
            if (b114.BackColor == Color.White) 
                b4 = ",1"; 
            else 
                b4 = ",0"; 
            if (b115.BackColor == Color.White) 
                b5 = ",1"; 
            else 
                b5 = ",0"; 
            if (b116.BackColor == Color.White) 
                b6 = ",1"; 
            else 
                b6 = ",0"; 
            if (b117.BackColor == Color.White) 
                b7 = ",1"; 
            else 
                b7 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b121.BackColor == Color.White) 
                b8 = ",1"; 
            else 
                b8 = ",0"; 
            if (b122.BackColor == Color.White) 
                b9 = ",1"; 
            else 
                b9 = ",0"; 
            if (b123.BackColor == Color.White) 
                b10 = ",1"; 
            else 
                b10 = ",0"; 
            if (b124.BackColor == Color.White) 
                b11 = ",1"; 
            else 
                b11 = ",0"; 
            if (b125.BackColor == Color.White) 
                b12 = ",1"; 
            else 
                b12 = ",0"; 
            if (b126.BackColor == Color.White) 
                b13 = ",1"; 
            else 
                b13 = ",0"; 
            if (b127.BackColor == Color.White) 
                b14 = ",1"; 
            else 
                b14 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b131.BackColor == Color.White) 
                b15 = ",1"; 
            else 
                b15 = ",0"; 
            if (b132.BackColor == Color.White) 
                b16 = ",1"; 
            else 
                b16 = ",0"; 
            if (b133.BackColor == Color.White) 
                b17 = ",1"; 
            else 
                b17 = ",0"; 
            if (b134.BackColor == Color.White) 
                b18 = ",1"; 
            else 
                b18 = ",0"; 
            if (b135.BackColor == Color.White) 
                b19 = ",1"; 
            else 
                b19 = ",0"; 
            if (b136.BackColor == Color.White) 
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                b20 = ",1"; 
            else 
                b20 = ",0"; 
            if (b137.BackColor == Color.White) 
                b21 = ",1"; 
            else 
                b21 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b141.BackColor == Color.White) 
                b22 = ",1"; 
            else 
                b22 = ",0"; 
            if (b142.BackColor == Color.White) 
                b23 = ",1"; 
            else 
                b23 = ",0"; 
            if (b143.BackColor == Color.White) 
                b24 = ",1"; 
            else 
                b24 = ",0"; 
            if (b144.BackColor == Color.White) 
                b25 = ",1"; 
            else 
                b25 = ",0"; 
            if (b145.BackColor == Color.White) 
                b26 = ",1"; 
            else 
                b26 = ",0"; 
            if (b146.BackColor == Color.White) 
                b27 = ",1"; 
            else 
                b27 = ",0"; 
            if (b147.BackColor == Color.White) 
                b28 = ",1"; 
            else 
                b28 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b151.BackColor == Color.White) 
                b29 = ",1"; 
            else 
                b29 = ",0"; 
            if (b152.BackColor == Color.White) 
                b30 = ",1"; 
            else 
                b30 = ",0"; 
            if (b153.BackColor == Color.White) 
                b31 = ",1"; 
            else 
                b31 = ",0"; 
            if (b154.BackColor == Color.White) 
                b32 = ",1"; 
            else 
                b32 = ",0"; 
            if (b155.BackColor == Color.White) 
                b33 = ",1"; 
            else 
                b33 = ",0"; 
            if (b156.BackColor == Color.White) 
                b34 = ",1"; 
            else 
                b34 = ",0"; 
            if (b157.BackColor == Color.White) 
                b35 = ",1"; 
            else 
                b35 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b161.BackColor == Color.White) 
                b36 = ",1"; 
            else 
                b36 = ",0"; 
            if (b162.BackColor == Color.White) 
                b37 = ",1"; 
            else 
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                b37 = ",0"; 
            if (b163.BackColor == Color.White) 
                b38 = ",1"; 
            else 
                b38 = ",0"; 
            if (b164.BackColor == Color.White) 
                b39 = ",1"; 
            else 
                b39 = ",0"; 
            if (b165.BackColor == Color.White) 
                b40 = ",1"; 
            else 
                b40 = ",0"; 
            if (b166.BackColor == Color.White) 
                b41 = ",1"; 
            else 
                b41 = ",0"; 
            if (b167.BackColor == Color.White) 
                b42 = ",1"; 
            else 
                b42 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b171.BackColor == Color.White) 
                b43 = ",1"; 
            else 
                b43 = ",0"; 
            if (b172.BackColor == Color.White) 
                b44 = ",1"; 
            else 
                b44 = ",0"; 
            if (b173.BackColor == Color.White) 
                b45 = ",1"; 
            else 
                b45 = ",0"; 
            if (b174.BackColor == Color.White) 
                b46 = ",1"; 
            else 
                b46 = ",0"; 
            if (b175.BackColor == Color.White) 
                b47 = ",1"; 
            else 
                b47 = ",0"; 
            if (b176.BackColor == Color.White) 
                b48 = ",1"; 
            else 
                b48 = ",0"; 
            if (b177.BackColor == Color.White) 
                b49 = ",1"; 
            else 
                b49 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            ////////////MATRIZ 2///MATRIZ 2/////MATRIZ 2/////////MATRIZ 2///////MATRIZ 2//////MATRIZ 2/////////MATRIZ 2//////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b211.BackColor == Color.White) 
                b50 = ",1"; 
            else 
                b50 = ",0"; 
            if (b212.BackColor == Color.White) 
                b51 = ",1"; 
            else 
                b51 = ",0"; 
            if (b213.BackColor == Color.White) 
                b52 = ",1"; 
            else 
                b52 = ",0"; 
            if (b214.BackColor == Color.White) 
                b53 = ",1"; 
            else 
                b53 = ",0"; 
            if (b215.BackColor == Color.White) 
                b54 = ",1"; 
            else 
                b54 = ",0"; 
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            if (b216.BackColor == Color.White) 
                b55 = ",1"; 
            else 
                b55 = ",0"; 
            if (b217.BackColor == Color.White) 
                b56 = ",1"; 
            else 
                b56 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b221.BackColor == Color.White) 
                b57 = ",1"; 
            else 
                b57 = ",0"; 
            if (b222.BackColor == Color.White) 
                b58 = ",1"; 
            else 
                b58 = ",0"; 
            if (b223.BackColor == Color.White) 
                b59 = ",1"; 
            else 
                b59 = ",0"; 
            if (b224.BackColor == Color.White) 
                b60 = ",1"; 
            else 
                b60 = ",0"; 
            if (b225.BackColor == Color.White) 
                b61 = ",1"; 
            else 
                b61 = ",0"; 
            if (b226.BackColor == Color.White) 
                b62 = ",1"; 
            else 
                b62 = ",0"; 
            if (b227.BackColor == Color.White) 
                b63 = ",1"; 
            else 
                b63 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b231.BackColor == Color.White) 
                b64 = ",1"; 
            else 
                b64 = ",0"; 
            if (b232.BackColor == Color.White) 
                b65 = ",1"; 
            else 
                b65 = ",0"; 
            if (b233.BackColor == Color.White) 
                b66 = ",1"; 
            else 
                b66 = ",0"; 
            if (b234.BackColor == Color.White) 
                b67 = ",1"; 
            else 
                b67 = ",0"; 
            if (b235.BackColor == Color.White) 
                b68 = ",1"; 
            else 
                b68 = ",0"; 
            if (b236.BackColor == Color.White) 
                b69 = ",1"; 
            else 
                b69 = ",0"; 
            if (b237.BackColor == Color.White) 
                b70 = ",1"; 
            else 
                b70 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b241.BackColor == Color.White) 
                b71 = ",1"; 
            else 
                b71 = ",0"; 
            if (b242.BackColor == Color.White) 
                b72 = ",1"; 
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            else 
                b72 = ",0"; 
            if (b243.BackColor == Color.White) 
                b73 = ",1"; 
            else 
                b73 = ",0"; 
            if (b244.BackColor == Color.White) 
                b74 = ",1"; 
            else 
                b74 = ",0"; 
            if (b245.BackColor == Color.White) 
                b75 = ",1"; 
            else 
                b75 = ",0"; 
            if (b246.BackColor == Color.White) 
                b76 = ",1"; 
            else 
                b76 = ",0"; 
            if (b247.BackColor == Color.White) 
                b77 = ",1"; 
            else 
                b77 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b251.BackColor == Color.White) 
                b78 = ",1"; 
            else 
                b78 = ",0"; 
            if (b252.BackColor == Color.White) 
                b79 = ",1"; 
            else 
                b79 = ",0"; 
            if (b253.BackColor == Color.White) 
                b80 = ",1"; 
            else 
                b80 = ",0"; 
            if (b254.BackColor == Color.White) 
                b81 = ",1"; 
            else 
                b81 = ",0"; 
            if (b255.BackColor == Color.White) 
                b82 = ",1"; 
            else 
                b82 = ",0"; 
            if (b256.BackColor == Color.White) 
                b83 = ",1"; 
            else 
                b83 = ",0"; 
            if (b257.BackColor == Color.White) 
                b84 = ",1"; 
            else 
                b84 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b261.BackColor == Color.White) 
                b85 = ",1"; 
            else 
                b85 = ",0"; 
            if (b262.BackColor == Color.White) 
                b86 = ",1"; 
            else 
                b86 = ",0"; 
            if (b263.BackColor == Color.White) 
                b87 = ",1"; 
            else 
                b87 = ",0"; 
            if (b264.BackColor == Color.White) 
                b88 = ",1"; 
            else 
                b88 = ",0"; 
            if (b265.BackColor == Color.White) 
                b89 = ",1"; 
            else 
                b89 = ",0"; 
            if (b266.BackColor == Color.White) 
                b90 = ",1"; 
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            else 
                b90 = ",0"; 
            if (b267.BackColor == Color.White) 
                b91 = ",1"; 
            else 
                b91 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            if (b271.BackColor == Color.White) 
                b92 = ",1"; 
            else 
                b92 = ",0"; 
            if (b272.BackColor == Color.White) 
                b93 = ",1"; 
            else 
                b93 = ",0"; 
            if (b273.BackColor == Color.White) 
                b94 = ",1"; 
            else 
                b94 = ",0"; 
            if (b274.BackColor == Color.White) 
                b95 = ",1"; 
            else 
                b95 = ",0"; 
            if (b275.BackColor == Color.White) 
                b96 = ",1"; 
            else 
                b96 = ",0"; 
            if (b276.BackColor == Color.White) 
                b97 = ",1"; 
            else 
                b97 = ",0"; 
            if (b277.BackColor == Color.White) 
                b98 = ",1"; 
            else 
                b98 = ",0"; 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            /////////////////////////////////////////////////////////////////////////////////////////////////////////////////////// 
            Socket sending_socket = new Socket(AddressFamily.InterNetwork, SocketType.Dgram, ProtocolType.Udp); 
            IPAddress send_to_address = IPAddress.Parse("192.168.1.8"); 
            IPEndPoint sending_end_point = new IPEndPoint(send_to_address, 25555); 
            byte[] send_buffer = 
Encoding.ASCII.GetBytes(b1+b2+b3+b4+b5+b6+b7+b8+b9+b10+b11+b12+b13+b14+b15+b16+b17+b18+b19+b20+b2
1+b22+b23+b24+ 
                
b25+b26+b27+b28+b29+b30+b31+b32+b33+b34+b35+b36+b37+b38+b39+b40+b41+b42+b43+b44+b45+b46+b47+b4
8+b49+b50+b51+b52+b53+b54+b55+b56+ 
                
b57+b58+b59+b60+b61+b62+b63+b64+b65+b66+b67+b68+b69+b70+b71+b72+b73+b74+b75+b76+b77+b78+b79+b8
0+b81+b82+b83+b84+b85+b86+b87+b88+ 
                b89+b90+b91+b92+b93+b94+b95+b96+b97+b98); 
            sending_socket.SendTo(send_buffer, sending_end_point); 
             
             
             
            
        public void AFDX_recive() 
        { 
            int recive; 
            byte[] mecagolaputa = new Byte[256];  
            Socket reciving_socket = new Socket(AddressFamily.InterNetwork, SocketType.Dgram, ProtocolType.Udp); 
            IPAddress recive_from_address = IPAddress.Any; 
            IPEndPoint reciving_end_point = new IPEndPoint(recive_from_address, 25555); 
            EndPoint ep = (EndPoint)reciving_end_point; 
            reciving_socket.Bind(reciving_end_point); 
            recive = reciving_socket.ReceiveFrom(mecagolaputa, ref ep); 
             
         
        } 
         
        private void clr_Click(object sender, EventArgs e) 
        { 
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            b111.BackColor = Color.Gold; 
            b112.BackColor = Color.Gold; 
            b113.BackColor = Color.Gold; 
 
        } 
     
    } 
} 
 
 
 
 
