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Google Maps
• GM is a geospatial viewing tool
• GM is currently a free product and 
requires no installation or management
– Google reserves the right to put advertising 
on the map at any point in the future
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Google Maps
• The ability to customize the map display 
through the addition of application 
specific data is the true driver of its 
acceptance
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Google Maps
• Sign up for an API key
– Sign up for a Google Account
– Specify a web site URL  A single API key is 
valid for a single directory or domain
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Documentation
• Google Maps API Concepts:
– http://code.google.com/apis/maps/documentation/
• Google Maps API Examples:
– http://code.google.com/apis/maps/documentation/examples/
• Google Maps API Reference:
– http://code.google.com/apis/maps/documentation/reference.html
JavaScript and Google Maps
JavaScript and Google Maps
JavaScript and Google Maps
Simple Map
<script src="http://maps.google.com/maps?
file=api&amp;v=2&amp;sensor=false&amp;key=AP
I_KEY"            
type="text/javascript"></script>
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Simple Map
<script type="text/javascript">
function initialize() { 
  if (GBrowserIsCompatible()) {
    var map = new 
GMap2(document.getElementById("map_canvas"));
    // Alicante (Spain)
    // map.setCenter(new GLatLng(37.4419, -122.1419), 13);
    // Lublin (Poland)
    map.setCenter(new GLatLng(51.24, 22.57), 13);
    // Show user interface
    // map.setUIToDefault();
  }
}
</script>
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Simple Map
• var map = new GMap2()  We pass the <div> 
specifying where the map will appear
– The size of the map will default to the size specified in the 
<div> tag
• map.setCenter()  We center the map at a particular 
latitude, longitude, and zoom level
– This method must be called first after construction 
to set the initial state of the map
– 17 point scale: 0 (entire world) … 16 street level
• map.setUIToDefault()  Adds the default behaviour 
and UI elements
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Simple Map
<body onload="initialize()" onunload="GUnload()">
<div id="map_canvas" style="width: 500px; height: 
400px">
</div>
</body>
We have to use 
the same id in the 
JavaScript code
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Simple Map
// map.setUIToDefault();
map.addControl(new GLargeMapControl());
GSmallMapControl(): Creates a control with buttons to pan in four 
directions, and zoom in and zoom out.
GLargeMapControl(): Creates a control with buttons to pan in four 
directions, and zoom in and zoom out, and a zoom slider.
GSmallZoomControl(): Creates a control with buttons to zoom in and zoom 
out.
GLargeMapControl3D(): Creates a new 3D-style control with buttons to pan 
in four directions, and zoom in and zoom out, and a zoom slider.
GSmallZoomControl3D(): Creates a new 3D-style control with buttons to 
zoom in and zoom out.
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Simple Map
// map.setUIToDefault();
map.addControl(new GLargeMapControl());
map.addControl(new GMapTypeControl());
GMapTypeControl(): Creates a standard map type control for selecting and 
switching between supported map types via buttons.
GMenuMapTypeControl(): Creates a drop-down map type control for 
switching between supported map types.
 GHierarchicalMapTypeControl(): Creates a "nested" map type control for 
selecting and switching between supported map types via buttons and 
nested checkboxes.
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Simple Map
// map.setUIToDefault();
map.addControl(new GLargeMapControl());
map.addControl(new GMapTypeControl());
map.addControl(new GScaleControl());
map.addControl(new GOverviewMapControl());
GScaleControl(): Creates a control that displays the map scale.
GOverviewMapControl(): Creates a collapsible overview mini-map in the 
corner of the main map for reference location and navigation (through 
dragging). The GOverviewMapControl creates an overview map with a 
one-pixel black border. Note: Unlike other controls, you can only place 
this control in the bottom right corner of the map 
(G_ANCHOR_BOTTOM_RIGHT). 
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Simple Map
• By default, the Normal view will be displayed
• However, the map type can be changed to several 
map types with map.setMapType():
– G_NORMAL_MAP This map type (which is the default) 
displays a normal street map.
– G_SATELLITE_MAP This map type displays satellite images.
– G_HYBRID_MAP This map type displays a transparent layer 
of major streets on satellite images.
– G_PHYSICAL_MAP This map type displays maps with physical 
features such as terrain and vegetation. This map type is not 
displayed within map type controls by default.
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Simple Map
• Special map types:
– G_MOON_ELEVATION_MAP: This map type displays a shaded terrain map of the 
surface of the Moon, color-coded by altitude. This map type is not displayed within map 
type controls by default.
– G_MOON_VISIBLE_MAP: This map type displays photographs taken from orbit around 
the moon. This map type is not displayed within map type controls by default.
– G_MARS_ELEVATION_MAP: This map type displays a shaded relief map of the surface 
of Mars, color-coded by altitude. This map type is not displayed within map type 
controls by default.
– G_MARS_VISIBLE_MAP: This map type displays photographs taken from orbit around 
Mars. This map type is not displayed within map type controls by default.
– G_MARS_INFRARED_MAP: This map type displays a shaded infrared map of the surface 
of Mars, where warmer areas appear brighter and colder areas appear darker.
– G_SKY_VISIBLE_MAP: This map type shows a mosaic of the sky, covering the full 
celestial sphere. 
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Simple Map
• By default, the Map, Satellite, and 
Terrain map types are available
– We can control the available map types 
through a list that is provided in the GMap2 
constructor:
var map = new 
GMap2(document.getElementById("map_canvas"), 
{mapTypes: [G_HYBRID_MAP, G_SATELLITE_MAP]});
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Markers
• We can add some point data to a map
• The GMarker class is used to create 
icons showing points of interest
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Markers
// Latitude and longitude of the new marker
var point = new GLatLng(lat, lon);
// Create a new marker
var marker = new GMarker(point);
// Add the marker to the map
map.addOverlay(marker);
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Markers
• Delete a marker:
var point = new GLatLng(lat, lon);
var marker = new GMarker(point);
map.addOverlay(marker);
// ...
// Delete a specific marker
map.removeOverlay(marker);
// Delete all the markers
map.clearOverlays();
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Markers
• Exercise:
– Show a map of Lublin
– Show a list (<select> with different places in Lublin)
– When the user selects a place, show a marker in 
the map
– Show a button to delete the markers on the map
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Markers
• GMarkerManager class is used to 
efficiently manage hundreds of markers 
on a map
– Without the use of this class, the 
performance of the application can be very 
poor
– This class can also be used to reduce the 
clutter of these markers when viewed at 
certain map scales
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Markers
• addMarkers(markers:GMarker[], minZoom:Number, 
maxZoom?:Number): Adds a batch of markers to this marker 
manager. The markers are not added to the map, until the 
refresh() method is called. 
• addMarker(marker:GMarker, minZoom:Number, 
maxZoom?:Number): Adds a single marker to a collection of 
markers controlled by this manager. If the marker's location falls 
within the map's current viewport and the map's zoom level is 
within the specified zoom level rage, the marker is immediately 
added to the map. 
• refresh(): Forces the manager to update markers shown on the 
map. This method must be called if markers were added using 
the addMarkers method.
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Markers
var mkmgr = new GMarkerManager(map);
…
mkmgr.addMarker(new GMarker(point1), 13, 17);
mkmgr.addMarker(new GMarker(point2), 13, 17);
mkmgr.addMarker(new GMarker(point3), 13, 17);
…
mkmgr.refresh();
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Markers
• Exercise:
– Show a map of Lublin
– Show a list (<select> with different places in Lublin)
– When the user selects a place, show a marker in the map
– Show a button to delete the markers on the map
– Center the map in the marker:
var point = new GLatLng(lat, lon);
var marker = new GMarker(point);
…
map.panTo(point);
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Markers
• Exercise:
– Create a web page that shows the different places 
a person has visited during a trip
– User interface:
• Button “Star trip”: the code starts to show a marker for 
every place every three seconds
• Button “Stop trip”
– Use setInterval() to execute some code after a 
specified time-interval
– Use clearInterval() to stop the timer
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Markers
• Exercise:
– Create a web page that allows the user to add 
markers to a map
– User interface:
• Latitude input box
• Longitude input box
• Button “Add marker”
• Button “Remove markers”
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Markers
MAP
Add marker Remove markers
Latitude:
Longitude:
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Markers
• Show a small map over a marker:
marker.showMapBlowup();
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Markers
• A marker has options, e.g. allow a 
marker to be moved:
var options = {draggable: true};
marker = new GMarker(point, options);
marker.enableDragging();
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• How to change the icon of a marker:
var myIcon = new GIcon(G_DEFAULT_ICON);
myIcon.image = "my_custom_icon.png";
myIcon.iconSize = new GSize(22, 31);
myIcon.shadow = "my_custom_icon_shadow.png";
myIcon.shadowSize = new GSize(42, 31);
myIcon.iconAnchor = new GPoint(10, 29);
myIcon.infoWindowAnchor = new GPoint(10, 14);
myIcon.printImage = "my_custom_icon_print.gif";
myIcon.mozPrintImage = "my_custom_icon_mozPrint.gif";
myIcon.printShadow = "my_custom_icon_printShadow.gif";
myIcon.transparent = "my_custom_icon_transparent.png";
myIcon.imageMap = [ 10,29, 1,16, 0,5, 5,0, 12,4, 18,2, 
21,12, 21,16 ];
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Info Window
• We can add an info window to display 
information about the markers
– But info window can be placed anywhere 
on a map
• Events are external stimulus to the map 
and are usually triggered by the user
– We can write code that responds to any of 
the defined events
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Info Window
• Write an info window with HTML in the middle 
of the map:
var html = “A simple <b>text</b>”;
map.openInfoWindowHtml(map.getCenter(), html);
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Info Window
• Write a tabbed info window with HTML in the 
middle of the map:
var info = [
new GInfoWindowTab(“School”, “Lublin”),
new GInfoWindowTab(“Hospital”, “Warsaw”),
new GInfoWindowTab(“Culture”, “Krakow”)
];
map.openInfoWindowTabsHtml(map.getCenter(), 
info);
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• Show information in a marker:
var point = new GLatLng(lat, lon);
map.addOverlay(new GMarker(point));
marker.openInfoWindowHtml("Something we want 
to show");
// We can also use:
// marker.openInfoWindowTabsHtml(tabs);
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Events
• We want to show an info window when 
we click the map
JavaScript and Google Maps
Events
• We have to add an event handler for a “click”:
GEvent.addListener(map, "click", function(overlay, 
latlng) {
  map.openInfoWindowHtml(latlng, "Something we want 
to show");
});
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Events
• We want to show latitude and longitude 
coordinates:
GEvent.addListener(map, "click", function(overlay, 
latlng) {
map.openInfoWindowHtml(latlng, "Latitude: " + 
latlng.lat() + "<br />Longitude: " + 
latlng.lng());
});
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Events
• Exercise:
– The user clicks two points in a map
– Use function latlng2.distanceFrom(latlng1) 
to calculate the distance in meters between 
two points
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Events
• We want to show an info window over a 
marker when we click the marker
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Events
• We have to add an event handler for a “click”:
GEvent.addListener(marker, "click", function() {
  marker.openInfoWindowHtml("Something we want to 
show");
});
JavaScript and Google Maps
Events
• Exercise:
– Add “Content” input box to the previous 
exercise
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Markers
MAP
Add marker Remove markers
Latitude:
Longitude:
Content:
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Markers
• Exercise:
– We want to add a new marker with content 
to a map when we click the map
• Define addListener for the map to handle the 
“click event”
• Create a new marker
– Ask for the content of the info window of the 
marker, user JavaScript function prompt()
– Define addListener for the marker to handle the 
“click event” to show the info window
• Add the new marker to the map
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