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Rád bych na tomto místeˇ podeˇkoval všem, kterˇí mi s prací pomohli, protože bez nich
by tato práce nevznikla.
Abstrakt
Cílem této bakalárˇské práce bylo zmapovat nástroje pro generování stromu˚. Teoretická
cˇást popisuje neˇkteré známé nástroje. V praktické cˇásti je vybrána metoda Self-organizing
tree models for image synthesis [18], která je optimalizována a implementována do ob-
jektu scény Unreal Engine.
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Abstract
Puprose of my bachelor thesis was to map tree generating tools. The teoretical part de-
scribe some popular tools. The practical part is implementation of Self-organizing tree
models for image synthesis [18], witch was optimized and implemented as scene actor
for Unreal Engine.
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Seznam použitých zkratek a symbolu˚
Atraktor – Bod v prostrˇedí, pomocí kterého se urcˇuje smeˇr ru˚stu.
Prˇekážka – Teˇleso zamezující ru˚stu stromu v dané oblasti.
Pupen – Základní element stromu. Udržuje si svou pozici, hodnotu do-
padajícího sveˇtla, smeˇr ve kterém vyrostl, smeˇr ve kterém
bude pokracˇovat ru˚st a indikátor, zda-li již pupen neumrˇel.
Dále obsahuje odkaz pupen, ze kterého vznikl, následující pu-
pen ve veˇtvi a první pupen podveˇtve, pokud došlo k veˇtvení.
Korˇen – Jedná se o výchozí pupen stromu, tzn. odkaz prˇedchozího pu-
penu je prázdný.
Koncový pupen – Pupen, na který nenavazuje žádný další.
C4D – MAXON CINEMA 4D, grafické studio.
UE4 – Unreal Engine 4, herní engine.
Fbx – Formát od firmy Autodesk pro ukládání 3D scén.
Aktér – Jakýkoli objekt umísteˇný do scény v editoru.
Tag – String, který je prˇirˇazen k objektu. Slouží ke snadné identifi-
kaci objektu.
Blueprint – Základní objekt vizuálního skriptovacího jazyka vytvorˇeného
pro Unreal Engine 4.
LOD – Level of detail. Jedná se o úrovneˇ detailu˚ modelu, naprˇ. chy-
beˇjící prvky modelu nebo méneˇ kroku˚ prˇi zaoblování.
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Cílem této práce je zmapovat soucˇasnou situaci v oblasti programu˚ ke generování mo-
delu˚ stromu˚ a rostlin.
Dnes se tyto modely používají v mnoha odveˇtvích, naprˇíklad ve filmovém pru˚myslu,
vizualizacích meˇstské i bytové architektury nebo pocˇítacˇových hrách. Komplikovanost
algoritmu˚ a výsledných modelu˚ urcˇuje možnost jejich použití. Pokud je algoritmus po-
malý a generuje komplikované a veˇrohodné modely, je vhodný pro fotorealistickou
scénu, kde si mu˚žeme dovolit vyšší výpocˇetní cˇas než neˇkolik milisekund. Realtimové
použití naopak potrˇebuje stromy s co nejmenším pocˇtem polygonu˚ a je vhodné vyge-
nerovat model s neˇkolika úrovneˇmi detailu˚, aby vzdálené stromy, které zabírají malou
plochu na obrazovce, zbytecˇneˇ nezateˇžovaly vykreslování.
V praktické cˇásti jsem se inspiroval metodou Self-organizing tree models for image
synthesis 3.2.2 a naprogramoval jsem podobnou metodu generování stromu˚. Vytvo-
rˇil jsem plugin pro program Maxon CINEMA 4D R16 a objekt umístitelný do scény
v Unreal 4 Editoru. Jako ukázku jsem vytvorˇil program v Unreal Engine 4.7 [11], který
umožnˇuje si vyzkoušet objekt v akci a výsledný strom vyexportovat jako .fbx soubor.
52 Typy renderování a jejich požadavky
Velmi záleží na zpu˚sobu použití modelu, cíli práce a dostupných prostrˇedcích. Pokud
rendering není omezen výpocˇetním cˇasem, bude se jednat o fotorealistický rendering.
Více v kapitole 2.1. Ten dokáže renderovat stromy v kvaliteˇ nerozeznatelné od reality. Po-
kud však chceme tvorˇit model pro hry nebo jinou aplikaci, která potrˇebuje aktualizovat
obraz v reálném cˇase, je nutné dodržet požadavky realtime renderingu. Více v kapitole
2.2.
2.1 Fotorealistický rendering
Prˇi tomto renderování jsou dostupné velké hardwarové prostrˇedky a prˇíliš nezáleží
na výpocˇetním cˇase, proto má kvalita nejvyšší prioritu. Modely jsou velmi prˇesné, zahr-
nují detaily jako praskliny ku˚ry, ru˚zné boule, malé uschlé veˇtve, poprˇípadeˇ plody, kveˇty
nebo kmeny porostlé mechem a lišejníkem. Listy cˇasto bývají samostatný model s tex-
turou listu, neˇkdy i komplexní model prˇesneˇ ve tvaru listu skutecˇného stromu. Model
je vhodné generovat celistvý a dodržet prˇesnou cˇtvercovou strukturu. Tím umožníme
editaci kmene ve sculptovacích programech cˇi programech pro malování prˇímo na ge-
ometrii modelu. Je možné použít komplikované materiály a tím zarucˇit velmi realistický
vzhled.
Obrázek 1: Fotorealistický 3D render rostlin z programu XFrog [13]
62.2 Realtime rendering
I když je cílem mít strom co nejvíce podobný realiteˇ, prˇi realtime renderingu musíme za-
chovat framerate aplikace. Ten nesmí spadnout pod 30 snímku˚ za sekundu a optimálneˇ
se snažíme udržet alesponˇ 60 snímku˚ za sekundu, tzn. máme zhruba 16 milisekund
na vykreslení všech objektu˚ ve scéneˇ. Proto jsou nutné optimalizace modelu˚ a materi-
álu˚. V minulosti bylo nutné redukovat pocˇet polygonu˚ natolik, že stromy byly složeny
pouze ze dvou ploch, které byly na sebe kolmé, potažené texturou. Dnes je hardware
neˇkolika násobneˇ výkonneˇjší, ale stále ne dost, aby se nemusely deˇlat žádné ústupky. Ale
práveˇ díky tomuto náru˚stu výkonu je možné mít stromy o statisících polygonu˚, které se
pohybují a vypadají, že do nich fouká vítr.
Úrovenˇ detailu˚ na stromu je nutné meˇnit podle jeho vzdálenosti od kamery a cˇasu,
jak dlouho bude strom na obrazovce. Pokud naprˇíklad tvorˇíme závodní hru a stromy
jsou jako kulisa rychle projíždeˇjícím vozu˚m, detaily nejsou du˚ležité, stromy jsou cˇasto
postaveny pouze z neˇkolika polygonu˚, neˇkdy nemají ani plnohodnotný kmen a celý
vzhled je urcˇen texturami s alfa kanálem. Také není nutné deˇlat mnoho ru˚zných modelu˚.
Stacˇí stejný model prˇenásobit ru˚zným meˇrˇítkem a stromy ru˚zneˇ natocˇit. Zde také není
nutné stromy animovat, protože na scéneˇ budou velmi krátký cˇas a uživatel se svým
zrakem bude více soustrˇedit na svu˚j vu˚z, trat’ a souperˇe na ní.
Obrázek 2: Ukázka krajiny ze závodní hry Project C.A.R.S. [8]
Pokud však kamera bude mít možnost stromy pozorovat z malé vzdálenosti po delší
dobu, tato zjednodušení jsou snadno pozorovatelná. A proto je lepší stromy vygenero-
vat v neˇkolika úrovních detailu˚, kdy prˇi malé vzdálenosti je použit nejdetailneˇjší model,
který obsahuje i animace, a vzdálené stromy jsou pouze siluetou na obdélníku ze dvou
polygonu˚ bez animace tzv. billboardem. Prˇechod mezi jednotlivými úrovneˇmi detailu˚
musí být nenápadný a strom musí mít stejnou siluetu v každé úrovni.
7Další možnou optimalizací je nahradit neˇkteré veˇtve jednoduchou texturou s listy
místo složité geometrie. Válce kmene mohou mít malý pocˇet segmentu˚ a jemné chyby
lze zamaskovat stíny a mlhou. Textury nepotrˇebují vysoké rozlišení a jemné detaily jsou
simulovány normálovou mapou.
V neˇkterých hrách a simulacích je možno demolovat prostrˇedí a v rámci toho lámat
stromy nebo je celé vyvrátit i s korˇeny. V teˇchto prˇípadech je velmi du˚ležitá shoda topo-
logie vzhledového modelu a kolizního modelu, aby padající strom nepropadal krajinou,
a jiné dynamické objekty ve scéneˇ reagovaly prˇímo na veˇtve a kmen. Naopak pokud
víme, že strom bude statický a kolize mu˚že nastat pouze u zemeˇ, stacˇí kmen obalit ko-
lizním válcem o jeho pru˚meˇru.
Obrázek 3: Ukázka krajiny ze hry Witcher 3 [3]
83 Metody generování sromu˚
Existuje mnoho zpu˚sobu˚, jakými se dají získat vstupní data, jak je zpracovat a jak vytvo-
rˇit výsledný model. Metody se liší úrovní realisticˇnosti tvaru, výpocˇetního cˇasu a nároku˚
na hardwarové prostrˇedky. Výsledný vzhled však velmi závisí na nastavení materiálu,
použitých textur a nasveˇtlení stromu.
3.1 Fraktálové systémy
Tyto systémy jsou založeny na bezkontextové gramatice. Jednotlivá slova urcˇují tvar
rostliny. Tyto systémy mají mnoho zástupcu˚, malou hardwarovou nárocˇnost a snadno se
výsledky reprodukují. Jejich velkou nevýhodou je velmi obtížné zakomponování vlivu
okolního prostrˇedí na rostlinu, jako je naprˇíklad nedostatek místa, okolní rostliny nebo
zastíneˇní prostoru.
3.1.1 L-System
Základní algoritmus této skupiny, od kterého se odvíjí veˇtšina jiných fraktálových ge-
nerátoru˚ stromu˚. Jedná se o systém vyvinutý mad’arským biologem Aristidem Linden-
mayerem v roce 1968 jako matematický formalizmus pro popisování ru˚stu rˇas. Dnes se
tímto systémem generují i jiné objekty, naprˇíklad ulice ve virtuálních meˇstech. Výsledky
této metody bez žádných úprav pu˚sobí velmi "roboticky", jelikož je možno rozeznat cˇasto
se opakující vzory.
Obrázek 4: Ukázka metody L-System [12]
93.1.2 Iterated function system
Jednoduchý fraktálový systém tvorˇící sobeˇpodobné útvary. Výsledný tvar vzniká neˇko-
likanásobným kopírováním stejného útvaru. Prˇi každém kroku dojde ke zmenšení meˇ-
rˇítka.
Obrázek 5: Ukázka IFS [5]
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3.2 Bio inspirované algoritmy
Tyto algoritmy se snaží simulovat ru˚st rostliny z vlivu˚ prostrˇedí. Výsledky teˇchto metod
vypadají cˇasto velmi realisticky, avšak jejich nárocˇnost na implementaci a hardware
velmi rychle stoupají s pocˇtem zakomponovaných vlivu˚. Dále díky velkému množství
promeˇnných je cˇasto nutné uložit velké množství dat pro úspeˇšnou reprodukci výsledku.
Tyto algoritmy nejsou cˇasto využívány práveˇ z du˚vodu velké hardwarové nárocˇnosti.
3.2.1 Modeling Trees with a Space Colonization Algorithm
Tato metoda bere v potaz pouze okolí stromu. Do urcˇité oblasti je vygenerován náhodný
pocˇet atraktoru˚ s náhodnou pozicí. Tyto atraktory urcˇují, kudy strom poroste, proto je
možné jejich odstranˇováním dosáhnout obtékání objektu˚ ve scéneˇ, a je možné zarucˇit, že
dveˇ veˇtve nikdy nebudou procházet stejným bodem. Výsledky této metody prˇi správném
nastavení pu˚sobí velmi realisticky, ale prˇi nevhodném nastavení generuje velmi dlouhé
veˇtve pu˚sobící neprˇirozeneˇ a stromy vypadají jako z hororového filmu. Originální doku-
ment naleznete v seznamu literatury pod odkazem [14].
Obrázek 6: Ukázka metody Space colonization [9]
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3.2.2 Self-organizing tree models for image synthesis
Tato metoda rozširˇuje metodu Space colonization 3.2.1 o stínovou mapu, urcˇující o kolik
strom poroste a zda-li nejsou veˇtveˇ pro strom již zbytecˇné. Pokud na veˇtev nedopadá
dostatek sveˇtla, je veˇtev oznacˇená jako mrtvá, dále neroste a není ve výsledném modelu
použita. Dále je zmeˇneˇna práce s atraktory. Odstranˇují se atraktory v urcˇité vzdálenosti
od jednotlivých pupenu˚ a vliv atraktoru˚ je omezen úhlem. Tento úhel zarucˇuje, že veˇtev
nebude drasticky meˇnit smeˇr ru˚stu. Tato metoda produkuje mnohem realisticˇteˇjší model
stromu než Space colonization 3.2.1, avšak díky stínové mapeˇ má velké nároky na pa-
meˇt’. Originální dokument naleznete v seznamu literatury pod odkazem [18].
Obrázek 7: Ukázka metody Self-organizing tree models for image synthesis [18]
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3.3 Rekonstrukcˇní algoritmy
Tento typ algoritmu˚ se používá, pokud chceme prˇesné modely. Hodí se naprˇíklad pro pro-
vedení rekonstrukce existující krajiny do 3D modelu. Vstupem jsou fotografie skutecˇných
stromu˚ nebo data ze 3D skeneru. Metody v této kategorii jsou si velmi podobné a jejich
výsledky jsou témeˇrˇ identické s reálnými stromy, které sloužily jako zdroj vstupních dat.
3.3.1 Image-based Tree Modeling
Tato metoda využívá jako vstup deset až dvacet fotografií vzorového stromu a z nich se-
staví pole bodu˚ urcˇující jeho obrys. Pomocí tohoto pole bodu˚ rekonstruuje viditelné veˇtve
a ty zakryté dopocˇítá. Listy se také rekonstruují z teˇchto fotografií, ale nejsou generovány
list po listu, nýbrž jako shluk listu˚, kterému se prˇirˇadí cˇást fotografie jako textura. Origi-
nální dokument naleznete v seznamu literatury pod odkazem [17].
Obrázek 8: Ukázka metody Image-based Tree Modeling [17]
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4 Existující programy na generování stromu˚
Výbeˇr existujících nástroju˚ je rozmanitý, od malých, schopných generovat jeden typ rost-
lin, až po nástroje generující celé lesy. Zde najdete seznam neˇkterých z nich a popis teˇch,




Maya Paint Effects http://www.autodesk.com/products/maya/overview
Arbaro http://arbaro.sourceforge.net
Lenné3D http://lenne3d.com















4.2 Popis existujících nástroju˚
Na komercˇní scéneˇ existují dva velké nástroje. První z nich je XFrog. Ten je urcˇen ke
generování fotorealistických rostlin, stromu˚ a trávy. Dokáže velmi dobrˇe modely za-
komponovat do prostrˇedí pomocí vyhýbání se prˇekážkám nebo plazení se po objektech
scény. Rosliny lze rozpohybovat ve veˇtru a animovat jejich ru˚st. Zvládá komplexní scény
s mnoha rostlinami a je skveˇlý pro vizualizaci architektonických projektu˚.
Nástroj je k dispozici jako plugin pro MAXON CINEMA 4D a Autodesk Maya nebo
jako samostatný program za jednotnou cenu $189.50 na oficiálních stránkách XFrog [13].
Dále mu˚žete na teˇchto stránkách zakoupit již hotové modely rostlin v mnoha formátech
nebo textury cˇi materiály.
Obrázek 9: Ukázka výsledku˚ programu XFrog [13]
Druhým nástrojem je SpeedTree, který lze použít ke generování mnoha typu˚ rostlin
a stromu˚. Výstup je vhodný pro realtimové programy. Nástroj staví stromy pomocí ru˚z-
ných generátoru˚, ze kterých se skládá výsledná rostlina. To umožnˇuje vysokou kontrolu
nad výsledným vzhledem stromu. Jednotlivé generátory používají rozdílné algoritmy
a vstupní parametry. Dále nástroj umožnˇuje na rostlinách simulovat pohyb ve veˇtru,
a tím prˇidat dojem prˇirozenosti, nebo simulovat jejich ru˚st. Dále velkou výhodou pro re-
altimové aplikace je automatická generace LOD, díky které je možné mít na scéneˇ mnoho
stromu˚ najednou.
Na internetové stránce https://store.speedtree.com je možné zakoupit modely tvo-
rˇené tímto nástrojem nebo samostatný nástroj v neˇkolika verzích a edicích. Verze se
pro filmy a animace prodává v následujících variantách: Edice Architect za $499, která
umožnˇuje pouze generování geometrie stromu. Edice Studio v ceneˇ $895.00, která navíc
nabízí efekt pohybu ve veˇtru a možnost obru˚stání povrchu objektu˚. A nejdražší edice
CINEMA za $4995.00, která obsahuje vlastnosti všech prˇedešlý edicí a navíc knihovnu
materiálu˚ a textur, možnost animace ru˚stu a zmeˇny rocˇního období. Pokud by uživatel
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chteˇl použít tento nástroj k tvorˇení obsahu do her nebo realtimových aplikací, jsou k di-
pozici pluginy pro populární herní enginy UE3, UE4 a Unity 5, kde se nástroj integruje
prˇímo do editoru. Tato verze stojí $19 meˇsícˇneˇ a nelze ji koupit jako trvalou licenci.
Obrázek 10: Ukázka výsledku˚ programu SpeedTree [10]
Za zmínku rozhodneˇ také stojí nástroj Maya Paint Effects, který je zabudován do pro-
gramu Autodesk Maya a slouží k prˇidávání objektu˚ a efektu˚ do scény. Obsahuje kni-
hovnu se spoustou kveˇtin, trav, stromu˚, mraku˚ a jiných speciálních vizuálních efektu˚.
Rostliny je možné animovat a u neˇkterých simulovat ru˚st. Nástroj však poskytuje velmi
malou kontrolu nad výsledným vzhledem rostliny a nelze ji použít v jiných aplikacích.
Protože nelze výsledky exportovat, je použití omezeno na scény a obrázky renderované
pomocí Maya Software renderer.
Pokud chcete tento nástroj používat, musíte zakoupit program Autodesk Maya za cenu
$3675.00 nebo si zaplatit meˇsícˇní prˇedplatné $185.00.
Obrázek 11: Ukázka výsledku˚ programu Maya Paint Effects [4]
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Z open source programu˚ bych doporucˇil nástroj Arbaro psaný v jazyku Java. Samotné
generování je velmi podobné nástroji SpeedTree, není však k dispozici tak velká knihovna
prˇeddefinovaných materiálu a textur. Není možné stromy nijak animovat a chybí real-
time náhled na výsledek. Nabízí export do .obj, a tím umožnˇuje použití v jiných pro-
gramech, nástrojích a realtime aplikacích. Je vhodný, pokud tvorˇíte neˇco jednoduchého
a nechcete investovat stovky nebo tisíce dolaru˚.
Program lze stáhnout vcˇetneˇ zdrojový kódu˚ ze stránky SourceForge [1].
Obrázek 12: Ukázka výsledku˚ programu Arbaro
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5 Praktická cˇást
Pro generování svých stromu˚ jsem se rozhodl využít metody Self-organizing tree models
for image synthesis 3.2.2. Cˇlánek o této metodeˇ obsahoval teoretický popis jejího algo-
ritmu. Cˇlánek pu˚sobil velmi profesionálneˇ a zajímaveˇ. Tato metoda má dva základní
kameny. Prvním z nich je simulace dopadajícího sveˇtla na veˇtve stromu. K této simu-
laci se využívá voxelová mapa, do které se zapisuje zastíneˇný prostor. Druhou du˚ležitou
složkou jsou body v prostoru zvané atraktory. Ty jsou náhodneˇ rozmísteˇny a urcˇují smeˇr
ru˚stu stromu. Pomocí vytvorˇení oblastí bez atraktoru˚ je možné zarucˇit obtékání objektu˚
ve scéneˇ. Prˇesným definováním oblasti, kde se atraktory generují, mu˚žeme vynutit tvar
stromu a koruny. Byl jsem nucen provést neˇkolik zmeˇn oproti pu˚vodní metodeˇ. První
zmeˇnou bylo nahrazení voxelové mapy pro stín dveˇma parametry, které vytvorˇí stínová
teˇlesa ve tvaru kuželu pod každým pupenem a výpocˇtem polohy pupenu˚ proti stíno-
vým teˇlesu˚m. To sice mírneˇ zvýšilo výpocˇetní cˇas zhruba v rˇádu desítek milisekund, ale
snížilo pameˇt’ové nároky, které prˇi velkých stromech nebo neˇkolika stromech cˇinily až
jednotky GB. Více v kapitole 5.3. Druhou zmeˇnou byl prˇepocˇet zdroju˚ v korˇeni prˇed šírˇe-
ním do veˇtví. Tato zmeˇna je podrobneˇ popsána v kapitole získání délky ru˚stu (5.3). Trˇetí
zmeˇnou je zpu˚sob veˇtvení. Protože pu˚vodnímu dokumentu chybeˇla jasneˇ definovaná
podmínka, rozhodl jsem se napodobit proleptické veˇtvení. Veˇtvení je podrobneˇ popsáno
v kapitole Ru˚st veˇtví a veˇtvení (5.5). Celý algoritmus vcˇetneˇ úprav je popsán v násle-
dujících kapitolách a jsou prˇipojeny odkazy k využité dokumentaci. Následuje neˇkolik
ukázek toho, jak hodnoty vstupních parametru˚ do výpocˇtu ovlivnˇují vzhled výsledného
objektu.
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5.1 Generování atraktoru˚ a prostrˇedí
Jelikož je prostrˇedí teoreticky nekonecˇné, musí být atraktory generovány dynamicky. Pro-
strˇedí je rozdeˇleno na krychle o konstantní velikosti usporˇádané do pravidelné mrˇížky.
Do teˇchto krychlí je vygenerován náhodný pocˇet atraktoru˚ s náhodnou pozicí uvnitrˇ
krychle. Meze pocˇtu atraktoru˚ jsou nastaveny uživatelskými parametry AtrMIN (5.9)
a AtrMAX (5.9). Krychle se generují v okamžiku, kdy se algoritmus libovolným zpu˚-
sobem snaží pracovat s atraktory v prostoru, který je mimo dosud existující krychle. Tyto
krychle jsou uloženy do pole a trˇídeˇní podle polohy. To umožnˇuje vyhledávání pomocí
pu˚lení pole a sníží potrˇebný cˇas na nalezení krychle, se kterou chceme pracovat. Atrak-
tory, které jsou algoritmem oznacˇeny za odstraneˇné jsou rovnou odstranˇovány z pameˇti
a tím je možné prostrˇedí "nafukovat"do velkých rozmeˇru˚. Achillovou patou tohoto po-
stupu je však samotné trˇídeˇní pole, které prˇi velkém prostrˇedí trvá i neˇkolik stovek ms,
a plánuji ho v budoucnu nahradit BSP stromem.
5.2 Získání smeˇru ru˚stu
Prvním krokem je odstraneˇní všech atraktoru˚ v prostoru okolo již existujících pupenu˚.
Tento prostor je urcˇen koulí se strˇedem v pupenu a o rádiusu, urcˇeném uživatelským
parametrem O (5.9) (Obrázek 13 B). Tím se zamezí veˇtvím procházet prˇes stejné místo.
Další krok sesbírá všechny atraktory nacházející se uvnitrˇ koule se strˇedem v pupenu
a o rádiusu zadaném parametrem ER 5.9. Pro tyto atraktory se spocˇítá vektor
V⃗a = A − Ppos (1)
kde A je pozice atraktoru a Ppos pozice pupenu. Vektory V⃗a, které mají úhel menší než
parametr Eα 5.9 a neprotínají žádné kolizní teˇleso, jsou normalizovány, secˇteny a výsle-
dek znovu normalizován. Výsledek urcˇí smeˇr ru˚stu rostliny. Pokud není nalezen žádný
atraktor, splnˇující všechny tyto podmínky, je do smeˇru uložen nulový vektor. (Obrázek
13 C)
Obrázek 13: Zpu˚sob urcˇení smeˇru ru˚stu
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5.3 Získání délky ru˚stu
Délka ru˚stu je urcˇena hodnotou zdroju˚ v pupenu, který má ru˚st. Získání této hodnoty má
trˇi fáze. První z nich je výpocˇet hodnoty dopadajícího sveˇtla na jednotlivé pupeny. Ta se
získá jako rozdíl mezi parametrem L 5.9 a pocˇtem stínových teˇles, která jsou tvorˇena pod
každým pupenem ve tvaru kuželu, ve smeˇru urcˇeném parametrem SDIR 5.9 a úhlem Sα
5.9. Pokud je výsledná hodnota menší než 0, jsou zdroje v pupenu nastaveny na 0.
Obrázek 14: Výpocˇet zdroju˚ v prvním kroku
Obrázek 15: Secˇtení zdroju˚ do korˇene
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Poté se scˇítají hodnoty sveˇtla od koncových pupenu˚ smeˇrem ke korˇenu stromu. Hod-
nota sveˇtla pupenu v tomto kroku je rovna soucˇtu hodnoty sveˇtla v pupenu z prˇedešlého
kroku a všech hodnot podrˇízených pupenu˚, které nejsou mrtvé. Hodnota, která vyjde





kde Pzk je výsledné cˇíslo zdroju˚ v korˇeni, Pz jsou zdroje v korˇeni z prˇedcházejícího kroku,
Ni je pocˇet iterací simulace, W je pocˇet živých veˇtví stromu.








λQm + (1− λ)Ql (4)
[18]
kde Vm hodnota zdroju˚, které pu˚jdou do primární veˇtve, Vl hodnota zdroju˚, které
pu˚jdou do vedlejší veˇtve, V je hodnota zdroju˚ v pupenu, Qm hodnota zdroju˚, které jdou
z primární veˇtve, Ql hodnota zdroju˚, které jdou z vedlejší veˇtve a λ je uživatelský para-
metr 5.9.
5.4 Odumírání veˇtví
Prˇi tomto kroku se urcˇí, zda-li pupen má zdroje, aby pokracˇoval v ru˚stu. Pokud jsou
zdroje nulové, je u pupenu a všech jeho potomku˚ nastaven parametr úmrtí na pravdivý.
5.5 Ru˚st veˇtví a veˇtvení
Aby pupen mohl ru˚st, musí se splnit následující podmínky: smeˇr ru˚stu musí být nenu-
lový vektor, pupen nesmí být mrtvý, nesmí existovat hlavní nebo vedlejší potomek a pu-
pen nebyl vytvorˇen prˇi této iteraci. Nový pupen je vytvorˇen na pozici urcˇené vzorcem:
Pnp = Pp + P⃗sPzE − g⃗ (5)
kde Pnp je výsledná pozice nového pupenu, Pp je pozice pupenu, pro který se pocˇítá ru˚st,
P⃗s je smeˇr ru˚stu, vypocˇtený v kroku Získání smeˇru ru˚stu (5.2), Pz je hodnota zdroju˚, spo-
cˇítaná krokem Získání délky ru˚stu (5.3),E je síla prostrˇedí, zadána uživatelským parame-
trem E (5.9), g⃗ je gravitacˇní vektor, zadaný uživatelským parametrem g⃗ (5.9). Smeˇr, kudy
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nový pupen vyrostl, a smeˇr, kudy poroste, se nastaví na vektor P⃗sPzE − g⃗. Do pu˚vod-
ního pupene se prˇidá odkaz na nový pupen. Pokud je dosud odkaz na primární pupen
prázdný, tak se uloží jako primární pupen. Pokud je odkaz na primární pupen obsazen,
tak se ukládá jako sekundární pupen.
5.6 Výpocˇet pru˚meˇru veˇtví
Pru˚meˇr veˇtve v pupenu se pocˇítá od koncových pupenu˚ po korˇen a nehledí se na to, zda
je pupen mrtvý. Pokud pupen nemá žádného potomka, je tloušt’ka prˇevzata z uživatel-
ského parametru D (5.9). Jestliže pupen má praveˇ jednoho potomka, tak se jejich tloušt’ky









kde Pd je výsledná tloušt’ka veˇtve, Pd1 je tloušt’ka hlavního potomka, Pd2 je tloušt’ka
vedlejšího potomka a c je zadán uživatelským parametrem C (5.9).
5.7 Sestavení modelu
Model je generován od korˇenu˚ stromu˚ po konce veˇtví. Pro každý pupen, který není
mrtvý, se vytvorˇí kruh vertexu˚ se strˇedem v pozici pupenu a v rovineˇ zadané smeˇrem,
kudy pupen vyrostl, a pozicí pupenu. Tento kruh má pru˚meˇr odpovídající tloušt’ce veˇtve
v pupenu. Dojde-li k veˇtvení, je nutné vytvorˇit napojovací kruh vertexu˚. Napojovací kruh
má pozici v místeˇ deˇlení, ale normálový vektor roviny odpovídá smeˇru ru˚stu sekundární
veˇtve a pru˚meˇr koncové tloušt’ce nové veˇtve. Poté se všechny tyto kruhy spojí do vál-
covitých útvaru˚, tvorˇících kmen a veˇtve. V místeˇ koncových pupenu se vytvorˇí uzáveˇry
ve tvaru kuželu.
5.8 Generování listu˚
Listy se generují ve všech pupenech, které nejsou mrtvé a mají tloušt’ku menší než uži-
vatelský parametr 5.9 DMAX . Pokud se jedná o koncový pupen, je list umísteˇn ve smeˇru




5.9 Uživatelem zadané parametry, jejich popis a optimální hodnoty
Zkratka Jméno parametru Popis Optimální
hodnoty
N Pocˇet iterací Ovládá komplikovanost výsled-
ného stromu.
10-18
L Síla sveˇtla Parametr urcˇující rychlost ru˚stu
a hustotu stromu.
5 až 25
g⃗ Gravitace Vektor simulující váhu veˇtví. {0, 0, 1} až {0,
0, -1}
E Síla prostrˇedí Parametr urcˇující rychlost ru˚stu,
slouží ke kompenzaci parametru
"Síla sveˇtla".
1 až 10





Urcˇuje úhel ve špicˇce stínového ku-
želu pod pupenem.




Urcˇuje rádius oblasti okolo pu-





Urcˇuje rádius oblasti okolo pu-
penu˚, ve kterém atraktory ovlivnˇují
smeˇr ru˚stu.





Úhel ve špicˇce kuželu, ve kterém
atraktory ovlivnˇují smeˇr ru˚stu.
60 ◦ až 90 ◦
λ λ Urcˇuje pomeˇr zdroju˚ mezi hlavní
a vedlejší veˇtví. Hodnota je v roz-
mezí 0-1, prˇicˇemž 0 prˇirˇadí všechny





Hodnota urcˇuje jak rychle roste
tloušt’ka stromu a meˇla by se po-




Tento parametr urcˇuje tloušt’ku

















Urcˇuje pocˇet cˇtyrˇúhelníku˚, ze kte-








5.10 Plugin pro MAXON CINEMA 4D R16
Maxon CINEMA 4D R16 je komplexní 3D modelovací a animacˇní studio od neˇmecké
firmy MAXON. S programem je dodáván také velmi pokrocˇilý renderer CINEMA 4D
Advanced Renderer, sculptovací nástroj a BodyPaint3D, který umožnˇuje malovat textury
prˇímo na model.
Obrázek 16: Logo MAXON CINEMA 4D [6]
5.10.1 CINEMA 4D API [16]
Pro vytvorˇení pluginu je možné použit nativní C++ API, Python API, interní skripto-
vací jazyk COFFEE nebo grafický jazyk Xpresso. Pro svu˚j plugin jsem zvolil jazyk C++
z du˚vodu rychlosti a nejnižších nároku˚ na pameˇt’ z nabízených jazyku˚.
C++ API má prˇístup k veˇtšineˇ funkcí aplikace a je k dispozici plnohodnotný debuger
vcˇetneˇ symbolových souboru˚ pro všechny objekty a funkce aplikace. Velkou nevýho-
dou oproti jiným nabízeným jazyku˚m je absence virtuálního stroje a izolace od hlavního
procesu, to sice dovoluje vysokou rychlost, ale pokud je v kódu chyba, a dojde k vyho-
zení výjimky, spadne celá aplikace, vypíše se stacktrace do souboru s logem a všechny
neuložené zmeˇny jsou nenávratneˇ ztraceny. U interpretovaných jazyku˚ dojde pouze k za-
stavení beˇhu kódu pluginu a vypsání chybové hlášky do konzole a logu.
Jednotlivé pluginy mohou být neˇkolika typu˚. Tyto typy se liší svými dostupnými
funkcemi, zpu˚sobem registrace a trˇídou, po které musí deˇdit. Pro bakalárˇskou práci
jsem využil pluginu typu "Object Plugin", který umožnˇuje práci s objekty ve scéneˇ. Tento
typ mu˚že mít neˇkolik variant podle zadané masky prˇi vytvárˇení. Mnou použitá vari-
anta se jmenuje OBJECT_GENERATOR. Ta umožnˇuje vytvárˇet vlastní geometrii. Plugin
tohoto typu musí deˇdit po trˇídeˇ ObjectData a implementovat metodu virtual BaseObject
∗ GetVirtualObjects(BaseObject ∗op, HierarchyHelp ∗hh) v té se odehrává logika generování
libovolné geometrie. Dále jsem implementoval metodu virtual Bool Message(GeListNode
∗node, Int32 type, void ∗data), ta je volána, pokud dojde ke zmeˇnám ve scéneˇ nebo je zmeˇ-




GUI je pro všechny jazyky a typy pluginu˚ tvorˇeno pomocí .res souboru˚, které využívají
speciální jazyk podobný C++. K dispozici je mnoho ovládacích prvku˚ a pokud nenajdete,
co potrˇebujete, je možné si napsat svu˚j vlastní ovládací prvek.
Jednotlivé prvky jsou oznacˇeny identifikátorem (cˇíslem). Pomocí teˇchto identifiká-
toru˚ se u prvku nastavují a nacˇítají data a prˇirˇazují stringy s popisem prvku. Tyto iden-
tifikátory je vhodné umístit do samostatného .h souboru, který je možné na includovat
v hlavním kódu pluginu. API obsahuje i systém pro lokalizaci stringu˚, ve kterém se texty
vyhledávají opeˇt pomocí stejných identifikátoru˚.
5.10.3 Pozice korˇenu˚
Korˇeny jsou definovány pomocí libovolného objektu poskládaného z bodu˚ (polygonový
objekt, krˇivky atd.) a pocˇátecˇní smeˇr ru˚stu urcˇují normály v teˇchto bodech.
5.10.4 Geometrie modelu
Model je vytvorˇen jako standardní polygonový objekt (trˇída PolygonObject) s Point Se-
lection tagem pro listy se jménem Leafs, Phong tagem pro výpocˇet normál a UVW
tagem pro UV koordináty. Válce veˇtví jsou sestaveny ze cˇtyrˇúhelníku˚ a uzáveˇry z troj-
úhelníku˚. Segmentace válcu˚ veˇtví je urcˇena uživatelským parametrem (5.9). UV koordi-
náty jsou generovány prˇesneˇ na velikost veˇtve a jednotlivé veˇtve se prˇekrývají. Toto sice
umožnˇuje snadné dlaždicování textury, ale pro kreslení na model je vhodné vytvorˇit
druhou sadu UV koordinátu˚, kde se nebudou jednotlivé polygony prˇekrývat.
5.10.5 Listy
Geometrie listu˚ je urcˇená jedním nebo více objekty ve scéneˇ. K vytvorˇení samotných listu˚
využívám MoGraph Cloner Object, který je soucˇástí CINEMA 4D ve verzích Broadcast
a Studio. Ten slouží k naklonování geometrie listu˚ na jejich místo. Pozice listu˚ z modelu
stromu˚ se získá z tagu výbeˇru bodu˚ zvaného "Leafs".
5.10.6 Export
Protože je výsledný strom uložen jako standardní polygonový objekt, není žádný pro-
blém využít interního exportovacího nástroje do velkého výbeˇru formátu˚ (OBJ, FBX,
Collada, atd.).
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Obrázek 17: Ukázka výsledku pluginu pro Maxon CINEMA 4D R16
Obrázek 18: Ukázka výsledku pluginu pro Maxon CINEMA 4D R16
27
5.11 Objekt pro Unreal Editor 4
Unreal Editor 4 je program od spolecˇnosti Epic Games a slouží k vývoji softwaru zalo-
ženém na Unreal Engine 4. Ten je jedním z trˇech nejveˇtších a nejvyspeˇlejších herních
enginu˚ na trhu. Kód bakalárˇské práce byl psán a testován na verzi 4.7.6.
Obrázek 19: Logo Unreal Engine 4
5.11.1 API [15]
Ke tvorˇení kódu pro Unreal Engine 4 je možno využít dva jazyky. Prvním z nich je ne-
programátorsky prˇístupný grafický skriptovací jazyk nazvaný Blueprints Visual Scrip-
ting. Druhým jazykem je C++, který nabízí prˇístup ke všem verˇejným funkcím enginu.
K dispozici jsou také všechny zdrojové kódy enginu pro platformy Windows, Android
a iOS. Zdrojové kódy pro konzole nejsou verˇejneˇ dostupné a dají se získat pouze s po-
volením firem vydávající danou konzoli (u PlayStation 4 se jedná o Sony a u Xbox One
o Microsoft). Samotný engine je však stále ve fázi vývoje a aktualizace jsou velmi cˇasté,
proto pokud hledáte dokumentaci je du˚ležité si oveˇrˇit, zda odpovídá vaší nainstalované
verzi.
Unreal Engine 4 si prˇepisuje alokaci pameˇti svými algoritmy. Má vlastní dynamická
pole, knihovnu pro sdílené pointry, a pro neˇkteré typy objektu˚ dokonce garbage collection.
Fyzickou pameˇt’ alokuje po blocích a neuvolnˇuje do vypnutí programu, drží si ji, i když
jsou objekty smazány, a opeˇt ji využívá prˇi vytvárˇení nových objektu˚. Tím si zarucˇí, že
mu pameˇt’ beˇhem práce nevezme systém, nemusí svu˚j alokovaný blok pameˇti prˇesouvat
a bude mít objekty vždy zarovnané k adrese deˇlitelné cˇtyrˇmi.
5.11.2 GUI
Gui je tvorˇeno pomocí UMG frameworku, který nabízí základní ovládací prvky, ale po-
krocˇilejší prvky je nutné si doprogramovat. Tyto prvky se dají vytvárˇet pouze jako Blue-
print a nejsou dostupné pro jazyk C++. Gui se automaticky škáluje s rozlišením a dpi
obrazovky.
5.11.3 Pozice korˇenu˚
K definici korˇenu˚ slouží mnou vytvorˇený objekt zvaný TreeRootActor. Ten je videˇt pouze
v editoru a jeho osa +Z urcˇuje smeˇr ru˚stu.
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5.11.4 Definice kolizních teˇles a teˇles omezujících ru˚st
Jako kolizní objekty se používají všichni aktérˇi, kterˇí deˇdí ze trˇídy UStaticMeshActor
a mají tag "Obstacle". Jako teˇlesa omezujících ru˚st se používají všichni aktérˇi, kterˇí deˇdí
ze trˇídy UStaticMeshActor a mají tag "Bounding volume".
Kolizní objekty slouží k urcˇení, kudy strom neporoste. Avšak do tohoto výpocˇtu není
zahrnuta geometrie listu˚, proto jsem prˇidal uživatelský parametr M 5.11.10, o který se
zveˇtší rozmeˇry každého kolizního objektu˚, a tím se vytvorˇí bezpecˇná zóna.
Teˇlesa omezující ru˚st urcˇují, kde budou vygenerovány atraktory. Pokud žádné tako-
véto objekty nebyly do scény umísteˇny, jsou atraktory generovány bez omezení.
5.11.5 Listy
Pro každý bod, kde má ru˚st list, se vytvárˇí UStaticMeshComponent s náhodneˇ vybraným
meshem z pole LeafMeshes. Na UStaticMeshComponent se aplikují trasformace s náhod-
ným pootocˇením a meˇrˇítkem ve všech trˇech osách. Limity pootocˇení jsou urcˇeny uživa-
telskými parametry AX 5.11.10 pro osu X, AY 5.11.10 pro osu Y a AZ 5.11.10 pro osu Z.
Limity pro meˇrˇítko jsou urcˇeny uživatelským parametrem S 5.11.10 pro všechny trˇi osy.
5.11.6 Použití naprogramované komponenty
Komponentu ATreeGeneratorActor je vhodné použít jako prˇedka pro nový blueprint,
ve kterém si uživatel nastaví parametry. Poté tento blueprint umístit do scény nebo spa-
wnout pomocí kódu. Pokud uživatel chce prˇegenerovat celý strom musí zavolat metodu
void GenerateTree(). Ta spustí asynchronní operaci generování kostry stromu a prˇegene-
ruje model. Pomocí metody bool IsGenerating() lze zjistit, zda asynchronní operace stále
beˇží nebo je již dokoncˇena. Pokud uživateli stacˇí prˇegenerovat model, naprˇ. z du˚vodu
zmeˇny pru˚meˇru veˇtví nebo zmeˇny listu˚, stacˇí zavolat metodu void GenerateModel().
5.11.7 Geometrie modelu
V tomto prˇípadeˇ válce složené z cˇtyrˇúhelníku˚ jsou rozsegmentovány na trojúhelníky,
protože realtime aplikace jsou schopny vykreslovat pouze geometrii složenou z trojúhel-
níku˚. Dále bylo nutné rucˇneˇ vygenerovat normály, tangentu a bitangentu. Normála je
urcˇena strˇedem kruhu vertexu˚ a polohou vertexu, ze kterého vychází. Tangenta je vy-
tvorˇena ve smeˇru ru˚stu veˇtve. Bitangenta je vytvorˇena vektorovým soucˇinem normály
a tangenty.
5.11.8 Ukázkový program
Program využívá komponenty ATreeGeneratorActor a pomocí UMG UI Frameworku
zprostrˇedkovává ovládání parametru˚. Zde je možné si vyzkoušet vliv parametru˚ na vzhled
stromu˚ a dobu generování.
Jako modely listu˚ jsem využil vzorky z knihovny SpeedTree dostupné zdarma. Ne-
byl jsem však schopen kompletneˇ reprodukovat zpu˚sob animace pohybu veˇtví a listu˚,
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proto jsem naprogramoval vlastní shader, který animuje zelenˇ pomocí funkce integro-
vané do Unreal Engine 4, sloužící k animaci trávy.
5.11.9 Export do FBX
K vytvárˇení a práci s .fbx soubory jsem použil oficiální knihovnu Autodesk FBX SDK
2015.1 VS2013 [2]. Ta umožnˇuje vytvárˇet kompletní scénu s mnoha typy objektu˚. Ve své
práci vytvárˇím jeden mesh pro každý strom. Tomuto meshi prˇirˇadím geometrii odpoví-
dající stromu a UV sourˇadnice pro difuzní složku. Listy jsou reprezentovány prázdnými
objekty s transformací. Bohužel díky vnitrˇní strukturˇe prvku˚ scény nejsem schopen vy-
exportovat modely listu˚ a materiály s texturami. Textury jsou prˇi kompilaci prˇevedeny
do speciálního formátu .uasset a zabaleny do archivu .pak, který je kontejner pro veš-
kerý obsah programu. Avšak pokud by se doprogramoval import textur za beˇhu pro-
gramu a import modelu˚ pro listy, bylo by snadné prˇidat tyto informace do vyexporto-
vaného souboru.
Díky tomu, že Unreal Engine 4 se snaží být multiplatformní a ru˚zné platformy mají
jiné funkce, chybí standardní dialog pro ukládání souboru˚. Proto jsem export nastavil
do složky Output v místeˇ instalace programu.
5.11.10 Parametry, jejich popis a doporucˇené hodnoty
Zkratka Jméno parametru Popis Optimální
hodnoty
AX Limity natocˇení
listu˚ v ose X
2D vektor, kde komponenta X ur-
cˇuje minimální odchylku od osy
a komponenta Y maximální.
{-15,15}
AY Limity natocˇení
listu˚ v ose Y
2D vektor, kde komponenta X ur-
cˇuje minimální odchylku od osy
a komponenta Y maximální.
{-15,15}
AZ Limity natocˇení
listu˚ v ose Z
2D vektor, kde komponenta X ur-
cˇuje minimální odchylku od osy
a komponenta Y maximální.
{-15,15}
S Meˇrˇítko listu 2D vektor, kde komponenta X ur-





Zveˇtší kolizní teˇleso o svou hod-
notu a tím zabezpecˇí, že listy ne-
budou vru˚stat do kolizního teˇlesa.
{velikost
listu}
— LeafMeshes Pole obsahující statické modely
listu˚.
—
— Material Materiál použitý na kmen stromu. —
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5.11.11 Poznámky
UE4 není standardneˇ prˇizpu˚soben mashu˚m generovaným za chodu. Prˇi neˇkterých hod-
notách dochází ke špatnému výpocˇtu velikosti stínové mapy a zpu˚sobuje to pád apli-
kace. Tato chyba je závislá na hardware pocˇítacˇe a projevuje se pouze na neˇkterých
sestavách. Záleží prˇedevším na výrobci grafické karty a verzi ovladacˇe k ní. Tato chyba
je velmi teˇžce odstranitelná, protože k ní dochází ve zdrojovém kódu enginu. Návod
na zprovozneˇní projektu je umísteˇn v prˇíloze bakalárˇské práce na prˇiloženém DVD
spolu se zdrojovými kódy a ukázkovým programem. Poslení verze zdrojových kódu˚
programu je na GIT úložišti https://github.com/AmateurCz/TreeGenerator.
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5.12 Použité nástroje
• Micosoft Visual Studio 2013
• Micosoft Visual Studio 2012
• Maxon CINEMA 4D R16
• Unreal Engine 4.7
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5.13 Zmeˇny vzhledu v závislosti na parametrech
Nejdu˚ležiteˇjším parametrem je pocˇet iterací. Se zvyšováním jeho hodnoty dochází k více
veˇtvení a veˇtveˇ jsou delší. Hodnoty nad 30 produkují velmi mnoho pupenu˚ a výpocˇet
mu˚že trvat i neˇkolik hodin.
Obrázek 20: Výsledek prˇi pocˇtu iterací 8
Obrázek 21: Výsledek prˇi pocˇtu iterací 18
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Pomocí parametru gravitace g⃗ se ovlivnˇuje smeˇr stácˇení veˇtví. Prˇi záporných hodno-
tách parametru˚ v ose Z jsou veˇtve prˇitahovány k zemi. Prˇi vysoké záporné hodnoteˇ se
ztrácí vzhled stromu a rostlina se plazí po zemi. Prˇi vysoké kladné hodnoteˇ jsou veˇtve
prudce nahoru a strom je vysoký a úzký.
Obrázek 22: Výsledek prˇi velké záporné gravitaci {0,0,-15}
Obrázek 23: Výsledek prˇi velké kladné gravitaci {0,0,15}
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Síla sveˇtla L urcˇuje hustotu stromu a délku segmentu˚. Délka segmentu˚ je také ovliv-
nˇována parametrem síla prostrˇedí E, který by meˇl být neprˇímo úmeˇrný parametru síla
sveˇtla.
Obrázek 24: Výsledek prˇi L=25, E=5 Obrázek 25: Výsledek prˇi L=25, E=1
Obrázek 26: Výsledek prˇi L=2, E=1 Obrázek 27: Výsledek prˇi L=2, E=5
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Parametrem tloušt’ka veˇtve se ovlivnˇuje tloušt’ka koncových veˇtví D. Parametrem C
se ovlivnˇuje tloušt’ka následujících veˇtví smeˇrem ke kmeni.
Obrázek 28: Výsledek prˇi D=3, C=3.5 Obrázek 29: Výsledek prˇi D=3, C=1.5
Obrázek 30: Výsledek prˇi D=0.2, C=1.5 Obrázek 31: Výsledek prˇi D=0.2, C=3.5
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Parametr O je vzdálenost od pupene, ve které jsou zrušeny atraktory. Pokud ne-
chceme, aby se krˇížily veˇtve, je nutno dodržet podmínku, aby hodnota parametru O byla
veˇtší než násobek parametru˚ E a L. Tento parametr úzce souvisí s parametrem ER, který
ovlivnˇuje velikost oblasti, ve které atraktory ovlivnˇují smeˇr ru˚stu˚. Cˇím je veˇtší rozdíl
teˇchto dvou parametru˚, tím dochází k menším odchylkám smeˇru ru˚stu veˇtví.
Obrázek 32: Výsledek prˇi 0=200 a ER=160
Obrázek 33: Výsledek prˇi 0=80 a ER=70
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Parametr Eα ovlivnˇuje šírˇku kuželu, ve kterém atraktory ovlivnˇují smeˇr ru˚stu. Tím je
zarucˇen maximální úhel, pod kterým vyru˚stají sekundární veˇtve.
Obrázek 34: Malý úhel vlivu Eα=25 Obrázek 35: Velký úhel vlivu Eα=180
Parametr LeafMeshes urcˇuje geometrii listu. Jedná se o pole, a díky tomu je možné
prˇirˇadit na jeden strom teˇchto geometrií neˇkolik. K výbeˇru s dané množiny listu˚ pak
dochází náhodneˇ. Geometrie urcˇuje velikost, tvar, barvu, texturu listu.
Obrázek 36: Strom bez listu˚
Obrázek 37: Strom používající listy
z knihovny programu SpeedTree
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Obrázek 38: Strom s jednoduchými listy Obrázek 39: Strom s koulemi místo listu˚
Ru˚st listu˚ také ovlivnˇuje parametrDMAX (5.9), který udává maximální tloušt’ku veˇtve,
na které rostou listy. Zabranˇuje vygenerování listu˚ na kmeni a hrubých veˇtvích.
Obrázek 40: Rˇídký strom Obrázek 41: Hustý strom
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Pomocí parametru korˇeny stromu˚ definujeme polohu a pocˇet stromu˚, které budeme
generovat. Prˇi generování více než cˇtyrˇiceti stromu˚ dochází k velkému navýšení výpo-
cˇetního cˇasu.
Obrázek 42: Les
Obrázek 43: Dva stromy blízko sebe
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6 Záveˇr
Bakalárˇská práce splnˇuje své zadání ve všech jeho parametrech. Jejím úkolem bylo na-
studovat metody generování rostlin a stromu˚ založené na biologicky inspirovaných
algoritmech. To je prˇedmeˇtem teoretické cˇásti práce. Vytvorˇení nástroje pro generování
rostlin je popsáno v praktické cˇásti práce. Zpracovaný algoritmus produkuje realisticky
vypadající a estetické stromy. Zárovenˇ umožnˇuje neˇkolik zpu˚sobu˚, jak tento výsledek
ovlivnit a prˇizpu˚sobit potrˇebám uživatele. Díky úpravám a použití jazyka C++ se mi
podarˇilo udržet hardwarové a cˇasové nároky na prˇijatelné úrovni. Použití jazyka C++
také umožnˇuje snadné portování kódu pro jiné populární nástroje jako naprˇ. Autodesk
Maya, 3D Studio. Prˇitom je program otevrˇený dalším zmeˇnám a vylepšením.
Jako další vývoj této aplikace by bylo vhodné zakomponovat generování LOD a roz-
šírˇit animaci stromu˚ do úrovneˇ náporu˚ veˇtru. Lze prˇidat možnost importu objektu˚ za beˇhu
programu, aby nebyl nutný Unreal Editor. Druhou možností by bylo naimplementovat
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