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La implementacio´n de aplicaciones mo´viles esta´ evolucionando aceleradamente, por lo que
se requiere optimizar el proceso de desarrollo de estos tipos de software. No obstante,
Android es una de las plataformas ma´s aceptadas para aplicaciones en tecnolog´ıas mo´viles,
aunque presenta demoras en la ejecucio´n de tareas pues el emulador virtual consume
excesivos recursos f´ısicos. Por lo anterior, lenguajes como Groovy ofrecen la versatilidad
de programar para JVM (Java Virtual Machine), hacie´ndose un lenguaje dina´mico que
permite la optimizacio´n de tiempos de desarrollo y la reduccio´n de l´ıneas de co´digo. El
presente art´ıculo presenta los resultados de la investigacio´n que condujo a evidenciar los
tiempos de desarrollo de Groovy frente a los de Java al probar una aplicacio´n codificada
que corre en memoria, con ingreso de texto, almacenamiento temporal, filtro, bu´squeda y
consulta de listas. El resultado muestra una reduccio´n temporal de construccio´n y desarrollo
que impacta el corrimiento, el cual es cercano al 33 %, asunto que puede resultar favorable








The implementation of mobile applications is evolving rapidly, so it is required to optimize
the development process of this type of software. Nevertheless, Android is one of the most
widely accepted technologies for applications on mobile platforms, it presents delays in
the execution of the tasks, as the virtual emulator consumes excessive physical resources.
Therefore, languages like Groovy offer the versatility to program for JVM (Java Virtual
Machine) in a dynamic language, allowing optimization of development time and reducing
lines of code. In this article, the investigation carries out to evidence, development time
versus Groovy Java, displayed when testing a coded application that runs in memory,
with text entry, temporary storage, filter, search and query lists; so, the result shows a
temporary reduction of construction and development impacting shifting close to 33 %;
matter which may be favorable in larger tasks.
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1. Introduccio´n
Las tecnolog´ıas mo´viles son aplicadas a tareas
mu´ltiples que se logran ejecutar de manera a´gil para
vencer limitaciones de tiempo y espacio; lo anterior
debido a la facilidad de movimiento y ubicacio´n que
otorgan las comunicaciones con aplicaciones livianas.
Para este fin se pueden usar los lenguajes dina´micos ya
que permiten economizar co´digo, integrar funciones y
lograr un enfoque ma´s claro partiendo de bases sencillas
obtenie´ndose buenos resultados, [1]; al usar metodolog´ıas
flexibles que pueden integrarse a desarrollos en Java,
las aplicaciones resultan ra´pidas, a´giles y o´ptimas, tal
es el caso de la metodolog´ıa Scrum, que otorga la
posibilidad de realizar desarrollo en menor tiempo y
de alta calidad [2].
Por otro lado, las aplicaciones actuales desarrolladas
para tecnolog´ıas mo´viles esta´n implementadas en
Android; sin embargo, se debe tener en cuenta que
presentan retardos en el tiempo de desarrollo, por
lo que mejorar los tiempos de estos procesos es un
problema vigente. En tanto, Groovy es un lenguaje de
programacio´n no fuertemente tipado (no exige que la
variable lleve un tipo de dato), orientado por objetos,
soportado en Java y corre sobre la JVM, por lo cual,
puede usarse directamente en cualquier aplicacio´n Java;
debido a su bajo nivel de acoplamiento y reduccio´n de
l´ıneas de co´digo en comparacio´n con otros lenguajes,
es fa´cil de usar y es lo suficientemente robusto para
desarrollar aplicaciones.
En consecuencia, el presente art´ıculo pretende
mostrar co´mo Groovy disminuye el tiempo de desarrollo
de aplicaciones Android; para ello, es necesario exponer
una comparacio´n de las tecnolog´ıas de desarrollo mo´viles
en el u´ltimo lustro y, a trave´s de una aplicacio´n
ba´sica (insercio´n y bu´squeda en listados en memoria),
medir el tiempo de desarrollo entre Groovy y Java,
entendido como: construccio´n del paquete apk a partir
de la compilacio´n del co´digo fuente y ejecucio´n de la
aplicacio´n. La compilacio´n se hace con Android Studio
y el tiempo de construccio´n en cada caso, se mide en
segundos.
La estructura del art´ıculo es la siguiente: conceptos
ba´sicos sobre lenguajes dina´micos; estado de arte
(blogs) que muestran estudios similares y sus resultados
utilizando Groovy, pero comparados con Java usando
loops; listas y definicio´n de variables: materiales y
me´todos, problema central, codificacio´n, compilacio´n,
medicio´n de co´digos; resultados de la comparacio´n y
discusio´n; conclusiones y perspectivas.
2. Conceptos ba´sicos
Para obtener desarrollos a´giles en pocas l´ıneas
de co´digo, se utilizan lenguajes dina´micos (LD) que
permiten la integracio´n de diversos componentes con
otros lenguajes de diferentes tipos, y que pueden
manipular el env´ıo de mensajes de manera inmediata,
sin importar lo que se esta´ intentando interpretar.
A diferencia del tipo de dato esta´tico, los tipos de
datos dina´micos evitan extenderse en el desarrollo de
co´digo, son pra´cticos y brindan facilidades en tiempos de
desarrollo debido a la indexacio´n de me´todos funcionales,
optimizacio´n de co´digo y reduccio´n de componentes.
Se entiende entonces que es ma´s efectivo el manejo de
lenguajes dina´micos, ya que estos suministran facilidades
sin dejar a un lado la seguridad que implica el desarrollo
de software.
Para poder entender el enfoque de los lenguajes
dina´micos, a continuacio´n se relacionan algunos
conceptos ba´sicos.
Las tecnolog´ıas mo´viles1 permiten simplificar
actividades de la vida diaria y tomaron fuerza con
la creacio´n del tele´fono mo´vil, el cual facilito´ las
comunicaciones a largas distancias de manera pra´ctica
por la portabilidad del servicio de telefon´ıa, as´ı como la
infraestructura de soporte y servicios, fundamental en la
sociedad actual, [3]. Contribuyo´ a esto Android2, sistema
operativo semejante a IOS, Symbian o Blackberry,
[4], cuya diferencia estriba en que esta´ basado en
una plataforma totalmente libre como lo es Linux,
su estructura esta´ compuesta por aplicaciones que
se ejecutan en una framework Java de aplicaciones
orientadas a objetos que pueden ejecutarse en varias
plataformas, sin necesidad de realizar cambios, lo cual
lo hace versa´til. Es inusitado el uso e impacto de las
tecnolog´ıas mo´viles en las tecnolog´ıas de la informacio´n
actuales, [5].
De otro lado, es pertinente considerar la ventaja de
los lenguajes dina´micos sobre los esta´ticos; ba´sicamente,
los lenguajes dina´micos determinan la validez de las
operaciones durante tiempo de ejecucio´n, estos permiten
que una misma variable asocie diversos valores en
diferentes tiempos de ejecucio´n, escribir bloques de
co´digo ma´s cortos, alterar el curso del lenguaje de manera
leg´ıtima, ya que puede inyectarse el co´digo o ejecutar
1Son un medio de comunicacio´n que ha superado a la telefon´ıa fija, esto se debe a que las redes de telefon´ıa mo´vil son ma´s fa´ciles y
baratas de desplegar
2Android es un sistema operativo inicialmente pensado para tele´fonos mo´viles [4]
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funcionalidades especiales y cambiar variables, aunque
suelen tener menos claridad y son propensos a errores [6].
En tanto, los lenguajes esta´ticos manejan operaciones
expl´ıcitas donde se determinan las posiciones textuales o
puede darse que el compilador infiera en las expresiones
y declaraciones segu´n el contexto en el que se encuentre;
por lo tanto, es dif´ıcil cambiar una variable, el co´digo
es legible y permite entender los programas fa´cilmente,
pero pueden detectar y prevenir errores en tiempo de
compilacio´n, aunque su co´digo suele ser largo. Java se
escribe de forma esta´tica mientras que Groovy, Python,
Ruby y JavaScript se escriben dina´micamente; Groovy
es un lenguaje dina´mico, pero a diferencia de Php o
Python (tambie´n dina´micos) corre sobre la JVM (Java
Virtual Machine) por lo que facilita encontrar errores de
codificacio´n en el momento de ejecutar la aplicacio´n [7].
Por otra parte, Groovy es un lenguaje orientado por
objetos que valida co´digo de Java; adema´s, es un lenguaje
dina´mico que no requiere que se especifiquen los tipos de
referencias, la ventaja de esto es que permite modificar
desde me´todos hasta objetos en tiempo de ejecucio´n; su
sintaxis es ma´s blanda que Java y contiene soporte para
listas, mapas y closures en forma nativa, [8]. A diferencia
de Java, que requiere hacer importaciones de librer´ıas,
Groovy permite hacer uso de clases y me´todos de manera
nativa, pues estos esta´n embebidos dentro del lenguaje
mismo, esto lo hace un poco ma´s pesado, [9].
Estos son los paquetes incluidos en Groovy que no






En consecuencia, realizar aplicaciones en Groovy
simplifica la manera de codificar, ahorrando tiempo de
desarrollo, [11], como se muestra en la figura 1.
3. Estado del arte
Segu´n la pa´gina TIOBE, en el listado de los 50
lenguajes de programacio´n ma´s usados se puede observar
que Java aparece en el primer lugar con 19.543 %, Groovy
aparece en un lugar ma´s lejano, en la posicio´n 32, con
un 0.583 %, [12]; sin embargo, este ranking no permite
ver el potencial de Groovy, puesto que este ha venido
creciendo poco a poco y, actualmente, existen variadas
herramientas orientadas al desarrollo en este lenguaje
(Grails, Griffon) y se adiciona la caracter´ıstica de soporte
para Android. Por esto, ahora es uno de los primeros
lenguajes que corren sobre la JVM que los desarrolladores
quieren aprender, [13].
En las figuras 2 y 3 se muestran los gra´ficos con
las tendencias actuales de Desarrollo y los lenguajes que
esta´n ingresando al mercado.
Figura 1: Clase Groovy. Las clases de Groovy permiten
hacer uso de caracter´ısticas Java que a su vez son nativas
en Groov [11]
Figura 2: Tendencias de desarrollo [12]
Figura 3: Lenguajes que esta´n ingresando al mercado
[13]
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En pocas palabras, con Groovy se requieren menos
l´ıneas de co´digo, es ma´s legible, el tipado es dina´mico,
las colecciones son de ra´pido y fa´cil acceso, adema´s de
que el manejo de las meta-clases facilita manipular o
extender un comportamiento existente. En la actualidad
existen blogs con los aportes realizados por miembros de
la comunidad de desarrolladores Android, en los que se
describe co´mo desarrollar proyectos mo´viles en Android,
usando Groovy como lenguaje base, mediante tutoriales
y plugins para este fin. Algunas de las entradas en las que
se puede evidenciar estos casos son: Developing a native
Android App using Groovy, [8] Groovy language support
for Android, [14]. Creating Android Apps with Groovy
2.4, [15]. En estos sitios se pueden ver los pasos que
se deben seguir para crear un proyecto Android usando
Groovy como lenguaje alterno a Java; as´ı como tambie´n
se pueden encontrar otros aportes de esta misma ı´ndole,
usando otros lenguajes.
Existen varias formas de medir el tiempo de ejecucio´n
de las aplicaciones, ya sea usando las ecuaciones de coste
de tiempo computacional (1) o me´todos ma´s simples
como restar los tiempos de fin e inicio de un proceso,
usando librer´ıas externas que realizan el ca´lculo o el uso
de herramientas de desarrollo, [16]. Este u´ltimo es el que
se utilizo´ en la prueba presentada en este art´ıculo, debido
a que el log del entorno facilita la tarea.
T = C · n2 (1)
Ecuacio´n 1. Calculo de tiempo de un algoritmo, donde
se C es la constante multiplicativa y n el taman˜o de los
datos de entrada [17].
4. Materiales y me´todos
Para explicar co´mo se integra Groovy en Android,
se desarrollo´ la siguiente metodolog´ıa. Se codifica una
aplicacio´n mo´vil como ejemplo. Luego, como entorno de
desarrollo se usa la herramienta Android Studio bajo
el API de Google N◦ 19 y la versio´n 2.4.6 de Groovy.
Esta aplicacio´n se ejecuta sobre el AVD (Android Virtual
Device) configurado previamente [18].
Luego, se hace uso de una herramienta, que ya
esta´ incluida en el API de Android, llamada Gradle,
la cual sirve para automatizar la construccio´n de los
proyectos; es muy flexible para la configuracio´n, pero
adema´s ya tiene armadas las tareas por defecto para la
mayor´ıa de los proyectos. Esta herramienta es necesaria
ya que facilita la implementacio´n y ahorra tiempo
al momento de desarrollar, manejando compilaciones
incrementales, lo que quiere decir que verifica si
hubo algu´n cambio en el co´digo fuente despue´s de
la u´ltima compilacio´n, evitando que compile fuentes
innecesariamente. Gradle funciona con un lenguaje
llamado DSL (Domain Specific Lenguaje) o lenguaje
espec´ıfico de dominio, el cual esta´ escrito en Groovy, por
lo que la integracio´n del mismo en Android es bastante
sencilla sin necesidad de adicionar librer´ıas [19].
La aplicacio´n consta de una lista en memoria que
almacena los nombres temporalmente, un campo de texto
para ingresar el nombre de la persona el cual servira´ para
guardar y filtrar, y una lista en otra vista para mostrar
informacio´n de la persona sobre la cual se realizara´ la
bu´squeda. En las figuras 4 y 5 se muestran las clases
Java y Groovy.
Figura 4: Clase en Groovy [20]
Figura 5: Clase en Java [20]
La prueba consiste en realizar la insercio´n de un
nombre que se almacena en una lista, despue´s se adiciona
la funcionalidad de consulta de los nombres almacenados
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y posteriormente se adiciona la posibilidad de aplicar
un filtro a esa lista, para finalmente poder realizar una
comparativa de Groovy contra Java.
Como se puede apreciar, la clase Groovy, a diferencia
de la clase Java, no requiere de terminador de l´ınea (;),
ni los me´todos de encapsulamiento, ya que esto lo hace
el lenguaje de manera automa´tica y transparente.
En la figura 6 se puede apreciar la declaracio´n de la
lista en Java y el me´todo de creacio´n y bu´squeda en ella.
Figura 6: Bu´squeda y creacio´n de nombres en una lista
en Java [20]
Figura 7: Bu´squeda y creacio´n de un elemento de la lista
en Groovy [20]
La Figura 7 muestra el mismo proceso de la imagen
anterior pero escrito en Groovy. Se puede evidenciar la
reduccio´n de co´digo, como tambie´n que el proceso de la
bu´squeda no requiere de ciclos y validaciones debido a
que Groovy cuenta con closures (funcio´n anidada pero
no declarada) para realizar la bu´squeda y cuenta con
variables por defecto para recorrer la lista, [21].
Para analizar los resultados, se observan las
diferencias de tiempo de los lenguajes dina´micos.
5. Resultados
Como indica la tabla 1, el uso de lenguajes
dina´micos reduce el tiempo de desarrollo y construccio´n
aproximadamente en un 33 % en comparacio´n con los
lenguajes esta´ticos. Esta reduccio´n se debe precisamente
al hecho de ejecutar bu´squedas sin indexar. Aunque esta
es una aplicacio´n sencilla que no consume recursos, al
momento de realizar aplicaciones a gran escala esto puede
ser significativo, como se aprecia a continuacio´n.
Tabla 1: Comparacio´n tiempos de construccio´n Java –
Groovy [20]
Id Proceso Java Groovy Observacio´n
P1
BUILD SUCCESSFUL
Total time: 22.756 secs
BUILD SUCCESSFUL
Total Time: 18.385 secs
Primera compilacion en la
cual se crea la aplicacio´n para
la captura de datos
P2
BUILD SUCCESSFUL
Total time: 37.225 secs
BUILD SUCCESSFUL
Total time: 22.136 secs
En esta compilacion se adiciona
la funcionalidad de listar
P3
BUILD SUCCESSFUL
Total time: 47.333 secs
BUILD SUCCESSFUL
Total time: 29.258secs
Se agrega un filtro para realizar
busquedas
En la figuras 8 y 9 se evidencia el comportamiento
de los tiempos de las pruebas realizadas en funcio´n del
tiempo.
Figura 8: Gra´fica de comparacio´n de tiempos de
ejecucio´n y construccio´n Java – Groovy [20]
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Figura 9: Traza de tiempo generada por la consola de
Android Studio [20]
A continuacio´n se muestran los resultados obtenidos
de la comparacio´n del tiempo de ejecucio´n entre Java y
Groovy. En ellos se puede observar una disminucio´n de
35.82 % como se evidencia en la figura 10.
Figura 10: Ca´lculo del porcentaje de disminucio´n de
tiempo entre Groovy y Java [20]
Figura 11: Aplicacio´n resultante en funcionamiento [20]
Al probar la aplicacio´n se puede evidenciar que la
funcionalidad de la aplicacio´n es la misma en ambos
casos, aunque para Groovy es ma´s o´ptimo, sin demeritar
la eficiencia de Java, la cual requiere que se implementen
funciones, me´todos que en Groovy ya vienen integrados
al lenguaje por lo cual no es necesario hacer uso de
librer´ıas externas. En la figura 11 se puede observar el
resultado de las aplicaciones en funcionamiento paso a
paso.
6. Conclusiones
Los lenguajes dina´micos permiten crear aplicaciones
de manera a´gil y de fa´cil sostenimiento debido a la
naturalidad de su co´digo, ya que es ma´s flexible y permite
modificarse de manera ma´s sencilla; por tanto, al hacer
uso de lenguajes dina´micos se disminuyen los tiempos de
la creacio´n de co´digo, debido a la integracio´n de funciones
y librer´ıas Java, as´ı como la facilidad para integrarse con
Spring. Estos lenguajes facilitan el mantenimiento y la
realizacio´n de pruebas ya que es soportada por varios
IDE’S que facilitan estas tareas; con estos se pueden
elaborar desarrollos completos en muy pocas l´ıneas
comparados con otros lenguajes, ya que Groovy permite
hacer uso de clases y librer´ıas Java para integrarlas como
parte de s´ı en el desarrollo de una aplicacio´n.
Por otro lado, facilitan la correccio´n de errores ya que
nos permite modificar las variables y objetos en tiempos
de ejecucio´n, [21], Groovy permite al desarrollador
adaptar una clase simple Java a la sintaxis Groovy lo
cual facilita que los desarrolladores Java se adapten con
mayor facilidad.
Con el desarrollo de la aplicacio´n prueba, se pude
evidenciar, que haciendo uso de Groovy en Android
obtenemos un 32.64 % de reduccio´n de tiempo en
desarrollo y construccio´n del paquete Apk, lo cual es
en gran medida, una ventaja al momento de desarrollar
software.
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