














Automatic generation of JSON-formatted text from a free-form 
descriptive text about plants 



































を JSON の自動生成の主な対象とした。JSON 自動生成結果とそれに基づく検索法を評価
し、課題を明らかにする。 


















 次に、この記述を係り受け解析器 CaboCha で解析した結果を図１に示す。文節は番号 0〜





















(4) タグ what の値は、主語の先祖（predecessors）の文節のテキストを文節番号順に連結
したものとする。先祖のパスは複数あり得るので、原則としてその全てを連結する。 








表２ JSON のタグとバリューの対応 
 
表２から生成された JSON テキストを図２に示す。このようにして得られた JSON テキ
ストを利用した多様な検索方法については、4.で検討する。 
 
図２ 「ムニンノボタン」に対して自動生成された JSON テキスト 
 











図３ 自由形式記述からの JSON テキスト自動生成と多様な検索（全体イメージ） 
 
３.１ 植物特性の簡潔な説明文 






















図４ 自動生成された JSON テキストファイル（表３の５つの植物に対して） 
 
３.２ デジタル写真集の全植物に対する JSON の自動生成 
このような、写真集の全ての植物の記述文（全 2,965 行）に対して、JSON テキストの自
動生成を行った。その結果、約 21,000 行からなる JSON テキスト（pretty formatted では
約 52,000 行）が得られた。全ての植物に対して、必ずしも葉と花と果のすべてに言及があ
るわけではないので、タグに対するバリュー（値）が空白になっている場合も多い。図４は、





した JSON ファイルを使った検索を検討する。検索プログラムは JAVA で書く。JSON テ







グ言語を利用することができる。JAVA 以外に、例えば JavaScript や Python でも同様の
ことは（ラムダ式やストリームも利用できるので）可能と思われるが、本論では、形態素解
析器 MeCab と係り受け解析器 CaboCha を共に JAVA アプリケーションの中で利用してい
るので、一貫性を持たせるため、ここでも JAVA を利用する。 







// 葉に 3 脈があり、花が白いことに着目した検索 
jsonStream  //植物オブジェクトのストリーム 
.filter(p -> bQ(p,"leaf","3") && bQ(p,"leaf","脈"))  
.filter(p -> bQ(p,"flower","白"))  










.filter(p -> bQ(p, "leaf", "倒披針")) 
.filter(p -> bQ(p, "flower", "白") || bQ(p, "flower", "紫")) 
.forEach(p -> pP(p)); 
■検索結果 −＞以下のように、２件ヒットした 
●シライトソウ（単子葉草本）葉は倒披針形で、花序は白いブラシ状。 
 -> http://plantidentifier.ec-net.jp/ts_shiraitosou.html 
●トウテイラン（双子葉草本）全体に綿毛があり、葉は倒披針形で、青紫色の花が総状に
咲く。 
 -> http://plantidentifier.ec-net.jp/ss_touteiran.html 
 




.map(p ->  sQ(p, "fruit","type")) 
.filter(p ->  !p.equals("")).distinct() 
.collect(Collectors.joining(", ", "[", "]"))); 
■検索結果 −＞一部にバグが残っているが、以下のようにリスト形式で表示 
[核果, 果実, 翼果, 梨状果, 液果, 胞果, 堅果, 蒴果, 朔果, ４分果, 果実に, 豆果, 果穂, 
卵形蒴果, 痩果, 分果, 小節果, 果胞, 長角果, 3 分果, イチジク状果, 球果, 袋果, ミカン
果, 2 分果, 分離果, イチゴ果, 苺果, 集合果, 蒴果か, 梨果, バナナ状果, 果, 果皮, 総状












Map<String, Map<String,List<Plants>>> myg = 
jsonStream 






Set<String> groupKey = myg.keySet(); 
for (String g: groupKey){ 
System.out.print("¥n●" + g + ":" ); 
Set<String> elemKey = myg.get(g).keySet(); 
for (String e: elemKey){ 
System.out.print("¥n - " + e + ":" + "type "); 
System.out.print(myg.get(g).get(e).stream().map(p -> p.getTypeLe()) 
.filter(p -> !p.equals("")).distinct().collect(Collectors.joining(",","【","】"))); 
System.out.print("¥n - " + e + ":" + "what "); 
System.out.print(myg.get(g).get(e).stream().map(p -> p.getWhatLe()) 





 - 葉:type 【葉,奇数羽状複葉,掌状複葉,小葉,葉腋,旧葉,若葉,3 出複葉,葉柄,羽状複葉,偶数
羽状複葉,2 回偶数羽状複葉,葉裏,苞葉,2 回羽状複葉,葉脈,3 回羽状複葉】 
 - 葉:what 【楕円状の,3 出複葉の,長楕円形の,掌状に裂けた,棘が大きく,被針形の,細長
い,鱗片状の,卵形の,緑白色の丸い,奇数羽状複葉の,倒卵形の,奇数羽状複葉で棘のある,常
緑樹の,線形の,披針形の細鋸歯の,掌状複葉の,革質の,卵形で束生する,大きな,丸い,白い 2
枚の,羽状複葉の,広卵形の,3 枚の,先が 3 浅裂した,有毛の】 
●単子葉木本: 
 - 葉:type 【葉,羽状複葉,葉状枝,葉鞘】 

















それらの要点を以下に纏める。対象とした 2,116 件の説明文を係り受け解析し、JSON を
自動生成した場合の状況は以下の通りであった。 
 
(a) 原文のままで、正常に JSON 生成 -> 約 55% 
(b) 原文に句読点を追加することで、正常に JSON 生成 -> 約 30% 
(c) 原文の助詞等を置き換えることで、正常に JSON 生成 -> 約 9% 








乃 2018、山本和英 2018）が必要かも知れないが、本論は、その領域には言及していない。 
今回、期待通りの係り受け解析結果が得られなかった例のうち９例を付録に示した。何が
問題であるかを具体的に示し、それを回避するために変更した文例も示してある。また、














































Japanese NLP Library『GiNZA』https://megagonlabs.github.io/ginza/ 
















































ているが、CaboCha と GiNZA はいずれも、「長い卵形」と判断しており、妥当ではない。 
 
一方、例文（イ）は例文（ア）に出現する"葉"が"虎"に変わっただけである。解析結果
結果は少し想定外であった。（ア）の場合の判定結果（○×）が逆転した。すなわち、
KNP は、「虎柄の長い」という不自然な係り受け関係を採用してしまった。 
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