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Sommario 
Lo scopo del presente elaborato di tesi è lo sviluppo di un modello CFD per esaminare il 
fenomeno della cavitazione su un profilo idrodinamico al fine di valutarne gli effetti sulle 
prestazioni di un catamarano da competizione. 
Il modello CFD viene sviluppato tramite il software Star-CCM+® che descrive il rateo di 
accrescimento della bolla di cavitazione mediante una forma semplificata dell’equazione di 
Rayleigh-Plesset e risolve le equazioni di Navier-Stokes mediate alla Reynolds (RANS), 
permettendo di studiare il flusso e calcolare le azioni fluidodinamiche. 
Per valutare gli effetti della cavitazione sulle prestazioni di un catamarano da competizione 
viene adoperato un programma VPP (Velocity Prediction Program), sviluppato in precedenti 
lavori di tesi in ambiente Matlab®, al quale vengono apportate delle modifiche. 
Viene implementata una funzione attraverso la quale si possano calcolare i coefficienti delle 
forze della deriva, che verranno poi inseriti nelle equazioni di equilibrio, tenendo conto del 
fenomeno della cavitazione. 
Dato che il regolamento dell’America’s Cup 2017 prevede la possibilità di ruotare sia il 
timone che la deriva attorno all’asse di beccheggio vengono introdotti due parametri 
rappresentanti le rotazioni, i cui valori sono compresi all’interno di un intervallo fissato dal 
regolamento. Viene, quindi, effettuata un’ottimizzazione della configurazione al variare di 
questi parametri e i valori ottenuti vengono inseriti all’interno del VPP, ottenendo 
informazioni sulle velocità, sulle forze e sull’effetto dell’introduzione di questi parametri. 
Tutte le implementazioni effettuate nel VPP sono inserite nell’interfaccia grafica per 
consentire una gestione più rapida degli input. 
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Capitolo 1  
Introduzione 
1.1 America’s Cup 
L’America’s Cup è il più famoso e importante trofeo nello sport della vela, oltre ad essere 
il più antico trofeo sportivo al mondo tuttora disputato. 
La competizione consiste in una serie di regate di tipo match race, ossia una gara testa a 
testa tra due avversari il cui scopo è concludere un determinato percorso cercando di 
tagliare per primi il traguardo. Si affrontano il defender, ovvero il detentore del titolo, e il 
challenger, ovvero il vincitore della Louis Vuitton Cup (World Series), una serie di gare 
disputate da più imbarcazioni. 
L’ultima edizione della America’s Cup, la 34ma, ha visto fronteggiarsi, nel settembre 
2013, nella baia di San Francisco, il defender BMW Oracle Racing e il challenger 
Emirates Team New Zealand con la vittoria del primo per 9 a 8 dopo un’incredibile 
rimonta dal punteggio di 1 a 8. Questa edizione è stata disputata a bordo di catamarani 
della classe AC72. 
1.2 Navigazione a vela 
Un’imbarcazione a vela sfrutta gli stessi principi validi per l’ala di un velivolo, anche se 
per una barca la vela ha lo scopo di generare una forza in direzione dell’avanzamento come 
mezzo di propulsione, mentre nei velivoli lo scopo è la generazione della portanza per il 
sostentamento. A differenza del velivolo però si è in presenza di due fluidi, acqua e aria, 
quindi l’equilibrio è dato dall’interazione tra le forze aerodinamiche e le forze 
idrodinamiche agenti sulla barca. Le prime vengono generate essenzialmente 
dall’interazione tra il vento e le vele, mentre le seconde nascono dal moto relativo tra 
l’acqua e la parte immersa dell’imbarcazione. 
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1.2.1 Forze aerodinamiche 
Le forze aerodinamiche prodotte dalla vela costituiscono il sistema propulsivo 
dell’imbarcazione e dipendono dall’angolo β tra la direzione del vento apparente e la 
direzione del moto della barca. Il vento apparente Vw,a è ottenuto come somma vettoriale 
del vento reale Vw,r e della velocità della barca VB. La vela permette all’imbarcazione di 
procedere grazie ad un meccanismo di formazione delle forze aerodinamiche del tutto 
analogo a quello dell’ala di un velivolo. Integrando le pressioni sull’intera superficie della 
vela si ottiene la forza aerodinamica complessiva FT, la quale può essere scomposta lungo 
il sistema assi vento apparente in portanza L e resistenza D o lungo il sistema assi corpo in 
spinta T, parallela alla velocità della barca, e forza laterale FL, perpendicolare ad essa. 
L’obiettivo della vela è quello di fornire un’alta forza propulsiva T, la quale però è 
inevitabilmente legata alla generazione di una forza laterale (forza di sbandamento), che 
dovrà essere equilibrata, nel piano orizzontale, dalle forze idrodinamiche prodotte dalla 
deriva (Figura 1.1). 
 
 
 
Figura 1.1: Forze aerodinamiche agenti sulla vela 
 
 
  Capitolo 1 – Introduzione 
 
 4 
1.2.2 Forze idrodinamiche 
Le forze idrodinamiche sono necessarie per l’equilibrio alla traslazione lungo la direzione 
perpendicolare alla velocità della barca. Queste forze sono generate principalmente dalla 
deriva grazie all’incidenza rispetto alla direzione del moto fornita dall’angolo di 
scarroccio. Il controllo dell’imbarcazione è invece garantito dal timone che, tramite la 
forza di portanza addizionale Lr, produce il momento imbardante voluto (Figura 1.2). 
 
 
 
Figura 1.2: forze idrodinamiche agenti sull'imbarcazione 
 
Oltre alla resistenza prodotta dalla deriva e dal timone, nel computo delle forze 
idrodinamiche va inclusa la resistenza dovuta allo scafo, la quale può essere suddivisa in: 
 
- Resistenza di attrito: direttamente proporzionale alla superficie bagnata e 
all’evoluzione dello strato limite. 
 
- Resistenza di pressione: dipendente dalla percentuale di separazione dello strato 
limite. 
 
- Resistenza d’onda: dipendente dal treno d’onde prodotto dalle perturbazioni di 
pressione sul pelo libero dell’acqua. 
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1.2.3 Equilibrio delle forze nel piano orizzontale 
Le forze nel piano orizzontale si equilibrano in maniera tale che la forza laterale prodotta 
dalla deriva equilibri quella prodotta dalle vele e la spinta aerodinamica T equilibri la 
resistenza prodotta dallo scafo nel suo complesso Dtot (Figura 1.3). 
 
 
 
 
Figura 1.3: Equilibrio nel piano orizzontale 
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1.2.4 Equilibrio delle forze e dei momenti nel piano verticale 
Le forze nel piano verticale si bilanciano in maniera tale che la spinta idrostatica SH 
equilibri la forza peso W. A causa del disallineamento tra FLvele e FLderiva, si produce un 
momento sbandante MS, che deve essere equilibrato dal momento raddrizzante MR, 
prodotto dal disallineamento tra W e SH dovuto all’inclinazione della barca (Figura 1.4). 
 
 
 
Figura 1.4: Equilibrio di forze e momenti nel piano verticale 
 
In tale figura è riportata la soluzione con bulbo. Un altro modo per generare il momento 
raddrizzante è quello di sfruttare la distribuzione di peso dell’equipaggio. 
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1.2.5 Velocity Made Good e Velocity Wind Direction 
Per valutare l’effettiva prestazione in termini di velocità dell’imbarcazione, è possibile 
definire una grandezza particolarmente utile, ossia la Velocity Made Good, che indica la 
velocità nella direzione della boa successiva. In base a questa grandezza si può pensare, ad 
esempio, di navigare ad un angolo di vento maggiore se la nuova configurazione è tale da 
far sì che lo svantaggio di percorrere una traiettoria meno diretta sia compensato da una 
maggiore velocità di navigazione nella direzione della boa successiva (Figura 1.5). 
 
 
 
 
Figura 1.5: a) Maggiore VMG e traiettoria meno diretta; b) Minore VMG e traiettoria più 
diretta 
 
Tuttavia, nel mondo nautico è molto più utilizzata la Velocity Wind Direction, ossia la 
componente della velocità dell’imbarcazione nella direzione del vento (Figura 1.6). Questo 
è legato al fatto che nelle regate il percorso è stabilito in maniera tale che l’imbarcazione si 
trovi a favore o controvento. 
 
 
 
Figura 1.6: VWD 
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1.3 Il catamarano 
Il catamarano è un’imbarcazione a due scafi collegati tra loro mediante una struttura, 
chiamata ponte, con forma e caratteristiche che variano molto a seconda dell’impiego per 
cui è progettato. Si possono trovare catamarani molto diversi tra loro sia per il tipo di 
impiego sia per la propulsione utilizzata: il trasporto veloce di merci e passeggeri, le 
competizioni sportive, la crociera. 
L’adozione del concetto di catamarano è abbastanza recente, sebbene esso sia diffuso fin 
dall’antichità tra le popolazioni dell’India e della Polinesia. L’idea di fondo di una 
configurazione multiscafo è quella di spostare lateralmente il punto di applicazione delle 
forze di galleggiamento, in modo da resistere ai grandi momenti ribaltanti generati dalla 
componente trasversale della forza aerodinamica sulla vela. Il catamarano è oggi diventato 
una valida alternativa al monoscafo, soprattutto in virtù della velocità raggiungibile, della 
stabilità e della capacità di carico. 
I catamarani da competizione velica sono progettati per consentire, durante la navigazione, 
il sollevamento dalla superficie dell’acqua dello scafo sopravento, in modo da ottenere il 
tipico andamento inclinato (Figura 1.7). Questa tecnica di conduzione permette 
l’ottenimento di una minore resistenza idrodinamica e il raggiungimento di velocità molto 
elevate. Un catamarano da regata, con la sola propulsione velica, può superare velocità pari 
a tre volte quella del vento. 
 
 
 
 
Figura 1.7: Catamarano da competizione 
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1.3.1 Classe AC72 
I catamarani della classe AC72 hanno una lunghezza di 72 piedi, da cui prendono il nome. 
Tali imbarcazioni sono equipaggiate con un’ala rigida dotata di flaps al posto della 
tradizionale randa e le loro prestazioni sono tra le migliori raggiungibili con l’ausilio della 
sola propulsione velica. 
Le squadre in competizione si sono attenute, in fase di progettazione, a un regolamento di 
classe, definito “AC72 Class Rule” [1], nel quale sono definiti le dimensioni e i pesi da 
rispettare. 
Le caratteristiche principali di un catamarano AC72 (Figura 1.8) sono comprese entro i 
seguenti limiti massimi: 
 
- Lunghezza Fuori Tutto (LWL) = 22 m; 
- Larghezza (BWL) = 14 m; 
- Dislocamento = 5900 Kg; 
- Peso complessivo = 7000 Kg; 
- Pescaggio massimo = 4.40 m; 
- Appendici: massimo 2 timoni e 2 derive; 
- Equipaggio = 11 persone. 
 
 
 
Figura 1.8: Dimensioni AC72 
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Sebbene siano state adottate regole così stringenti, alcuni team sono stati in grado di 
“interpretare” il regolamento in modo tale da permettere l’adozione di derive a forma di L 
e timoni a T (Figura 1.9).  
 
 
 
Figura 1.9: Forma di deriva e timone 
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Capitolo 2  
Generalità e obiettivi 
2.1 Uso del foil 
La principale innovazione degli AC72 è stata proprio quella dell’utilizzo delle derive a L e 
dei timoni a T. Questi, infatti, si comportano come degli hydrofoil che, una volta superata 
una certa velocità, sono in grado di generare una forza di portanza verticale che permette 
allo scafo sottovento di sollevarsi sopra il pelo dell’acqua con una forte riduzione di 
resistenza idrodinamica e di conseguenza un notevole aumento di velocità (Figura 2.1).  
 
 
 
Figura 2.1: AC72 in assetto di volo 
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Con entrambi gli scafi al di fuori dell’acqua, spetta proprio a deriva e timone anche 
assicurare l’equilibrio verticale e dei momenti attorno all’asse trasversale della barca. La 
geometria dei due elementi è perciò studiata in modo tale da far generare a entrambi una 
componente aggiuntiva di forza verticale che, nel caso della deriva, serve a garantire 
l’equilibrio verticale in assenza della forza di galleggiamento e, nel caso del timone, 
garantisca l’equilibrio alla rotazione attorno all’asse trasversale della barca e un certo 
grado di stabilità in beccheggio. Essendo le forze proporzionali alla densità del fluido 
investito, fondamentale sarà la parte rimasta immersa in acqua, che genera in pratica 
l’intera forza risultante (poiché la densità dell’acqua è circa 800 volte quella dell’aria). 
Far emergere la barca sui foil e mantenerla in questa posizione è stata la chiave per vincere 
la America’s Cup 2013. In questa edizione la barca si sollevava completamente con un 
vento di 16-18 nodi, quando il catamarano raggiungeva una velocità di 25 nodi. 
La navigazione in foiling, unita alle alte velocità, comporta tuttavia notevoli problematiche 
per le quali è necessaria un’elevata abilità di conduzione da parte dell’equipaggio e una 
progettazione attenta di ogni parte dell’imbarcazione. Tra le problematiche osservate, 
quelle che hanno una rilevanza maggiore sono: 
 
• Fenomeni di instabilità 
 
- Heeling, instabilità in rollio: lo scafo sottovento entra in contatto con 
l’acqua causando un improvviso aumento di resistenza e una drastica 
riduzione della velocità. Nel peggiore dei casi si arriva al ribaltamento 
laterale del catamarano. 
 
- Pitchpoling, instabilità in beccheggio: la prua dello scafo sottovento affonda 
nell’acqua in seguito a raffiche improvvise o al moto ondoso dell’acqua 
causando un aumento di resistenza localizzata nella parte anteriore del 
catamarano che da luogo a un momento picchiante aggiuntivo che può 
portare al ribaltamento anteriore. 
 
• Fenomeni di cavitazione 
2.1.1 Novità dell’ America’s Cup 2017 
Il regolamento dell’America’s Cup 2013 prevedeva la rotazione della deriva attorno 
all’asse di beccheggio (Figura 2.2), mentre il timone aveva un calettamento fisso. 
Nell’America’s Cup 2017 sarà invece possibile la rotazione del timone intorno all’asse di 
beccheggio (Figura 2.3). Questa modifica nel regolamento [2] apre alla possibilità di 
equilibrare il catamarano, a parità di condizioni esterne, a diverse incidenze della deriva, 
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consentendo la ricerca di una configurazione che massimizzi la velocità del corpo. Inoltre, 
essendo la principale funzione del timone quella di garantire l’equilibrio alla rotazione 
attorno all’asse di beccheggio, la possibilità di cambiare la sua incidenza può essere 
sfruttata per attenuare problemi di instabilità in beccheggio dovuti a raffiche. 
 
 
 
Figura 2.2: Rotazione deriva 
 
 
 
 
Figura 2.3: Rotazione timone 
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2.2 Sviluppo di un modello di cavitazione 
Uno degli obiettivi del seguente lavoro di tesi sarà lo sviluppo di un modello che consenta 
di tenere conto degli effetti della cavitazione sulle forze idrodinamiche sviluppate dalla 
deriva. A tale scopo sono necessari i seguenti programmi: 
 
• CATIA®: è un software che permette di realizzare il disegno parametrico della 
geometria della deriva e del volume di controllo. Consente di modificare di volta in 
volta l’incidenza della deriva e la sua posizione relativa al volume di controllo. 
 
• Star-CCM+®: è un software che permette di eseguire l’analisi CFD sulla geometria 
della deriva opportunamente posizionata rispetto al volume di controllo. In questo 
modo è possibile determinare le condizioni per cui la deriva comincia a cavitare e i 
relativi effetti sulle forze e momenti idrodinamici. 
2.3 Valutazione delle prestazioni del catamarano 
Ulteriore obiettivo sarà lo sviluppo di un programma che valuti gli effetti della cavitazione 
e della possibilità di ruotare deriva e timone sulle prestazioni del catamarano. A tale scopo, 
sfruttando il modello CFD sviluppato, verrà creato un database con i coefficienti delle 
forze corretti con gli effetti della cavitazione e verranno implementate delle funzioni su un 
programma di predizione sviluppato in ambiente MATLAB® in precedenti lavori di tesi: 
 
• Velocity Prediction Program (VPP): è un software che calcola le prestazioni del 
catamarano in varie condizioni di vento ottimizzando delle variabili di progetto. 
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Capitolo 3  
Fenomeni di cavitazione 
3.1 Introduzione 
In questo capitolo vengono discussi i principali aspetti fisici della cavitazione, con particolare 
attenzione alle varie tipologie, ai fattori esterni che la influenzano e ai suoi effetti [3].   
3.2 Definizione di cavitazione 
La cavitazione è definita come il processo di formazione di una fase di vapore quando un 
liquido è soggetto ad una riduzione di pressione a temperatura costante. Questo fenomeno è 
molto simile a quello dell’ebollizione, in cui, però, il cambiamento di fase avviene attraverso 
una variazione della temperatura a pressione costante. La Figura 3.1 mostra qualitativamente 
l’evolversi dei due fenomeni partendo dalle stesse condizioni iniziali (punto A). 
L’evaporazione del liquido si verifica quando viene attraversata la curva di pressione di 
vapore saturo Pv(T).  
 
 
 
Figura 3.1: Cambiamento di fase tramite ebollizione e cavitazione 
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E’ importante sottolineare che in letteratura con cavitazione si indica non soltanto il processo 
di formazione della bolla di vapore, ma anche la sua dinamica e il successivo collasso. 
Quest’ultima fase è un aspetto molto importante del fenomeno in quanto porta alla 
formazione di onde di pressione di elevata intensità e di alta temperatura causa di numerosi 
problemi.   
3.3 Numero di Cavitazione 
In tutti i fenomeni fisici è utile introdurre dei parametri di similitudine, ossia dei numeri 
adimensionali, che aiutano la comprensione dei meccanismi che regolano il fenomeno e 
consentono il confronto, anche con un numero limitato di dati sperimentali, tra processi 
caratterizzati da differenti dimensioni e proprietà fisiche. 
Il parametro di similitudine maggiormente usato negli studi sulla cavitazione è quello 
introdotto da Thoma nel 1920, detto numero di cavitazione: 
 𝜎 = 𝑝! − 𝑝!(𝑇!)!! 𝜌!𝑈!!  
 
dove 𝑝! è la pressione di riferimento, 𝑝! è la pressione di vapore, 𝑇! è la temperatura di 
riferimento, 𝜌! è la densità del liquido e 𝑈! è la velocità di riferimento. 
Per ogni flusso, a prescindere che caviti o meno, si può definire il numero di cavitazione. Se 𝜎 
è sufficientemente elevato, il flusso non cavita e rimane allo stato liquido. Al diminuire di 𝜎, 
si raggiunge un particolare valore, detto numero di cavitazione critico (𝜎!), in corrispondenza 
del quale si verifica per la prima volta il fenomeno della cavitazione. Ulteriori diminuzioni di 𝜎 causano un incremento del numero di bolle di vapore che si formano ed un aumento delle 
dimensioni della regione cavitante.  Nel caso in cui il liquido in esame sia privo di impurità, le 
bolle di vapore cominciano a formarsi quando la pressione del liquido eguaglia la pressione di 
vapore, ovvero la minima pressione raggiungibile nel campo. Ricordando la definizione di 
coefficiente di pressione: 
 𝑐! = 𝑝 − 𝑝!!! 𝜌!𝑈!!  
 
dove p è la pressione locale, si ha che: 
 𝜎! = −𝑐!!"# 
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Per quanto detto in precedenza, nel caso di liquido senza impurità, si ha che per 𝜎 > −𝑐!!"# 
la pressione locale è maggiore della pressione di vapore e quindi il flusso non cavita. Per 𝜎 < −𝑐!!"# la pressione locale è minore della pressione di vapore e quindi il flusso cavita 
(Figura 3.2). 
 
 
 
Figura 3.2: Distribuzione di cp lungo una linea di corrente [3] 
3.4 Fattori che influenzano la cavitazione 
Finora è stato analizzato il caso in cui il liquido sia privo di impurità, non viscoso e i corpi in 
esso immersi siano privi di rugosità. Tuttavia, nella realtà la situazione è molto diversa dal 
caso ideale e tutti questi fattori influenzano il fenomeno della cavitazione, in particolare la 
fase iniziale della formazione della bolla. La cavitazione non comincia quando la pressione 
locale eguaglia quella di vapore, ovvero per 𝜎 = 𝜎!, ma ad una pressione diversa. 
3.4.1 Nuclei di cavitazione 
I nuclei di cavitazione sono delle microbolle di gas che possono essere sospese nel liquido 
(nucleazione omogenea) o attaccate a particelle solide e superfici immerse nel liquido 
(nucleazione eterogenea). La presenza di questi nuclei fa sì che la cavitazione avvenga a 
pressioni maggiori di quella di vapore, ossia per valori di 𝜎 maggiori di 𝜎!. Per cui in presenza 
di nuclei, a parità di 𝜎, la regione cavitante è più estesa. 
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3.4.2 Effetti viscosi 
In tutti i casi reali non può essere trascurata la viscosità del liquido, di cui si tiene conto 
attraverso il numero di Reynolds. L’introduzione della viscosità provoca un cambiamento del 
regime del flusso, che da laminare e stazionario può diventare turbolento e non stazionario 
all’aumentare del numero di Reynolds. Un flusso turbolento è caratterizzato da una continua 
instabilità e può portare alla formazione di vortici concentrati, che anticipano l’inizio della 
cavitazione come viene descritto successivamente nel paragrafo 3.5.4.  
Si può quindi concludere che all’aumentare del numero di Reynolds la cavitazione avvenga 
per valori di 𝜎 maggiori del 𝜎! teorico (Figura 3.3). 
 
 
 
Figura 3.3: Dipendenza del numero di cavitazione dal numero di Reynolds [3] 
3.4.3 Rugosità 
La rugosità superficiale provoca un incremento del livello di turbolenza e un aumento della 
non stazionarietà del flusso. Tutto ciò determina che la cavitazione avvenga per valori di 𝜎 
maggiori del 𝜎!  teorico. Per cui all’aumentare dell’entità della rugosità, a parità di 𝜎, la 
regione cavitante è più estesa. 
3.5 Tipologie di cavitazione 
Il fenomeno della cavitazione è descritto da diversi modelli, come quello di Rayleigh-Plesset, 
basati sull’assunzione che le bolle di vapore siano sferiche e non interagiscano tra di loro. 
Tuttavia, sperimentalmente si osserva che la cavitazione porta alla formazione di tante bolle 
di piccole dimensioni, non aventi forma sferica, che costituiscono delle nuvole di bolle. 
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All’aumentare della frequenza di formazione e della dimensione della regione cavitante, le 
bolle cominciano ad interagire idrodinamicamente tra di loro. A causa di ciò e, in  funzione 
della qualità del liquido, del campo di pressione nella zona cavitante, della geometria e della 
rugosità del corpo, il fenomeno della cavitazione può essere di diverse tipologie, che vengono 
descritte nei successivi paragrafi. 
3.5.1 Attached or sheet cavitation 
La attached cavitation si manifesta qualora sia presente una regione di flusso separato che 
viene riempita di vapore. La forma della regione cavitante cambia lentamente e 
periodicamente (Figura 3.4). Se la zona cavitante si estende a valle del corpo, il fenomeno è 
detto supercavitazione (Figura 3.5). La formazione della bolla avviene dove si hanno i 
gradienti di pressione negativi più elevati. 
 
 
 
Figura 3.4: Attached cavitation [4] 
 
 
 
Figura 3.5: Supercavitation [5] 
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3.5.2 Travelling bubble cavitation 
La travelling bubble cavitation è caratterizzata da bolle di vapore che si formano da nuclei 
presenti in una regione di bassa pressione e vengono trasportate dal liquido mentre si 
espandono e collassano in una regione di alta pressione (Figura 3.6). Questo tipo di 
cavitazione avviene più comunemente sugli hydrofoils a basse incidenze. 
 
 
 
Figura 3.6: Travelling bubble cavitation [5] 
3.5.3 Cloud cavitation 
La cloud cavitation appare come una nuvola di bolle molto piccole e frequentemente è 
formata dalla rottura periodica della bolla della attached cavitation. Questo tipo di cavitazione 
solitamente causa problemi come erosione, rumore e vibrazioni, soprattutto quando le bolle 
collassano vicino alle superfici. 
3.5.4 Vortex cavitation 
La vortex cavitation avviene nei nuclei dei vortici che si formano nei punti di separazione del 
flusso o nei flussi molto turbolenti. All’interno dei nuclei si hanno delle basse pressioni, 
inferiori alla pressione di vapore, che provocano la formazione della bolla di cavitazione. A 
causa di ciò, la cavitazione avviene localmente anche quando la minima pressione media è 
superiore a quella di vapore. Questa tipologia di cavitazione è frequente sulle pale delle 
pompe idrauliche e delle eliche in applicazioni nautiche. In questo particolare caso, le bolle 
assomigliano a delle corde di vapore che partono dal tip della pala e proseguono nel flusso a 
valle (Figura 3.7). 
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Figura 3.7: Vortex cavitation [6] 
3.6 Effetti della cavitazione 
Gli effetti della cavitazione sono molteplici, in questo paragrafo vengono esaminati quelli 
relativi alle forze, al danneggiamento e al rumore. 
3.6.1 Effetto sulle forze 
Essendo molte macchine costituite da profili idrodinamici, gli effetti della cavitazione 
possono essere illustrati studiando le forze che agiscono sui profili stessi. In un flusso avente 
velocità costante, la portanza e la resistenza non variano in seguito ad una diminuzione della 
pressione asintotica finché non subentra il fenomeno della cavitazione (Figura 3.8a). In 
seguito, non potendo la pressione del liquido scendere sotto la pressione di vapore, si ha una 
diminuzione di portanza (Figura 3.8b). La formazione della bolla comporta, inoltre, l’aumento 
dello spessore dello strato limite o la sua separazione, provocando un aumento della 
resistenza. Si ha quindi una riduzione dell’efficienza del profilo.   
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Figura 3.8: a) profilo di pressione senza cavitazione; b) profilo di pressione con cavitazione  
 
A causa della non stazionarietà della cavitazione, le forze generate dal profilo sono non 
stazionarie. A causa di ciò si hanno delle forze fluttuanti e conseguentemente delle vibrazioni 
della macchina in esame. 
3.6.2 Danneggiamento e rumore da cavitazione 
Per danneggiamento da cavitazione si intende principalmente l’erosione superficiale legata al 
collasso delle bolle di vapore che causano delle onde di pressione di elevata intensità e di 
elevata temperatura. Conseguenza di ciò è l’aumento della rugosità superficiale, che per 
quanto già detto è uno dei fattori che influenza la cavitazione. 
Il continuo collasso delle bolle si manifesta anche con la produzione di rumore sonoro.  
3.7 Cavitazione sui profili 
I profili sono in genere caratterizzati da una attached cavitation. A differenza di quanto 
affermato nel paragrafo 3.5.1, alcune osservazioni sperimentali hanno dimostrato come la 
attached cavitation possa verificarsi, anche in assenza di una preesistente regione di flusso 
separato, per via di complesse interazioni tra travelling bubbles e strato limite; si osserva la 
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attached cavitation non appena lo strato limite si separa per via della presenza delle bolle [7]. 
Per questa tipologia di cavitazione è necessaria la separazione dello strato limite, altrimenti le 
bolle sarebbero trasportate a valle dal flusso incipiente [8]. La attached cavitation nei profili si 
presenta come una bolla stabile o quasi stabile (Figura 3.9). 
 
 
 
Figura 3.9: Attached cavitation nei profili 
 
In assenza di gas dissolti all’interno della bolla, la pressione è costante e pari a quella di 
vapore del liquido, mentre a monte del punto di distacco della bolla (punto C) la pressione è 
più bassa. Questo gradiente avverso di pressione porta alla separazione dello strato limite 
(punto S) e nella zona di flusso separato, per via della viscosità, si possono formare delle zone 
di ricircolazione. 
Poiché la pressione minima viene raggiunta all’interno della bolla, nella zona di richiusura le 
linee di corrente tendono ad essere dirette verso la zona cavitante (Figura 3.10). In questa 
regione il flusso è diviso in due parti: il getto rientrante (linea rossa) e il flusso verso l’esterno 
(linea verde), separati da una linea di corrente che idealmente termina in un punto di ristagno 
(linea blu). 
 
 
 
Figura 3.10: Linee di flusso nella regione di chiusura della bolla 
 
Se il getto rientrante possiede sufficiente energia, un sottile flusso di liquido penetra nella 
zona cavitante, causando la separazione di una larga porzione della bolla di vapore che viene 
trasportata a valle dal flusso incipiente. Si ha così la cloud cavitation e rapidamente si 
formano strutture schiumose che si muovono ad una velocità minore di quella del flusso 
indisturbato [9]. Tutto ciò si verifica quando la bolla di vapore attaccata al profilo non è molto 
lunga, altrimenti il gradiente avverso di pressione non sarebbe sufficiente a forzare il flusso 
all’interno della bolla [10,11].  Nel caso di flusso stazionario si ha un processo periodico, alla 
cloud cavitation segue una nuova attached cavitation e un nuovo getto rientrante.
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Capitolo 4  
Modello geometrico 
4.1 Introduzione 
Il fenomeno della cavitazione è caratterizzato dall’essere fortemente non stazionario. Questo, 
in un’analisi fluidodinamica, si traduce in elevati costi computazionali e tempi di calcolo 
molto lunghi. Essendo il seguente lavoro di tesi uno studio preliminare sulla cavitazione, si è 
ritenuto non opportuno effettuare un’analisi accurata su un modello di deriva tridimensionale. 
Per ridurre i tempi di calcolo si è quindi deciso di adottare una geometria bidimensionale del 
corpo su cui si è settato un modello numerico di cavitazione per valutarne i suoi effetti. Si 
prende per cui in esame la sezione trasversale della deriva orizzontale.  
In questo capitolo si realizza il modello parametrico della geometria del profilo della deriva 
orizzontale e del dominio di calcolo utilizzato nel solutore fluidodinamico. Il software 
utilizzato per la definizione del modello CAD parametrico è CATIA® (Versione V5R17) [12]. 
4.2 Geometria del profilo 
Il profilo idrodinamico della deriva orizzontale utilizzato nei catamarani della classe AC72 è 
un NACA 651-212 (Figura 4.1), avente una corda geometrica (c) pari a 875 mm.  
 
 
 
 
Figura 4.1: NACA 651-212 
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Caratteristiche del profilo 
Spessore percentuale massimo (%) 12 
Punto di massimo spessore percentuale (% c) 40 
Freccia massima (%) 1.1 
Punto di freccia (% c) 50 
Clmax 1.5 
 
Tabella 4.1: Caratteristiche del profilo 
4.2.1 Estrazione punti di Bézier 
Al fine di realizzare il profilo su CATIA® in maniera dettagliata si ricorre alle curve di Bézier, 
delle curve parametriche che con pochi punti in ingresso consentono di rappresentare forme 
complesse.  
La descrizione della curva viene effettuata attraverso un programma sviluppato in ambiente 
Matlab® (Appendice A). Questo software prevede come input le coordinate di alcuni punti tra 
il bordo di attacco e il bordo di uscita del profilo scelto, scritte in percentuale della corda 
geometrica e importate da un file di testo. Il metodo numerico utilizzato per calcolare le curve 
di Bézier è l’algoritmo di de Casteljau. In output fornisce le coordinate dei punti di controllo, 
in percentuale della corda, della curva di Bézier. Per la descrizione del profilo sono sufficienti 
dieci punti di controllo: il bordo di attacco, il bordo di uscita, quattro punti sul dorso e quattro 
sul ventre. 
 
Punti di controllo 
Punti Coordinata x Coordinata y 
1 0 0 
2 -0.0051 0.0526 
3 0.4364 0.0941 
4 0.4833 0.0681 
5 0.8590 0.0030 
6 -0.0002839 -0.0327 
7 0.1369 -0.0402 
8 0.4916 -0.1228 
9 0.6943 -0.0183 
10 1 0 
 
Tabella 4.2: Punti di controllo 
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4.3 CAD del profilo 
Per effettuare un’analisi CFD bidimensionale è necessario importare nel solutore 
fluidodinamico una geometria tridimensionale che presenti una cavità avente come sezione 
trasversale il profilo in esame. La generazione della geometria avviene sfruttando l’ambiente 
Shape nel quale sono presenti tutti i comandi utilizzati in questo lavoro. 
4.3.1 Costruzione del profilo 
La prima operazione da effettuare è la creazione di un parametro che rappresenta la corda del 
profilo. Lo scopo di ciò è costruire una geometria parametrica, che offre il vantaggio di poter 
essere completamente modificata cambiando unicamente il parametro corda. Si utilizza il 
comando Formula, che permette di introdurre i parametri di interesse, specificandone le 
dimensioni fisiche ed introducendo eventuali dipendenze o formule di calcolo (Figura 4.2).  
 
 
 
Figura 4.2: Finestra formule per immettere i parametri 
 
L’operazione successiva consiste nel definire i punti di controllo, le cui coordinate vengono 
espresse in funzione del parametro corda. Si utilizza quindi il comando Curva 3D, presente in 
ambiente Shape => Free Style, che consente di tracciare il profilo partendo dai punti di 
controllo (Figura 4.3). 
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Figura 4.3: Finestra Curva 3D 
 
A questo punto è possibile creare le superfici. Col comando Superficie Estrusa, presente in 
ambiente Shape => Generative Shape Design, si sono ottenute le superfici del dorso e del 
ventre del profilo (Figura 4.4). 
 
 
 
Figura 4.4: Superficie del dorso e del ventre 
 
Si effettua quindi l’unione del dorso e del ventre tramite il comando Unione, necessaria per 
eseguire in seguito il taglio del profilo dal volume di controllo (Figura 4.5). 
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Figura 4.5: Unione dorso e ventre 
4.3.2 Costruzione del dominio di calcolo 
Il dominio di calcolo è un prisma realizzato in ambiente Shape, le cui dimensioni vengono 
espresse in funzione del parametro corda. Queste devono essere tali da: 
 
- evitare effetti di bloccaggio; 
 
- prendere bene la scia a valle del profilo; 
 
- avere un flusso imperturbato a monte del profilo. 
 
Si sceglie per cui un dominio di calcolo avente le seguenti dimensioni (Figura 4.6): 
 
- altezza: 20 corde 
 
- larghezza: 1 corda 
 
- lunghezza: 30 corde 
 
Si sceglie la dimensione della larghezza di una corda in quanto l’analisi fluidodinamica viene 
effettuata in ambiente bidimensionale e quindi non ha influenza nella soluzione.  
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Figura 4.6: Dominio di calcolo 
 
L’ultima operazione consiste nell’effettuare il taglio del profilo dalle pareti laterali del 
dominio di calcolo attraverso il comando Taglio, presente in ambiente Shape => Generative 
Shape Design (Figura 4.7). Questo è necessario per eseguire un’analisi fluidodinamica 
bidimensionale.  
 
 
 
Figura 4.7: Finestra Definizione di taglio
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Capitolo 5  
Solutore Fluidodinamico 
5.1 Introduzione 
Il solutore fluidodinamico utilizzato per il calcolo CFD è il software Star-CCM+® (Versione 
11.02.009-R8) [13], che permette di risolvere le equazioni di Navier-Stokes mediate alla 
Reynolds (RANS, Reynolds-Averaged Navier-Stokes) su una griglia definita nel dominio di 
calcolo dal programma stesso. 
Poiché l’analisi deve essere effettuata per diverse configurazioni, caratterizzate da diverse 
incidenze del profilo e diverse velocità del flusso, si è scelto di far eseguire al programma le 
operazioni volute in maniera automatica tramite la scrittura di opportune Macro in linguaggio 
java. 
L’impostazione del codice di calcolo si articola nei seguenti punti: 
 
- Importazione del modello geometrico e creazione della Region; 
 
- Definizione del tipo di condizioni al contorno; 
 
- Generazione della Mesh; 
 
- Impostazione del modello fisico; 
 
- Definizione delle condizioni iniziali e al contorno; 
 
- Creazione dei report e delle scene; 
 
- Calcolo del flusso; 
 
- Esportazione dei report e delle scene. 
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5.2 Creazione della Region 
5.2.1 Importazione del modello geometrico 
Con il comando Import Surface Mesh si importa il CAD della geometria tridimensionale, 
descritta nel capitolo 4, in formato .stp. 
Si apre un menù di opzioni di importazione della geometria nel quale si sono selezionate le 
impostazioni rappresentate in Figura 5.1. In questo modo la geometria è importata come 
Region. 
 
 
 
Figura 5.1: Finestra Import Surface Options 
 
Importando per regioni i contorni della geometria mantengono il nome che gli è stato 
assegnato in CATIA®.  
La successiva operazione consiste in una rotazione della geometria tale da far sì che il piano 
z=0 del sistema di riferimento di Star-CCM+® coincida con una superficie di contorno 
contenente il profilo (Figura 5.2). Tale operazione si effettua tramite il comando Transform 
=> Rotate. 
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Figura 5.2: Geometria della Region 
5.2.2 Creazione dei volumi di controllo 
Essendo l’analisi fluidodinamica non stazionaria ed essendo le perturbazioni maggiori del 
flusso intorno al profilo, è necessaria una griglia molto fitta in questa zona. Realizzare una 
mesh così fitta nell’intero dominio di calcolo comporterebbe un aumento dei tempi 
computazionali senza trarne benefici, in quanto si esaminerebbero in dettaglio zone del 
campo, lontane dal profilo,  in cui il flusso è praticamente indisturbato. Si realizza per cui un 
primo volume di controllo nell’intorno del profilo con una mesh sufficientemente raffinata da 
valutare perturbazioni e non stazionarietà nella soluzione (Figura 5.3). 
 
 
 
Figura 5.3: Volume di controllo 1 
Dovendo esaminare il caso bidimensionale si riportano le dimensioni del volume di controllo 
nel piano z=0 (Tabella 5.1): 
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Volume di controllo 1 
altezza (m) 0.7 
lunghezza (m) 2.4 
 
Tabella 5.1: Dimensioni volume di controllo 1 
 
Si realizza un secondo volume di controllo, meno raffinato ma più ampio, per valutare in 
maniera accurata la scia del profilo (Figura 5.4). 
 
 
 
Figura 5.4: Volume di controllo 2 
 
Si riportano di seguito le dimensioni del volume di controllo nel piano z=0 (Tabella 5.2): 
 
Volume di controllo 2 
altezza (m) 1.75 
lunghezza (m) 7.5 
 
Tabella 5.2: Dimensioni volume di controllo 2 
 
Si realizza un terzo volume di controllo, ancora più ampio e meno raffinato, per rendere più 
graduale il passaggio da una mesh più raffinata a una più grossolana e non influenzare la 
soluzione del flusso nell’intorno del profilo (Figura 5.5). 
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Figura 5.5: Volume di controllo 3 
 
Si riportano di seguito le dimensioni del volume di controllo nel piano z=0 (Tabella 5.3): 
 
Volume di controllo 3 
altezza (m) 3.5 
lunghezza (m) 12.25 
 
Tabella 5.3: Dimensioni volume di controllo 3 
5.3 Definizione del tipo di condizioni al contorno 
Nella finestra di dialogo all’interno di Regions, si assegnano le seguenti condizioni al 
contorno di parete sulle superfici del modello:  
 
• Velocity Inlet sulla superficie definita come inlet. Con questa condizione è possibile 
settare il valore della velocità asintotica, pari  a quella della corrente d’acqua, 
assegnandolo nel campo Physics Values => Velocity. 
 
• Pressure Outlet sulla superficie definita come outlet. Con questa condizione è 
possibile settare il valore della pressione asintotica assegnandolo nel campo Physics 
Values => Pressure. 
 
• Simmetry sulle superfici definite come Parete_Dx, Parete_Sx, superficie_acqua, 
fondo. Con questa condizione è possibile rappresentare il flusso come se non fosse 
confinato all’interno del dominio di calcolo. 
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• Wall sulle superfici definite come deriva_dorso, deriva_ventre. Con questa condizione 
è possibile rappresentare una superficie impermeabile. 
 
In figura 5.6 si riporta una vista della cartella Regions e delle icone dei vari Boundaries come 
appaiono a seguito della definizione delle condizioni al contorno. 
 
 
 
Figura 5.6: Condizioni al contorno 
5.4 Generazione della mesh 
La mesh consiste nella griglia che discretizza in celle lo spazio nel quale è studiato il flusso. I 
modelli utilizzati sono: 
 
• Surface Mesh: 
Surface Remesher 
 
• Volume Mesh: 
Trimmer Mesher 
Prism Layer Mesher 
 
Il Surface Remesher genera una mesh di superficie, composta da elementi triangolari, allo 
scopo di ottimizzare la geometria di partenza e di prepararla per la successiva mesh di 
volume; il Trimmer Mesher prevede la generazione di elementi parallelepipedi nell’intero 
dominio. Il Prism Layer Mesher permette di generare uno strato di elementi di forma 
parallelepipeda lungo la superficie stessa, che si sviluppano in direzione perpendicolare ad 
essa. Questo mesher è utile per ottenere una descrizione più accurata dello strato limite e delle 
azioni viscose in generale, in quanto le celle tendono ad essere allineate con la direzione del 
vettore velocità intorno al profilo stesso. 
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Si è scelto di utilizzare il modello Trimmer Mesher perché rispetto agli altri modelli 
garantisce una maggiore stabilità della soluzione ed è un ottimo compromesso tra costo 
computazionale e qualità dei risultati. 
5.4.1 Parametri caratteristici della griglia di calcolo 
I parametri caratteristici su cui intervenire per ottenere una griglia adeguata alla descrizione 
del problema in esame sono: 
 
- Surface Size: permette di controllare le dimensioni delle celle della mesh di superficie 
e, di conseguenza, della successiva mesh di volume nella Region; in questo ambito 
queste vengono imposte tramite i due valori seguenti: 
 
- Absolute Minimum Size: controlla la dimensione delle celle nelle zone di 
curvatura delle superfici; 
- Absolute Target Size: permette di impostare la dimensione voluta per le celle 
sulla superficie; 
 
- Surface Curvature: rappresenta il numero di nodi in una circonferenza; 
 
- Base Size: dimensione della cella nel dominio di calcolo, rispetto alla quale sono 
calcolate tutte le grandezze percentuali; 
 
- Template Growth Rate: controlla la velocità di crescita della dimensione della cella 
della mesh di volume rispetto alla sua adiacente; 
 
- Number of Prism Layers: controlla il numero di celle prismatiche generate, a partire 
dalla superficie, in direzione ortogonale ad essa;  
 
- Prism Layers Stretching: controlla il rateo di crescita delle celle prismatiche con 
l’allontanarsi dalla parete; avendo mantenuto come Stretching Function quella di 
default, ovvero la Geometric Progression, tale parametro rappresenta il rapporto tra 
l’altezza di una cella prismatica e la sua precedente, muovendosi lungo la 
perpendicolare alla superficie; 
 
- Prism Layer Thickness: permette di definire l’altezza del Prism Layer. 
 
Per definire questi parametri viene effettuata un’analisi di sensibilità, cioè una serie di 
simulazioni con griglie sempre più fitte, fino ad arrivare ad una situazione in cui, raffinando 
ancora la mesh, la soluzione sia, entro una certa tolleranza, insensibile al numero di celle. 
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Dopo aver generato la mesh tridimensionale con il comando Generate Volume Mesh si 
converte la griglia in due dimensioni mediante il comando Convert to 2D. 
5.5 Impostazioni del modello fisico di cavitazione 
Per la valutazione delle azioni agenti sul profilo idrodinamico è necessario definire nel 
software di simulazione un modello fisico. 
Essendo l’analisi fluidodinamica della cavitazione fortemente instabile, affinché non vada in 
divergenza, è necessario inizializzare la soluzione non stazionaria con una soluzione 
stazionaria avente la stessa configurazione. 
5.5.1 Modello fisico stazionario 
All’interno del modello fisico stazionario si vanno ad imporre, alla voce Continua => Physics 
i seguenti modelli: 
 
- Two Dimensional 
 
- Steady 
 
- Segregated Flow 
Questo modello è indicato nel caso di flussi incomprimibili ed offre il 
vantaggio di richiedere ridotte risorse computazionali. 
 
- Constant Density 
Si sceglie questo modello essendo il problema ampiamente in campo 
incomprimibile. Si fissa un tipico valore dell’acqua marina, 1027 kg/m3. 
 
- Turbulent 
 
- K-Epsilon Turbulence 
 
La finestra tramite la quale è possibile selezionare i vari modelli è riportata in Figura 5.7.              
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Figura 5.7: Finestra Model Selection 
 
Grazie ai modelli suddetti è possibile definire le condizioni iniziali e al contorno in termini di 
velocità della corrente e di pressione. 
Si fissa infine il numero di iterazioni necessarie perché la soluzione vada a convergenza 
tramite il comando Stopping Criteria => Maximum Steps. 
5.5.2 Modello fisico non stazionario 
Il software Star-CCM+® presenta un unico modello di cavitazione, che descrive il rateo di 
accrescimento della bolla di cavitazione mediante una forma semplificata dell’equazione di 
Rayleigh-Plesset. Riportiamo di seguito la forma più generale di tale equazione: 
 𝑅 𝑑!𝑅𝑑𝑡! + 32 𝑑𝑅𝑑𝑡 ! = 𝑝! − 𝑝!𝜌! − 2𝜎𝜌!𝑅 − 4 𝜇!𝜌!𝑅 𝑑𝑅𝑑𝑡  
 
dove: 
 
R: raggio della bolla di cavitazione 𝑝!: pressione di vapore del liquido 𝑝!: pressione asintotica del liquido 𝜌!: densità del liquido 
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𝜎: tensione superficiale 𝜇!: viscosità dinamica del liquido 
 
Il modello semplificato trascura gli effetti della tensione superficiale, della viscosità e 
inerziali, per cui l’equazione di Rayleigh-Plesset assume la seguente forma: 
 𝑑𝑅𝑑𝑡 ! = 23 𝑝! − 𝑝!𝜌!  
 
 Si va ora a settare il modello fisico non stazionario andando ad imporre, alla voce Continua 
=> Physics, i seguenti modelli: 
 
- Two Dimensional 
 
- Implicit Unsteady 
 
- Eulerian Multiphase 
Questo modello si usa nei casi in cui sono presenti fluidi in più fasi. Tra quelli 
implementati in Star-CCM+® questo è consigliato dalla User Guide [13] per 
simulare flussi cavitanti. 
 
- Volume of Fluid (VOF) 
Questo modello si usa per simulare flussi contenenti fluidi immiscibili. 
 
- Turbulent 
 
- K-Epsilon Turbulence 
Si utilizza questo modello di turbolenza in quanto risulta essere più stabile 
degli altri implementati in Star-CCM+®. 
 
- Cell Quality Remediation 
Questo modello individua le celle della mesh aventi bassa qualità e 
modificando alcuni parametri rende migliore la soluzione dell’analisi. 
 
La finestra tramite la quale è possibile selezionare i vari modelli è riportata in Figura 5.8.              
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Figura 5.8: Finestra Model Selection 
 
Dopo aver settato i modelli fisici, è necessario definire le fasi presenti nel fluido. Questo è 
possibile tramite il comando Eulerian Phases => New. Si creano quindi due fasi che vengono 
rinominate: Acqua di Mare e Vapore Acqueo (Figura 5.9). 
 
 
 
 
Figura 5.9: Caratteristiche della fasi del fluido 
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Si settano quindi i parametri caratteristici delle fasi, considerando che la prossima edizione 
della America’s Cup si terrà alle Bermuda nel mese di giugno e l’acqua ha una temperatura 
media di 28°C. 
 
Acqua di Mare 
Modello Liquido 
Equazione di stato Constant Density 
Densità (𝑘𝑔 𝑚!) 1027 
Viscosità (𝑃𝑎 ∙ 𝑠) 8.33 ∙ 10!! 
Pressione di vapore (𝑃𝑎) 3769 
 
Tabella 5.4: Proprietà Acqua di Mare 
 
Vapore Acqueo 
Modello Gas 
Equazione di stato Constant Density 
 
Tabella 5.5: Proprietà Vapore Acqueo 
 
Si lasciano i valori di default alla densità e alla viscosità dinamica del vapore acqueo. 
Dopo aver creato le due fasi presenti nella cavitazione si passa a settare il tipo di interazione 
che porta al cambiamento di fase. Questo è possibile tramite il comando Phase Interactions 
=> New. In Phase Interaction, una volta selezionato VOF-VOF Phase Interaction, si fissano 
la fase primaria e secondaria come mostrato in Figura 5.10. 
 
 
 
Figura 5.10: Finestra VOF Phase Interaction 
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Definite le fasi si può impostare l’interazione vera e propria scegliendo cavitazione dal 
comando Select Models => Cavitation (Figura 5.11).  
 
 
 
Figura 5.11: Parametri Phase Interactions 
 
La Figura 5.11 mostra anche i seguenti parametri: ScalingFac+, ScalingFac-, Seed Density e 
Seed Diameter. I primi due aumentano e diminuiscono, rispettivamente, la pressione a cui il 
fluido comincia a cavitare. Gli altri due modificano, rispettivamente, la densità e il diametro 
dei nuclei di cavitazione presenti nel fluido. 
Nel nostro lavoro di tesi non si è intervenuto su questi parametri in quanto presuppongono la 
conoscenza di dati sperimentali relativi al problema in esame. 
I parametri del solutore da settare sono i seguenti: 
 
- Implicit Unsteady => Time Step 
Questo parametro rappresenta la più piccola unità di tempo che il software 
riesce a simulare. E’ strettamente legato al problema fisico in esame, necessita 
per cui di un’analisi di sensibilità. 
 
- Maximum Inner Iterations 
Questo parametro rappresenta il numero di iterazioni effettuate in ogni time 
step. Maggiore è tale valore più precisa è l’analisi. In accordo a quanto 
suggerito dalla User Guide [13], si fissa a 10 questo parametro. 
 
- Maximum Physical Time 
Questo parametro rappresenta il tempo simulato dall’analisi. Deve essere 
sufficientemente grande da caratterizzare completamente il fenomeno e portare 
a convergenza la simulazione. Per stabilire il suo valore è necessario effettuare 
diverse prove con diverse configurazioni del profilo.  
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Questi parametri sono presenti all’interno delle cartelle Solvers e Stopping Criteria. 
5.6 Definizione delle condizioni iniziali e al contorno 
Nella voce Continua => Physics => Initial Conditions si definiscono le condizioni iniziali in 
termini di pressione, velocità e frazione di volume. Il valore della pressione idrostatica 
dipende dalla profondità a cui si trova il profilo idrodinamico. Si è scelto di esaminare un caso 
equivalente a quello del catamarano in condizione di volo, in cui si può considerare che la 
deriva si trovi ad una profondità di 1m. In tale configurazione la pressione è pari a 111400 Pa. 
Il valore della velocità viene fissato a seconda della configurazione esaminata. Per quanto 
riguarda la frazione di volume, si considera che all’inizio il dominio di calcolo sia occupato 
interamente da acqua di mare. 
Nella voce Boundaries =>Inlet si definiscono la velocità e la frazione di volume, i cui valori 
vengono settati uguali a quelli delle condizioni iniziali. Nella voce Boundaries => Outlet si 
definiscono la pressione e la frazione di volume, i cui valori vengono settati uguali a quelli 
delle condizioni iniziali. 
5.7 Creazione ed esportazione di report e scene 
Durante l’evolversi della simulazione, Star-CCM+® è in grado di monitorare le variabili 
oggetto di interesse. Dal percorso Reports => New Report => Force Coefficient si creano i 
report relativi ai coefficienti delle componenti delle forze agenti sul profilo lungo la direzione 
del flusso (Cx) e ortogonale ad esso (Cy). In maniera analoga si crea il report relativo al 
coefficiente di pressione (Pressure Coefficient). 
Selezionati i reports è possibile creare i Monitors e i Plots derivati e salvare i dati sotto forma 
di file (in formato .csv). 
Star-CCM+® consente, inoltre, di visualizzare diverse grandezze a vari istanti di tempo. 
Vengono prese in esame la frazione di volume, la pressione totale nell’intorno del profilo. Dal 
percorso Scenes => New Scene => Scalar si seleziona la grandezza di interesse. 
E’ possibile salvare le scene, come immagini in formato .png, con frequenze scelte 
dall’utente.  
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Capitolo 6  
Analisi di sensibilità 
6.1 Introduzione 
Come già detto nei paragrafi precedenti, si effettua un’accurata analisi di sensibilità per 
valutare il numero di celle in cui viene divisa la griglia di calcolo e il time step. Questa è 
necessaria affinché la soluzione fornisca un valore, all’interno di un certo range di tolleranza, 
che la renda insensibile ad un eventuale aumento del valore dei parametri in considerazione. 
Al contempo però, la mesh e il time step devono garantire tempi di calcolo ragionevoli per 
arrivare alla convergenza della soluzione. 
L’analisi di sensibilità viene svolta mediante un cluster di 64 processori dual core con a 
disposizione 32 GB di RAM. Per automatizzare il processo, riducendo di conseguenza i tempi 
di settaggio del modello, si ricorre ad una Macro, scritta in linguaggio java, riportata in 
Appendice B. 
6.2 Mesh e time step scelti per l’analisi di sensibilità 
Per effettuare l’analisi di sensibilità vengono presi in considerazione tre modelli di mesh, di 
cui vengono definiti i valori dei parametri illustrati nel paragrafo 5.4.1, e tre valori di time 
step. 
6.2.1 Modelli di mesh 
L’analisi di sensibilità non viene effettuata su tutti i parametri caratteristici della mesh, in 
quanto alcuni di essi possono essere fissati sulla base di considerazioni valide per tutti i 
modelli in esame. Questi parametri sono riportati in Tabella 6.1: 
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Parametri invarianti 
Parametro  Valore 
Absolute Minimum Size (mm) 1 
Absolute Target Size (mm) 2 
Surface Cuvature 70 
Surface Growth Rate 1.1 
Base Size (mm) 256 
Number of Prism Layers 20 
Prism Layer Stretching 1.1 
Prism Layer Thickness (mm) 20 
 
Tabella 6.1: Parametri invarianti della mesh 
 
L’Absolute Minimum Size e l’Absolute Target Size vengono posti pari ai valori riportati in 
tabella soltanto sul dorso e sul ventre del profilo, essendo queste le uniche zone del dominio 
di calcolo interessate dal fenomeno della cavitazione. Solo con questi bassi valori è possibile 
individuare correttamente le bolle di cavitazione. 
Il Prism Layer Thickness viene scelto sulla base di considerazioni sullo spessore dello strato 
limite sul dorso del profilo. Il Number of Prism Layers e il Prism Layer Stretching vengono 
settati in modo tale che il y+ sia compreso tra 30 e 300, in questo modo si ottiene una 
valutazione migliore dello strato limite ad alti numeri di Reynolds. 
I parametri della mesh sui quali si effettua l’analisi di sensibilità sono le dimensioni delle 
celle dei volumi di controllo definiti nel paragrafo 5.2.2. Si riportano i valori dei tre modelli in 
Tabella 6.2: 
 
Modello 1 
Volume di controllo Absolute Cell Size (mm) Numero totale di celle 
1 8 
150997 2 16 
3 32 
Modello 2 
Volume di controllo Absolute Cell Size (mm) Numero totale di celle 
1 4 
459603 2 8 
3 16 
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Modello 3 
Volume di controllo Absolute Cell Size (mm) Numero totale di celle 
1 2 
1673132 2 4 
3 8 
 
Tabella 6.2: Modelli di mesh 
6.2.2 Valori di time step 
Per effettuare l’analisi di sensibilità vengono selezionati tre valori del time step che si pensa 
possano ben rappresentare il fenomeno fisico senza essere troppo onerosi dal punto di vista 
computazionale. Si scelgono i valori riportati in Tabella 6.3: 
 
Time Step 
Modello Valore (s) 
A 10-3 
B 10-4 
C 10-5 
 
Tabella 6.3: Valori dei time step 
6.3 Configurazione del profilo 
Per l’analisi di sensibilità si fissa la configurazione del profilo in termini di incidenza e 
velocità del flusso asintotico. Si sceglie un’incidenza, lontana da quella di stallo, a cui il 
profilo ci si aspetta possa cavitare e una velocità sufficientemente elevata da fare sì che la 
porzione del profilo interessata dalla cavitazione sia abbastanza estesa. Questo consente un 
confronto più dettagliato tra i vari modelli in esame. I valori scelti vengono riportati in 
Tabella 6.4:  
 
Configurazione del profilo 
Velocità (m/s) 18 
Incidenza geometrica (deg) 4 
 
Tabella 6.4: Configurazione del profilo 
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6.4 Analisi di sensibilità stazionaria 
Per verificare la bontà dei modelli di mesh precedentemente illustrati si ricorre ad una prova 
stazionaria senza simulare il fenomeno della cavitazione. Si confrontano quindi i valori dei 
coefficienti delle forze ottenuti con quelli riportati in “Theory of Wing Sections, by Ira H. 
Abbott” [14]. I risultati ottenuti sono riportati in Tabella 6.5: 
 
Analisi di sensibilità stazionaria 
Modello Cx Cy 
1 0.0084 0.533 
2 0.0084 0.533 
3 0.0083 0.532 
Abbott 0.0070 0.540 
 
Tabella 6.5: Analisi di sensibilità stazionaria 
 
Si può quindi osservare che i valori di Cy sono tra loro equivalenti e molto simili al valore 
riportato in [14]; i valori di Cx sono tra loro equivalenti ma si discostano maggiormente dal 
valore riportato in [14]. Questo errore è legato al fatto che il solutore fluidodinamico 
considera il flusso interamente turbolento, ma può essere tollerato essendo questa 
un’approssimazione conservativa e lo studio focalizzato sugli effetti della cavitazione sulla 
portanza.  Si può concludere che i tre modelli usati nell’analisi sono validi dal punto di vista 
stazionario, per cui vengono esaminati tutti nel caso non stazionario. 
6.5 Analisi di sensibilità non stazionaria 
Verificato che tutti i modelli di mesh forniscano risultati accettabili dal punto di vista 
stazionario, si passa alle verifiche sul modello di cavitazione a tutti i valori del time step 
definiti nel paragrafo 6.2.2. Per confrontare i modelli si valutano i valori medi dei coefficienti 
delle forze, Cx e Cy, a vari intervalli di tempo. Il tempo totale della simulazione (Maximum 
Physical Time in Star-CCM+®) deve essere sufficientemente lungo da portare a convergenza 
la simulazione e tale da acquisire la frequenza più bassa che caratterizza il fenomeno della 
cavitazione analizzato. Dopo varie prove si sceglie un Maximum Physical Time pari a 2 
secondi. 
Si comincia con l’effettuare l’analisi di sensibilità su tutti i modelli di mesh ad un time step 
pari a 10-3 secondi. Si riportano di seguito gli andamenti dei coefficienti delle forze in 
funzione del tempo dei modelli di mesh definiti nel paragrafo 6.1.1. 
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Figura 6.1: Cx-t Modello 1 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.2: Cy-t Modello 1 – Time Step = 10-3 s 
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Figura 6.3: Cx-t Modello 2 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.4: Cy-t Modello 2 – Time Step = 10-3 s 
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Figura 6.5: Cx-t Modello 3 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.6: Cy-t Modello 3 – Time Step = 10-3 s 
 
Si osserva che la soluzione va a convergenza dopo circa otto decimi di secondo in tutti i casi.  
Si va quindi ad osservare in dettaglio, nelle seguenti figure, l’andamento dei coefficienti delle 
forze in un intervallo in cui la soluzione è già andata a convergenza.  
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Figura 6.7: Dettaglio Cx-t Modello 1 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.8: Dettaglio Cy-t Modello 1 – Time Step = 10-3 s 
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Figura 6.9: Dettaglio Cx-t Modello 2 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.10: Dettaglio Cy-t Modello 2 – Time Step = 10-3 s 
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Figura 6.11: Dettaglio Cx-t Modello 3 – Time Step = 10-3 s 
 
 
 
 
 
Figura 6.12: Dettaglio Cy-t Modello 3 – Time Step = 10-3 s 
 
Dalle Figure 6.7÷6.12 si osserva che, per tutti i modelli di mesh, la frequenza dei segnali è 
pari alla frequenza di acquisizione (Time Step-1). Ciò significa che stiamo acquisendo il 
segnale con una frequenza troppo bassa per poter descrivere correttamente il fenomeno.  
Si può concludere che un time step pari a 10-3 secondi risulta essere troppo elevato per il 
nostro studio e viene quindi scartato. 
Si prosegue l’analisi di sensibilità eseguendo le prove su tutti i modelli di mesh ai restanti 
time step. Si riportano di seguito gli andamenti dei coefficienti delle forze, in funzione del 
tempo, dei modelli di mesh definiti nel paragrafo 6.1.1. 
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Figura 6.13: Cx-t Modello 1 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.14: Cy-t Modello 1 – Time Step = 10-4 s 
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Figura 6.15: Cx-t Modello 2 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.16: Cy-t Modello 2 – Time Step = 10-4 s 
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Figura 6.17: Cx-t Modello 3 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.18: Cy-t Modello 3 – Time Step = 10-4 s 
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Figura 6.19: Cx-t Modello 1 – Time Step = 10-5 s 
 
 
 
 
 
Figura 6.20: Cy-t Modello 1 – Time Step = 10-5 s 
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Figura 6.21: Cx-t Modello 2 – Time Step = 10-5 s 
 
 
 
 
 
Figura 6.22: Cy-t Modello 2 – Time Step = 10-5 s 
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Figura 6.23: Cx-t Modello 3 – Time Step = 10-5 s 
 
 
 
 
 
Figura 6.24: Cy-t Modello 3 – Time Step = 10-5 s 
 
Si osserva che la soluzione va a convergenza dopo sei decimi di secondo in tutti i casi.  
Andiamo quindi ad osservare in dettaglio, nelle seguenti figure, l’andamento dei coefficienti 
delle forze in un intervallo in cui la soluzione è già andata a convergenza.  
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Figura 6.25: Dettaglio Cx-t Modello 1 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.26: Dettaglio Cy-t Modello 1 – Time Step = 10-4 s 
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Figura 6.27: Dettaglio Cx-t Modello 2 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.28: Dettaglio Cy-t Modello 2 – Time Step = 10-4 s 
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Figura 6.29: Dettaglio Cx-t Modello 3 – Time Step = 10-4 s 
 
 
 
 
 
Figura 6.30: Dettaglio Cy-t Modello 3 – Time Step = 10-4 s 
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Figura 6.31: Dettaglio Cx-t Modello 1 – Time Step = 10-5 s 
 
 
 
 
 
Figura 6.32: Dettaglio Cy-t Modello 1 – Time Step = 10-5 s 
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Figura 6.33: Dettaglio Cx-t Modello 2 – Time Step = 10-5 s 
 
 
 
 
 
Figura 6.34: Dettaglio Cy-t Modello 2 – Time Step = 10-5 s 
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Figura 6.35: Dettaglio Cx-t Modello 3 – Time Step = 10-5 s 
 
 
 
 
Figura 6.36: Dettaglio Cy-t Modello 3 – Time Step = 10-5 s 
 
Dalle Figure 6.25÷6.36 si osserva che gli andamenti dei coefficienti con time step pari a 10-4 
secondi sono poco stabili e mostrano delle oscillazioni con frequenze legate alla simulazione 
numerica e non al fenomeno fisico. Al contrario, gli andamenti dei coefficienti con time step 
pari a 10-5 secondi risultano molto più stabili, con oscillazioni periodiche legate 
probabilmente al fenomeno fisico.  
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Si può concludere che un time step pari a 10-4 secondi risulta essere troppo elevato per il 
nostro studio e viene quindi scartato. 
Scelto un time step pari a 10-5, si prosegue l’analisi di sensibilità per stabilire il modello di 
mesh da utilizzare nel proseguo del presente lavoro di tesi. 
Si prende come soluzione di riferimento quella ottenuta con la mesh più raffinata, modello 3, 
e si valutano le differenze sui valori medi dei coefficienti delle forze ottenuti con le altre 
mesh, modello 1 e modello 2. A tale scopo si riportano i grafici con gli andamenti di tali 
coefficienti, al variare del modello di mesh, in un intervallo di tempo in cui la soluzione è già 
andata a convergenza (Figura 6.37-6.38). 
 
 
 
 
Figura 6.37: Coefficiente di resistenza per i modelli di mesh 
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Figura 6.38: Coefficiente di portanza per i modelli di mesh 
 
Si osserva come il risultato ottenuto col modello 1 sia parecchio differente da quello ottenuto 
con modelli più raffinati e viene per cui scartato. 
Il modello 2 risulta invece accettabile, fornendo risultati all’incirca analoghi a quelli ottenuti 
col modello più raffinato preso come riferimento.  
Per la scelta definitiva del modello di mesh si ricorre ad un confronto sui tempi 
computazionali necessari ad ottenere la soluzione (Tabella 6.6). 
 
Modello Mesh Tempo Computazionale (h) 
2 24 
3 75 
   
Tabella 6.6: Tempi computazionali 
 
Essendo il tempo computazionale notevolmente inferiore, per il proseguo del presente lavoro 
di tesi si adotta il modello 2, illustrato dalle seguenti figure. 
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Figura 6.39: Modello 2 della mesh 
 
 
 
 
 
 
Figura 6.40: Mesh dei volumi di controllo intermedi 
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Figura 6.41: Mesh del volume di controllo 1 
 
 
 
 
Figura 6.42: Mesh del Prism Layer 
6.6 Conclusioni 
Dall’analisi di sensibilità effettuata si è osservato che il modello fluidodinamico della 
cavitazione risulta essere molto più sensibile al time step, infatti, mesh non troppo raffinate 
forniscono risultati accettabili mentre la dinamica del fenomeno stesso richiede dei time step 
molto bassi. E’ chiaro che la mesh e il time step si influenzano mutuamente, infatti, ad una 
diminuzione del time step deve corrispondere un infittimento della mesh, altrimenti non si 
avrebbe una descrizione corretta della dinamica del fenomeno della cavitazione. 
  70 
Capitolo 7  
Implementazione della                 
correzione di Reboud 
7.1 Introduzione 
L’analisi di sensibilità, effettuata nel capitolo 6, ha messo in evidenza la formazione di una 
bolla di cavitazione, quasi stabile, sul dorso del profilo (Figura 7.1).  
 
 
 
Figura 7.1: Frazione di volume di acqua 
 
Questo risultato non è in accordo con quanto riportato in letteratura (paragrafo 3.7) in quanto 
ci si aspetterebbe il passaggio da una attached cavitation ad una travelling bubble cavitation. 
La spiegazione di ciò risiede nell’espressione del tensore di Reynolds usata nelle RANS, la 
quale, basandosi sulle ipotesi di Boussinesq,  assume la seguente forma: 
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−𝜌!𝑢!!𝑢!! = 𝜇! 𝜕𝑢!𝜕𝑥! + 𝜕𝑢!𝜕𝑥! − 23 𝛿!" 𝜇! 𝜕𝑢!𝜕𝑥! + 𝜌!𝑘  
 
in cui si introduce la viscosità turbolenta 𝜇!, espressa come: 
 𝜇! = 𝜌!𝐶!𝑘!𝜀  
 
dove: 
 𝜌!: densità del liquido 𝐶!: coefficiente del modello di turbolenza 𝑘: energia cinetica turbolenta 𝜀: rateo di dissipazione turbolenta 
 
I modelli di turbolenza di Star-CCM+® sovrastimano il valore della viscosità turbolenta nella 
regione di transizione tra la fase liquida e quella di vapore, smorzando la non stazionarietà. 
Conseguenza di ciò è la mancata formazione del getto rientrante che provoca la separazione 
della bolla. 
7.2 Correzione di Reboud 
Per ovviare al suddetto problema J.L. Reboud [15] propose una modifica nel modello di 
turbolenza con la quale riduceva artificialmente la viscosità turbolenta in modo da considerare 
gli effetti del flusso bifase sulle strutture turbolente e quindi il getto rientrante. 𝜇! assume 
dunque la seguente forma: 
 𝜇! = 𝑓(𝜌)𝐶!𝑘!𝜀  
 
in cui 𝑓(𝜌) è la correzione di Reboud: 
 𝑓 𝜌 = 𝜌! + 𝜌 − 𝜌! !𝜌! − 𝜌! !!! 
 
dove: 
 𝜌!: densità del vapore 𝜌: densità locale del fluido bifase 𝑛: costante che può assumere valori tra 7 e 15. In letteratura il valore più usato è 10. 
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La possibilità di modificare la viscosità turbolenta, e quindi applicare la correzione di Reboud, 
è stata introdotta nella versione 11 di Star-CCM+® [16]. 
7.3 Correzione di Reboud su Star-CCM+® 11 
Per implementare la correzione di Reboud nel software occorre apportare delle modifiche nel 
modello fisico descritto nel paragrafo 5.5.2. Alla voce Continua => Physics si seleziona il 
modello Turbulent Viscosity User Scaling presente in Optional Models (Figura 7.2). 
 
 
 
Figura 7.2: Finestra Model Selection 
 
Dopo aver modificato il modello fisico appare la voce User Turbulent Viscosity Scaling in 
Regions => Dominio => Physics Values (Figura 7.3). 
 
 
 
Figura 7.3: Parametri Physics Values 
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A questo punto, alla voce Tools => Field Functions si crea una nuova field function, 
denominata Reboud_Correction, avente la seguente sintassi: 
 1/$ 𝐷𝑒𝑛𝑠𝑖𝑡𝑦 ∗ 0.59531 + 𝑝𝑜𝑤 $𝐷𝑒𝑛𝑠𝑖𝑡𝑦 − 0.59531, $𝑛 /𝑝𝑜𝑤 1027 − 0.59531, $𝑛 − 1  
 
dove: 
 
Density: densità locale 
Densità del vapore = 0.59531 kg/m3 
Densità del liquido = 1027 kg/m3 
n: field function il cui valore viene posto pari a 10 
 
Per rendere effettiva la correzione di Reboud è necessario modificare all’interno di User 
Turbulent Viscosity Scaling la voce Method da Constant a Field Function e impostare la 
Reboud_Correction in Scalar Function (Figura 7.4). 
 
 
 
Figura 7.4: Finestra User Turbulent Viscosity Scaling 
7.4 Analisi del modello con correzione di Reboud 
Per lo studio del modello con correzione di Reboud si sceglie di esaminare la configurazione 
con cui si è effettuata l’analisi di sensibilità, e il Time Step e il modello dei mesh da essa 
ricavati (Tabella 7.1). 
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Configurazione esaminata 
Incidenza del profilo (deg) 4 
Velocità del flusso (m/s) 18 
Time step (s) 10-5 
Modello di mesh 2 
 
Tabella 7.1: Configurazione esaminata per il modello con correzione di Reboud 
 
Questa configurazione ha subito mostrato problemi di convergenza della soluzione. Dalla 
scena della frazione di volume di acqua di mare (Figura 7.5) si osserva che non appena la 
bolla di cavitazione separata va fuori dal prism layer comincia ad aumentare di dimensioni 
fino a far divergere la soluzione. 
 
 
 
Figura 7.5: Frazione di volume di acqua prima della divergenza 
 
Si procede per cui ad un infittimento della mesh, la dimensione della cella del primo volume 
di controllo si porta al valore di quella del prism layer e si modificano di conseguenza le 
dimensioni delle celle degli altri volumi di controllo, passando così al Modello 3 della mesh 
definito nel capitolo 6. La nuova configurazione fa sì che la soluzione vada a convergenza e 
mostri effettivamente la presenza del getto rientrante (Figura 7.6) e il passaggio alla bubble 
travelling cavitation (Figura 7.7). 
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Figura 7.6: Visualizzazione dei vettori velocità 
 
 
 
Figura 7.7: Frazione di volume di acqua con correzione di Reboud 
 
Nonostante i risultati ottenuti siano esatti qualitativamente, l’analisi dei coefficienti delle 
forze mostra la presenza di variazioni improvvise e molto elevate (Figure 7.8-7.9). 
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Figura 7.8: Andamento del coefficiente di portanza 
 
 
 
Figura 7.9: Andamento del coefficiente di resistenza 
 
 
Dalle visualizzazioni della pressione totale nel campo si osserva che queste variazioni sono 
dovute a degli incrementi della pressione totale (Figura 7.10) legati al distacco e al successivo 
collasso delle bolle di cavitazione (Figura 7.11).  
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Figura 7.10: Visualizzazione dell’incremento della pressione totale 
 
 
 
Figura 7.11: Visualizzazione del distacco della bolla 
 
Questi picchi di pressione, come riportato in letteratura, sono legati al collasso delle bolle di 
cavitazione, ma il loro effetto sui coefficienti delle forze, osservato nelle simulazioni 
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numeriche, non è in accordo con quanto accade nella realtà. Infatti, questi incrementi di 
pressione sono molto localizzati e non in grado di provocare tali variazioni dei coefficienti 
delle forze. Si può quindi concludere che queste variazioni improvvise e molto elevate dei 
coefficienti delle forze siano dovuti ad errori numerici legati all’instabilità del modello. 
Nonostante ciò, la simulazione fornisce un valore medio dei coefficienti corretto. Questo è 
dovuto al fatto che i picchi si manifestano in un intervallo di tempo dell’ordine di 10-6 secondi 
per cui influenzano poco il valore della media temporale. 
Per via di questi problemi e dei tempi di calcolo notevolmente maggiori dovuti all’utilizzo di 
una mesh più raffinata, si sceglie di utilizzare il modello di cavitazione senza la correzione di 
Reboud. 
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Capitolo 8  
Risultati dello studio CFD 
8.1 Configurazioni esaminate 
Essendo lo scopo dello studio CFD la valutazione degli effetti della cavitazione sulla deriva 
orizzontale, e quindi sulle prestazioni del catamarano, si esaminano delle configurazioni 
aventi incidenza del profilo e velocità relativa profilo-acqua caratteristiche del foil in una 
regata. Queste sono riportate in tabella 8.1: 
 
Incidenze (deg) 0 ; 2 ; 4 ; 6 ; 8 ; 10 
Velocità (m/s) 9 ; 12 ; 15 ; 18 ; 21 
 
Tabella 8.1: Configurazioni esaminate 
 
Per ogni incidenza si effettuano le prove per tutti i valori della velocità, ottenendo quindi 30 
configurazioni. Al fine di velocizzare l’analisi si ricorre ad una Macro, scritta in linguaggio 
java, riportata in appendice C. 
8.2 Analisi dei risultati 
Vengono di seguito illustrati i risultati ottenuti per le varie configurazioni, riportando le 
visualizzazioni della frazione di volume di acqua e della pressione totale. La prima ha lo 
scopo di evidenziare l’eventuale presenza di vapore del liquido nel dominio e quindi la 
presenza di bolle di cavitazione. La seconda ha lo scopo di mostrare lo strato limite e quindi 
studiare il comportamento del flusso. 
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8.2.1 Configurazioni a incidenza 0° 
Dalle prove CFD effettuate si osserva che ad incidenza nulla il profilo non cavita per nessun 
valore di velocità esaminato (Figura 8.1). 
 
 
 
Figura 8.1: Frazione di volume di acqua (incidenza 0°) 
 
In accordo a ciò, dalla visualizzazione della pressione totale del campo, si osserva uno strato 
limite sottile e attaccato analogo al caso stazionario (Figura 8.2). 
 
 
 
Figura 8.2: Pressione totale (incidenza 0°) 
 
 
                                                                                        Capitolo 8 – Risultati dello studio CFD 
 
 81 
Non essendo presenti fenomeni di cavitazione, i coefficienti di portanza e resistenza ottenuti 
col modello di cavitazione sono uguali a quelli del caso stazionario (Figure 8.3-8.4). 
 
 
 
 
 
 
 
Figura 8.3: Curve Cy-V modello stazionario e cavitazione (incidenza 0°) 
 
 
 
 
 
 
Figura 8.4: Curve Cx-V modello stazionario e cavitazione (incidenza 0°) 
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8.2.2 Configurazioni a incidenza 2° 
Dalle prove CFD effettuate si osserva che ad una incidenza pari a 2° il profilo non cavita per 
nessun valore di velocità esaminato (Figura 8.5). 
 
 
 
Figura 8.5: Frazione di volume di acqua (incidenza 2°) 
 
In accordo a ciò, dalla visualizzazione della pressione totale del campo, si osserva uno strato 
limite sottile e attaccato analogo al caso stazionario (Figura 8.6). 
 
 
 
Figura 8.6: Pressione totale (incidenza 2°) 
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Non essendo presenti fenomeni di cavitazione, i coefficienti di portanza e resistenza ottenuti 
col modello di cavitazione sono uguali a quelli del caso stazionario (Figure 8.7-8.8). 
 
 
 
 
 
 
 
Figura 8.7: Curve Cy-V modello stazionario e cavitazione (incidenza 2°) 
 
 
 
 
 
 
Figura 8.8: Curve Cx-V modello stazionario e cavitazione (incidenza 2°) 
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8.2.3 Configurazioni a incidenza 4° 
Dalle prove CFD effettuate si osserva che ad una incidenza di 4° il comportamento del profilo 
varia a seconda della velocità considerata. 
 
Velocità 9-12 m/s 
 
Per velocità pari a 9 e 12 m/s il profilo non cavita (Figura 8.9). 
 
 
 
Figura 8.9: Frazione di volume di acqua (incidenza 4° - velocità 9-12 m/s) 
 
In accordo a ciò, dalla visualizzazione della pressione totale del campo, si osserva uno strato 
limite sottile e attaccato analogo al caso stazionario (Figura 8.10). 
 
 
 
Figura 8.10: Pressione totale (incidenza 4° - velocità 9-12 m/s) 
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Velocità 15 m/s 
 
Per velocità pari a 15 m/s si osserva la formazione di una piccola bolla di cavitazione nella 
zona di massima aspirazione del profilo (Figura 8.11). 
 
 
 
Figura 8.11: Frazione di volume di acqua (incidenza 4° - velocità 15 m/s) 
 
Dalla visualizzazione della pressione totale del campo, si osserva che lo strato limite si separa 
dal profilo in corrispondenza della bolla, ma, essendo questa molto piccola, è 
sufficientemente energetico da riattaccarsi e rimanere attaccato e sottile fino al bordo di uscita 
come nel caso stazionario (Figura 8.12). 
 
 
 
Figura 8.12: Pressione totale (incidenza 4° - velocità 15 m/s) 
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Velocità 18 m/s 
 
Per velocità pari a 18 m/s si osserva che le dimensioni della bolla di cavitazione aumentano 
rispetto al caso a 15 m/s, in accordo con quanto riportato in letteratura, essendo cresciuta la 
zona con pressioni minori della pressione di vapore (Figura 8.13). 
 
 
 
Figura 8.13: Frazione di volume di acqua (incidenza 4° - velocità 18 m/s) 
 
Dalle visualizzazioni della pressione totale del campo si osserva che, essendo aumentata la 
dimensione della bolla, la zona di flusso separato è maggiore rispetto al caso a 15 m/s. Lo 
strato limite è ancora sufficientemente energetico da riattaccarsi al dorso del profilo e 
rimanere attaccato, divenendo tuttavia più spesso (Figura 8.14). 
 
 
 
Figura 8.14: Pressione totale (incidenza 4° - velocità 18 m/s) 
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Velocità 21 m/s 
 
Per motivazioni analoghe al caso precedente si osserva un aumento della dimensione della 
bolla (Figura 8.15). 
 
 
 
Figura 8.15: Frazione di volume di acqua (incidenza 4° - velocità 21 m/s) 
 
L’ulteriore aumento della bolla fa sì che lo strato limite non sia in grado di riattaccarsi sul 
dorso del profilo, determinando un flusso completamente separato (Figura 8.16). 
 
 
 
Figura 8.16: Pressione totale (incidenza 4° - velocità 21 m/s) 
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L’analisi dei coefficienti di portanza e resistenza mostra delle variazioni rispetto al caso 
stazionario, in accordo a quanto riportato in letteratura si osservano delle diminuzioni di Cy e 
degli incrementi di Cx. L’aumento della velocità, comportando la crescita della bolla di 
cavitazione, fa sì che si risenta maggiormente di questo effetto (Figure 8.17-8.18). 
 
 
 
 
Figura 8.17: Curve Cy-V modello stazionario e cavitazione (incidenza 4°) 
 
 
 
 
 
Figura 8.18: Curve Cx-V modello stazionario e cavitazione (incidenza 4°) 
 
Dai grafici si osserva come l’effetto della cavitazione sia maggiore sul coefficiente di 
resistenza. Questo è legato al fatto che il profilo risente meno della diminuzione delle 
aspirazioni sul dorso rispetto alla separazione dello strato limite che comporta un aumento 
della dimensione della scia e quindi un forte incremento della resistenza di pressione. 
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8.2.4 Configurazioni a incidenza 6° 
Dalle prove CFD effettuate si osserva che ad una incidenza di 6° il comportamento del profilo 
varia a seconda della velocità considerata. 
 
Velocità 9 m/s 
 
Per velocità pari a 9 m/s il profilo non cavita (Figura 8.19). 
 
 
 
Figura 8.19: Frazione di volume di acqua (incidenza 6° - velocità 9 m/s) 
 
In accordo a ciò, dalla visualizzazione della pressione totale del campo, si osserva uno strato 
limite sottile e attaccato analogo al caso stazionario (Figura 8.20). 
 
 
 
Figura 8.20: Pressione totale (incidenza 6° - velocità 9 m/s) 
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Velocità 12 m/s 
 
L’aumento dell’incidenza causa la formazione di una piccola bolla già ad una velocità di      
12 m/s, anticipando quindi la cavitazione rispetto al caso con incidenza pari a 4° (Figura 
8.21). 
  
 
 
Figura 8.21: Frazione di volume di acqua (incidenza 6° - velocità 12 m/s) 
 
Essendo la bolla piccola, lo strato limite riesce a riattaccarsi al dorso del profilo 
immediatamente a valle della zona cavitata. Rispetto al caso stazionario lo strato limite ha uno 
spessore maggiore in quanto non è sufficientemente energetico a causa della bolla e 
dell’incidenza (Figura 8.22).  
 
 
 
Figura 8.22: Pressione totale (incidenza 6° - velocità 12 m/s) 
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Velocità 15 m/s 
 
L’aumento della velocità comporta l’accrescimento della dimensione della bolla di 
cavitazione (Figura 8.23). 
 
 
 
Figura 8.23: Frazione di volume di acqua (incidenza 6° - velocità 15 m/s) 
 
L’accrescimento della bolla, legato all’incidenza, comporta uno strato limite sufficientemente 
energetico da riattaccarsi al dorso ma molto spesso e instabile (Figura 8.24). 
 
 
 
Figura 8.24: Pressione totale (incidenza 6° - velocità 15 m/s) 
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Velocità 18 m/s 
 
L’ulteriore aumento di velocità comporta l’accrescimento della bolla che assume una forma 
allungata e separata dal dorso del profilo in quanto il vapore viene trasportato a valle 
dall’azione combinata di velocità e incidenza (Figura 8.25). 
 
 
 
Figura 8.25: Frazione di volume di acqua (incidenza 6° - velocità 18 m/s) 
 
La configurazione assunta dalla bolla determina la separazione completa dello strato limite 
(Figura 8.26). 
 
 
 
Figura 8.26: Pressione totale (incidenza 6° - velocità 18 m/s) 
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Velocità 21 m/s 
 
Il comportamento della bolla di cavitazione è analogo al caso a 18 m/s, tuttavia l’aumento di 
velocità determina una maggiore zona del campo con pressione inferiore a quella di vapore 
con conseguente aumento delle dimensioni della bolla (Figura 8.27).  
 
 
 
Figura 8.27: Frazione di volume di acqua (incidenza 6° - velocità 21 m/s) 
 
Anche in questo caso il flusso risulta completamente separato e la scia che si stacca dal corpo 
ha una dimensione molto maggiore del caso a 18 m/s (Figura 8.28). 
 
 
 
Figura 8.28: Pressione totale (incidenza 6° - velocità 21 m/s) 
 
                                                                                        Capitolo 8 – Risultati dello studio CFD 
 
 94 
In analogia al caso a incidenza pari a 4°, si osserva una diminuzione del coefficiente di 
portanza ed un incremento del coefficiente di resistenza all’aumentare della velocità (Figure 
8.29-8.30). 
 
 
 
 
 
Figura 8.29: Curve Cy-V modello stazionario e cavitazione (incidenza 6°) 
 
 
 
 
 
 
Figura 8.30: : Curve Cx-V modello stazionario e cavitazione (incidenza 6°) 
 
Dai grafici si osserva un comportamento del tutto analogo al caso già esaminato, tuttavia, 
l’aumento di incidenza comporta, a parità di velocità, degli effetti maggiori sui valori dei 
coefficienti.  
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8.2.5 Configurazioni a incidenza 8° 
Anche in questo caso il comportamento varia a seconda della velocità con cui è stata 
effettuata la prova. 
 
Velocità 9 m/s 
 
L’aumento dell’incidenza causa la formazione di una piccola bolla già ad una velocità di        
9 m/s, anticipando quindi la cavitazione rispetto al caso con incidenza pari a 6° (Figura 8.31). 
 
 
 
Figura 8.31: Frazione di volume di acqua (incidenza 8° - velocità 9 m/s) 
 
Il comportamento dello strato limite è del tutto analogo al caso descritto per il profilo a 6° di 
incidenza con una velocità pari a 12 m/s (Figura 8.32).  
 
 
 
Figura 8.32: Pressione totale (incidenza 8° - velocità 9 m/s) 
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Velocità 12 m/s 
 
L’elevata incidenza del profilo comporta che il picco di aspirazione sia spostato a monte, 
causando una riduzione della zona in cui viene raggiunta una pressione pari a quella di 
vapore. Ciò determina una bolla di cavitazione di dimensioni ridotte (Figura 8.33). 
 
 
 
Figura 8.33: Frazione di volume di acqua (incidenza 8° - velocità 12 m/s) 
 
Lo strato limite risulta essere sufficientemente energetico da riattaccarsi immediatamente a 
valle della bolla, tuttavia il gradiente avverso di pressione è tale da causarne la successiva 
separazione (Figura 8.34). 
 
 
 
Figura 8.34: Pressione totale (incidenza 8° - velocità 12 m/s) 
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Velocità 15 m/s 
 
Il comportamento della bolla è analogo al caso a 12 m/s, con un aumento della dimensione 
legato all’incremento di velocità (Figura 8.35). 
 
 
 
Figura 8.35: Frazione di volume di acqua (incidenza 8° - velocità 15 m/s) 
 
 
Lo strato limite non è sufficientemente energetico da riattaccarsi per cui il flusso risulta 
completamente separato (Figura 8.36). 
 
 
 
 
Figura 8.36: Pressione totale (incidenza 8° - velocità 15 m/s) 
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Velocità 18-21 m/s 
 
A 18-21 m/s il modello adoperato per lo studio della cavitazione si è rivelato fortemente 
instabile, dando problemi di convergenza dei risultati probabilmente legati alla 
contemporanea presenza della cavitazione e del flusso separato. Non si è approfondita 
l’analisi di questo problema essendo queste configurazioni non di interesse ai fini della 
valutazione delle prestazioni del catamarano, che in regata a tali velocità veleggia con una 
incidenza della deriva orizzontale minore. 
In analogia agli altri casi, si osserva una diminuzione del coefficiente di portanza ed un 
incremento del coefficiente di resistenza all’aumentare della velocità. I problemi di 
convergenza della soluzione a 18 e 21 m/s non hanno permesso di valutare i coefficienti, per 
cui in linea tratteggiata si riporta l’andamento presunto (Figure 8.37-8.38).  
 
 
 
Figura 8.37: Curve Cy-V modello stazionario e cavitazione (incidenza 8°) 
 
 
Figura 8.38: Curve Cx-V modello stazionario e cavitazione (incidenza 8°) 
 
Dai grafici si osserva un comportamento del tutto analogo al caso ad incidenza pari a 8°.  
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8.2.6 Configurazioni a incidenza 10° 
Il comportamento varia a seconda della velocità con cui è stata effettuata la prova. 
 
Velocità 9 m/s 
 
Alla velocità di 9 m/s si osserva la formazione di una piccola bolla di vapore (Figura 8.39). 
 
 
 
Figura 8.39: Frazione di volume di acqua (incidenza 10° - velocità 9 m/s) 
 
Lo strato limite risulta essere sufficientemente energetico da riattaccarsi subito a valle della 
bolla. Nonostante le dimensioni di questa siano piccole, il suo effetto, unito alla elevata 
incidenza, determina uno strato limite spesso che in prossimità del bordo di uscita separa 
(Figura 8.40). 
 
 
 
Figura 8.40: Pressione totale (incidenza 8° - velocità 15 m/s) 
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Velocità 12 – 15 – 18 – 21 m/s 
 
A queste velocità il modello adoperato per lo studio della cavitazione si è rivelato fortemente 
instabile, dando problemi di convergenza dei risultati del tutto analoghi a quelli riscontrati 
nelle prove a incidenza pari a 8° e velocità 18 – 21 m/s. Anche in questo caso non si è 
approfondita l’analisi di questo problema essendo queste configurazioni non di interesse ai 
fini della valutazione delle prestazioni del catamarano, che in regata a tali velocità veleggia 
con una incidenza della deriva orizzontale minore. 
8.3 Conclusioni 
L’analisi fluidodinamica svolta ha consentito di valutare i coefficienti di portanza e di 
resistenza al variare dell’incidenza e della velocità. Si è dunque proceduto a tracciare le curve 
di Cy e Cx in funzione dell’incidenza geometrica del profilo, indicata con γ, alle varie velocità 
esaminate, riportando anche i dati sperimentali relativi al caso non cavitante [14] per valutare 
gli effetti che la cavitazione ha sulla portanza e sulla resistenza (Figure 8.41-8.42). 
 
 
 
 
 
 
Figura 8.41: Curve Cy – γ 
 
                                                                                        Capitolo 8 – Risultati dello studio CFD 
 
 101 
 
 
Figura 8.42: Curve Cx – γ 
 
Le linee tratteggiate rappresentano gli andamenti presunti dei coefficienti in quanto non si 
hanno i valori per tali incidenze e velocità. Tali andamenti sono stati stimati sulla base delle 
visualizzazioni della pressione totale, valutando l’evoluzione dello strato limite all’aumentare 
dell’incidenza. Si è osservato che ad un aumento dell’incidenza corrisponde un incremento 
dello spessore dello strato limite tale per cui, nelle visualizzazioni precedenti alla divergenza 
del modello, il flusso risulti completamente separato. Si è assunto per cui che un ulteriore 
aumento dell’incidenza possa causare lo stallo del profilo.  
Dall’analisi della curva Cy - γ si può concludere che il fenomeno della cavitazione comporta 
una diminuzione del coefficiente di portanza massimo e una riduzione dell’incidenza di stallo 
rispetto al caso non interessato dalla cavitazione. Tali effetti sono tanto più marcati quanto più 
è elevata la velocità. 
Dall’analisi della curva Cx – γ si osserva che il fenomeno della cavitazione comporta un forte 
aumento del coefficiente di resistenza all’aumentare dell’incidenza rispetto al caso non 
cavitante. L’effetto è più marcato a velocità più elevate. 
E’ inoltre interessante osservare come cambia la tipologia dello stallo [17] del profilo in 
presenza di cavitazione. Un profilo NACA 651-212 è caratterizzato da uno stallo tipico dei 
profili spessi, in cui la separazione del flusso comincia vicino al bordo di uscita in quanto si 
ha un gradiente avverso di pressione moderato applicato per un tratto sufficientemente lungo. 
All’aumentare dell’incidenza il punto di separazione si avvicina al bordo di attacco fino a che 
il flusso separato va ad occupare tutto il dorso del profilo, causandone lo stallo. La bolla di 
cavitazione, invece, fa sì che si abbia uno stallo tipico dei profili sottili, in cui la separazione 
del flusso comincia nelle vicinanze del bordo di attacco a causa della bolla stessa. Se il 
gradiente avverso di pressione non è troppo elevato, lo strato limite riesce a riattaccarsi al 
dorso formando una bolla di separazione. All’aumentare dell’incidenza e della velocità la 
bolla di separazione cresce gradualmente fino ad occupare tutto il dorso del profilo, 
causandone lo stallo. Tutto ciò è confermato dalle visualizzazioni della pressione totale sul 
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profilo non cavitante a un’incidenza prossima allo stallo e sul profilo col modello di 
cavitazione a incidenza e velocità prossime alla divergenza del modello (Figura 8.43). 
 
 
 
Figura 8.43: a) Modello senza cavitazione; b) Modello con cavitazione 
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Capitolo 9  
Valutazione delle prestazioni                 
del catamarano 
9.1 Introduzione 
Terminata l’analisi CFD sulla cavitazione dei profili, si passa ad esaminare le prestazioni del 
catamarano. La loro valutazione, al variare delle condizioni del vento, viene effettuata tramite 
un Velocity Prediction Program (VPP), un software sviluppato in ambiente Matlab®, che 
impone l’equilibrio delle forze e dei momenti. Questo programma è dedicato allo studio dei 
catamarani AC72 ed è derivato da studi precedenti [18]. 
Nel VPP, le forze dovute all’azione del vento, dell’acqua e il contributo dell’equipaggio 
all’assetto di navigazione risultano funzione dei vari parametri dell’imbarcazione. I 
componenti del catamarano sono trattati con modelli semplificati che esprimono le forze in 
gioco come funzione di un numero limitato di variabili. In questo modo il calcolo della 
condizione di equilibrio, in qualunque configurazione di navigazione, può essere effettuato in 
maniera molto rapida attraverso un algoritmo all’interno del quale sono implementate tali 
forze. Si possono, quindi, ottenere informazioni sulla velocità, sulle forze, sia complessive 
che per ogni componente, e sulla posizione che assume la barca in condizioni di equilibrio. 
Il Velocity Prediction Program è dotato di un’interfaccia grafica che permette la sua 
esecuzione anche se sul computer non è installato il software Matlab® (Figura 9.1). 
 
                                                         Capitolo 9 – Valutazione delle prestazioni del catamarano 
 
 104 
 
 
Figura 9.1: Interfaccia grafica del VPP 
9.2 Velocity Prediction Program 
9.2.1 Modello fisico 
I sistemi di riferimento principalmente adottati, su cui si eseguono tutti i calcoli, sono due: 
 
- una terna baricentrale assi corpo, quindi solidale con l’imbarcazione, identificata dagli 
assi (xB, yB, zB); 
 
- una terna di assi verticali locali, anch’essa baricentrale, di assi (x, y, z). 
 
Le due terne sono definite reciprocamente tramite i tre angoli di Eulero, illustrati, nel loro 
verso positivo, in Figura 9.2 e che rappresentano: 
 
- Angolo di rollio o sbandamento: θ;  
 
- Angolo di imbardata o scarroccio: λ; 
 
- Angolo di beccheggio: γ. 
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Figura 9.2: Sistemi di riferimento e angoli di Eulero 
 
La modellazione fisico-matematica del sistema di forze e momenti in gioco riguarda 
essenzialmente la descrizione delle forze aerodinamiche e idrodinamiche dovute ai seguenti 
elementi del catamarano: 
 
- Vela rigida; 
 
- Scafo; 
 
- Deriva; 
 
- Timone. 
 
Per la descrizione dei vari modelli si rimanda a [18]. Nella configurazione di volo, quella di 
interesse nel presente lavoro di tesi, la deriva e il timone devono garantire l’equilibrio delle 
forze lungo yB e zB e dei momenti intorno agli assi xB, yB e zB. 
Oltre alle forze generate dai suddetti elementi, si tiene conto delle forze di inerzia, ovvero 
quelle legate alla massa del catamarano e dell’equipaggio. In modo semplificato la massa 
dell’equipaggio è posizionata sullo scafo sopravento, a poppa (Figura 9.3). 
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Figura 9.3: Forze agenti sul catamarano 
 
Si prendono dunque in esame le seguenti forze: 
 
• Forze esercitate dalla vela: 
 
- Forza di spinta: Fthrust 
 
- Forza di heel: Fheel 
 
- Forza verticale: Fdown 
 
- Momento attorno all’asse zB: Mwing 
 
• Forza idrodinamica complessiva data dalla resistenza dello scafo, dalla deriva e dal 
timone: 
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- Forza di resistenza: Dhydro 
 
- Forza laterale: Lhydro 
 
- Forza verticale: Nhydro 
 
• Forza di galleggiamento applicata nel baricentro del volume immerso: Fgall 
 
• Forza peso applicata nel baricentro del catamarano: W = Wboat + Wcrew 
 
Di seguito si riportano le equazioni di equilibrio alla traslazione e alla rotazione, rispetto alla 
terna verticale locale baricentrale locale: 
 𝑋!"#$ + 𝑋!"# + 𝑋!"# + 𝑋!"#$% = 0                       𝑌!"#$ + 𝑌!"# + 𝑌!"# + 𝑌!"#$% = 0                          𝑍!"#$ + 𝑍!"# + 𝑍!"# + 𝑍!"#$% + 𝑍!"## −𝑊 = 0𝑙!"#$ + 𝑙!"# + 𝑙!"# + 𝑙!"#$% + 𝑙!"## = 0               𝑚!"#$ +𝑚!"# +𝑚!"# +𝑚!"#$% +𝑚!"## = 0   𝑛!"#$ + 𝑛!"# + 𝑛!"# + 𝑛!"#$% = 0                       
 
 
Sostituendo all’interno del sistema la modellizzazione delle forze e dei momenti di ciascun 
elemento del catamarano, si osserva che le incognite del problema statico sono sette, a fronte 
di sei equazioni: 
 
1. Velocità del catamarano: VB; 
2. Angolo di comando di rotazione del timone: iT; 
3. Angolo di sbandamento: θ; 
4. Angolo di incidenza della vela: αwing; 
5. Spostamento verticale dello scafo: δ; 
6. Angolo di beccheggio: γ; 
7. Angolo di scarroccio: λ. 
 
Il sovrannumero di incognite è dovuto alla possibilità per ogni angolo di sbandamento θ di 
trovare un angolo di incidenza della vela αwing per cui è possibile l’equilibrio. Da un’analisi 
condotta in [18] si è trovato che un angolo di sbandamento non nullo peggiora le prestazioni 
dell’imbarcazione. Pertanto si lascia come variabile l’incidenza della vela e si stabilisce lo 
sbandamento a priori, che viene fissato nullo nel caso in analisi. Si ottiene quindi un sistema 
non lineare di sei equazioni in sei incognite che viene risolto con il metodo Dogleg, il solo 
algoritmo della suite Matlab® esplicitamente progettato per risolvere equazioni non lineari. 
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Nel VPP è possibile inserire gli input necessari al calcolo dell’equilibrio attraverso 
l’interfaccia grafica senza intervenire nel codice: 
 
- lo scafo, che viene inserito tramite una mesh di superficie e serve a calcolare le forze 
di galleggiamento; 
 
- la posizione dell’equipaggio, come distanza lungo xB dal punto centrale della barca; 
 
- l’assetto della vela: l’angolo di svergolamento θsv e l’angolo di flap θflap; 
 
- l’angolo di sbandamento θ; 
 
- le condizioni atmosferiche del vento reale: l’angolo αwind rispetto all’asse x della terna 
verticale locale e l’intensità Vw,r. 
 
Per ulteriori dettagli si veda [18]. 
9.2.2 Optimizer 
L’Optimizer è la funzione di ottimizzazione presente all’interno del VPP basata su un metodo 
misto, ovvero un metodo genetico a cui segue il metodo del gradiente coniugato, e 
completamente sviluppato in ambiente Matlab. La scelta del metodo misto è legata alla non 
linearità del problema, infatti, in precedenti lavori di tesi [18] si è osservato come il solo 
metodo del gradiente non fosse in grado di individuare la soluzione ottimale, limitandosi a 
ottimizzare il valore della funzione obiettivo nel solo intorno della configurazione di partenza. 
L’obiettivo della procedura è massimizzare la velocità del catamarano per diverse condizioni 
di navigazione. Le variabili che subiscono il processo di ottimizzazione sono: 
 
- posizione lungo l’asse corpo longitudinale dell’equipaggio: xcrew; 
 
- angolo di svergolamento della vela: θsv; 
 
- angolo di flap della vela: θflap. 
 
L’utente deve fornire gli estremi del dominio di tali variabili, il numero di generazioni di 
partenza del metodo genetico e la condizione di navigazione in termini di angolo di 
sbandamento (θ), velocità del vento reale (Vw,r) e la direzione del vento (αwind). 
Per ulteriori dettagli si veda [18]. 
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9.3 Implementazione della rotazione di deriva e  
timone 
Il Velocity Prediction Program descritto nel paragrafo precedente non prevede la possibilità 
di regolare l’incidenza della deriva intorno all’asse di beccheggio. Da quanto osservato nei 
capitoli precedenti, il fenomeno della cavitazione è influenzato dall’incidenza, per cui è 
importante valutarla correttamente al fine di stimare l’effetto della cavitazione sulle 
prestazioni del catamarano.  Inoltre, il regolamento dell’America’s Cup 2017 consente anche 
la rotazione del timone attorno all’asse di beccheggio. Per valutare l’effetto di tali modifiche è 
necessario implementare il codice del software.     
La possibilità di modificare l’incidenza comporta delle variazioni nelle forze generate dalla 
parte orizzontale di deriva e timone. E’ necessario per cui cambiare l’espressione dei 
coefficienti delle forze di portanza e resistenza aggiungendo dei termini che tengano conto 
delle variazioni di incidenza dovute a comandi dell’equipaggio: 
 
deriva orizzontale 
 𝑐!!"#! =  𝑐!!!"#! + 𝑐!"!"#! ∙ 𝑖!"#! 
 𝑐!!"#! =  𝑐!!!"#! + 𝐾!"#! ∙ 𝑐!!"#!! + 𝑐!!"#!!  
 
dove: 
 𝑐!!"#! : coefficiente di portanza diretta in verso opposto all’asse z  
 𝑐!!!"#! : coefficiente di portanza a incidenza nulla 
 𝑐!"!"#! : pendenza della curva 𝑐!!"#! − 𝑖!"#! 
 𝑐!!"#! : coefficiente di resistenza diretta in verso opposto all’asse x 
 𝑐!!!"#! : coefficiente di resistenza a portanza e forza trasversale nulla 
 𝐾!"#!: coefficiente tipico della deriva considerata 
 𝑐!!"#! : coefficiente della forza trasversale diretta in verso opposto all’asse y 
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𝑖!"#!: incidenza geometrica 
  
L’incidenza geometrica è costituita da due contributi: 
 𝑖!"#! = 𝑖!"#$%!!!"# + 𝛾!"#! 
  
dove: 
 𝑖!"#$%!!!"# = 𝑎𝑟𝑐𝑡𝑎𝑛 !!!!!!!!   
 𝛾!"#!: comando di rotazione della deriva 
 𝛾!"#! è fissato dal regolamento dell’America’s Cup che fornisce il valore minimo e massimo 
in regata: 
  𝛾!"#!"#! = −10 𝑑𝑒𝑔        𝛾!"#!"#! = 10 𝑑𝑒𝑔 
 
timone orizzontale 
 𝑐!!"#! = 𝑐!"!"#! ∙ 𝑖!"#! 
 𝑐!!"#! =  𝑐!!!"#! + 𝐾!"#! ∙ 𝑐!!"#! − 𝑐!!!!!"#! ! 
 
dove: 
 𝑐!!"#! : coefficiente di portanza diretta in verso opposto all’asse z  
 𝑐!"!"#! : pendenza della curva 𝑐!!"#! − 𝑖!"#! 
 𝑐!!"#! : coefficiente di resistenza diretta in verso opposto all’asse x 
 𝑐!!!"#! : coefficiente di resistenza a portanza nulla 
 𝐾!"#!: coefficiente tipico del timone considerato 
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𝑐!!!!!"#! : coefficiente di portanza nella condizione di resistenza minima 
 𝑖!"#!: incidenza geometrica 
 
L’incidenza geometrica ha la seguente espressione: 
 𝑖!"#! = 𝑖!"#! 1− 𝜕𝜀𝜕𝑖!"#! + 𝑖!! − 𝜀! 
 
dove: 
 !"!!!"#!: variazione dell’angolo di downwash con l’incidenza 
 𝜀!: angolo di downwash 
 𝑖!!: comando di rotazione del timone 
 𝑖!! è fissato dal regolamento dell’America’s Cup che fornisce il valore minimo e massimo in 
regata: 
 𝑖!"#!! = −10 𝑑𝑒𝑔        𝑖!"#!! = 10 𝑑𝑒𝑔 
 
L’aggiunta dei due termini legati al comando di rotazione della deriva e del timone comporta 
la presenza di due incognite aggiuntive. Nell’imposizione dell’equilibrio si hanno per cui otto 
incognite a fronte di sei equazioni. E’ necessario quindi inserire i due comandi di rotazione 
come input. Al fine di massimizzare le prestazioni del catamarano al variare della condizione 
di regata è più vantaggioso determinare questi valori tramite una procedura di ottimizzazione. 
Per fare ciò si ricorre all’Optimizer già implementato nel VPP, a cui vengono apportate delle 
opportune modifiche al codice. 
9.3.1 Modifiche Optimizer 
Si procede dunque nell’apportare le modifiche desiderate all’Optimizer. Il primo passo è 
rimuovere dalla procedura di ottimizzazione la posizione, lungo l’asse corpo longitudinale, 
del baricentro dell’equipaggio (xcrew), essendo questa una verifica preliminare che una volta 
effettuata durante la fase di sviluppo non è necessario ripetere. xcrew diventa per cui un input 
costante, consentendo in tal modo di alleggerire la procedura in vista dell’aggiunta dei nuovi 
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parametri da ottimizzare. Il passo successivo consiste proprio nell’inserire i due nuovi 
parametri: 𝛾!"#! e 𝑖!!. Il flusso logico della procedura diventa il seguente: 
 
 
Figura 9.4: Schema logico Optimizer 
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Si procede dunque a modificare l’interfaccia grafica, in modo che l’utente possa inserire 
anche l’intervallo di variazione di 𝛾!"#! e 𝑖!! senza intervenire nel codice (Figura 9.5).  
 
 
 
Figura 9.5: Nuova interfaccia grafica Optimizer 
 
L’Optimizer fornisce in uscita i valori di Rotazione timone, Rotazione deriva, Twist e Flap 
che massimizzano la velocità del catamarano e la corrispondente configurazione.  
9.3.2 Modifiche VPP 
Dallo schema logico dell’Optimizer si osserva che l’ottimizzatore e il VPP sfruttano lo stesso 
core, che corrisponde al blocco “Soluzione equazioni di equilibrio”. In questo modo, nel caso 
sia necessario apportare delle modifiche sia all’Optimizer che al VPP, è sufficiente intervenire 
solo su una routine. Il Velocity Prediction Program è stato sviluppato secondo la logica della 
“programmazione procedurale”, dove ogni routine è composta da più blocchi interagenti tra 
loro, o subroutines, ognuno dei quali assolve ad una specifica funzione. Quest’ultimo aspetto 
consente di modificare anche profondamente una subroutine senza intervenire sull’intero 
programma.  
Sfruttando questa caratteristica, aggiunti i nuovi parametri all’interno dell’ottimizzatore, è 
sufficiente implementare le nuove equazioni dei coefficienti delle forze agenti su deriva e 
timone orizzontale all’interno dei blocchi corrispondenti. In questo modo si calcola 
l’equilibrio tenendo conto dei valori assunti da 𝛾!"#! e 𝑖!!.  
Il flusso logico della procedura diventa il seguente: 
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Figura 9.6: Schema logico VPP 
 
Si procede quindi col modificare l’interfaccia grafica in modo che l’utente possa inserire i 
valori di 𝛾!"#! e 𝑖!!, determinati con la procedura di ottimizzazione, senza intervenire nel 
codice (Figura 9.7). 
 
 
 
Figura 9.7: Nuova interfaccia grafica VPP 
 
Il VPP fornisce in uscita la configurazione di equilibrio del catamarano. 
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9.3.3 Verifica dell’implementazione 
Al fine di verificare la bontà delle modifiche apportate al VPP e all’Optimizer, si decide di 
effettuare delle prove a due differenti configurazioni dell’imbarcazione, il lasco e la bolina. 
Scopo di ciò è osservare che in uscita dall’ottimizzatore si abbiano incidenze diverse della 
deriva e del timone a seconda dell’andatura presa in esame. Per l’andatura di lasco si fissa 
un’incidenza del vento  pari a 135°, mentre per la bolina si fissa pari a 45°. Si riportano di 
seguito i parametri che vengono fissati nell’analisi (Tabella 9.1). 
 
Parametro Valori 
θsv (deg) 14 
θflap (deg) 9.5 
VWR (kn) 20 
θ (deg) 0 
 
Tabella 9.1: Parametri fissati delle configurazioni in esame per l’ottimizzazione 
 
Da un’analisi preliminare si è osservato che per incidenze geometriche del timone orizzontale 
inferiori a -4° e superiori a 0° le prestazioni del catamarano non sono accettabili in quanto 
l’imbarcazione risulta non emersa per un ampio range di incidenze della deriva orizzontale. Si 
sceglie per cui di effettuare le prove per incidenze del timone orizzontale comprese tra -4° e 
0°. Si procede per cui con l’ottimizzazione dei parametri 𝛾!"#! e 𝑖!!fissando come valori 
estremi: 
 
Parametro Valore inferiore Valore superiore 𝛾!"#!(deg) -10 10 𝑖!!(deg) -4 0 
 
Tabella 9.2: Valori estremi ottimizzazione 
 
I risultati dell’ottimizzazione per le andature di bolina e lasco sono riportati in Tabella 9.3: 
 
Andatura 𝜸𝒅𝒆𝒓𝒉(deg) 𝒊𝒕𝒉(deg) VB (m/s) 
Bolina 6.13 -1.78 16.54 
Lasco 4.65 -2.34 22.84 
 
Tabella 9.3: Risultati ottimizzazione 
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I risultati ottenuti mostrano come al variare dell’andatura i valori ottimali delle incidenze del 
timone e della deriva orizzontale siano diversi. In accordo a quanto ci si poteva aspettare, 
l’andatura di bolina, caratterizzata da una velocità inferiore del catamarano, richiede 
incidenze maggiori sia del timone orizzontale che della deriva orizzontale rispetto 
all’andatura di lasco.  
9.3.4 Condizioni di off-design 
La valutazione delle prestazioni in condizioni di assetto e navigazione diverse da quelle 
ottimizzate è essenziale alla corretta progettazione di un catamarano ad alte prestazioni. 
Difficilmente, infatti, l’equipaggio sarà in grado di imporre i comandi previsti, ma 
verosimilmente saranno presenti scostamenti che, sebbene limitati, devono essere tenuti in 
considerazione. E’ importante, in questi casi, ricercare la robustezza complessiva del sistema, 
ovvero la condizione in cui prestazioni migliorate, anche se non globalmente massimizzate, 
possono essere garantite in ampie condizioni di utilizzo. Si è quindi condotta una serie di 
analisi delle configurazioni di deriva e timone orizzontale vicine a quella ottimale, valutando 
per ognuna la velocità corrispondente del catamarano. Le configurazioni prese in esame sono 
riportate in Tabella 9.4: 
 𝜸𝒅𝒆𝒓𝒉(deg) -10:1:10 𝒊𝒕𝒉(deg) -4:1:0 
 
Tabella 9.4: Configurazioni esaminate off-design 
 
I risultati ottenuti vengono riportati in dei grafici, in cui, fissata l’incidenza del timone 
orizzontale, si esprime la velocità del catamarano in funzione dell’incidenza della deriva 
orizzontale (Figure 9.8-9.17): 
 
Bolina 
 
 
 
Figura 9.8: Curva VB – γderh a ith = -4° (bolina) 
                                                         Capitolo 9 – Valutazione delle prestazioni del catamarano 
 
 117 
 
 
 
Figura 9.9: Curva VB – γderh a ith = -3° (bolina) 
 
 
 
Figura 9.10: Curva VB – γderh a ith = -2° (bolina) 
 
 
 
Figura 9.11: Curva VB – γderh a ith = -1° (bolina) 
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Figura 9.12: Curva VB – γderh a ith = 0° (bolina) 
 
Lasco 
 
 
 
Figura 9.13: Curva VB – γderh a ith = -4° (lasco) 
 
 
 
Figura 9.14: Curva VB – γderh a ith = -3° (lasco) 
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Figura 9.15: Curva VB – γderh a ith = -2° (lasco) 
 
 
 
Figura 9.16: Curva VB – γderh a ith = -1° (lasco) 
 
 
 
Figura 9.17: Curva VB – γderh a ith = 0° (lasco) 
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Dalle figure di entrambe le andature si osserva che in configurazione di volo la VB aumenta di 
poco all’aumentare dell’incidenza della deriva, all’incirca del 4%. La configurazione 
ottimizzata corrisponde ad una condizione limite per cui un piccolo aumento di incidenza 
della deriva orizzontale comporta che il catamarano non sia più in assetto di volo. 
Per quanto detto, conviene che l’equipaggio navighi con un’incidenza della deriva orizzontale 
inferiore al valore ottimale poichè il passaggio ad una configurazione non di volo comporta 
una riduzione della velocità del catamarano all’incirca del 60%.  
9.3.5 Effetto dell’implementazione sulle prestazioni 
Appurato che l’implementazione della variazione di incidenza della deriva orizzontale e del 
timone orizzontale fornisca risultati soddisfacenti, si procede ad un’analisi dell’effetto di 
questa sulle prestazioni del catamarano. A tale scopo si effettua un confronto, a parità di 
condizioni del vento, tra i risultati ottenuti con la precedente versione del VPP, in cui le 
incidenze sono fissate (𝛾!"#!= 0° e 𝑖!!= -1°), e quelli ottenuti con la versione implementata.  
L’analisi viene condotta per la seguente configurazione: 
 
Parametro Valori 
θsv (deg) 14 
θflap (deg) 9.5 
VWR (kn) 10 
θ (deg) 0 
αwind (deg) 45 
 
Tabella 9.5: Configurazione esaminata per il confronto delle prestazioni 
 
Si è scelto un andamento di bolina a bassa intensità del vento in quanto risulta critico dal 
punto di vista dell’assetto del catamarano. Infatti, nella precedente versione del VPP, 
l’imbarcazione risulta non emersa nella configurazione esaminata, per cui veleggia con una 
bassa velocità, pari a 8.07 m/s.  
Nella versione del VPP in cui si è implementata la possibilità di variare l’incidenza della 
deriva e del timone orizzontale, si è condotta una serie di analisi delle configurazioni di deriva 
e timone orizzontale vicine a quella ottimale, valutando per ognuna la velocità corrispondente 
del catamarano. Le configurazioni prese in esame sono riportate in Tabella 9.6: 
 𝜸𝒅𝒆𝒓𝒉(deg) -10:1:10 𝒊𝒕𝒉(deg) -3:1:-1 
 
Tabella 9.6: Configurazioni esaminate di deriva e timone orizzontale 
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In questo caso, si osserva l’esistenza di un ampio range di valori di 𝛾!"#! e 𝑖!! per cui il 
catamarano risulta in assetto di volo (Figure 9.18-9.21).     
 
 
 
Figura 9.18: Curva VB – γderh a ith = -3° (bolina) 
 
 
 
Figura 9.19: Curva VB – γderh a ith = -2° (bolina) 
 
 
 
Figura 9.20: Curva VB – γderh a ith = -1° (bolina) 
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Si può quindi concludere che la possibilità di far variare le incidenze di deriva e timone 
orizzontali consente di raggiungere la condizione di volo per intensità del vento inferiori, 
comportando un evidente incremento di velocità, che nella configurazione esaminata è di 
circa il 50%. Questo si traduce in un palese vantaggio in regata. 
9.4 Implementazione degli effetti della cavitazione 
Implementata la possibilità di variare l’incidenza della deriva si può quindi determinare 
l’effettiva incidenza a cui lavora la deriva orizzontale (𝑖!"#!).  Nota questa, è possibile 
implementare nel VPP una funzione che valuti gli effetti della cavitazione sui coefficienti 
delle forze e quindi sulle prestazioni del catamarano. A tale scopo si procede con la creazione 
di un database in cui vengono riportati i coefficienti delle forze del profilo, nel caso cavitante 
e non, ricavati dalla precedente analisi CFD, al variare dell’incidenza e della velocità. Si 
riportano nelle seguenti tabelle i valori dei coefficienti di portanza e resistenza del profilo 
esaminato: 
 
γ (deg) 0 2 4 6 8 10 
Cy 0.073 0.303 0.532 0.759 0.990 1.220 
 
Tabella 9.7: Cy – γ del profilo NACA 651-212 nel caso stazionario 
 
γ (deg) 0 2 4 6 8 10 
Cx 0.0070 0.0074 0.0082 0.0095 0.0110 0.0146 
 
Tabella 9.8: Cx – γ del profilo NACA 651-212 nel caso stazionario 
 
  V (m/s) 
  3 6 9 12 15 18 21 
γ (deg) 
 
0 0.073 0.073 0.073 0.073 0.073 0.073 0.073 
2 0.303 0.303 0.303 0.303 0.303 0.303 0.303 
4 0.532 0.532 0.532 0.532 0.532 0.528 0.521 
6 0.759 0.759 0.759 0.732 0.680 0.662 0.588 
8 0.990 0.990 0.903 0.824 0.728 0.606 0.454 
10 1.220 1.220 1.010 0.754 0.634 0.521 0.413 
 
Tabella 9.9: Cy – γ - V del profilo NACA 651-212 nel caso con cavitazione 
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  V (m/s) 
  3 6 9 12 15 18 21 
γ (deg) 
 
0 0.0070 0.0070 0.0070 0.0070 0.0070 0.0070 0.0070 
2 0.0074 0.0074 0.0074  0.0074 0.0074 0.0074 0.0074 
4 0.0082 0.0082 0.0082 0.0082 0.0094 0.0139 0.0257 
6 0.0095 0.0095 0.0095 0.0157 0.0273 0.0439 0.0641 
8 0.0110 0.0110 0.0130 0.0409 0.0570 0.0850 0.1234 
10 0.0146 0.0146 0.0212 0.0804 0.1084 0.1341 0.1752 
 
Tabella 9.10: Cx – γ - V del profilo NACA 651-212 nel caso con cavitazione 
 
Questi dati vengono inseriti in matrici e vettori all’interno di uno script Matlab, chiamato 
“dati_cavitazione_profilo”, che viene posto all’interno della cartella input del VPP. Si 
modifica inoltre l’interfaccia grafica del software in modo che l’utente possa caricare e 
cambiare i dati a seconda del profilo scelto (Figura 9.21).  
 
 
 
Figura 9.21: Nuova interfaccia grafica Settings 
 
Non essendo disponibili dati sperimentali o numerici sui coefficienti delle forze della deriva, 
per valutare l’effetto della cavitazione sulla geometria tridimensionale è necessario scalare i 
dati ricavati per il profilo: 
 𝑐!: 𝑐!!"# = 𝑐!!"#! : 𝑐!!"#!!"#  
 𝑐!: 𝑐!!"# = 𝑐!!"#! : 𝑐!!"#!!"#  
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dove 𝑐!!"# e  𝑐!!"#!!"#  sono, rispettivamente, i coefficienti di portanza del profilo e della 
deriva orizzontale nel caso cavitante, mentre 𝑐!!"#  e  𝑐!!"#!!"#  sono, rispettivamente, i 
coefficienti di portanza del profilo e della deriva orizzontale nel caso cavitante.  
Questa assunzione può considerarsi ragionevole in quanto il VPP utilizza un modello 
semplificato per il calcolo dell’equilibrio del catamarano e quindi i risultati sono affetti da un 
certo errore. Inoltre, l’ipotesi che la deriva orizzontale caviti allo stesso modo del profilo 
fornisce una stima conservativa delle grandezze d’interesse poiché alle estremità della deriva 
si raggiungono aspirazioni minori e quindi il fenomeno della cavitazione è attenuato. 
Il passo successivo consiste nell’individuare un metodo che consenta di valutare il 
coefficiente di resistenza e portanza della deriva orizzontale a tutti i valori dell’incidenza e 
della velocità che il catamarano incontra durante la regata. A tal fine si crea una superficie di 
risposta utilizzando la funzione fit presente nella libreria di Matlab® [19]. Questa si 
differenzia a seconda del metodo che utilizza per descrivere la superficie. A seguito di alcune 
prove preliminari si è scelto di adottare una funzione polinomiale in quanto la superficie 
ottenuta fornisce una rappresentazione dell’andamento dei coefficienti migliore rispetto ad 
una funzione interpolante, che garantisce sì il passaggio per i punti corrispondenti ai dati 
ottenuti dalle simulazioni fluidodinamiche, ma presenta il grande svantaggio di ottenere 
risultati affetti da un grande errore negli intervalli in cui non si hanno tali dati. La funzione 
polinomiale sfrutta il metodo dei minimi quadrati. Matlab® consente di stabilire il grado del 
polinomio, che nel caso delle superfici può variare da uno a cinque. Tale scelta dipende dalla 
distribuzione dei dati in ingresso, dall’accuratezza richiesta e dal costo computazionale. 
L’accuratezza può essere stabilita sulla base di parametri che il fit da in uscita, tramite la 
funzione gof (goodness-of-fit), quali: 
 
- sse (sum of squares due to error); 
- R2 (coefficiente di determinazione); 
- adjustedR2 (coefficiente di determinazione corretto); 
- stdError (errore quadratico medio). 
 
Si sceglie di usare il parametro R2 in quanto da una rappresentazione immediata della qualità 
della superficie. Questo può variare tra 0 e 1; un valore più vicino ad 1 indica una qualità 
della superficie migliore. 
Da un’analisi effettuata, sulla base dei dati in ingresso, dell’accuratezza e del costo 
computazionale, si è osservato che un polinomio del quinto grado risulta essere il miglior 
compromesso dei parametri analizzati. Infatti, il tempo computazionale, al variare del grado 
del polinomio, è dello stesso ordine, mentre R2 risulta troppo basso per gradi inferiori al 
quinto. Si riportano in Tabella 9.11 i valori ottenuti: 
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 cN cD 
R2 0.9961 0.9930 
  
Tabella 9.11: Valori di R2 del fit 
 
Si ottengono così le superfici di risposta cercate (Figure 9.22-9.23). 
 
 
 
Figura 9.22: Superficie di risposta cN – VB - iderh 
 
 
 
Figura 9.23: Superficie di risposta cD – VB - iderh 
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Il fit, oltre a riportare graficamente la superficie di riferimento, mostra l’equazione 
polinomiale che la rappresenta e i valori dei coefficienti ricavati in base ai dati in ingresso. 
Le operazioni fin qui descritte vengono implementate all’interno del VPP in una funzione 
denominata “calcolo_coefficienti_deriva_orizzontale”. Con tale modifica, il VPP continua a 
seguire la logica della “programmazione procedurale” descritta precedentemente, è per cui 
possibile modificare la funzione implementata senza intervenire nell’intero software. Inoltre, 
“calcolo_coefficienti_deriva_orizzontale” è sviluppato in maniera tale che, qualora l’utente 
decida di modificare i dati in ingresso sulla cavitazione dei profili, il software calcoli 
automaticamente i nuovi coefficienti dell’equazione polinomiale. 
La funzione implementata viene richiamata all’interno di “funzione_calcola_forze_deriva”, 
già presente nel VPP, andando a sostituire le equazioni per il calcolo dei coefficienti di 
portanza e resistenza della deriva orizzontale adottate nella precedente versione del software. 
9.4.1 Verifica dell’implementazione ed effetti sulle prestazioni 
Al fine di verificare la bontà delle modifiche apportate, si decide di effettuare delle prove 
confrontando i risultati ottenuti col VPP con la sola implementazione della rotazione della 
deriva e del timone orizzontale con quelli ottenuti col VPP con anche l’implementazione della 
cavitazione. L’analisi viene condotta per due configurazioni estreme al fine di valutare 
l’effetto della cavitazione sulle prestazioni al variare delle condizioni di vento. 
 
Configurazione 1 
 
Parametro Valori 
θsv (deg) 14 
θflap (deg) 9.5 
VWR (kn) 10 
θ (deg) 0 
αwind (deg) 45 
 
Tabella 9.12: Andatura di bolina per valutare gli effetti della cavitazione 
 
Viene scelta un’andatura di bolina con bassa intensità del vento in modo che il catamarano 
raggiunga una configurazione di volo a incidenze della deriva elevate. Si è quindi condotta 
una serie di analisi delle configurazioni di deriva e timone orizzontale vicine a quella 
ottimale, valutando per ognuna la velocità corrispondente del catamarano. Le configurazioni 
prese in esame sono riportate in Tabella 9.13: 
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𝜸𝒅𝒆𝒓𝒉(deg) -10:1:10 𝒊𝒕𝒉(deg) -3:1:-1 
 
Tabella 9.13: Configurazioni di deriva e timone esaminate (bolina) 
 
I risultati ottenuti vengono riportati in dei grafici in cui, fissata l’incidenza del timone 
orizzontale, si esprime la velocità del catamarano in funzione dell’incidenza della deriva 
orizzontale nel caso con cavitazione e non (Figure 9.24-9.26): 
 
 
 
Figura 9.24: Curve VB – γderh a ith = -3° (bolina) 
 
 
 
Figura 9.25: Curve VB – γderh a ith = -2° (bolina) 
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Figura 9.26: Curve VB – γderh a ith = -1° (bolina) 
 
Come si osserva dalle figure, in questa configurazione, il fenomeno della cavitazione 
comporta che il catamarano sia in assetto di volo per un range più ristretto di incidenze della 
deriva. Infatti, si solleva per incidenze maggiori e precipita per incidenze minori. Quando è in 
condizione di volo, le prestazioni sono analoghe al caso non cavitante poiché l’equilibrio è 
raggiunto a velocità tali per cui l’incidenza della deriva è sufficientemente bassa da non 
cavitare mai. Invece, quando non è in volo l’effetto della cavitazione sulle prestazioni è molto 
più marcato. 
 
Configurazione 2 
 
Parametro Valori 
θsv (deg) 14 
θflap (deg) 9.5 
VWR (kn) 20 
θ (deg) 0 
αwind (deg) 135 
 
Tabella 9.14: Andatura di lasco per valutare gli effetti della cavitazione 
 
Viene scelta un’andatura di lasco con alta intensità del vento in modo che il catamarano 
raggiunga una configurazione di volo a basse incidenze della deriva. Si è quindi condotta una 
serie di analisi delle configurazioni di deriva e timone orizzontale vicine a quella ottimale, 
valutando per ognuna la velocità corrispondente del catamarano. Le configurazioni prese in 
esame sono riportate in Tabella 9.15: 
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 𝜸𝒅𝒆𝒓𝒉(deg) -10:1:10 𝒊𝒕𝒉(deg) -4:1:-2 
  
Tabella 9.15: Configurazioni di deriva e timone esaminate (lasco) 
 
I risultati ottenuti vengono riportati in dei grafici in cui, fissata l’incidenza del timone 
orizzontale, si esprime la velocità del catamarano in funzione dell’incidenza della deriva 
orizzontale nel caso con cavitazione e non (Figure 9.27-9.29): 
 
 
 
Figura 9.27: Curve VB – γderh a ith = -4° (lasco) 
 
 
 
Figura 9.28: Curve VB – γderh a ith = -3° (lasco) 
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Figura 9.29: Curve VB – γderh a ith = -2° (lasco) 
 
Come si osserva dalle figure, in questa configurazione, il fenomeno della cavitazione ha un 
effetto trascurabile sulle prestazioni del catamarano, in particolare nell’intorno della 
condizione ottimale. Ciò è dovuto al fatto che l’equilibrio è raggiunto a velocità tali per cui 
l’incidenza della deriva è sufficientemente bassa da non cavitare mai. 
 
Dalle prove effettuate si può dunque concludere che il fenomeno della cavitazione influenza 
in maniera trascurabile le prestazioni del catamarano quando è in assetto di volo nell’intorno 
della condizione ottimale e quando veleggia ad elevata intensità del vento in andatura di 
lasco. Mentre, per quanto già osservato, ha una maggiore influenza sulle prestazioni in bolina 
a bassa velocità lontano dalla condizione ottima. 
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Capitolo 10  
Conclusioni e sviluppi futuri 
Nel presente lavoro di tesi è stata effettuata un’analisi CFD del fenomeno della cavitazione di 
un profilo idrodinamico al fine di valutare gli effetti sulle prestazioni di un catamarano da 
competizione. A tale scopo è stata condotta un’analisi di sensibilità per comprendere e settare 
i parametri fondamentali utilizzati dal solutore fluidodinamico.  
I risultati ottenuti mostrano che il profilo della deriva orizzontale cavita per un range di 
incidenze e velocità che il catamarano può incontrare durante la regata. Ciò comporta una 
perdita di portanza e un aumento di resistenza. Si è osservato inoltre che la presenza della 
bolla di cavitazione causa un distacco forzato dello strato limite che anticipa lo stallo, che si 
verifica quindi a incidenze inferiori per coefficienti di portanza massimi minori. 
Per valutare gli effetti della cavitazione sulle prestazioni, in termini di velocità del 
catamarano, si è utilizzato un VPP sviluppato in ambiente Matlab® opportunamente 
implementato.  
Si è introdotta la possibilità di ruotare attorno all’asse di beccheggio dell’imbarcazione il 
timone e la deriva, come previsto dal regolamento dell’America’s Cup 2017. Con questa sola 
implementazione si è condotta un’analisi di ottimizzazione sulle incidenze di deriva e timone 
orizzontale al fine di massimizzare la velocità in regata. A parità di condizioni del vento, la 
configurazione ottimizzata consente di ottenere prestazioni migliori rispetto al caso in cui 
l’imbarcazione veleggiava a fissate incidenze di deriva e timone orizzontale. 
Si è poi creato un database in cui sono stati riportati i valori dei coefficienti delle forze del 
profilo nel caso con cavitazione e non, ottenuti dalle simulazioni fluidodinamiche. Si è quindi 
introdotta una funzione all’interno del VPP che, richiamando il database, scalasse i 
coefficienti delle forze dal caso bidimensionale al caso tridimensionale della deriva 
orizzontale e creasse una superficie di risposta che consentisse di valutare i coefficienti di 
portanza e resistenza per tutte le velocità e incidenze con cui il catamarano può veleggiare in 
regata. Dalle prove effettuate si è osservato che il fenomeno della cavitazione influenza in 
maniera trascurabile le prestazioni del catamarano quando è in assetto di volo nell’intorno 
della condizione ottimale e quando veleggia ad elevata intensità del vento in andatura di 
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lasco. Mentre, ha una maggiore influenza sulle prestazioni in bolina a bassa velocità lontano 
dalla condizione ottima. 
Il VPP, con le implementazioni introdotte, consente quindi di valutare le prestazioni del 
catamarano tenendo conto del regolamento attuale e dell’effetto della cavitazione. 
 
Per aumentare l’affidabilità del modello utilizzato dal solutore fluidodinamico, ottenendo dei 
risultati quantitativamente corretti, sarebbe opportuno avere dei dati sperimentali attraverso i 
quali settare i parametri Scaling Factor, Seed Diameter e Seed Density. 
Per avere una rappresentazione corretta della dinamica della cavitazione sarà necessario 
attendere che CD Adapco renda più stabile il modello in cui è implementata la Reboud 
Correction. In questo modo sarebbe possibile effettuare un’analisi tempo frequenza utile per 
un successivo studio sulla struttura della deriva e sulla sua stabilità. Inoltre, fornendo una 
migliore rappresentazione della realtà, sarebbe possibile esaminare la fisica del problema in 
modo da valutare strategie per ritardare o, addirittura, sopprimere la cavitazione. 
Per avere una stima corretta dei coefficienti delle forze dell’intera deriva orizzontale sarebbe 
necessario condurre delle simulazioni numeriche tridimensionali dell’intera geometria. In tal 
modo sarà possibile valutare gli effetti del vortice di estremità, dell’interferenza con la deriva 
verticale e in generale di tutte le strutture tridimensionali presenti nel flusso. 
Infine, per avere una stima dell’effetto della cavitazione nel passaggio da una configurazione 
non emersa a una emersa sarebbe interessante studiare la dinamica del catamarano.  
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Appendice A 
Script per estrarre i punti di Bezier di un profilo 
nome_profilo=['65212_ventre.txt']; % file da cui si estraggono i punti del dorso e del ventre 
  
X_Start=[0.01 -0.1 0.3 -0.1 0.4 0.1 0.5 -0.005]; 
count=0; 
options = optimset('Display','off','MaxIter',10000,'MaxFunEval',10000,'TolFun',1e-
14,'TolX',1e-16); 
obji=0; 
obj=100; 
  
while (abs((obj-obji)/obj)>1E-10 && count < 255) 
    obji=obj; 
   [X_out obj]=fminsearch(@(X) invert_bezier(X,nome_profilo),X_Start,options); 
X_Start=X_out; 
disp (['passata numero' num2str(count) ' errore ' num2str(obj)]); 
count=count+1; 
end 
 
% Questa sezione esegue i plot dei punti estratti 
  
data=importdata(nome_profilo); 
x_c=data.data(:,1); 
y_c=data.data(:,2); 
clear data 
  
x=x_c; 
y=y_c; 
X_controllo=[0 X_out(1) X_out(3) X_out(5) X_out(7) 1]; 
Y_controllo=[0 X_out(2) X_out(4) X_out(6) X_out(8) 0]; 
  
T=logspace(0,1,250); 
t=[(T-1)/9]; 
[x_profilo,y_profilo]=Bezier(X_controllo,Y_controllo,t); 
plot (x,y,x_profilo,y_profilo,'o') 
legend('original point','Extract\_point'); 
 
 
%============================================================================================% 
 
 
function out=invert_bezier(X,nome_profilo); 
  
data=importdata(nome_profilo); 
x_c=data.data(:,1); 
y_c=data.data(:,2); 
clear data 
  
x=x_c; 
y=y_c; 
X_controllo=[0 X(1) X(3) X(5) X(7) 1]; 
Y_controllo=[0 X(2) X(4) X(6) X(8) 0]; 
  
T=logspace(0,1,250); 
t=[(T-1)/9]; 
[x_profilo,y_profilo]=Bezier(X_controllo,Y_controllo,t); 
  
y_extract=interp1(x_profilo,y_profilo,x,'spline','extrap'); 
  
delta=[y-y_extract]; 
out=mean(delta(:).^2); 
 
 
%============================================================================================% 
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function [x,y]=bezier(xx,yy,t) 
% Calcola la curva di Bezier 
  
%Input 
  
%xx,yy=coordinate dei punti di controllo 
%t=vettore dei punti t(i) in [0,1] 
  
%Output 
  
%x,y=coordinate dei punti sulla curva di Bezier 
  
n=length(xx); % numero dei punti di controllo 
m=length(t);  % numero dei punti calcolato nella curva 
  
x=zeros(1,m); % inizializzazione dei punti 
y=zeros(1,m); 
  
for k=1:n 
    bino=nchoosek(n-1,k-1); % calcolo del coefficiente binomiale C_k,N 
    x=x+bino*xx(k)*t.^(k-1).*(1-t).^(n-k); 
    y=y+bino*yy(k)*t.^(k-1).*(1-t).^(n-k); 
end 
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Appendice B 
Macro in java per generare i modelli di mesh 
// STAR-CCM+ macro: Macro_Mesh.java 
// Written by STAR-CCM+ 8.04.007 
package macro; 
 
import java.util.*; 
import star.turbulence.*; 
import star.material.*; 
import star.common.*; 
import star.keturb.*; 
import star.base.neo.*; 
import star.vis.*; 
import star.base.report.*; 
import star.flow.*; 
import star.vof.*; 
import star.segregatedflow.*; 
import star.trimmer.*; 
import star.meshing.*; 
import star.resurfacer.*; 
import star.prismmesher.*; 
 
public class Macro_Mesh extends StarMacro { 
 
public void execute() { 
executeMod1(); 
executeMod2(); 
executeMod3(); 
} 
 
// Modello 1 della mesh 
 
private void executeMod1() { 
  
Simulation simulation_0 =  
getActiveSimulation(); 
    
// Importazione file CAD   
 
ImportManager importManager_0 =  
simulation_0.getImportManager(); 
importManager_0.importStep(resolvePath("Cad/Deriva Orizzontale_Volume Controllo_gamma_4.stp"), "OneBoundaryPerPatch", true, 
"OneRegionForAllBodies", "SharpEdges", 30.0, 2); 
 
// Creazione della scena della geometria 
  
simulation_0.getSceneManager().createGeometryScene("Geometry Scene", "Outline", "Geometry", 1); 
Scene scene_0 =  
simulation_0.getSceneManager().getScene("Geometry Scene 1"); 
scene_0.initializeAndWait(); 
PartDisplayer partDisplayer_1 =  
((PartDisplayer) scene_0.getCreatorDisplayer()); 
  137 
partDisplayer_1.initialize(); 
PartDisplayer partDisplayer_0 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_0.initialize(); 
PartDisplayer partDisplayer_2 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Geometry 1")); 
partDisplayer_2.initialize(); 
PartDisplayer partDisplayer_3 =  
((PartDisplayer) scene_0.getHighlightDisplayer()); 
partDisplayer_3.initialize(); 
scene_0.open(true); 
CurrentView currentView_0 =  
scene_0.getCurrentView(); 
currentView_0.setInput(new DoubleVector(new double[] {-2.100000190734863, -0.4000000059604645, 2.25}), new DoubleVector(new 
double[] {-2.100000190734863, -0.4000000059604645, 47.63371492126087}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 
11.74616975912576, 1); 
 
// Definizione contorni della region 
  
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("Parete_Sx"); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("superficie_acqua"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
Boundary boundary_4 =  
region_0.getBoundaryManager().getBoundary("fondo"); 
Boundary boundary_5 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_6 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
Boundary boundary_7 =  
region_0.getBoundaryManager().getBoundary("Parete_Dx"); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
Units units_0 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
Units units_1 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
 
// Rotazione attorno all'asse x di 90deg   
    
LabCoordinateSystem labCoordinateSystem_0 =  
simulation_0.getCoordinateSystemManager().getLabCoordinateSystem(); 
simulation_0.getRepresentationManager().rotateMesh(new NeoObjectVector(new Object[] {region_0}), new DoubleVector(new double[] 
{1.0, 0.0, 0.0}), new NeoObjectVector(new Object[] {units_1, units_1, units_1}), 1.570796326794897, labCoordinateSystem_0); 
 
// Definizione condizioni al contorno 
  
partDisplayer_3.getParts().setObjects(boundary_2); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0, boundary_7); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_4, boundary_0, boundary_7); 
boundary_4.setBoundaryType(SymmetryBoundary.class); 
boundary_7.setBoundaryType(SymmetryBoundary.class); 
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boundary_0.setBoundaryType(SymmetryBoundary.class); 
boundary_2.setBoundaryType(SymmetryBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_3); 
boundary_3.setBoundaryType(PressureBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
partDisplayer_3.getParts().setObjects(); 
  
// Creazione volumi di controllo 
 
BrickVolumeShape brickVolumeShape_0 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_0.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_0 =  
brickVolumeShape_0.getCorner1(); 
coordinate_0.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_1 =  
brickVolumeShape_0.getCorner2(); 
coordinate_1.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_0.setValue(new DoubleVector(new double[] {-0.4375, -0.35, -0.024})); 
coordinate_1.setValue(new DoubleVector(new double[] {1.96875, 0.35, 0.0})); 
BrickVolumeShape brickVolumeShape_1 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_1.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_2 =  
brickVolumeShape_1.getCorner1(); 
coordinate_2.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_3 =  
brickVolumeShape_1.getCorner2(); 
coordinate_3.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_2.setValue(new DoubleVector(new double[] {-4.375, -0.875, -0.048})); 
coordinate_3.setValue(new DoubleVector(new double[] {3.0625, 0.875, 0.0})); 
BrickVolumeShape brickVolumeShape_2 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_2.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_4 =  
brickVolumeShape_2.getCorner1(); 
coordinate_4.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_5 =  
brickVolumeShape_2.getCorner2(); 
coordinate_5.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_4.setValue(new DoubleVector(new double[] {-7.875, -1.75, -0.096})); 
coordinate_5.setValue(new DoubleVector(new double[] {4.375, 1.75, 0.0})); 
  
// Settaggio Modello 1 della mesh 
 
MeshContinuum meshContinuum_0 =  
((MeshContinuum) simulation_0.getContinuumManager().getContinuum("Mesh 1")); 
meshContinuum_0.enable(ResurfacerMeshingModel.class); 
meshContinuum_0.enable(TrimmerMeshingModel.class); 
meshContinuum_0.enable(PrismMesherModel.class); 
VolumeSource volumeSource_0 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_0.getVolumeShapeGroup().setObjects(brickVolumeShape_0); 
VolumeSource volumeSource_1 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_1.getVolumeShapeGroup().setObjects(brickVolumeShape_1); 
VolumeSource volumeSource_2 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
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volumeSource_2.getVolumeShapeGroup().setObjects(brickVolumeShape_2); 
meshContinuum_0.getReferenceValues().get(BaseSize.class).setValue(0.256); 
SurfaceCurvature surfaceCurvature_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceCurvature.class); 
SurfaceCurvatureNumPts surfaceCurvatureNumPts_0 =  
surfaceCurvature_0.getSurfaceCurvatureNumPts(); 
surfaceCurvatureNumPts_0.setNumPointsAroundCircle(70.0); 
SurfaceGrowthRate surfaceGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceGrowthRate.class); 
surfaceGrowthRate_0.setGrowthRate(1.1); 
SimpleTemplateGrowthRate simpleTemplateGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SimpleTemplateGrowthRate.class); 
simpleTemplateGrowthRate_0.getGrowthRateOption().setSelected(GrowthRateOption.SLOW); 
simpleTemplateGrowthRate_0.getSurfaceGrowthRateOption().setSelected(SurfaceGrowthRateOption.SLOW); 
VolumeSourcePrismsOption volumeSourcePrismsOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourcePrismsOption.class); 
volumeSourcePrismsOption_0.setVolumeSourcePrismsOption(true); 
VolumeSourceResurfacerSizeOption volumeSourceResurfacerSizeOption_0 = 
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourceResurfacerSizeOption.class); 
volumeSourceResurfacerSizeOption_0.setVolumeSourceResurfacerSizeOption(true); 
TrimmerSizeOption trimmerSizeOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_0.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_0 =  
volumeSource_0.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_2 =  
((GenericAbsoluteSize) volumeSourceSize_0.getAbsoluteSize()); 
genericAbsoluteSize_2.getValue().setValue(0.008); 
NumPrismLayers numPrismLayers_0 =  
volumeSource_0.get(MeshValueManager.class).get(NumPrismLayers.class); 
numPrismLayers_0.setNumLayers(20); 
PrismLayerStretching prismLayerStretching_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismLayerStretching.class); 
prismLayerStretching_0.setStretching(1.1); 
PrismThickness prismThickness_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismThickness.class); 
prismThickness_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_0 =  
((GenericAbsoluteSize) prismThickness_0.getAbsoluteSize()); 
genericAbsoluteSize_0.getValue().setValue(0.02); 
TrimmerSizeOption trimmerSizeOption_1 =  
volumeSource_1.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_1.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_1 =  
volumeSource_1.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_1 =  
((GenericAbsoluteSize) volumeSourceSize_1.getAbsoluteSize()); 
genericAbsoluteSize_1.getValue().setValue(0.016); 
TrimmerSizeOption trimmerSizeOption_2 =  
volumeSource_2.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_2.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_2 =  
volumeSource_2.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_2.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_3 =  
((GenericAbsoluteSize) volumeSourceSize_2.getAbsoluteSize()); 
genericAbsoluteSize_3.getValue().setValue(0.032); 
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SurfaceSizeOption surfaceSizeOption_0 =  
boundary_5.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_0.setSurfaceSizeOption(true); 
 
SurfaceSize surfaceSize_0 =  
boundary_5.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteTargetSize absoluteTargetSize_0 =  
surfaceSize_0.getAbsoluteTargetSize(); 
absoluteTargetSize_0.getValue().setValue(0.002); 
AbsoluteMinimumSize absoluteMinimumSize_1 =  
surfaceSize_0.getAbsoluteMinimumSize(); 
absoluteMinimumSize_1.getValue().setValue(0.001); 
SurfaceSizeOption surfaceSizeOption_1 =  
boundary_6.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_1.setSurfaceSizeOption(true); 
SurfaceSize surfaceSize_1 =  
boundary_6.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteMinimumSize absoluteMinimumSize_0 =  
surfaceSize_1.getAbsoluteMinimumSize(); 
absoluteMinimumSize_0.getValue().setValue(0.001); 
AbsoluteTargetSize absoluteTargetSize_1 =  
surfaceSize_1.getAbsoluteTargetSize(); 
absoluteTargetSize_1.getValue().setValue(0.002); 
  
// Generazione del modello 1 della mesh 
 
MeshPipelineController meshPipelineController_0 =  
simulation_0.get(MeshPipelineController.class); 
meshPipelineController_0.generateVolumeMesh(); 
MeshManager meshManager_0 =  
simulation_0.getMeshManager(); 
    
// Conversione in 2D del modello 1 della mesh   
 
meshManager_0.convertTo2d(1.0E-6, new NeoObjectVector(new Object[] {region_0}), true); 
currentView_0.setInput(new DoubleVector(new double[] {0.0, 0.0, 0.0}), new DoubleVector(new double[] {0.0, 0.0, 1.0}), new 
DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.74616975912576, 1); 
simulation_0.getSceneManager().createGeometryScene("Mesh Scene", "Outline", "Mesh", 3); 
Scene scene_1 =  
simulation_0.getSceneManager().getScene("Mesh Scene 1"); 
scene_1.initializeAndWait(); 
PartDisplayer partDisplayer_5 =  
((PartDisplayer) scene_1.getCreatorDisplayer()); 
partDisplayer_5.initialize(); 
PartDisplayer partDisplayer_4 =  
((PartDisplayer) scene_1.getDisplayerManager().getDisplayer("Mesh 1")); 
partDisplayer_4.initialize(); 
PartDisplayer partDisplayer_6 =  
((PartDisplayer) scene_1.getHighlightDisplayer()); 
partDisplayer_6.initialize(); 
scene_1.open(true); 
CurrentView currentView_1 =  
scene_1.getCurrentView(); 
currentView_1.setInput(new DoubleVector(new double[] {-2.100000190734862, -2.25, 0.0}), new DoubleVector(new double[] {-
2.100000190734862, -2.25, 45.35739264404701}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.739357052472345, 1); 
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// Salvataggio 
  
simulation_0.saveState(resolvePath("Generazioni_Mesh/Generazione_Mesh_Modello_1.sim")); 
  
} 
// Modello 2 della mesh 
 
public void executeMod2() { 
execute2(); 
} 
 
private void execute2() { 
   
Simulation simulation_0 =  
getActiveSimulation(); 
    
// Importazione del file CAD   
 
ImportManager importManager_0 =  
simulation_0.getImportManager(); 
importManager_0.importStep(resolvePath("Cad/Deriva Orizzontale_Volume Controllo_gamma_4.stp"), "OneBoundaryPerPatch", true, 
"OneRegionForAllBodies", "SharpEdges", 30.0, 2); 
 
// Creazione della scena della geometria 
 
simulation_0.getSceneManager().createGeometryScene("Geometry Scene", "Outline", "Geometry", 1); 
Scene scene_0 =  
simulation_0.getSceneManager().getScene("Geometry Scene 1"); 
scene_0.initializeAndWait(); 
PartDisplayer partDisplayer_1 =  
((PartDisplayer) scene_0.getCreatorDisplayer()); 
partDisplayer_1.initialize(); 
PartDisplayer partDisplayer_0 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_0.initialize(); 
PartDisplayer partDisplayer_2 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Geometry 1")); 
partDisplayer_2.initialize(); 
PartDisplayer partDisplayer_3 =  
((PartDisplayer) scene_0.getHighlightDisplayer()); 
partDisplayer_3.initialize(); 
scene_0.open(true); 
CurrentView currentView_0 =  
scene_0.getCurrentView(); 
currentView_0.setInput(new DoubleVector(new double[] {-2.100000190734863, -0.4000000059604645, 2.25}), new DoubleVector(new 
double[] {-2.100000190734863, -0.4000000059604645, 47.63371492126087}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 
11.74616975912576, 1); 
 
// Definizione contorni della region 
  
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("Parete_Sx"); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("superficie_acqua"); 
Boundary boundary_3 =  
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region_0.getBoundaryManager().getBoundary("outlet"); 
Boundary boundary_4 =  
region_0.getBoundaryManager().getBoundary("fondo"); 
Boundary boundary_5 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_6 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
Boundary boundary_7 =  
region_0.getBoundaryManager().getBoundary("Parete_Dx"); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
  
// Rotazione attorno all'asse x di 90deg 
 
Units units_0 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
Units units_1 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
LabCoordinateSystem labCoordinateSystem_0 =  
simulation_0.getCoordinateSystemManager().getLabCoordinateSystem(); 
 
// Definizione condizioni al contorno   
    
simulation_0.getRepresentationManager().rotateMesh(new NeoObjectVector(new Object[] {region_0}), new DoubleVector(new double[] 
{1.0, 0.0, 0.0}), new NeoObjectVector(new Object[] {units_1, units_1, units_1}), 1.570796326794897, labCoordinateSystem_0); 
partDisplayer_3.getParts().setObjects(boundary_2); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0, boundary_7); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_4, boundary_0, boundary_7); 
boundary_4.setBoundaryType(SymmetryBoundary.class); 
boundary_7.setBoundaryType(SymmetryBoundary.class); 
boundary_0.setBoundaryType(SymmetryBoundary.class); 
boundary_2.setBoundaryType(SymmetryBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_3); 
boundary_3.setBoundaryType(PressureBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
partDisplayer_3.getParts().setObjects(); 
  
// Creazione dei volumi di controllo 
 
BrickVolumeShape brickVolumeShape_0 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_0.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_0 =  
brickVolumeShape_0.getCorner1(); 
coordinate_0.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_1 =  
brickVolumeShape_0.getCorner2(); 
coordinate_1.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_0.setValue(new DoubleVector(new double[] {-0.4375, -0.35, -0.012})); 
coordinate_1.setValue(new DoubleVector(new double[] {1.96875, 0.35, 0.0})); 
BrickVolumeShape brickVolumeShape_1 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_1.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_2 =  
brickVolumeShape_1.getCorner1(); 
coordinate_2.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
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Coordinate coordinate_3 =  
brickVolumeShape_1.getCorner2(); 
coordinate_3.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_2.setValue(new DoubleVector(new double[] {-4.375, -0.875, -0.024})); 
coordinate_3.setValue(new DoubleVector(new double[] {3.0625, 0.875, 0.0})); 
  
BrickVolumeShape brickVolumeShape_2 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_2.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_4 =  
brickVolumeShape_2.getCorner1(); 
coordinate_4.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_5 =  
brickVolumeShape_2.getCorner2(); 
coordinate_5.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_4.setValue(new DoubleVector(new double[] {-7.875, -1.75, -0.048})); 
coordinate_5.setValue(new DoubleVector(new double[] {4.375, 1.75, 0.0})); 
  
// Settaggio modello 2 della mesh 
 
MeshContinuum meshContinuum_0 =  
((MeshContinuum) simulation_0.getContinuumManager().getContinuum("Mesh 1")); 
meshContinuum_0.enable(ResurfacerMeshingModel.class); 
meshContinuum_0.enable(TrimmerMeshingModel.class); 
meshContinuum_0.enable(PrismMesherModel.class); 
VolumeSource volumeSource_0 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_0.getVolumeShapeGroup().setObjects(brickVolumeShape_0); 
VolumeSource volumeSource_1 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_1.getVolumeShapeGroup().setObjects(brickVolumeShape_1); 
VolumeSource volumeSource_2 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_2.getVolumeShapeGroup().setObjects(brickVolumeShape_2); 
meshContinuum_0.getReferenceValues().get(BaseSize.class).setValue(0.256); 
SurfaceCurvature surfaceCurvature_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceCurvature.class); 
SurfaceCurvatureNumPts surfaceCurvatureNumPts_0 =  
surfaceCurvature_0.getSurfaceCurvatureNumPts(); 
surfaceCurvatureNumPts_0.setNumPointsAroundCircle(70.0); 
SurfaceGrowthRate surfaceGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceGrowthRate.class); 
surfaceGrowthRate_0.setGrowthRate(1.1); 
SimpleTemplateGrowthRate simpleTemplateGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SimpleTemplateGrowthRate.class); 
simpleTemplateGrowthRate_0.getGrowthRateOption().setSelected(GrowthRateOption.SLOW); 
simpleTemplateGrowthRate_0.getSurfaceGrowthRateOption().setSelected(SurfaceGrowthRateOption.SLOW); 
VolumeSourcePrismsOption volumeSourcePrismsOption_0 = 
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourcePrismsOption.class); 
volumeSourcePrismsOption_0.setVolumeSourcePrismsOption(true); 
VolumeSourceResurfacerSizeOption volumeSourceResurfacerSizeOption_0 = 
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourceResurfacerSizeOption.class); 
volumeSourceResurfacerSizeOption_0.setVolumeSourceResurfacerSizeOption(true); 
TrimmerSizeOption trimmerSizeOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_0.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_0 =  
volumeSource_0.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
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GenericAbsoluteSize genericAbsoluteSize_2 =  
((GenericAbsoluteSize) volumeSourceSize_0.getAbsoluteSize()); 
genericAbsoluteSize_2.getValue().setValue(0.004); 
NumPrismLayers numPrismLayers_0 =  
volumeSource_0.get(MeshValueManager.class).get(NumPrismLayers.class); 
numPrismLayers_0.setNumLayers(20); 
PrismLayerStretching prismLayerStretching_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismLayerStretching.class); 
prismLayerStretching_0.setStretching(1.1); 
PrismThickness prismThickness_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismThickness.class); 
prismThickness_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_0 =  
((GenericAbsoluteSize) prismThickness_0.getAbsoluteSize()); 
genericAbsoluteSize_0.getValue().setValue(0.02); 
TrimmerSizeOption trimmerSizeOption_1 =  
volumeSource_1.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_1.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_1 =  
volumeSource_1.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_1 =  
((GenericAbsoluteSize) volumeSourceSize_1.getAbsoluteSize()); 
genericAbsoluteSize_1.getValue().setValue(0.008); 
TrimmerSizeOption trimmerSizeOption_2 =  
volumeSource_2.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_2.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_2 =  
volumeSource_2.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_2.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_3 =  
((GenericAbsoluteSize) volumeSourceSize_2.getAbsoluteSize()); 
genericAbsoluteSize_3.getValue().setValue(0.016); 
SurfaceSizeOption surfaceSizeOption_0 =  
boundary_5.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_0.setSurfaceSizeOption(true); 
SurfaceSize surfaceSize_0 =  
boundary_5.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteTargetSize absoluteTargetSize_0 =  
surfaceSize_0.getAbsoluteTargetSize(); 
absoluteTargetSize_0.getValue().setValue(0.002);  
AbsoluteMinimumSize absoluteMinimumSize_1 =  
surfaceSize_0.getAbsoluteMinimumSize(); 
absoluteMinimumSize_1.getValue().setValue(0.001); 
SurfaceSizeOption surfaceSizeOption_1 =  
boundary_6.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_1.setSurfaceSizeOption(true); 
SurfaceSize surfaceSize_1 =  
boundary_6.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteMinimumSize absoluteMinimumSize_0 =  
surfaceSize_1.getAbsoluteMinimumSize(); 
absoluteMinimumSize_0.getValue().setValue(0.001); 
AbsoluteTargetSize absoluteTargetSize_1 =  
surfaceSize_1.getAbsoluteTargetSize(); 
absoluteTargetSize_1.getValue().setValue(0.002); 
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// Generazione del modello 2 della mesh 
 
MeshPipelineController meshPipelineController_0 =  
simulation_0.get(MeshPipelineController.class); 
meshPipelineController_0.generateVolumeMesh();  
MeshManager meshManager_0 =  
simulation_0.getMeshManager(); 
    
// Conversione in 2D del modello 2 della mesh   
 
meshManager_0.convertTo2d(1.0E-6, new NeoObjectVector(new Object[] {region_0}), true); 
currentView_0.setInput(new DoubleVector(new double[] {0.0, 0.0, 0.0}), new DoubleVector(new double[] {0.0, 0.0, 1.0}), new 
DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.74616975912576, 1); 
simulation_0.getSceneManager().createGeometryScene("Mesh Scene", "Outline", "Mesh", 3); 
Scene scene_1 =  
simulation_0.getSceneManager().getScene("Mesh Scene 1"); 
scene_1.initializeAndWait(); 
PartDisplayer partDisplayer_5 =  
((PartDisplayer) scene_1.getCreatorDisplayer()); 
partDisplayer_5.initialize(); 
PartDisplayer partDisplayer_4 =  
((PartDisplayer) scene_1.getDisplayerManager().getDisplayer("Mesh 1")); 
partDisplayer_4.initialize(); 
PartDisplayer partDisplayer_6 =  
((PartDisplayer) scene_1.getHighlightDisplayer()); 
partDisplayer_6.initialize(); 
scene_1.open(true); 
CurrentView currentView_1 =  
scene_1.getCurrentView(); 
currentView_1.setInput(new DoubleVector(new double[] {-2.100000190734862, -2.25, 0.0}), new DoubleVector(new double[] {-
2.100000190734862, -2.25, 45.35739264404701}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.739357052472345, 1); 
 
// Salvataggio 
  
simulation_0.saveState(resolvePath("Generazioni_Mesh/Generazione_Mesh_Modello_2.sim")); 
  
} 
 
 
// Modello 3 della mesh  
  
public void executeMod3() { 
execute3(); 
} 
 
private void execute3() { 
   
Simulation simulation_0 =  
getActiveSimulation(); 
    
// Importazione file CAD     
 
ImportManager importManager_0 =  
simulation_0.getImportManager(); 
importManager_0.importStep(resolvePath("Cad/Deriva Orizzontale_Volume Controllo_gamma_4.stp"), "OneBoundaryPerPatch", true, 
"OneRegionForAllBodies", "SharpEdges", 30.0, 2); 
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// Creazione della scena della geometria 
  
simulation_0.getSceneManager().createGeometryScene("Geometry Scene", "Outline", "Geometry", 1); 
Scene scene_0 =  
simulation_0.getSceneManager().getScene("Geometry Scene 1"); 
scene_0.initializeAndWait(); 
 
PartDisplayer partDisplayer_1 =  
((PartDisplayer) scene_0.getCreatorDisplayer()); 
partDisplayer_1.initialize(); 
PartDisplayer partDisplayer_0 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_0.initialize(); 
PartDisplayer partDisplayer_2 =  
((PartDisplayer) scene_0.getDisplayerManager().getDisplayer("Geometry 1")); 
partDisplayer_2.initialize(); 
PartDisplayer partDisplayer_3 =  
((PartDisplayer) scene_0.getHighlightDisplayer()); 
partDisplayer_3.initialize(); 
scene_0.open(true); 
CurrentView currentView_0 =  
scene_0.getCurrentView(); 
currentView_0.setInput(new DoubleVector(new double[] {-2.100000190734863, -0.4000000059604645, 2.25}), new DoubleVector(new 
double[] {-2.100000190734863, -0.4000000059604645, 47.63371492126087}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 
11.74616975912576, 1); 
 
// Definizione contorni della region 
 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("Parete_Sx"); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("superficie_acqua"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
Boundary boundary_4 =  
region_0.getBoundaryManager().getBoundary("fondo"); 
Boundary boundary_5 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_6 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
Boundary boundary_7 =  
region_0.getBoundaryManager().getBoundary("Parete_Dx"); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
  
// Rotazione attorno all'asse x di 90deg 
 
Units units_0 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
Units units_1 =  
simulation_0.getUnitsManager().getPreferredUnits(new IntVector(new int[] {0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0})); 
LabCoordinateSystem labCoordinateSystem_0 =  
simulation_0.getCoordinateSystemManager().getLabCoordinateSystem(); 
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// Definizione condizioni al contorno   
 
simulation_0.getRepresentationManager().rotateMesh(new NeoObjectVector(new Object[] {region_0}), new DoubleVector(new double[] 
{1.0, 0.0, 0.0}), new NeoObjectVector(new Object[] {units_1, units_1, units_1}), 1.570796326794897, labCoordinateSystem_0); 
partDisplayer_3.getParts().setObjects(boundary_2); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_0, boundary_7); 
partDisplayer_3.getParts().setObjects(boundary_2, boundary_4, boundary_0, boundary_7); 
boundary_4.setBoundaryType(SymmetryBoundary.class); 
boundary_7.setBoundaryType(SymmetryBoundary.class); 
boundary_0.setBoundaryType(SymmetryBoundary.class); 
boundary_2.setBoundaryType(SymmetryBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_3); 
boundary_3.setBoundaryType(PressureBoundary.class); 
partDisplayer_3.getParts().setObjects(boundary_0, boundary_1, boundary_2, boundary_3, boundary_4, boundary_5, boundary_6, 
boundary_7); 
partDisplayer_3.getParts().setObjects(); 
  
// Creazione dei volumi di controllo 
 
BrickVolumeShape brickVolumeShape_0 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_0.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_0 =  
brickVolumeShape_0.getCorner1(); 
coordinate_0.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_1 =  
brickVolumeShape_0.getCorner2(); 
coordinate_1.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_0.setValue(new DoubleVector(new double[] {-0.4375, -0.35, -0.006})); 
coordinate_1.setValue(new DoubleVector(new double[] {1.96875, 0.35, 0.0})); 
BrickVolumeShape brickVolumeShape_1 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_1.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_2 =  
brickVolumeShape_1.getCorner1(); 
coordinate_2.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_3 =  
brickVolumeShape_1.getCorner2(); 
coordinate_3.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_2.setValue(new DoubleVector(new double[] {-4.375, -0.875, -0.012})); 
coordinate_3.setValue(new DoubleVector(new double[] {3.0625, 0.875, 0.0})); 
BrickVolumeShape brickVolumeShape_2 =  
(BrickVolumeShape) simulation_0.get(VolumeShapeManager.class).createBrickVolumeShape(); 
brickVolumeShape_2.setCoordinateSystem(labCoordinateSystem_0); 
Coordinate coordinate_4 =  
brickVolumeShape_2.getCorner1(); 
coordinate_4.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
Coordinate coordinate_5 =  
brickVolumeShape_2.getCorner2(); 
coordinate_5.setCoordinate(units_1, units_1, units_1, new DoubleVector(new double[] {0.0, 0.0, 0.0})); 
coordinate_4.setValue(new DoubleVector(new double[] {-7.875, -1.75, -0.024})); 
coordinate_5.setValue(new DoubleVector(new double[] {4.375, 1.75, 0.0})); 
  
// Settaggio modello 3 della mesh 
 
MeshContinuum meshContinuum_0 =  
((MeshContinuum) simulation_0.getContinuumManager().getContinuum("Mesh 1")); 
meshContinuum_0.enable(ResurfacerMeshingModel.class); 
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meshContinuum_0.enable(TrimmerMeshingModel.class); 
meshContinuum_0.enable(PrismMesherModel.class); 
VolumeSource volumeSource_0 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_0.getVolumeShapeGroup().setObjects(brickVolumeShape_0); 
VolumeSource volumeSource_1 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_1.getVolumeShapeGroup().setObjects(brickVolumeShape_1); 
VolumeSource volumeSource_2 =  
meshContinuum_0.getVolumeSources().createVolumeSource(); 
volumeSource_2.getVolumeShapeGroup().setObjects(brickVolumeShape_2); 
meshContinuum_0.getReferenceValues().get(BaseSize.class).setValue(0.256); 
SurfaceCurvature surfaceCurvature_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceCurvature.class); 
SurfaceCurvatureNumPts surfaceCurvatureNumPts_0 =  
surfaceCurvature_0.getSurfaceCurvatureNumPts(); 
surfaceCurvatureNumPts_0.setNumPointsAroundCircle(70.0); 
SurfaceGrowthRate surfaceGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SurfaceGrowthRate.class); 
surfaceGrowthRate_0.setGrowthRate(1.1); 
SimpleTemplateGrowthRate simpleTemplateGrowthRate_0 =  
meshContinuum_0.getReferenceValues().get(SimpleTemplateGrowthRate.class); 
simpleTemplateGrowthRate_0.getGrowthRateOption().setSelected(GrowthRateOption.SLOW); 
simpleTemplateGrowthRate_0.getSurfaceGrowthRateOption().setSelected(SurfaceGrowthRateOption.SLOW); 
VolumeSourcePrismsOption volumeSourcePrismsOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourcePrismsOption.class); 
volumeSourcePrismsOption_0.setVolumeSourcePrismsOption(true); 
VolumeSourceResurfacerSizeOption volumeSourceResurfacerSizeOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(VolumeSourceResurfacerSizeOption.class); 
volumeSourceResurfacerSizeOption_0.setVolumeSourceResurfacerSizeOption(true); 
TrimmerSizeOption trimmerSizeOption_0 =  
volumeSource_0.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_0.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_0 =  
volumeSource_0.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_2 =  
((GenericAbsoluteSize) volumeSourceSize_0.getAbsoluteSize()); 
genericAbsoluteSize_2.getValue().setValue(0.002); 
NumPrismLayers numPrismLayers_0 =  
volumeSource_0.get(MeshValueManager.class).get(NumPrismLayers.class); 
numPrismLayers_0.setNumLayers(20); 
PrismLayerStretching prismLayerStretching_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismLayerStretching.class); 
prismLayerStretching_0.setStretching(1.1); 
PrismThickness prismThickness_0 =  
volumeSource_0.get(MeshValueManager.class).get(PrismThickness.class); 
prismThickness_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_0 =  
((GenericAbsoluteSize) prismThickness_0.getAbsoluteSize()); 
genericAbsoluteSize_0.getValue().setValue(0.02); 
TrimmerSizeOption trimmerSizeOption_1 =  
volumeSource_1.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_1.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_1 =  
volumeSource_1.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
GenericAbsoluteSize genericAbsoluteSize_1 =  
((GenericAbsoluteSize) volumeSourceSize_1.getAbsoluteSize()); 
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genericAbsoluteSize_1.getValue().setValue(0.004); 
TrimmerSizeOption trimmerSizeOption_2 =  
volumeSource_2.get(MeshConditionManager.class).get(TrimmerSizeOption.class); 
trimmerSizeOption_2.setTrimmerSizeOption(true); 
VolumeSourceSize volumeSourceSize_2 =  
volumeSource_2.get(MeshValueManager.class).get(VolumeSourceSize.class); 
volumeSourceSize_2.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
 
GenericAbsoluteSize genericAbsoluteSize_3 =  
((GenericAbsoluteSize) volumeSourceSize_2.getAbsoluteSize()); 
genericAbsoluteSize_3.getValue().setValue(0.008); 
SurfaceSizeOption surfaceSizeOption_0 =  
boundary_5.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_0.setSurfaceSizeOption(true); 
SurfaceSize surfaceSize_0 =  
boundary_5.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_0.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteTargetSize absoluteTargetSize_0 =  
surfaceSize_0.getAbsoluteTargetSize(); 
absoluteTargetSize_0.getValue().setValue(0.002); 
AbsoluteMinimumSize absoluteMinimumSize_1 =  
surfaceSize_0.getAbsoluteMinimumSize(); 
absoluteMinimumSize_1.getValue().setValue(0.001); 
SurfaceSizeOption surfaceSizeOption_1 =  
boundary_6.get(MeshConditionManager.class).get(SurfaceSizeOption.class); 
surfaceSizeOption_1.setSurfaceSizeOption(true); 
SurfaceSize surfaceSize_1 =  
boundary_6.get(MeshValueManager.class).get(SurfaceSize.class); 
surfaceSize_1.getRelativeOrAbsoluteOption().setSelected(RelativeOrAbsoluteOption.ABSOLUTE); 
AbsoluteMinimumSize absoluteMinimumSize_0 =  
surfaceSize_1.getAbsoluteMinimumSize(); 
absoluteMinimumSize_0.getValue().setValue(0.001); 
AbsoluteTargetSize absoluteTargetSize_1 =  
surfaceSize_1.getAbsoluteTargetSize(); 
absoluteTargetSize_1.getValue().setValue(0.002); 
  
// Generazione del modello 3 della mesh 
 
MeshPipelineController meshPipelineController_0 =  
simulation_0.get(MeshPipelineController.class); 
meshPipelineController_0.generateVolumeMesh(); 
MeshManager meshManager_0 =  
simulation_0.getMeshManager(); 
    
 // Conversione in 2D del modello 3 della mesh  
 
meshManager_0.convertTo2d(1.0E-6, new NeoObjectVector(new Object[] {region_0}), true); 
currentView_0.setInput(new DoubleVector(new double[] {0.0, 0.0, 0.0}), new DoubleVector(new double[] {0.0, 0.0, 1.0}), new 
DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.74616975912576, 1); 
simulation_0.getSceneManager().createGeometryScene("Mesh Scene", "Outline", "Mesh", 3);     
Scene scene_1 =  
simulation_0.getSceneManager().getScene("Mesh Scene 1"); 
scene_1.initializeAndWait(); 
PartDisplayer partDisplayer_5 =  
((PartDisplayer) scene_1.getCreatorDisplayer()); 
partDisplayer_5.initialize(); 
PartDisplayer partDisplayer_4 =  
((PartDisplayer) scene_1.getDisplayerManager().getDisplayer("Mesh 1")); 
partDisplayer_4.initialize(); 
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PartDisplayer partDisplayer_6 =  
((PartDisplayer) scene_1.getHighlightDisplayer()); 
partDisplayer_6.initialize(); 
scene_1.open(true); 
CurrentView currentView_1 =  
scene_1.getCurrentView(); 
currentView_1.setInput(new DoubleVector(new double[] {-2.100000190734862, -2.25, 0.0}), new DoubleVector(new double[] {-
2.100000190734862, -2.25, 45.35739264404701}), new DoubleVector(new double[] {0.0, 1.0, 0.0}), 11.739357052472345, 1); 
// Salvataggio 
simulation_0.saveState(resolvePath("Generazioni_Mesh/Generazione_Mesh_Modello_3.sim")); 
       }  
} 
Macro in java per l’analisi di sensibilità 
 
// STAR-CCM+ macro: AnalisiSensibilita.java 
// Written by STAR-CCM+ 11.02.009 
package macro; 
 
import java.util.*; 
import star.turbulence.*; 
import star.walldistance.*; 
import star.material.*; 
import star.common.*; 
import star.keturb.*; 
import star.base.neo.*; 
import star.base.report.*; 
import star.flow.*; 
import star.vof.*; 
import star.metrics.*; 
import star.segregatedflow.*; 
public class AnalisiSensibilita extends StarMacro { 
   
// Simulazioni stazionarie 
  
public void execute() { 
Integer modello = 1; 
  
// Ciclo for per le simulazioni stazionarie dei tre modelli di mesh 
  
for (int i=0; i<3; i++) { 
final String filename = "Simulazione_Stazionario_Modello_" + Integer.toString(modello); 
Simulation mysim = new Simulation("Generazioni_Mesh/Generazione_Mesh_Modello_" + Integer.toString(modello) + ".sim");  
executeStaz(mysim,filename,modello); 
mysim.saveState(resolvePath("Simulazioni_Stazionario/" + filename + ".sim")); 
modello=modello+1; 
mysim.kill(); 
}  
executeCav1();  
executeCav2(); 
executeCav3();  
} 
 
private void executeStaz (Simulation simulation_0, String filename, int modello) { 
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PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1")); 
simulation_0.getContinuumManager().remove(physicsContinuum_0); 
PhysicsContinuum physicsContinuum_1 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D")); 
  
// Modello fisico stazionario   
 
physicsContinuum_1.enable(SteadyModel.class); 
physicsContinuum_1.enable(SingleComponentLiquidModel.class); 
physicsContinuum_1.enable(SegregatedFlowModel.class); 
physicsContinuum_1.enable(ConstantDensityModel.class); 
physicsContinuum_1.enable(TurbulentModel.class); 
physicsContinuum_1.enable(RansTurbulenceModel.class); 
physicsContinuum_1.enable(KEpsilonTurbulence.class); 
physicsContinuum_1.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_1.enable(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_1.enable(CellQualityRemediationModel.class); 
  
// Condizioni iniziali 
 
SingleComponentLiquidModel singleComponentLiquidModel_0 =  
physicsContinuum_1.getModelManager().getModel(SingleComponentLiquidModel.class);   
Liquid liquid_0 =  
((Liquid) singleComponentLiquidModel_0.getMaterial()); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) liquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
physicsContinuum_1.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
InitialPressureProfile initialPressureProfile_0 =  
physicsContinuum_1.getInitialConditions().get(InitialPressureProfile.class); 
initialPressureProfile_0.getMethod(ConstantScalarProfileMethod.class).getQuantity().setValue(111400.0); 
VelocityProfile velocityProfile_0 =  
physicsContinuum_1.getInitialConditions().get(VelocityProfile.class); 
velocityProfile_0.getMethod(ConstantVectorProfileMethod.class).getQuantity().setComponents(-18.0, 0.0, 0.0); 
  
// Condizioni al contorno 
 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
boundary_0.getConditions().get(FlowDirectionOption.class).setSelected(FlowDirectionOption.Type.COMPONENTS); 
VelocityMagnitudeProfile velocityMagnitudeProfile_0 =  
boundary_0.getValues().get(VelocityMagnitudeProfile.class); 
velocityMagnitudeProfile_0.getMethod(ConstantScalarProfileMethod.class).getQuantity().setValue(18.0); 
FlowDirectionProfile flowDirectionProfile_0 =  
boundary_0.getValues().get(FlowDirectionProfile.class); 
flowDirectionProfile_0.getMethod(ConstantVectorProfileMethod.class).getQuantity().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
StaticPressureProfile staticPressureProfile_0 =  
boundary_1.getValues().get(StaticPressureProfile.class); 
staticPressureProfile_0.getMethod(ConstantScalarProfileMethod.class).getQuantity().setValue(111400.0); 
  
// Criterio di stop 
 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
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stepStoppingCriterion_0.setMaximumNumberSteps(3000); 
  
// Creazione dei reports 
 
ForceCoefficientReport forceCoefficientReport_0 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_0.setPresentationName("Cx"); 
forceCoefficientReport_0.getDirection().setComponents(-1.0, 0.0, 0.0); 
forceCoefficientReport_0.getReferencePressure().setValue(111400.0); 
forceCoefficientReport_0.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_0.getReferenceVelocity().setValue(18.0); 
forceCoefficientReport_0.getReferenceArea().setValue(0.875); 
 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_0.getParts().setObjects(boundary_2, boundary_3); 
ForceCoefficientReport forceCoefficientReport_1 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_1.setPresentationName("Copy of Cx"); 
forceCoefficientReport_1.copyProperties(forceCoefficientReport_0); 
forceCoefficientReport_1.copyProperties(forceCoefficientReport_0); 
forceCoefficientReport_1.setPresentationName("Cy"); 
forceCoefficientReport_1.getDirection().setComponents(0.0, 1.0, 0.0); 
  
// Creazione monitors e plots 
 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_0, 
forceCoefficientReport_1}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
MonitorPlot monitorPlot_0 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_0}), "Cx Monitor Plot"); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
MonitorPlot monitorPlot_1 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_1}), "Cy Monitor Plot"); 
monitorPlot_0.open(); 
monitorPlot_1.open(); 
  
// Lancio simulazione 
  
simulation_0.getSimulationIterator().run(); 
  
// Salvataggio monitor 
  
monitorPlot_0.export(resolvePath("Cx_Monitor/Cx_Monitor_Stazionario/Cx_Stazionario_Modello_" + Integer.toString(modello) + ".csv"), 
";"); 
monitorPlot_1.export(resolvePath("Cy_Monitor/Cy_Monitor_Stazionario/Cy_Stazionario_Modello_" + Integer.toString(modello) + ".csv"), 
";"); 
 
 } 
    
// Simulazioni cavitazione 
     
// Simulazione Cavitazione del Modello 1 della mesh 
   
public void executeCav1() { 
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double TimeStep = 1e-3; 
  
// Ciclo for per le simulazioni della cavitazione del modello 1 di mesh a TimeStep 10-3, 10-4, 10-5 
  
for (int i=0; i<3; i++) { 
final String filename = "Simulazione_Cavitazione_TimeStep_Modello_1_TimeStep_" + Double.toString(TimeStep); 
Simulation mysim = new Simulation("Simulazioni_Stazionario/Simulazione_Stazionario_Modello_1.sim");  
execute1(mysim, filename, TimeStep); 
mysim.saveState(resolvePath("Simulazioni_Cavitazione/" + filename + ".sim")); 
TimeStep = TimeStep / 10; 
mysim.kill(); 
     } 
} 
private void execute1(Simulation simulation_0, String filename, double TimeStep) { 
   
// Eliminazione reports, monitors, plots e modello fisico stazionario   
   
MonitorPlot monitorPlot_0 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cx Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_0})); 
MonitorPlot monitorPlot_1 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cy Monitor Plot"));  
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_1}));  
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_0); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_1); 
ForceCoefficientReport forceCoefficientReport_0 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cx")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_0); 
ForceCoefficientReport forceCoefficientReport_1 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cy")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_1); 
PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D"));   
KeTwoLayerAllYplusWallTreatment keTwoLayerAllYplusWallTreatment_0 =  
physicsContinuum_0.getModelManager().getModel(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.disableModel(keTwoLayerAllYplusWallTreatment_0); 
RkeTwoLayerTurbModel rkeTwoLayerTurbModel_0 = 
physicsContinuum_0.getModelManager().getModel(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.disableModel(rkeTwoLayerTurbModel_0); 
KEpsilonTurbulence kEpsilonTurbulence_0 =  
physicsContinuum_0.getModelManager().getModel(KEpsilonTurbulence.class); 
physicsContinuum_0.disableModel(kEpsilonTurbulence_0); 
RansTurbulenceModel ransTurbulenceModel_0 =  
physicsContinuum_0.getModelManager().getModel(RansTurbulenceModel.class); 
physicsContinuum_0.disableModel(ransTurbulenceModel_0); 
TurbulentModel turbulentModel_0 =  
physicsContinuum_0.getModelManager().getModel(TurbulentModel.class); 
physicsContinuum_0.disableModel(turbulentModel_0); 
ConstantDensityModel constantDensityModel_0 =  
physicsContinuum_0.getModelManager().getModel(ConstantDensityModel.class); 
physicsContinuum_0.disableModel(constantDensityModel_0); 
SegregatedFlowModel segregatedFlowModel_0 =  
physicsContinuum_0.getModelManager().getModel(SegregatedFlowModel.class); 
physicsContinuum_0.disableModel(segregatedFlowModel_0); 
  154 
SingleComponentLiquidModel singleComponentLiquidModel_0 = 
physicsContinuum_0.getModelManager().getModel(SingleComponentLiquidModel.class); 
physicsContinuum_0.disableModel(singleComponentLiquidModel_0); 
SteadyModel steadyModel_0 =  
physicsContinuum_0.getModelManager().getModel(SteadyModel.class); 
physicsContinuum_0.disableModel(steadyModel_0); 
  
// Modello fisico cavitazione 
 
physicsContinuum_0.enable(ImplicitUnsteadyModel.class); 
physicsContinuum_0.enable(MultiPhaseMaterialModel.class); 
physicsContinuum_0.enable(SegregatedVofModel.class); 
physicsContinuum_0.enable(SegregatedVofFlowModel.class); 
physicsContinuum_0.enable(TurbulentModel.class); 
physicsContinuum_0.enable(RansTurbulenceModel.class); 
physicsContinuum_0.enable(KEpsilonTurbulence.class); 
physicsContinuum_0.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.enable(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.enable(CellQualityRemediationModel.class); 
  
// Condizioni al contorno per la cavitazione 
 
EulerianMultiPhaseModel eulerianMultiPhaseModel_0 =  
physicsContinuum_0.getModelManager().getModel(EulerianMultiPhaseModel.class); 
EulerianPhase eulerianPhase_0 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_0.setPresentationName("Acqua di Mare"); 
eulerianPhase_0.enable(SinglePhaseLiquidModel.class); 
eulerianPhase_0.enable(ConstantDensityModel.class); 
SinglePhaseLiquidModel singlePhaseLiquidModel_0 =  
eulerianPhase_0.getModelManager().getModel(SinglePhaseLiquidModel.class); 
SinglePhaseLiquid singlePhaseLiquid_0 =  
((SinglePhaseLiquid) singlePhaseLiquidModel_0.getMaterial()); 
singlePhaseLiquid_0.setPresentationName("Acqua di Mare"); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
EulerianPhase eulerianPhase_1 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_1.setPresentationName("Vapore Acqueo"); 
eulerianPhase_1.enable(SinglePhaseGasModel.class); 
eulerianPhase_1.enable(ConstantDensityModel.class); 
SinglePhaseGasModel singlePhaseGasModel_0 =  
eulerianPhase_1.getModelManager().getModel(SinglePhaseGasModel.class); 
SinglePhaseGas singlePhaseGas_0 =  
((SinglePhaseGas) singlePhaseGasModel_0.getMaterial()); 
MaterialDataBase materialDataBase_0 =  
simulation_0.get(MaterialDataBaseManager.class).getMaterialDataBase("props"); 
DataBaseMaterialManager dataBaseMaterialManager_0 =  
materialDataBase_0.getFolder("Gases"); 
DataBaseGas dataBaseGas_0 =  
((DataBaseGas) dataBaseMaterialManager_0.getMaterial("H2O_Gas")); 
SinglePhaseGas singlePhaseGas_1 =  
(SinglePhaseGas) singlePhaseGasModel_0.replaceMaterial(singlePhaseGas_0, dataBaseGas_0); 
singlePhaseGas_1.setPresentationName("Vapore Acqueo"); 
MultiPhaseInteractionModel multiPhaseInteractionModel_0 =  
physicsContinuum_0.getModelManager().getModel(MultiPhaseInteractionModel.class); 
PhaseInteraction phaseInteraction_0 =  
  155 
multiPhaseInteractionModel_0.createPhaseInteraction(); 
phaseInteraction_0.enable(VofPhaseInteractionModel.class); 
VofPhaseInteractionModel vofPhaseInteractionModel_0 =  
phaseInteraction_0.getModelManager().getModel(VofPhaseInteractionModel.class); 
vofPhaseInteractionModel_0.setPrimaryPhase(eulerianPhase_0); 
vofPhaseInteractionModel_0.setSecondaryPhase(eulerianPhase_1); 
phaseInteraction_0.enable(VofCavitationSingleComponentModel.class); 
phaseInteraction_0.enable(PhaseInteractionMaterialModel.class); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_1 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(SaturationPressureProperty.class).getMethod()); 
constantMaterialPropertyMethod_1.getQuantity().setValue(3769.0); 
 
 
VolumeFractionProfile volumeFractionProfile_0 =  
physicsContinuum_0.getInitialConditions().get(VolumeFractionProfile.class); 
volumeFractionProfile_0.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
VolumeFractionProfile volumeFractionProfile_1 =  
boundary_0.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_1.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
VolumeFractionProfile volumeFractionProfile_2 =  
boundary_1.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_2.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
physicsContinuum_0.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
  
// Criterio di stop 
  
ImplicitUnsteadySolver implicitUnsteadySolver_0 =  
((ImplicitUnsteadySolver) simulation_0.getSolverManager().getSolver(ImplicitUnsteadySolver.class)); 
implicitUnsteadySolver_0.getTimeStep().setValue(TimeStep); 
InnerIterationStoppingCriterion innerIterationStoppingCriterion_0 =  
((InnerIterationStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Inner 
Iterations")); 
innerIterationStoppingCriterion_0.setMaximumNumberInnerIterations(10); 
PhysicalTimeStoppingCriterion physicalTimeStoppingCriterion_0 =  
((PhysicalTimeStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Physical 
Time")); 
physicalTimeStoppingCriterion_0.getMaximumTime().setValue(2.0); 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
stepStoppingCriterion_0.setMaximumNumberSteps(1000000000); 
  
// Creazione reports 
 
ForceCoefficientReport forceCoefficientReport_2 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_2.setPresentationName("Cx"); 
forceCoefficientReport_2.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_2.getReferenceVelocity().setValue(18); 
forceCoefficientReport_2.getReferenceArea().setValue(0.875); 
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forceCoefficientReport_2.getDirection().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_2.getParts().setObjects(boundary_2, boundary_3); 
ForceCoefficientReport forceCoefficientReport_3 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_3.setPresentationName("Cy"); 
forceCoefficientReport_3.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_3.getReferenceVelocity().setValue(18); 
forceCoefficientReport_3.getReferenceArea().setValue(0.875); 
forceCoefficientReport_3.getDirection().setComponents(0.0, 1.0, 0.0); 
forceCoefficientReport_3.getParts().setObjects(boundary_2, boundary_3); 
  
// Creazione monitors e plots 
 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_2, 
forceCoefficientReport_3}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_5 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
reportMonitor_5.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_5 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_5}), "Cx Monitor Plot"); 
ReportMonitor reportMonitor_3 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
reportMonitor_3.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_3 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_3}), "Cy Monitor Plot"); 
ResidualMonitor residualMonitor_5 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Acqua di Mare")); 
residualMonitor_5.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_0 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Continuity")); 
residualMonitor_0.setPlotLimit(2000000000); 
IterationMonitor iterationMonitor_0 =  
((IterationMonitor) simulation_0.getMonitorManager().getMonitor("Iteration")); 
iterationMonitor_0.setPlotLimit(2000000000); 
PhysicalTimeMonitor physicalTimeMonitor_0 =  
((PhysicalTimeMonitor) simulation_0.getMonitorManager().getMonitor("Physical Time")); 
physicalTimeMonitor_0.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_1 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tdr")); 
residualMonitor_1.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_2 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tke")); 
residualMonitor_2.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_3 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("X-momentum")); 
residualMonitor_3.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_4 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Y-momentum")); 
residualMonitor_4.setPlotLimit(2000000000); 
  
//Autosave 
  
AutoSave autoSave_0 =  
simulation_0.getSimulationIterator().getAutoSave(); 
autoSave_0.setMaxAutosavedFiles(1); 
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autoSave_0.setAutoSaveBatch(true); 
StarUpdate starUpdate_0 =  
autoSave_0.getStarUpdate(); 
starUpdate_0.setEnabled(true); 
starUpdate_0.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_880 =  
starUpdate_0.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_880.setTimeSteps(10000); 
timeStepUpdateFrequency_880.setStart(0); 
timeStepUpdateFrequency_880.setStopTimeStep(0); 
timeStepUpdateFrequency_880.setStopEnabled(false); 
  
//Run simulazione 
  
simulation_0.getSimulationIterator().run(); 
  
//Salvataggio reports 
  
monitorPlot_5.export(resolvePath("Cx_Monitor/Cx_Monitor_Cavitazione/Cx_Cavitazione_Modello_1_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";"); 
monitorPlot_3.export(resolvePath("Cy_Monitor/Cy_Monitor_Cavitazione/Cy_Cavitazione_Modello_1_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";"); 
   
} 
  
// Simulazione Cavitazione del Modello 2 della mesh 
  
public void executeCav2() { 
double TimeStep = 1e-3; 
  
// Ciclo for per le simulazioni della cavitazione del modello 2 della mesh a TimeStep 10-3, 10-4, 10-5 
  
for (int i=0; i<3; i++) { 
final String filename = "Simulazione_Cavitazione_TimeStep_Modello_2_TimeStep_" + Double.toString(TimeStep); 
Simulation mysim = new Simulation("Simulazioni_Stazionario/Simulazione_Stazionario_Modello_2.sim");  
execute2(mysim, filename, TimeStep); 
mysim.saveState(resolvePath("Simulazioni_Cavitazione/" + filename + ".sim")); 
TimeStep = TimeStep / 10; 
mysim.kill(); 
        } 
} 
  
private void execute2(Simulation simulation_0, String filename, double TimeStep) { 
   
// Eliminazione reports, monitors, plots e modello fisico stazionario   
   
MonitorPlot monitorPlot_0 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cx Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_0})); 
MonitorPlot monitorPlot_1 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cy Monitor Plot"));  
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_1}));  
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_0); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_1); 
ForceCoefficientReport forceCoefficientReport_0 =  
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((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cx")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_0); 
ForceCoefficientReport forceCoefficientReport_1 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cy")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_1); 
PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D"));   
KeTwoLayerAllYplusWallTreatment keTwoLayerAllYplusWallTreatment_0 =  
physicsContinuum_0.getModelManager().getModel(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.disableModel(keTwoLayerAllYplusWallTreatment_0); 
RkeTwoLayerTurbModel rkeTwoLayerTurbModel_0 = 
physicsContinuum_0.getModelManager().getModel(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.disableModel(rkeTwoLayerTurbModel_0); 
KEpsilonTurbulence kEpsilonTurbulence_0 =  
physicsContinuum_0.getModelManager().getModel(KEpsilonTurbulence.class); 
physicsContinuum_0.disableModel(kEpsilonTurbulence_0); 
RansTurbulenceModel ransTurbulenceModel_0 =  
physicsContinuum_0.getModelManager().getModel(RansTurbulenceModel.class); 
physicsContinuum_0.disableModel(ransTurbulenceModel_0); 
TurbulentModel turbulentModel_0 =  
physicsContinuum_0.getModelManager().getModel(TurbulentModel.class); 
physicsContinuum_0.disableModel(turbulentModel_0); 
ConstantDensityModel constantDensityModel_0 =  
physicsContinuum_0.getModelManager().getModel(ConstantDensityModel.class); 
physicsContinuum_0.disableModel(constantDensityModel_0); 
SegregatedFlowModel segregatedFlowModel_0 =  
physicsContinuum_0.getModelManager().getModel(SegregatedFlowModel.class); 
physicsContinuum_0.disableModel(segregatedFlowModel_0); 
SingleComponentLiquidModel singleComponentLiquidModel_0 = 
physicsContinuum_0.getModelManager().getModel(SingleComponentLiquidModel.class); 
physicsContinuum_0.disableModel(singleComponentLiquidModel_0); 
SteadyModel steadyModel_0 =  
physicsContinuum_0.getModelManager().getModel(SteadyModel.class); 
physicsContinuum_0.disableModel(steadyModel_0); 
  
// Modello fisico cavitazione 
 
physicsContinuum_0.enable(ImplicitUnsteadyModel.class); 
physicsContinuum_0.enable(MultiPhaseMaterialModel.class); 
physicsContinuum_0.enable(SegregatedVofModel.class); 
physicsContinuum_0.enable(SegregatedVofFlowModel.class); 
physicsContinuum_0.enable(TurbulentModel.class); 
physicsContinuum_0.enable(RansTurbulenceModel.class); 
physicsContinuum_0.enable(KEpsilonTurbulence.class); 
physicsContinuum_0.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.enable(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.enable(CellQualityRemediationModel.class); 
  
// Condizioni al contorno per la cavitazione 
 
EulerianMultiPhaseModel eulerianMultiPhaseModel_0 =  
physicsContinuum_0.getModelManager().getModel(EulerianMultiPhaseModel.class); 
EulerianPhase eulerianPhase_0 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_0.setPresentationName("Acqua di Mare"); 
eulerianPhase_0.enable(SinglePhaseLiquidModel.class); 
eulerianPhase_0.enable(ConstantDensityModel.class); 
SinglePhaseLiquidModel singlePhaseLiquidModel_0 =  
eulerianPhase_0.getModelManager().getModel(SinglePhaseLiquidModel.class); 
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SinglePhaseLiquid singlePhaseLiquid_0 =  
((SinglePhaseLiquid) singlePhaseLiquidModel_0.getMaterial()); 
singlePhaseLiquid_0.setPresentationName("Acqua di Mare"); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
EulerianPhase eulerianPhase_1 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_1.setPresentationName("Vapore Acqueo"); 
eulerianPhase_1.enable(SinglePhaseGasModel.class); 
eulerianPhase_1.enable(ConstantDensityModel.class); 
SinglePhaseGasModel singlePhaseGasModel_0 =  
eulerianPhase_1.getModelManager().getModel(SinglePhaseGasModel.class); 
SinglePhaseGas singlePhaseGas_0 =  
((SinglePhaseGas) singlePhaseGasModel_0.getMaterial()); 
MaterialDataBase materialDataBase_0 =  
simulation_0.get(MaterialDataBaseManager.class).getMaterialDataBase("props"); 
DataBaseMaterialManager dataBaseMaterialManager_0 =  
materialDataBase_0.getFolder("Gases"); 
DataBaseGas dataBaseGas_0 =  
((DataBaseGas) dataBaseMaterialManager_0.getMaterial("H2O_Gas")); 
SinglePhaseGas singlePhaseGas_1 =  
(SinglePhaseGas) singlePhaseGasModel_0.replaceMaterial(singlePhaseGas_0, dataBaseGas_0); 
singlePhaseGas_1.setPresentationName("Vapore Acqueo"); 
MultiPhaseInteractionModel multiPhaseInteractionModel_0 =  
physicsContinuum_0.getModelManager().getModel(MultiPhaseInteractionModel.class); 
PhaseInteraction phaseInteraction_0 =  
multiPhaseInteractionModel_0.createPhaseInteraction(); 
phaseInteraction_0.enable(VofPhaseInteractionModel.class); 
VofPhaseInteractionModel vofPhaseInteractionModel_0 =  
phaseInteraction_0.getModelManager().getModel(VofPhaseInteractionModel.class); 
vofPhaseInteractionModel_0.setPrimaryPhase(eulerianPhase_0); 
vofPhaseInteractionModel_0.setSecondaryPhase(eulerianPhase_1); 
phaseInteraction_0.enable(VofCavitationSingleComponentModel.class); 
phaseInteraction_0.enable(PhaseInteractionMaterialModel.class); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_1 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(SaturationPressureProperty.class).getMethod()); 
constantMaterialPropertyMethod_1.getQuantity().setValue(3769.0); 
VolumeFractionProfile volumeFractionProfile_0 =  
physicsContinuum_0.getInitialConditions().get(VolumeFractionProfile.class); 
volumeFractionProfile_0.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
VolumeFractionProfile volumeFractionProfile_1 =  
boundary_0.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_1.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
VolumeFractionProfile volumeFractionProfile_2 =  
boundary_1.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_2.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
physicsContinuum_0.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
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// Criterio di stop 
  
ImplicitUnsteadySolver implicitUnsteadySolver_0 =  
((ImplicitUnsteadySolver) simulation_0.getSolverManager().getSolver(ImplicitUnsteadySolver.class)); 
implicitUnsteadySolver_0.getTimeStep().setValue(TimeStep); 
InnerIterationStoppingCriterion innerIterationStoppingCriterion_0 =  
((InnerIterationStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Inner 
Iterations")); 
innerIterationStoppingCriterion_0.setMaximumNumberInnerIterations(10); 
PhysicalTimeStoppingCriterion physicalTimeStoppingCriterion_0 =  
((PhysicalTimeStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Physical 
Time")); 
physicalTimeStoppingCriterion_0.getMaximumTime().setValue(2.0); 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
stepStoppingCriterion_0.setMaximumNumberSteps(1000000000); 
  
// Creazione reports 
 
ForceCoefficientReport forceCoefficientReport_2 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_2.setPresentationName("Cx"); 
forceCoefficientReport_2.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_2.getReferenceVelocity().setValue(18); 
forceCoefficientReport_2.getReferenceArea().setValue(0.875); 
forceCoefficientReport_2.getDirection().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_2.getParts().setObjects(boundary_2, boundary_3); 
ForceCoefficientReport forceCoefficientReport_3 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_3.setPresentationName("Cy"); 
forceCoefficientReport_3.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_3.getReferenceVelocity().setValue(18); 
forceCoefficientReport_3.getReferenceArea().setValue(0.875); 
forceCoefficientReport_3.getDirection().setComponents(0.0, 1.0, 0.0); 
forceCoefficientReport_3.getParts().setObjects(boundary_2, boundary_3); 
  
// Creazione monitors e plots 
 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_2, 
forceCoefficientReport_3}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_5 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
reportMonitor_5.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_5 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_5}), "Cx Monitor Plot"); 
ReportMonitor reportMonitor_3 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
reportMonitor_3.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_3 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_3}), "Cy Monitor Plot"); 
ResidualMonitor residualMonitor_5 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Acqua di Mare")); 
residualMonitor_5.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_0 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Continuity")); 
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residualMonitor_0.setPlotLimit(2000000000); 
IterationMonitor iterationMonitor_0 =  
((IterationMonitor) simulation_0.getMonitorManager().getMonitor("Iteration")); 
iterationMonitor_0.setPlotLimit(2000000000); 
PhysicalTimeMonitor physicalTimeMonitor_0 =  
((PhysicalTimeMonitor) simulation_0.getMonitorManager().getMonitor("Physical Time")); 
physicalTimeMonitor_0.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_1 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tdr")); 
residualMonitor_1.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_2 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tke")); 
residualMonitor_2.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_3 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("X-momentum")); 
residualMonitor_3.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_4 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Y-momentum")); 
residualMonitor_4.setPlotLimit(2000000000); 
  
//Autosave 
  
AutoSave autoSave_0 =  
simulation_0.getSimulationIterator().getAutoSave(); 
autoSave_0.setMaxAutosavedFiles(1); 
autoSave_0.setAutoSaveBatch(true); 
StarUpdate starUpdate_0 =  
autoSave_0.getStarUpdate(); 
starUpdate_0.setEnabled(true); 
starUpdate_0.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_880 =  
starUpdate_0.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_880.setTimeSteps(10000); 
timeStepUpdateFrequency_880.setStart(0); 
timeStepUpdateFrequency_880.setStopTimeStep(0); 
timeStepUpdateFrequency_880.setStopEnabled(false); 
  
//Run simulazione 
  
simulation_0.getSimulationIterator().run(); 
   
//Salvataggio reports 
  
monitorPlot_5.export(resolvePath("Cx_Monitor/Cx_Monitor_Cavitazione/Cx_Cavitazione_Modello_2_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";"); 
monitorPlot_3.export(resolvePath("Cy_Monitor/Cy_Monitor_Cavitazione/Cy_Cavitazione_Modello_2_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";");    
   
} 
   
// Simulazione cavitazione modello 3 della mesh  
   
public void executeCav3() { 
double TimeStep = 1e-3; 
  
// Ciclo for per le simulazioni della cavitazione del modello 3 della mesh a TimeStep 10-3, 10-4, 10-5 
  
for (int i=0; i<3; i++) { 
final String filename = "Simulazione_Cavitazione_TimeStep_Modello_3_TimeStep_" + Double.toString(TimeStep); 
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Simulation mysim = new Simulation("Simulazioni_Stazionario/Simulazione_Stazionario_Modello_3.sim");  
execute3(mysim, filename, TimeStep); 
mysim.saveState(resolvePath("Simulazioni_Cavitazione/" + filename + ".sim")); 
TimeStep = TimeStep / 10; 
mysim.kill(); 
        } 
} 
 
private void execute3(Simulation simulation_0, String filename, double TimeStep) { 
   
// Eliminazione reports, monitors, plots e modello fisico stazionario   
   
MonitorPlot monitorPlot_0 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cx Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_0})); 
MonitorPlot monitorPlot_1 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cy Monitor Plot"));  
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_1}));  
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_0); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_1); 
ForceCoefficientReport forceCoefficientReport_0 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cx")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_0); 
ForceCoefficientReport forceCoefficientReport_1 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cy")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_1); 
PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D"));   
KeTwoLayerAllYplusWallTreatment keTwoLayerAllYplusWallTreatment_0 =  
physicsContinuum_0.getModelManager().getModel(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.disableModel(keTwoLayerAllYplusWallTreatment_0); 
RkeTwoLayerTurbModel rkeTwoLayerTurbModel_0 = 
physicsContinuum_0.getModelManager().getModel(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.disableModel(rkeTwoLayerTurbModel_0); 
KEpsilonTurbulence kEpsilonTurbulence_0 =  
physicsContinuum_0.getModelManager().getModel(KEpsilonTurbulence.class); 
physicsContinuum_0.disableModel(kEpsilonTurbulence_0); 
RansTurbulenceModel ransTurbulenceModel_0 =  
physicsContinuum_0.getModelManager().getModel(RansTurbulenceModel.class); 
physicsContinuum_0.disableModel(ransTurbulenceModel_0); 
TurbulentModel turbulentModel_0 =  
physicsContinuum_0.getModelManager().getModel(TurbulentModel.class); 
physicsContinuum_0.disableModel(turbulentModel_0); 
ConstantDensityModel constantDensityModel_0 =  
physicsContinuum_0.getModelManager().getModel(ConstantDensityModel.class); 
physicsContinuum_0.disableModel(constantDensityModel_0); 
SegregatedFlowModel segregatedFlowModel_0 =  
physicsContinuum_0.getModelManager().getModel(SegregatedFlowModel.class); 
physicsContinuum_0.disableModel(segregatedFlowModel_0); 
SingleComponentLiquidModel singleComponentLiquidModel_0 = 
physicsContinuum_0.getModelManager().getModel(SingleComponentLiquidModel.class); 
physicsContinuum_0.disableModel(singleComponentLiquidModel_0); 
SteadyModel steadyModel_0 =  
physicsContinuum_0.getModelManager().getModel(SteadyModel.class); 
physicsContinuum_0.disableModel(steadyModel_0);  
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// Modello fisico cavitazione 
 
physicsContinuum_0.enable(ImplicitUnsteadyModel.class); 
physicsContinuum_0.enable(MultiPhaseMaterialModel.class); 
physicsContinuum_0.enable(SegregatedVofModel.class); 
physicsContinuum_0.enable(SegregatedVofFlowModel.class); 
physicsContinuum_0.enable(TurbulentModel.class); 
physicsContinuum_0.enable(RansTurbulenceModel.class); 
physicsContinuum_0.enable(KEpsilonTurbulence.class); 
physicsContinuum_0.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.enable(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.enable(CellQualityRemediationModel.class); 
  
// Condizioni al contorno per la cavitazione 
 
EulerianMultiPhaseModel eulerianMultiPhaseModel_0 =  
physicsContinuum_0.getModelManager().getModel(EulerianMultiPhaseModel.class); 
EulerianPhase eulerianPhase_0 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_0.setPresentationName("Acqua di Mare"); 
eulerianPhase_0.enable(SinglePhaseLiquidModel.class); 
eulerianPhase_0.enable(ConstantDensityModel.class); 
SinglePhaseLiquidModel singlePhaseLiquidModel_0 =  
eulerianPhase_0.getModelManager().getModel(SinglePhaseLiquidModel.class); 
SinglePhaseLiquid singlePhaseLiquid_0 =  
((SinglePhaseLiquid) singlePhaseLiquidModel_0.getMaterial()); 
singlePhaseLiquid_0.setPresentationName("Acqua di Mare"); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
EulerianPhase eulerianPhase_1 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_1.setPresentationName("Vapore Acqueo"); 
eulerianPhase_1.enable(SinglePhaseGasModel.class); 
eulerianPhase_1.enable(ConstantDensityModel.class); 
SinglePhaseGasModel singlePhaseGasModel_0 =  
eulerianPhase_1.getModelManager().getModel(SinglePhaseGasModel.class); 
SinglePhaseGas singlePhaseGas_0 =  
((SinglePhaseGas) singlePhaseGasModel_0.getMaterial()); 
MaterialDataBase materialDataBase_0 =  
simulation_0.get(MaterialDataBaseManager.class).getMaterialDataBase("props"); 
DataBaseMaterialManager dataBaseMaterialManager_0 =  
materialDataBase_0.getFolder("Gases"); 
DataBaseGas dataBaseGas_0 =  
((DataBaseGas) dataBaseMaterialManager_0.getMaterial("H2O_Gas")); 
SinglePhaseGas singlePhaseGas_1 =  
(SinglePhaseGas) singlePhaseGasModel_0.replaceMaterial(singlePhaseGas_0, dataBaseGas_0); 
singlePhaseGas_1.setPresentationName("Vapore Acqueo"); 
MultiPhaseInteractionModel multiPhaseInteractionModel_0 =  
physicsContinuum_0.getModelManager().getModel(MultiPhaseInteractionModel.class); 
PhaseInteraction phaseInteraction_0 =  
multiPhaseInteractionModel_0.createPhaseInteraction(); 
phaseInteraction_0.enable(VofPhaseInteractionModel.class); 
VofPhaseInteractionModel vofPhaseInteractionModel_0 =  
phaseInteraction_0.getModelManager().getModel(VofPhaseInteractionModel.class); 
vofPhaseInteractionModel_0.setPrimaryPhase(eulerianPhase_0); 
vofPhaseInteractionModel_0.setSecondaryPhase(eulerianPhase_1); 
phaseInteraction_0.enable(VofCavitationSingleComponentModel.class); 
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phaseInteraction_0.enable(PhaseInteractionMaterialModel.class); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_1 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(SaturationPressureProperty.class).getMethod()); 
constantMaterialPropertyMethod_1.getQuantity().setValue(3769.0); 
VolumeFractionProfile volumeFractionProfile_0 =  
physicsContinuum_0.getInitialConditions().get(VolumeFractionProfile.class); 
volumeFractionProfile_0.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
VolumeFractionProfile volumeFractionProfile_1 =  
boundary_0.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_1.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
VolumeFractionProfile volumeFractionProfile_2 =  
boundary_1.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_2.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
physicsContinuum_0.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
  
// Criterio di stop 
  
ImplicitUnsteadySolver implicitUnsteadySolver_0 =  
((ImplicitUnsteadySolver) simulation_0.getSolverManager().getSolver(ImplicitUnsteadySolver.class)); 
implicitUnsteadySolver_0.getTimeStep().setValue(TimeStep); 
InnerIterationStoppingCriterion innerIterationStoppingCriterion_0 =  
((InnerIterationStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Inner 
Iterations")); 
innerIterationStoppingCriterion_0.setMaximumNumberInnerIterations(10); 
PhysicalTimeStoppingCriterion physicalTimeStoppingCriterion_0 =  
((PhysicalTimeStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Physical 
Time")); 
physicalTimeStoppingCriterion_0.getMaximumTime().setValue(2.0); 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
stepStoppingCriterion_0.setMaximumNumberSteps(1000000000); 
  
// Creazione reports 
 
ForceCoefficientReport forceCoefficientReport_2 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_2.setPresentationName("Cx"); 
forceCoefficientReport_2.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_2.getReferenceVelocity().setValue(18); 
forceCoefficientReport_2.getReferenceArea().setValue(0.875); 
forceCoefficientReport_2.getDirection().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_2.getParts().setObjects(boundary_2, boundary_3); 
ForceCoefficientReport forceCoefficientReport_3 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_3.setPresentationName("Cy"); 
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forceCoefficientReport_3.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_3.getReferenceVelocity().setValue(18); 
forceCoefficientReport_3.getReferenceArea().setValue(0.875); 
forceCoefficientReport_3.getDirection().setComponents(0.0, 1.0, 0.0); 
forceCoefficientReport_3.getParts().setObjects(boundary_2, boundary_3);  
 
// Creazione monitors e plots 
 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_2, 
forceCoefficientReport_3}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_5 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx Monitor")); 
reportMonitor_5.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_5 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_5}), "Cx Monitor Plot"); 
ReportMonitor reportMonitor_3 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy Monitor")); 
reportMonitor_3.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_3 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_3}), "Cy Monitor Plot"); 
ResidualMonitor residualMonitor_5 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Acqua di Mare")); 
residualMonitor_5.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_0 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Continuity")); 
residualMonitor_0.setPlotLimit(2000000000); 
IterationMonitor iterationMonitor_0 =  
((IterationMonitor) simulation_0.getMonitorManager().getMonitor("Iteration")); 
iterationMonitor_0.setPlotLimit(2000000000); 
PhysicalTimeMonitor physicalTimeMonitor_0 =  
((PhysicalTimeMonitor) simulation_0.getMonitorManager().getMonitor("Physical Time")); 
physicalTimeMonitor_0.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_1 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tdr")); 
residualMonitor_1.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_2 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tke")); 
residualMonitor_2.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_3 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("X-momentum")); 
residualMonitor_3.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_4 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Y-momentum")); 
residualMonitor_4.setPlotLimit(2000000000); 
  
//Autosave 
  
AutoSave autoSave_0 =  
simulation_0.getSimulationIterator().getAutoSave(); 
autoSave_0.setMaxAutosavedFiles(1); 
autoSave_0.setAutoSaveBatch(true); 
StarUpdate starUpdate_0 =  
autoSave_0.getStarUpdate(); 
starUpdate_0.setEnabled(true); 
starUpdate_0.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_880 =  
starUpdate_0.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_880.setTimeSteps(10000); 
timeStepUpdateFrequency_880.setStart(0); 
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timeStepUpdateFrequency_880.setStopTimeStep(0); 
timeStepUpdateFrequency_880.setStopEnabled(false); 
  
//Run simulazione 
  
simulation_0.getSimulationIterator().run(); 
//Salvataggio reports 
  
monitorPlot_5.export(resolvePath("Cx_Monitor/Cx_Monitor_Cavitazione/Cx_Cavitazione_Modello_3_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";"); 
monitorPlot_3.export(resolvePath("Cy_Monitor/Cy_Monitor_Cavitazione/Cy_Cavitazione_Modello_3_TimeStep_" + 
Double.toString(TimeStep) + ".csv"), ";"); 
        } 
} 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
  167 
Appendice C 
Macro in java per valutare la cavitazione             
nelle configurazioni in esame 
 
// STAR-CCM+ macro: Macro_Stazionario_Cavitazione.java 
// Written by STAR-CCM+ 8.04.007 
package macro; 
 
import java.util.*; 
import star.turbulence.*; 
import star.material.*; 
import star.walldistance.*; 
import star.common.*; 
import star.keturb.*; 
import star.base.neo.*; 
import star.vis.*; 
import star.base.report.*; 
import star.flow.*; 
import star.vof.*; 
import star.segregatedflow.*; 
import star.post.*; 
import star.metrics.*; 
import star.trimmer.*; 
import star.meshing.*; 
import star.resurfacer.*; 
import star.prismmesher.*; 
public class Macro_Stazionario_Cavitazione extends StarMacro { 
  
// Quetsa macro deve essere ripetuta per tutte le incidenze del profilo prese in esame 
  
// Simulazioni stazionarie 
 
public void execute() { 
Integer velocita = 12; 
  
// Ciclo for sulle velocità prese in esame 
  
for (int i=0; i<4; i++) { 
final String filename = "Simulazione_Stazionario_Velocita_" + Integer.toString(velocita); 
Simulation mysim = new Simulation("Generazione_Mesh_gamma_2.sim"); 
execute0(mysim,filename,velocita); 
mysim.saveState(resolvePath("Simulazioni_Stazionario/" + filename + ".sim")); 
velocita=velocita+3; 
mysim.kill(); 
         } 
executeCav(); 
} 
   
private void execute0 (Simulation simulation_0, String filename, int velocita) { 
PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1")); 
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simulation_0.getContinuumManager().remove(physicsContinuum_0); 
PhysicsContinuum physicsContinuum_1 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D")); 
    
// Modello fisico stazionario  
  
physicsContinuum_1.enable(SteadyModel.class); 
physicsContinuum_1.enable(SingleComponentLiquidModel.class); 
physicsContinuum_1.enable(SegregatedFlowModel.class); 
physicsContinuum_1.enable(ConstantDensityModel.class); 
physicsContinuum_1.enable(TurbulentModel.class); 
physicsContinuum_1.enable(RansTurbulenceModel.class); 
physicsContinuum_1.enable(KEpsilonTurbulence.class); 
physicsContinuum_1.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_1.enable(KeTwoLayerAllYplusWallTreatment.class); 
SingleComponentLiquidModel singleComponentLiquidModel_0 =  
physicsContinuum_1.getModelManager().getModel(SingleComponentLiquidModel.class); 
 
// Condizioni iniziali   
    
Liquid liquid_0 =  
((Liquid) singleComponentLiquidModel_0.getMaterial()); 
liquid_0.setPresentationName("Acqua di Mare"); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) liquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
InitialPressureProfile initialPressureProfile_0 =  
physicsContinuum_1.getInitialConditions().get(InitialPressureProfile.class); 
initialPressureProfile_0.getMethod(ConstantScalarProfileMethod.class).getQuantity().setValue(111400.0); 
VelocityProfile velocityProfile_0 =  
physicsContinuum_1.getInitialConditions().get(VelocityProfile.class); 
velocityProfile_0.getMethod(ConstantVectorProfileMethod.class).getQuantity().setComponents(-velocita, 0.0, 0.0); 
  
// Condizioni al contorno 
 
Region region_1 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_8 =  
region_1.getBoundaryManager().getBoundary("inlet"); 
boundary_8.getConditions().get(InletVelocityOption.class).setSelected(InletVelocityOption.COMPONENTS); 
VelocityProfile velocityProfile_1 =  
boundary_8.getValues().get(VelocityProfile.class); 
velocityProfile_1.getMethod(ConstantVectorProfileMethod.class).getQuantity().setComponents(-velocita, 0.0, 0.0); 
Boundary boundary_9 =  
region_1.getBoundaryManager().getBoundary("outlet"); 
StaticPressureProfile staticPressureProfile_0 =  
boundary_9.getValues().get(StaticPressureProfile.class); 
staticPressureProfile_0.getMethod(ConstantScalarProfileMethod.class).getQuantity().setValue(111400.0); 
physicsContinuum_1.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
  
// Criterio di stop 
 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
stepStoppingCriterion_0.setMaximumNumberSteps(3000); 
  
// Creazione dei reports, monitor e plot di Cx, Cy e Cm 
 
ForceCoefficientReport forceCoefficientReport_0 =  
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simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_0.setPresentationName("Cx_Stazionario"); 
forceCoefficientReport_0.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_0.getReferenceVelocity().setValue(velocita); 
forceCoefficientReport_0.getReferenceArea().setValue(0.875); 
forceCoefficientReport_0.getDirection().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_10 =  
region_1.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_11 =  
region_1.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_0.getParts().setObjects(boundary_10, boundary_11); 
ForceCoefficientReport forceCoefficientReport_1 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_1.setPresentationName("Cy_Stazionario"); 
forceCoefficientReport_1.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_1.getReferenceVelocity().setValue(velocita); 
forceCoefficientReport_1.getReferenceArea().setValue(0.875); 
forceCoefficientReport_1.getDirection().setComponents(0.0, 1.0, 0.0); 
forceCoefficientReport_1.getParts().setObjects(boundary_10, boundary_11); 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_1, 
forceCoefficientReport_0}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy_Stazionario Monitor")); 
MonitorPlot monitorPlot_0 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_0}), "Cy_Stazionario Monitor 
Plot"); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx_Stazionario Monitor")); 
MonitorPlot monitorPlot_1 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_1}), "Cx_Stazionario Monitor 
Plot"); 
MomentCoefficientReport momentCoefficientReport_0 =  
simulation_0.getReportManager().createReport(MomentCoefficientReport.class); 
momentCoefficientReport_0.getReferenceDensity().setValue(1027.0); 
momentCoefficientReport_0.getReferenceVelocity().setValue(velocita); 
momentCoefficientReport_0.getReferenceArea().setValue(0.875); 
momentCoefficientReport_0.getReferenceRadius().setValue(1.53125); 
momentCoefficientReport_0.getDirection().setComponents(0.0, 0.0, -1.0); 
Boundary boundary_12 =  
region_1.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_13 =  
region_1.getBoundaryManager().getBoundary("deriva_ventre"); 
momentCoefficientReport_0.getParts().setObjects(boundary_12, boundary_13); 
momentCoefficientReport_0.setPresentationName("Cm_Stazionario"); 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {momentCoefficientReport_0}), true, "%1$s 
Plot"); 
ReportMonitor reportMonitor_2 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cm_Stazionario Monitor")); 
MonitorPlot monitorPlot_2 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_2}), "Cm_Stazionario Monitor 
Plot"); 
    
// Plot Cp   
  
XYPlot xYPlot_0 =  
simulation_0.getPlotManager().createXYPlot(); 
 xYPlot_0.refreshAndWait(); 
xYPlot_0.setPresentationName("Cp"); 
Region region_10 =  
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simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_14 =  
region_10.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_15 =  
region_10.getBoundaryManager().getBoundary("deriva_ventre"); 
xYPlot_0.getParts().setObjects(boundary_14, boundary_15); 
YAxisType yAxisType_0 =  
((YAxisType) xYPlot_0.getYAxes().getAxisType("Y Type 1")); 
PressureCoefficientFunction pressureCoefficientFunction_0 =  
((PressureCoefficientFunction) simulation_0.getFieldFunctionManager().getFunction("PressureCoefficient")); 
yAxisType_0.setFieldFunction(pressureCoefficientFunction_0); 
Axes axes_0 =  
xYPlot_0.getAxes(); 
Axis axis_0 =  
axes_0.getYAxis(); 
AxisLabels axisLabels_0 =  
axis_0.getLabels(); 
axisLabels_0.setMinIsDefault(true); 
axisLabels_0.setMaxIsDefault(true); 
InternalDataSet internalDataSet_0 =  
((InternalDataSet) yAxisType_0.getDataSets().getDataSet("Region 1 2D: deriva_dorso")); 
internalDataSet_0.setSeriesName("Region 1 2D: deriva_dorso"); 
InternalDataSet internalDataSet_1 =  
((InternalDataSet) yAxisType_0.getDataSets().getDataSet("Region 1 2D: deriva_ventre")); 
internalDataSet_1.setSeriesName("Region 1 2D: deriva_ventre"); 
axes_0.setAxisOrientation(1); 
pressureCoefficientFunction_0.getReferencePressure().setValue(111400.0); 
pressureCoefficientFunction_0.getReferenceDensity().setValue(1027.0); 
pressureCoefficientFunction_0.getReferenceVelocity().setValue(velocita);  
Cartesian2DAxisManager cartesian2DAxisManager_4 =  
((Cartesian2DAxisManager) xYPlot_0.getAxisManager()); 
Cartesian2DAxis cartesian2DAxis_4 =  
((Cartesian2DAxis) cartesian2DAxisManager_4.getAxis("Bottom Axis")); 
cartesian2DAxis_4.setMinimum(0.875); 
cartesian2DAxis_4.setMaximum(1.75); 
cartesian2DAxisManager_4.setAxesBounds(new Vector(Arrays.asList(new star.common.AxisManager.AxisBounds("Bottom Axis", 0.875, 
true, 1.75, true), new star.common.AxisManager.AxisBounds("Right Axis", -3, true, 1.2, true)))); 
  
// Scena Pressione Totale 
  
simulation_0.getSceneManager().createScalarScene("Scalar Scene", "Outline", "Scalar"); 
Scene scene_1 =  
simulation_0.getSceneManager().getScene("Scalar Scene 1"); 
scene_1.initializeAndWait(); 
PartDisplayer partDisplayer_1 =  
((PartDisplayer) scene_1.getCreatorDisplayer()); 
partDisplayer_1.initialize(); 
PartDisplayer partDisplayer_0 =  
((PartDisplayer) scene_1.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_0.initialize(); 
ScalarDisplayer scalarDisplayer_0 =  
((ScalarDisplayer) scene_1.getDisplayerManager().getDisplayer("Scalar 1")); 
scalarDisplayer_0.initialize(); 
PartDisplayer partDisplayer_2 =  
((PartDisplayer) scene_1.getHighlightDisplayer()); 
partDisplayer_2.initialize(); 
scene_1.open(true); 
CurrentView currentView_1 =  
scene_1.getCurrentView(); 
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currentView_1.setInput(new DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, 0.007739955875585736}), new 
DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, -45.983899483364624}), new DoubleVector(new double[] {0.0, 
1.0, 0.0}), 0.49274786624436695, 1); 
LogoAnnotation logoAnnotation_0 =  
((LogoAnnotation) simulation_0.getAnnotationManager().getObject("Logo")); 
logoAnnotation_0.setOpacity(0.20000000298023224); 
scalarDisplayer_0.setFillMode(1); 
PrimitiveFieldFunction primitiveFieldFunction_0 =  
((PrimitiveFieldFunction) simulation_0.getFieldFunctionManager().getFunction("TotalPressure")); 
scalarDisplayer_0.getScalarDisplayQuantity().setFieldFunction(primitiveFieldFunction_0); 
scalarDisplayer_0.getScalarDisplayQuantity().setAutoRange(0); 
if (velocita == 12) { 
scalarDisplayer_0.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 180000.0})); 
} else if (velocita == 15) { 
scalarDisplayer_0.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 220000.0})); 
} else if (velocita == 18) { 
scalarDisplayer_0.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 270000.0})); 
} else if (velocita == 21) { 
scalarDisplayer_0.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 330000.0})); 
 
} 
 
scalarDisplayer_0.getScalarDisplayQuantity().setClip(0); 
Legend legend_0 =  
scalarDisplayer_0.getLegend(); 
legend_0.setVisible(true); 
currentView_1.setInput(new DoubleVector(new double[] {1.0224679812457713, 0.022788077873302753, 0.0014811810565120709}), new 
DoubleVector(new double[] {1.0224679812457713, 0.022788077873302753, -45.983899483364624}), new DoubleVector(new double[] 
{0.0, 1.0, 0.0}), 0.28095493248864506, 1); 
     
// Lancio simulazione 
 
simulation_0.getSimulationIterator().run(); 
  
// Salvataggio monitor e scene 
 
monitorPlot_1.export(resolvePath("Cx_Monitor/Cx_Monitor_Stazionario/Cx_Stazionario_Velocita_" + Integer.toString(velocita) + ".csv"), 
";"); 
 
monitorPlot_0.export(resolvePath("Cy_Monitor/Cy_Monitor_Stazionario/Cy_Stazionario_Velocita_" + Integer.toString(velocita) + ".csv"), 
";"); 
  
monitorPlot_2.export(resolvePath("Cm_Monitor/Cm_Monitor_Stazionario/Cm_Stazionario_Velocita_" + Integer.toString(velocita) + 
".csv"), ";"); 
  
xYPlot_0.encode(resolvePath("Cp/Cp_Stazionario/Cp_stazionario_Velocita_" + Integer.toString(velocita) + ".png"), "png", 1070, 454); 
  
scene_1.printAndWait(resolvePath("Pressione_Totale/Pressione_Totale_Stazionario/Pressione_Totale_Stazionario_Velocita_" + 
Integer.toString(velocita) + ".png"), 1, 1070, 454); 
 
} 
  
 
// Simulazioni cavitazione 
   
public void executeCav() { 
Integer velocita = 12; 
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// Ciclo for sulle velocità prese in esame 
  
for (int i=0; i<4; i++) { 
final String filename = "Simulazione_Cavitazione_Velocita_" + Integer.toString(velocita); 
Simulation mysim = new Simulation("Simulazioni_Stazionario/Simulazione_Stazionario_Velocita_" + Integer.toString(velocita) + ".sim"); 
execute1(mysim,filename,velocita); 
mysim.saveState(resolvePath("Simulazioni_Cavitazione/" + filename + ".sim")); 
velocita=velocita+3; 
mysim.kill(); 
     } 
} 
 
private void execute1 (Simulation simulation_0, String filename, int velocita) {  
 
// Eliminazione reports, monitors, plots e modello fisico stazionario 
   
MonitorPlot monitorPlot_0 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cy_Stazionario Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_0})); 
MonitorPlot monitorPlot_1 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cx_Stazionario Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_1})); 
MonitorPlot monitorPlot_2 =  
((MonitorPlot) simulation_0.getPlotManager().getPlot("Cm_Stazionario Monitor Plot")); 
simulation_0.getPlotManager().deletePlots(new NeoObjectVector(new Object[] {monitorPlot_2})); 
ReportMonitor reportMonitor_0 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy_Stazionario Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_0); 
ReportMonitor reportMonitor_1 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx_Stazionario Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_1); 
ReportMonitor reportMonitor_2 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cm_Stazionario Monitor")); 
simulation_0.getMonitorManager().removeObjects(reportMonitor_2); 
ForceCoefficientReport forceCoefficientReport_0 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cy_Stazionario")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_0); 
ForceCoefficientReport forceCoefficientReport_1 =  
((ForceCoefficientReport) simulation_0.getReportManager().getReport("Cx_Stazionario")); 
simulation_0.getReportManager().removeObjects(forceCoefficientReport_1); 
MomentCoefficientReport MomentCoefficientReport_0 =  
((MomentCoefficientReport) simulation_0.getReportManager().getReport("Cm_Stazionario")); 
simulation_0.getReportManager().removeObjects(MomentCoefficientReport_0); 
PhysicsContinuum physicsContinuum_0 =  
((PhysicsContinuum) simulation_0.getContinuumManager().getContinuum("Physics 1 2D"));   
KeTwoLayerAllYplusWallTreatment keTwoLayerAllYplusWallTreatment_0 =  
physicsContinuum_0.getModelManager().getModel(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.disableModel(keTwoLayerAllYplusWallTreatment_0); 
RkeTwoLayerTurbModel rkeTwoLayerTurbModel_0 =  
physicsContinuum_0.getModelManager().getModel(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.disableModel(rkeTwoLayerTurbModel_0); 
KEpsilonTurbulence kEpsilonTurbulence_0 =  
physicsContinuum_0.getModelManager().getModel(KEpsilonTurbulence.class); 
physicsContinuum_0.disableModel(kEpsilonTurbulence_0); 
RansTurbulenceModel ransTurbulenceModel_0 =  
physicsContinuum_0.getModelManager().getModel(RansTurbulenceModel.class); 
physicsContinuum_0.disableModel(ransTurbulenceModel_0); 
TurbulentModel turbulentModel_0 =  
physicsContinuum_0.getModelManager().getModel(TurbulentModel.class); 
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physicsContinuum_0.disableModel(turbulentModel_0); 
ConstantDensityModel constantDensityModel_0 =  
physicsContinuum_0.getModelManager().getModel(ConstantDensityModel.class); 
physicsContinuum_0.disableModel(constantDensityModel_0); 
SegregatedFlowModel segregatedFlowModel_0 =  
physicsContinuum_0.getModelManager().getModel(SegregatedFlowModel.class); 
physicsContinuum_0.disableModel(segregatedFlowModel_0); 
SingleComponentLiquidModel singleComponentLiquidModel_0 =  
physicsContinuum_0.getModelManager().getModel(SingleComponentLiquidModel.class); 
physicsContinuum_0.disableModel(singleComponentLiquidModel_0); 
SteadyModel steadyModel_0 =  
physicsContinuum_0.getModelManager().getModel(SteadyModel.class); 
physicsContinuum_0.disableModel(steadyModel_0); 
  
// Modello fisico cavitazione 
 
physicsContinuum_0.enable(ImplicitUnsteadyModel.class); 
physicsContinuum_0.enable(MultiPhaseMaterialModel.class); 
physicsContinuum_0.enable(SegregatedVofModel.class); 
physicsContinuum_0.enable(SegregatedVofFlowModel.class); 
physicsContinuum_0.enable(TurbulentModel.class); 
physicsContinuum_0.enable(RansTurbulenceModel.class); 
physicsContinuum_0.enable(KEpsilonTurbulence.class); 
physicsContinuum_0.enable(RkeTwoLayerTurbModel.class); 
physicsContinuum_0.enable(KeTwoLayerAllYplusWallTreatment.class); 
physicsContinuum_0.enable(CellQualityRemediationModel.class); 
  
// Condizioni al contorno per la cavitazione 
 
EulerianMultiPhaseModel eulerianMultiPhaseModel_0 =  
physicsContinuum_0.getModelManager().getModel(EulerianMultiPhaseModel.class); 
EulerianPhase eulerianPhase_0 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_0.setPresentationName("Acqua di Mare"); 
eulerianPhase_0.enable(SinglePhaseLiquidModel.class); 
eulerianPhase_0.enable(ConstantDensityModel.class); 
SinglePhaseLiquidModel singlePhaseLiquidModel_0 =  
eulerianPhase_0.getModelManager().getModel(SinglePhaseLiquidModel.class); 
SinglePhaseLiquid singlePhaseLiquid_0 =  
((SinglePhaseLiquid) singlePhaseLiquidModel_0.getMaterial()); 
singlePhaseLiquid_0.setPresentationName("Acqua di Mare"); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_0 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(ConstantDensityProperty.class).getMethod()); 
constantMaterialPropertyMethod_0.getQuantity().setValue(1027.0); 
EulerianPhase eulerianPhase_1 =  
eulerianMultiPhaseModel_0.createPhase(); 
eulerianPhase_1.setPresentationName("Vapore Acqueo"); 
eulerianPhase_1.enable(SinglePhaseGasModel.class); 
eulerianPhase_1.enable(ConstantDensityModel.class); 
SinglePhaseGasModel singlePhaseGasModel_0 =  
eulerianPhase_1.getModelManager().getModel(SinglePhaseGasModel.class); 
SinglePhaseGas singlePhaseGas_0 =  
((SinglePhaseGas) singlePhaseGasModel_0.getMaterial()); 
MaterialDataBase materialDataBase_0 =  
simulation_0.get(MaterialDataBaseManager.class).getMaterialDataBase("props"); 
DataBaseMaterialManager dataBaseMaterialManager_0 =  
materialDataBase_0.getFolder("Gases"); 
DataBaseGas dataBaseGas_0 =  
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((DataBaseGas) dataBaseMaterialManager_0.getMaterial("H2O_Gas")); 
SinglePhaseGas singlePhaseGas_1 =  
(SinglePhaseGas) singlePhaseGasModel_0.replaceMaterial(singlePhaseGas_0, dataBaseGas_0); 
singlePhaseGas_1.setPresentationName("Vapore Acqueo"); 
MultiPhaseInteractionModel multiPhaseInteractionModel_0 =  
physicsContinuum_0.getModelManager().getModel(MultiPhaseInteractionModel.class); 
PhaseInteraction phaseInteraction_0 =  
multiPhaseInteractionModel_0.createPhaseInteraction(); 
phaseInteraction_0.enable(VofPhaseInteractionModel.class); 
VofPhaseInteractionModel vofPhaseInteractionModel_0 =  
phaseInteraction_0.getModelManager().getModel(VofPhaseInteractionModel.class); 
vofPhaseInteractionModel_0.setPrimaryPhase(eulerianPhase_0); 
vofPhaseInteractionModel_0.setSecondaryPhase(eulerianPhase_1); 
phaseInteraction_0.enable(VofCavitationSingleComponentModel.class); 
phaseInteraction_0.enable(PhaseInteractionMaterialModel.class); 
ConstantMaterialPropertyMethod constantMaterialPropertyMethod_1 =  
((ConstantMaterialPropertyMethod) 
singlePhaseLiquid_0.getMaterialProperties().getMaterialProperty(SaturationPressureProperty.class).getMethod()); 
constantMaterialPropertyMethod_1.getQuantity().setValue(3769.0); 
VolumeFractionProfile volumeFractionProfile_0 =  
physicsContinuum_0.getInitialConditions().get(VolumeFractionProfile.class); 
volumeFractionProfile_0.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Region region_0 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_0 =  
region_0.getBoundaryManager().getBoundary("inlet"); 
VolumeFractionProfile volumeFractionProfile_1 =  
boundary_0.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_1.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
Boundary boundary_1 =  
region_0.getBoundaryManager().getBoundary("outlet"); 
VolumeFractionProfile volumeFractionProfile_2 =  
boundary_1.getValues().get(VolumeFractionProfile.class); 
volumeFractionProfile_2.getMethod(ConstantArrayProfileMethod.class).getQuantity().setArray(new DoubleVector(new double[] {1.0, 
0.0})); 
physicsContinuum_0.getReferenceValues().get(ReferencePressure.class).setValue(111400.0); 
  
// Criterio di stop 
 
ImplicitUnsteadySolver implicitUnsteadySolver_0 =  
((ImplicitUnsteadySolver) simulation_0.getSolverManager().getSolver(ImplicitUnsteadySolver.class)); 
implicitUnsteadySolver_0.getTimeStep().setValue(1e-5); 
InnerIterationStoppingCriterion innerIterationStoppingCriterion_0 =  
((InnerIterationStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Inner 
Iterations")); 
innerIterationStoppingCriterion_0.setMaximumNumberInnerIterations(10); 
PhysicalTimeStoppingCriterion physicalTimeStoppingCriterion_0 =  
((PhysicalTimeStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Physical 
Time")); 
physicalTimeStoppingCriterion_0.getMaximumTime().setValue(2.0); 
StepStoppingCriterion stepStoppingCriterion_0 =  
((StepStoppingCriterion) simulation_0.getSolverStoppingCriterionManager().getSolverStoppingCriterion("Maximum Steps")); 
stepStoppingCriterion_0.setMaximumNumberSteps(1000000000); 
  
// Creazione reports, monitors e plots di Cx, Cy e Cm 
 
ForceCoefficientReport forceCoefficientReport_2 =  
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simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_2.setPresentationName("Cx_Cavitazione"); 
forceCoefficientReport_2.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_2.getReferenceVelocity().setValue(velocita); 
forceCoefficientReport_2.getReferenceArea().setValue(0.875); 
forceCoefficientReport_2.getDirection().setComponents(-1.0, 0.0, 0.0); 
Boundary boundary_2 =  
region_0.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_3 =  
region_0.getBoundaryManager().getBoundary("deriva_ventre"); 
forceCoefficientReport_2.getParts().setObjects(boundary_2, boundary_3); 
ForceCoefficientReport forceCoefficientReport_3 =  
simulation_0.getReportManager().createReport(ForceCoefficientReport.class); 
forceCoefficientReport_3.setPresentationName("Cy_Cavitazione"); 
forceCoefficientReport_3.getReferenceDensity().setValue(1027.0); 
forceCoefficientReport_3.getReferenceVelocity().setValue(velocita); 
forceCoefficientReport_3.getReferenceArea().setValue(0.875); 
forceCoefficientReport_3.getDirection().setComponents(0.0, 1.0, 0.0); 
forceCoefficientReport_3.getParts().setObjects(boundary_2, boundary_3); 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {forceCoefficientReport_2, 
forceCoefficientReport_3}), false, "%1$s Plot"); 
ReportMonitor reportMonitor_5 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cx_Cavitazione Monitor")); 
reportMonitor_5.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_5 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_5}), "Cx_Cavitazione Monitor 
Plot"); 
ReportMonitor reportMonitor_3 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cy_Cavitazione Monitor")); 
reportMonitor_3.setPlotLimit(1000000000); 
MonitorPlot monitorPlot_3 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_3}), "Cy_Cavitazione Monitor 
Plot"); 
MomentCoefficientReport momentCoefficientReport_0 =  
simulation_0.getReportManager().createReport(MomentCoefficientReport.class); 
momentCoefficientReport_0.getReferenceDensity().setValue(1027.0); 
momentCoefficientReport_0.getReferenceVelocity().setValue(velocita); 
momentCoefficientReport_0.getReferenceArea().setValue(0.875); 
momentCoefficientReport_0.getReferenceRadius().setValue(1.53125); 
momentCoefficientReport_0.getDirection().setComponents(0.0, 0.0, -1.0); 
momentCoefficientReport_0.getParts().setObjects(boundary_2, boundary_3); 
momentCoefficientReport_0.setPresentationName("Cm_Cavitazione"); 
simulation_0.getMonitorManager().createMonitorAndPlot(new NeoObjectVector(new Object[] {momentCoefficientReport_0}), true, "%1$s 
Plot"); 
ReportMonitor reportMonitor_4 =  
((ReportMonitor) simulation_0.getMonitorManager().getMonitor("Cm_Cavitazione Monitor")); 
reportMonitor_4.setPlotLimit(1000000000);   
MonitorPlot monitorPlot_4 =  
simulation_0.getPlotManager().createMonitorPlot(new NeoObjectVector(new Object[] {reportMonitor_4}), "Cm_Cavitazione Monitor 
Plot");  
ResidualMonitor residualMonitor_5 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Acqua di Mare")); 
residualMonitor_5.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_0 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Continuity")); 
residualMonitor_0.setPlotLimit(2000000000); 
IterationMonitor iterationMonitor_0 =  
((IterationMonitor) simulation_0.getMonitorManager().getMonitor("Iteration")); 
iterationMonitor_0.setPlotLimit(2000000000); 
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PhysicalTimeMonitor physicalTimeMonitor_0 =  
((PhysicalTimeMonitor) simulation_0.getMonitorManager().getMonitor("Physical Time")); 
physicalTimeMonitor_0.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_1 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tdr")); 
residualMonitor_1.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_2 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Tke")); 
residualMonitor_2.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_3 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("X-momentum")); 
residualMonitor_3.setPlotLimit(2000000000); 
ResidualMonitor residualMonitor_4 =  
((ResidualMonitor) simulation_0.getMonitorManager().getMonitor("Y-momentum")); 
residualMonitor_4.setPlotLimit(2000000000); 
  
// Plot Cp 
  
XYPlot xYPlot_2 =  
simulation_0.getPlotManager().createXYPlot(); 
xYPlot_2.refreshAndWait(); 
xYPlot_2.setPresentationName("Cp"); 
Region region_20 =  
simulation_0.getRegionManager().getRegion("Region 1 2D"); 
Boundary boundary_20 =  
region_20.getBoundaryManager().getBoundary("deriva_dorso"); 
Boundary boundary_21 =  
region_20.getBoundaryManager().getBoundary("deriva_ventre"); 
xYPlot_2.getParts().setObjects(boundary_20, boundary_21); 
YAxisType yAxisType_2 =  
((YAxisType) xYPlot_2.getYAxes().getAxisType("Y Type 1")); 
PressureCoefficientFunction pressureCoefficientFunction_1 =  
((PressureCoefficientFunction) simulation_0.getFieldFunctionManager().getFunction("PressureCoefficient")); 
yAxisType_2.setFieldFunction(pressureCoefficientFunction_1); 
Axes axes_2 =  
xYPlot_2.getAxes(); 
Axis axis_2 =  
axes_2.getYAxis(); 
AxisLabels axisLabels_2 =  
axis_2.getLabels(); 
axisLabels_2.setMinIsDefault(true); 
axisLabels_2.setMaxIsDefault(true); 
InternalDataSet internalDataSet_7 =  
((InternalDataSet) yAxisType_2.getDataSets().getDataSet("Region 1 2D: deriva_dorso")); 
internalDataSet_7.setSeriesName("Region 1 2D: deriva_dorso"); 
InternalDataSet internalDataSet_8 =  
((InternalDataSet) yAxisType_2.getDataSets().getDataSet("Region 1 2D: deriva_ventre")); 
internalDataSet_8.setSeriesName("Region 1 2D: deriva_ventre"); 
axes_2.setAxisOrientation(1); 
PlotUpdate plotUpdate_2 =  
xYPlot_2.getPlotUpdate(); 
plotUpdate_2.setSaveAnimation(true); 
if (velocita == 12) { 
plotUpdate_2.setAnimationFilePath(resolvePath("Cp/Cp_Cavitazione_Velocita_12")); 
} else if (velocita == 15) { 
plotUpdate_2.setAnimationFilePath(resolvePath("Cp/Cp_Cavitazione_Velocita_15")); 
} else if (velocita == 18) { 
plotUpdate_2.setAnimationFilePath(resolvePath("Cp/Cp_Cavitazione_Velocita_18")); 
} else if (velocita == 21) { 
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plotUpdate_2.setAnimationFilePath(resolvePath("Cp/Cp_Cavitazione_Velocita_21")); 
} 
plotUpdate_2.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_2 =  
plotUpdate_2.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_2.setTimeSteps(1000); 
Cartesian2DAxisManager cartesian2DAxisManager_2 =  
((Cartesian2DAxisManager) xYPlot_2.getAxisManager()); 
Cartesian2DAxis cartesian2DAxis_2 =  
((Cartesian2DAxis) cartesian2DAxisManager_2.getAxis("Right Axis")); 
cartesian2DAxis_2.setMinimum(-3); 
cartesian2DAxis_2.setMaximum(1.2); 
cartesian2DAxisManager_2.setAxesBounds(new Vector(Arrays.asList(new star.common.AxisManager.AxisBounds("Bottom Axis", 0.0, 
false, 0.0, false), new star.common.AxisManager.AxisBounds("Right Axis", -3, true, 1.2, true)))); 
Cartesian2DAxisManager cartesian2DAxisManager_3 =  
((Cartesian2DAxisManager) xYPlot_2.getAxisManager()); 
Cartesian2DAxis cartesian2DAxis_3 =  
((Cartesian2DAxis) cartesian2DAxisManager_3.getAxis("Bottom Axis")); 
cartesian2DAxis_3.setMinimum(0.875); 
cartesian2DAxis_3.setMaximum(1.75); 
cartesian2DAxisManager_3.setAxesBounds(new Vector(Arrays.asList(new star.common.AxisManager.AxisBounds("Bottom Axis", 0.875, 
true, 1.75, true), new star.common.AxisManager.AxisBounds("Right Axis", -3, true, 1.2, true)))); 
MultiColLegend multiColLegend_2 =  
xYPlot_2.getLegend(); 
multiColLegend_2.setRelativePosition(0.5871819257736206, 0.9031578898429871); 
HardcopyProperties hardcopyProperties_2 =  
plotUpdate_2.getHardcopyProperties(); 
hardcopyProperties_2.setOutputWidth(1280); 
hardcopyProperties_2.setOutputHeight(768); 
pressureCoefficientFunction_1.getReferenceVelocity().setValue(velocita); 
pressureCoefficientFunction_1.getReferenceDensity().setValue(1027.0); 
pressureCoefficientFunction_1.getReferencePressure().setValue(111400.0); 
     
// Scene Volume Fraction Acqua di Mare 
  
simulation_0.getSceneManager().createScalarScene("Scalar Scene", "Outline", "Scalar"); 
Scene scene_220 =  
simulation_0.getSceneManager().getScene("Scalar Scene 1"); 
scene_220.initializeAndWait(); 
PartDisplayer partDisplayer_221 =  
((PartDisplayer) scene_220.getCreatorDisplayer()); 
partDisplayer_221.initialize(); 
PartDisplayer partDisplayer_220 =  
((PartDisplayer) scene_220.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_220.initialize(); 
ScalarDisplayer scalarDisplayer_220 =  
((ScalarDisplayer) scene_220.getDisplayerManager().getDisplayer("Scalar 1")); 
scalarDisplayer_220.initialize(); 
PartDisplayer partDisplayer_222 =  
((PartDisplayer) scene_220.getHighlightDisplayer()); 
partDisplayer_222.initialize(); 
scene_220.open(true); 
CurrentView currentView_220 =  
scene_220.getCurrentView(); 
currentView_220.setInput(new DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, 0.007739955875585736}), new 
DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, -45.983899483364624}), new DoubleVector(new double[] {0.0, 
1.0, 0.0}), 0.49274786624436695, 1); 
scalarDisplayer_220.setFillMode(1); 
PrimitiveFieldFunction primitiveFieldFunction_220 =  
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((PrimitiveFieldFunction) simulation_0.getFieldFunctionManager().getFunction("VolumeFractionAcqua di Mare")); 
scalarDisplayer_220.getScalarDisplayQuantity().setFieldFunction(primitiveFieldFunction_220); 
SceneUpdate sceneUpdate_220 =  
scene_220.getSceneUpdate(); 
sceneUpdate_220.setSaveAnimation(true); 
if (velocita == 12) { 
sceneUpdate_220.setAnimationFilePath(resolvePath("Dinamica_Bolla/Dinamica_Bolla_Velocita_12")); 
} else if (velocita == 15) { 
sceneUpdate_220.setAnimationFilePath(resolvePath("Dinamica_Bolla/Dinamica_Bolla_Velocita_15")); 
} else if (velocita == 18) { 
sceneUpdate_220.setAnimationFilePath(resolvePath("Dinamica_Bolla/Dinamica_Bolla_Velocita_18")); 
} else if (velocita == 21) { 
sceneUpdate_220.setAnimationFilePath(resolvePath("Dinamica_Bolla/Dinamica_Bolla_Velocita_21")); 
} 
sceneUpdate_220.setXResolution(1280); 
sceneUpdate_220.setYResolution(768); 
PhysicalTimeAnnotation physicalTimeAnnotation_220 =  
((PhysicalTimeAnnotation) simulation_0.getAnnotationManager().getObject("Solution Time")); 
SolutionStateAnnotationProp solutionStateAnnotationProp_220 =  
(SolutionStateAnnotationProp) scene_220.getAnnotationPropManager().createPropForAnnotation(physicalTimeAnnotation_220); 
FixedAspectAnnotationProp fixedAspectAnnotationProp_220 =  
((FixedAspectAnnotationProp) scene_220.getAnnotationPropManager().getAnnotationProp("Logo")); 
scene_220.getAnnotationPropManager().remove(fixedAspectAnnotationProp_220); 
Legend legend_220 =  
scalarDisplayer_220.getLegend(); 
legend_220.setReverse(true); 
Legend legend_221 =  
scalarDisplayer_220.getLegend(); 
legend_221.setVisible(true); 
sceneUpdate_220.getUpdateModeOption().setSelected(StarUpdateModeOption.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_220 =  
sceneUpdate_220.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_220.setStart(0); 
timeStepUpdateFrequency_220.setStopTimeStep(0); 
timeStepUpdateFrequency_220.setStopEnabled(false); 
timeStepUpdateFrequency_220.setTimeSteps(1000); 
scalarDisplayer_220.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 1.0})); 
scalarDisplayer_220.getScalarDisplayQuantity().setAutoRange(0); 
currentView_220.setInput(new DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, 0.007739955875585736}), new 
DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, -45.983899483364624}), new DoubleVector(new double[] {0.0, 
1.0, 0.0}), 0.49274786624436695, 1); 
  
// Scena Pressione Totale 
  
simulation_0.getSceneManager().createScalarScene("Scalar Scene", "Outline", "Scalar"); 
Scene scene_330 =  
simulation_0.getSceneManager().getScene("Scalar Scene 4"); 
scene_330.initializeAndWait(); 
PartDisplayer partDisplayer_330 =  
((PartDisplayer) scene_330.getDisplayerManager().getDisplayer("Outline 1")); 
partDisplayer_330.initialize(); 
ScalarDisplayer scalarDisplayer_330 =  
((ScalarDisplayer) scene_330.getDisplayerManager().getDisplayer("Scalar 1")); 
scalarDisplayer_330.initialize(); 
scene_330.open(true); 
scene_330.resetCamera(); 
PrimitiveFieldFunction primitiveFieldFunction_330 =  
((PrimitiveFieldFunction) simulation_0.getFieldFunctionManager().getFunction("TotalPressure")); 
scalarDisplayer_330.getScalarDisplayQuantity().setFieldFunction(primitiveFieldFunction_330); 
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ScalarDisplayer scalarDisplayer_331 =  
((ScalarDisplayer) scene_330.getDisplayerManager().getDisplayer("Scalar 1")); 
scalarDisplayer_331.getScalarDisplayQuantity().setAutoRange(0); 
if (velocita == 12) { 
scalarDisplayer_331.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 180000.0})); 
} else if (velocita == 15) { 
scalarDisplayer_331.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 220000.0})); 
} else if (velocita == 18) { 
scalarDisplayer_331.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 270000.0})); 
} else if (velocita == 21) { 
scalarDisplayer_331.getScalarDisplayQuantity().setRange(new DoubleVector(new double[] {0.0, 330000.0})); 
} 
SceneUpdate sceneUpdate_330 =  
scene_330.getSceneUpdate(); 
sceneUpdate_330.setSaveAnimation(true); 
if (velocita == 12) { 
sceneUpdate_330.setAnimationFilePath(resolvePath("Pressione_Totale/Pressione_Totale_Cavitazione_Velocita_12")); 
} else if (velocita == 15) { 
sceneUpdate_330.setAnimationFilePath(resolvePath("Pressione_Totale/Pressione_Totale_Cavitazione_Velocita_15")); 
} else if (velocita == 18) { 
sceneUpdate_330.setAnimationFilePath(resolvePath("Pressione_Totale/Pressione_Totale_Cavitazione_Velocita_18")); 
} else if (velocita == 21) { 
sceneUpdate_330.setAnimationFilePath(resolvePath("Pressione_Totale/Pressione_Totale_Cavitazione_Velocita_21")); 
} 
sceneUpdate_330.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_330 =  
sceneUpdate_330.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_330.setTimeSteps(1000); 
HardcopyProperties hardcopyProperties_330 =  
sceneUpdate_330.getHardcopyProperties(); 
hardcopyProperties_330.setOutputWidth(1280); 
hardcopyProperties_330.setOutputHeight(768); 
scalarDisplayer_330.setFillMode(1); 
LogoAnnotation logoAnnotation_330 =  
((LogoAnnotation) simulation_0.getAnnotationManager().getObject("Logo")); 
scene_330.getAnnotationPropManager().removePropsForAnnotations(logoAnnotation_330); 
PhysicalTimeAnnotation physicalTimeAnnotation_330 =  
((PhysicalTimeAnnotation) simulation_0.getAnnotationManager().getObject("Solution Time")); 
SolutionStateAnnotationProp solutionStateAnnotationProp_330 =  
(SolutionStateAnnotationProp) scene_330.getAnnotationPropManager().createPropForAnnotation(physicalTimeAnnotation_330); 
CurrentView currentView_330 =  
scene_330.getCurrentView(); 
currentView_330.setInput(new DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, 0.007739955875585736}), new 
DoubleVector(new double[] {1.2798842131005608, 0.0778999765143718, -45.983899483364624}), new DoubleVector(new double[] {0.0, 
1.0, 0.0}), 0.49274786624436695, 1); 
  
// Autosave 
  
AutoSave autoSave_0 =  
simulation_0.getSimulationIterator().getAutoSave(); 
autoSave_0.setMaxAutosavedFiles(1); 
autoSave_0.setAutoSaveBatch(true); 
StarUpdate starUpdate_0 =  
autoSave_0.getStarUpdate(); 
starUpdate_0.setEnabled(true); 
starUpdate_0.getUpdateModeOption().setSelected(StarUpdateModeOption.Type.TIMESTEP); 
TimeStepUpdateFrequency timeStepUpdateFrequency_880 =  
starUpdate_0.getTimeStepUpdateFrequency(); 
timeStepUpdateFrequency_880.setTimeSteps(10000); 
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timeStepUpdateFrequency_880.setStart(0); 
timeStepUpdateFrequency_880.setStopTimeStep(0); 
timeStepUpdateFrequency_880.setStopEnabled(false); 
  
// Run simulazione 
  
simulation_0.getSimulationIterator().run(); 
  
// Salvataggio monitor 
 
monitorPlot_5.export(resolvePath("Cx_Monitor/Cx_Monitor_Cavitazione/Cx_Cavitazione_Velocita_" + Integer.toString(velocita) + ".csv"), 
";"); 
monitorPlot_3.export(resolvePath("Cy_Monitor/Cy_Monitor_Cavitazione/Cy_Cavitazione_Velocita_" + Integer.toString(velocita) + ".csv"), 
";");  
monitorPlot_4.export(resolvePath("Cm_Monitor/Cm_Monitor_Cavitazione/Cm_Cavitazione_Velocita_" + Integer.toString(velocita) + 
".csv"), ";"); 
    } 
} 
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Appendice D 
Script Matlab® “dati_profilo_cavitazione” 
%In questo script l'utente deve inserire i valori dei coefficenti di 
%portanza e resistenza del profilo considerato riportati sull' 
%Abbott al variare dell'incidenza. 
%L'utente deve inoltre inserire i valori di tali coefficienti corretti per 
%l'effetto della cavitazione, quando il profilo cavita. Vengono riportati in una matrice in 
funzione 
%della velocit‡ e dell'incidenza a cui vengono fatte le prove CFD. 
% 
% 
%Profilo: NACA 65-212 (deriva orizzontale) 
  
%Incidenze profilo in gradi 
  
alpha_profilo=[0; 2; 4; 6; 8; 10]; 
  
%Coefficienti di portanza alle incidenze in esame 
  
cn_profilo=[0.073   0.303   0.532    0.759    0.990    1.220]; 
  
%Coefficienti di resistenza alle incidenze in esame 
  
cd_profilo=[0.0070  0.0074  0.0082  0.0095  0.0110  0.0146]; 
  
%Velocit‡ relativa del profilo in m/s 
  
velocita_profilo=[3;   6;   9;   12;    15;    18;   21]; 
  
%Matrice del coefficiente di portanza. La riga corrisponde all'incidenza 
%e la colonna corrisponde alla velocit‡. 
  
cn_cav_profilo=[ 0.073    0.073     0.073    0.073    0.073    0.073    0.073; 
                 0.303    0.303     0.303    0.303    0.303    0.303    0.303;     
                 0.532    0.532     0.532    0.532    0.532    0.528    0.521; 
                 0.759    0.759     0.759    0.732    0.680    0.662    0.588; 
                 0.990    0.990     0.903    0.824    0.728    0.606    0.454; 
                 1.220    1.220     1.010    0.754    0.634    0.521    0.413]; 
      
%Matrice del coefficiente di resistenza. La riga corrisponde all'incidenza 
%e la colonna corrisponde alla velocit‡. 
  
cd_cav_profilo=[0.0070   0.0070   0.0070   0.0070   0.0070   0.0070   0.0070; 
                0.0074   0.0074   0.0074   0.0074   0.0074   0.0074   0.0074; 
                0.0082   0.0082   0.0082   0.0082   0.0094   0.0139   0.0257; 
                0.0095   0.0095   0.0095   0.0157   0.0273   0.0439   0.0641; 
                0.0110   0.0110   0.0130   0.0409   0.0570   0.0850   0.1200; 
                0.0146   0.0146   0.0200   0.0800   0.1000   0.1300   0.1700]; 
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Appendice E 
Function Matlab® 
“calcolo_coefficienti_deriva_orizzontale” 
function [ cn_derh,cd_derh ] = calcolo_coefficienti_deriva_orizzontale( 
cn_cav_profilo,alpha_profilo,velocita_profilo,cn_profilo,water_der_n,VB,cl_derh,cd_cav_profilo
,cd_profilo ) 
% Questa funzione ha lo scopo di determinare i coefficienti di portanza 
% (cn_derh) e di resistenza (cd_derh) considerando gli effetti della 
% cavitazione. Per tenere conto della cavitazione si scalano i coefficienti   
% della deriva da quelli del profilo, alle incidenze e alle velocit‡ prese  
% in esame nel calcolo CFD. I valori trovati si interpolano in delle     
% superfici da cui si ricavano i coefficienti dell'equazione caratteristica 
% della superficie stessa. Queste equazioni consentono di ricavare cn_derh 
% e cd_derh per ogni incidenza (water_der_n) e velocit‡ (VB). 
  
  
%% Dati Input 
global cn_zero_derh cn_alpha_derh  
global S_derh S_der 
global epsilon_d 
global cd_min_derh cappa_derh cl_cdmin_derh 
  
%Si riporta l'incidenza della deriva in radianti 
  
alpha_profilo=alpha_profilo*pi/180; 
  
%% Calcolo Cn deriva 
  
%Scalatura cn_cav_derh da profilo  
  
i=1;    %indice riga 
j=1;    %indice colonna 
  
for i=1:6 
    for j=1:7 
        
cn_cav_derh(i,j)=(cn_zero_derh+(cn_alpha_derh*alpha_profilo(i))*(S_derh/S_der))*(cn_cav_profil
o(i,j)/cn_profilo(i)); 
    end 
end 
         
  
% Fit: 'Superficie interpolata Cn'. 
[xData1, yData1, zData1] = prepareSurfaceData( velocita_profilo,alpha_profilo,cn_cav_derh ); 
  
% Set up fittype and options. 
ft1 = fittype( 'poly55' ); 
opts1 = fitoptions( ft1 ); 
opts.Lower = [-Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf 
-Inf -Inf -Inf -Inf -Inf]; 
opts.Upper = [Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf 
Inf]; 
opts.Normalize = 'off'; 
  
% Fit model to data. 
[fitresult1, gof1] = fit( [xData1, yData1], zData1, ft1, opts1 ); 
   
% % Plot fit with data. 
% figure( 'Name', 'Superficie interpolata Cn' ); 
% h1 = plot( fitresult1, [xData1, yData1], zData1 ); 
% legend( h1, 'Superficie interpolata', 'Cn vs. incidenza e velocit‡', 'Location', 'NorthEast' 
); 
% % Label axes 
% xlabel( 'velocit‡' ); 
% ylabel( 'incidenza' ); 
% zlabel( 'Cn' ); 
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% grid on 
% view( -79.5, 38.0 ); 
  
% Equazione superficie interpolata Cn 
  
% Coefficienti equazione 
  
coefficienti_cn_matrix=coeffvalues(fitresult1); 
  
% Equazione Cn 
  
cn_derh=(coefficienti_cn_matrix(1)+coefficienti_cn_matrix(2)*VB+coefficienti_cn_matrix(3)*wate
r_der_n+... 
    
coefficienti_cn_matrix(4)*(VB^2)+coefficienti_cn_matrix(5)*VB*water_der_n+coefficienti_cn_matr
ix(6)*(water_der_n^2)+... 
    
coefficienti_cn_matrix(7)*(VB^3)+coefficienti_cn_matrix(8)*(VB^2)*water_der_n+coefficienti_cn_
matrix(9)*VB*(water_der_n^2)+... 
    coefficienti_cn_matrix(10)*(water_der_n^3)+coefficienti_cn_matrix(11)*(VB^4)+... 
    
coefficienti_cn_matrix(12)*(VB^3)*water_der_n+coefficienti_cn_matrix(13)*(VB^2)*(water_der_n^2
)+... 
    
coefficienti_cn_matrix(14)*VB*(water_der_n^3)+coefficienti_cn_matrix(15)*(water_der_n^4)+... 
    
coefficienti_cn_matrix(16)*(VB^5)+coefficienti_cn_matrix(17)*(VB^4)*water_der_n+coefficienti_c
n_matrix(18)*(VB^3)*(water_der_n^2)+... 
    coefficienti_cn_matrix(19)*(VB^2)*(water_der_n^3)+... 
    
coefficienti_cn_matrix(20)*VB*(water_der_n^4)+coefficienti_cn_matrix(21)*(water_der_n^5))*epsi
lon_d; 
%% Calcolo Cd deriva 
  
%Scalatura cd_cav_derh da profilo  
  
l=1;    %indice riga 
m=1;    %indice colonna 
  
for l=1:6 
    for m=1:7 
        cd_cav_derh(l,m)=(cd_min_derh+cappa_derh*((cl_derh-
cl_cdmin_derh)^2)+cappa_derh*(cn_derh^2))*(cd_cav_profilo(l,m)/cd_profilo(l)); 
    end 
end 
         
  
% Fit: 'Superficie interpolata Cd'. 
[xData2, yData2, zData2] = prepareSurfaceData( velocita_profilo,alpha_profilo,cd_cav_derh ); 
  
% Set up fittype and options. 
ft2 = fittype( 'poly55' ); 
opts2 = fitoptions( ft2 ); 
opts.Lower = [-Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf -Inf 
-Inf -Inf -Inf -Inf -Inf]; 
opts.Upper = [Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf Inf 
Inf]; 
opts.Normalize = 'off'; 
  
% Fit model to data. 
[fitresult2, gof2] = fit( [xData2, yData2], zData2, ft2, opts2 ); 
   
% % Plot fit with data. 
% figure( 'Name', 'Superficie interpolata Cd' ); 
% h2 = plot( fitresult2, [xData2, yData2], zData2 ); 
% legend( h2, 'Superficie interpolata Cd', 'Cd vs. incidenza e velocit‡', 'Location', 
'NorthEast' ); 
% % Label axes 
% xlabel( 'velocit‡' ); 
% ylabel( 'incidenza' ); 
% zlabel( 'Cd' ); 
% grid on 
% view( -79.5, 38.0 ); 
  
% Equazione superficie interpolata Cd 
  
% Coefficienti equazione 
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coefficienti_cd_matrix=coeffvalues(fitresult2); 
  
% Equazione Cd 
  
cd_derh=coefficienti_cd_matrix(1)+coefficienti_cd_matrix(2)*VB+coefficienti_cd_matrix(3)*water
_der_n+... 
    
coefficienti_cd_matrix(4)*(VB^2)+coefficienti_cd_matrix(5)*VB*water_der_n+coefficienti_cd_matr
ix(6)*(water_der_n^2)+... 
    
coefficienti_cd_matrix(7)*(VB^3)+coefficienti_cd_matrix(8)*(VB^2)*water_der_n+coefficienti_cd_
matrix(9)*VB*(water_der_n^2)+... 
    coefficienti_cd_matrix(10)*(water_der_n^3)+coefficienti_cd_matrix(11)*(VB^4)+... 
    
coefficienti_cd_matrix(12)*(VB^3)*water_der_n+coefficienti_cd_matrix(13)*(VB^2)*(water_der_n^2
)+... 
    
coefficienti_cd_matrix(14)*VB*(water_der_n^3)+coefficienti_cd_matrix(15)*(water_der_n^4)+... 
    
coefficienti_cd_matrix(16)*(VB^5)+coefficienti_cd_matrix(17)*(VB^4)*water_der_n+coefficienti_c
d_matrix(18)*(VB^3)*(water_der_n^2)+... 
    coefficienti_cd_matrix(19)*(VB^2)*(water_der_n^3)+... 
    coefficienti_cd_matrix(20)*VB*(water_der_n^4)+coefficienti_cd_matrix(21)*(water_der_n^5); 
  
  
end 
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