In the milling simulation of a large stamping die for an automobile part, a workpiece solid model is necessary as an input data. The initial shape of the workpiece is generally equivalent to an offset shape of the stamping die CAD model. Accurate offset shape is not a requirement on the workpiece solid model for the milling simulation. In this paper, we propose a novel method named "Simple Offset" for fast and stable generation of a simplified offset shape of a polyhedral solid model. In this method, surface points of the offset shape are sampled using 3 mutually perpendicular grids in the model space. The final offset shape is obtained by properly connecting the sampled points. Simplification level of the offset shape can be controlled by changing the resolution of the grids for sampling the surface points. An experimental system is implemented and some computation results are demonstrated.
Introduction
External parts of an automobile body are usually fabricated by the press-working of thin sheet metals. Because of its large size and high surface accuracy, stamping dies for the press-working are generally expensive. Since machining troubles due to errors in the NC instructions will cause a large financial loss and time loss for the re-fabrication, the geometric milling simulations are usually executed prior to the actual machining to detect possible troubles. A CAD model of the initial workpiece shape is indispensable in the milling simulation. In the machining of the stamping die, it is common to use a casting as a workpiece. Preparation of the workpiece is totally left to the casting foundry in Japan, where most of the work is done in a manual manner. Since no CAD models of the initial workpiece shape exist in the casting process, the workpiece CAD model for the milling simulation must be prepared by the simulation engineer.
Construction of the workpiece CAD model is bothersome and time consuming work. The initial shape of the workpiece can be obtained by adding some predetermined allowances to the final stamping die shape. They are removed in the following milling operations. The simulation engineer often constructs such workpiece model by applying the offsetting operation to the stamping die CAD model. Large computation time is necessary for obtaining a result shape in the exact offsetting of a complex shape, for example large stamping die CAD model. Offsetting operation is prone to problems due to inevitable numerical errors in the computation. A fast and stable offsetting algorithm is necessary for further utilizing the milling simulation in the stamping die manufacturing.
Large casting object for the stamping die is usually produced by "lost model casting" method. As a preparation, a model of the object is manually made by cutting, shaping and pasting some blocks of foamed styrene. The model is then buried in the casting sand and the melted metal is poured into the sand. The foamed styrene model is vaporized and its shape is replaced into the metal object. Since the foamed styrene model is soft and fragile, and it is manually made, the raw cast object generally has 1mm to 5mm shape errors from its nominal shape. This fact means that the
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In this paper, we propose a novel method named "Simple Offset" for fast and stable generation of a simplified offset shape of a polyhedral solid model. This method is especially useful for generating workpiece CAD models for the milling simulation. Fig. 1 illustrates the basic processing flow of the method. An axis-aligned bounding box holding the result shape of the offsetting is prepared in the first step. Spatial grid with axis-aligned lines in a predetermined interval is generated in the box as shown in Fig. 1(a) . Surface points of the offset shape are sampled as the intersection points between the grid lines and the surface of the offset shape in the second step (see Fig. 1(b) ). The final shape of the offset object is generated by properly connecting the sampled points (see Fig. 1(c) ).
In this method, the accuracy of the result shape is controlled by changing the resolution of the spatial grid or the interval distance between the grid lines. Small interval causes dense grid lines in the box and it derives more sample points in the surface of the offset shape. Accurate offset shape is thus obtained as the result of connecting the sample points. On the other hand, offset shape in low accuracy is generated by using sparse grid lines with large intervals between them. The computation cost of our algorithm is relating to the number of the intersection points in the offset surface. Fast computation becomes possible if large interval value is specified and the number of the intersection points can be reduced. Since each computation of the intersection points is mutually independent, the parallel processing capability of GPU is fully applicable for accelerating the computation.
In a conventional offsetting algorithm, the difficulty of the computation increases significantly when a complex CAD model with many polygons are given, because the offsetting must handle both the individual offsetting the model surfaces as well as topological reconstruction by trimming and reconnecting the surfaces into a closed model. In our algorithm, the surface of the result shape is obtained by simply connecting the intersection points and the stable computation can be realized. In the next section, some prior works relating to the offset computation using the spatial grid is briefly reviewed. The processing flow of the algorithm with some details are explained in the third section. Computation results using a system based on our algorithm are demonstrated in the fourth section. Our conclusions are given in section five.
Prior works
Offsetting is one of the most fundamental operations in geometric modeling. The offsetting operation for curves and surfaces is well known (Maekawa, 1999) (Pham, 1992) (Hoffman, 1989) . The complexity of the offsetting operation increases much when we consider a 3D model, because the offsetting must handle the topological reconstruction process for creating a closed model.
Earlier techniques for offsetting 3D models (Rossignac and Requicha, 1986) (Satoh and Chiyokura, 1991) (Forsyth , 1995) are computationally expensive and unstable. To overcome the difficulties, new offsetting methods based on the discrete representation of the 3D model have become popular. Known representation schemes utilize points, voxels, dexels (VanHook, 1986) , rays (Menon et al., 1994) and Layered Depth Images (LDI) (Shade et al., 1998) , and their various improvements, e.g., triple-rays (or triple-dexels) (Benouamer and Michelucci, 1997) (Muller et al., 2003) (Ren et al., 2008) (Zhang and Leu, 2008) have been reported. As discrete 3D models do not have surface elements, the topological reconstruction step is not necessary. After offsetting, a polyhedral model of the offset shape is derived by applying some surface extraction technology, such as marching cubes (Lorensen and Cline, 1987) or dual contouring (Losasso, 2002) , to the discrete model.
Consider a 3D object in a box-like space. The external distance field is the spatial grid structure in the external space of the object. At each grid point, the distance from the point to the closest surface of the object is recorded. Many Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) researchers have proposed distance field-based offsetting methods (Breen and Mauch, 1999) (Breen, 1998) (Huang, 2001 ) (Liu and Wang, 2011) . For some offset radius r, the offset surface of the model goes across an edge connecting a grid point with a distance greater than r with another point whose distance is less than r. After detecting such edges, marching cubes method (or similar) can determine the polygonal offset surface. In this method, the computation cost of the distance field dominates the total cost for the offsetting. It becomes large for offsetting an object with many polygons using a high resolution spatial grid.
Offsetting a 3D object can be recognized as a Minkowski sum between the object and a sphere of the offset radius. Li and McMains discussed a voxelized Minkowski sum computation with culling techniques (Li and McMains, 2010) (Li and McMains, 2011) . Their method first generates possible surface elements of the Minkowski sum shape of two objects. Voxels corresponding to the Minkowski sum shape are then selected according to the surface elements. Unfortunately, the result shape of the offsetting with voxel models has inevitable stair case errors on the object's surface. Voxel model with high resolution grids can reduce the errors, however it would consume large amounts of memory for recording the voxels.
The level set methods introduced by Sethian and Osher are widely used in the engineering domain. The level set methods can generate voxel-based offset models (Kimmel and Bruckstein, 1993) (Osher and Sethian, 1998) (Sethian, 1999) . Since these methods use regular voxel grids in the offset computation, large amounts of the memory are necessary for obtaining an offset shape in a high accuracy. Vo xel representation is used in our method in the conversion from a triple-dexel model to its equivalent polyhedral model. Limited number of voxels are temporally generated for computing polygons in the voxels. They are discarded right after the computations, therefore our method consumes less memory than the offset computation using the level set method.
The offsetting method proposed by Wang and Manocha uses LDI to record the object shape and temporal result of the offset computation (Wang and Manocha, 2013) (Wang, 2011) . Zhao et al. developed a Compact LDI (CLDI) approach, which offers improved data storage technology to reduce the amount of memory required (Zhao and Wang, 2011) . These works also use the parallel processing capability of a GPU to accelerate the computation. We developed an offset method using the triple-dexel representation for assisting the verification task of the automobile safety regulations (Inui et al., 2015) . Since the triple-dexel model can represent a 3D shape much accurately with less memory than the voxel model, we determine to use the triple-dexel model in our simple offsetting algorithm.
Our algorithm has some similarities to these prior studies, however it has the following novel features;  We utilize triple-dexels for representing the offset shape. In this method, the conversion of the polyhedral model to its equivalent dexel model is necessary. We develop a robust conversion algorithm based on the cross-section figures of the polyhedral model.  Our offset algorithm is extensible for computing the Minkowski sum shape of a polyhedral solid model and a convex object. As an example of the extension, a Minkowski sum computation of a polyhedron and a circular disc is demonstrated.  Our algorithm converts an offset shape in the triple-dexel representation to its equivalent polyhedral model using marching cubes method. In this process, some contradictory arrangements of the triple-dexels are found due to inevitable numerical errors. A new algorithm for resolving the contradiction is developed.
Simple offset algorithm
In this section, details of our "Simple Offset" algorithm are given. Our method requires the input of a tessellated CAD model. Most commercial CAD systems provide a function to output the model data as a group of triangular polygons, for example in the STL format. As the result of the computation, a polyhedral solid model approximating the offset shape is generated.
Step 1 Spatial grid generation
Our algorithm utilizes a spatial grid structure with lines parallel to x-, y-, or z-axis in an equal interval. The resolution of the grid is used as a parameter for controlling the accuracy or "simplicity" of the result offset shape. High resolution grid causes many intersection points densely covering the surface of the offset shape. An accurate offset shape with small polygons is obtained as a connection result of the intersection points. On the other hand, low resolution grid with large interval value derives much simplified offset shape with less accuracy. The same parameter affects the computation time and the memory consumption. More computation time and memory are necessary for computing an accurate offset shape. The purpose of our study is to generate an offset shape as a workpiece model for the milling simulation. Since the accuracy requirement is not critical in this purpose, rather low resolution grid is assumed in the following discussion. Fig. 2 Projection of a spatial grid to xy-, yz-, and zx-planes to obtain 3 square grids in the planes. The grid structure is generated in an axis aligned rectangular box which hold the result offset shape within. Consider an initial axis aligned box tightly holding the input model. The box is expanded by an offset radius r by shifting the six rectangles of the box in their outward directions by r. Fig. 2 illustrates the projections of the spatial grid to xy-, yz-, and zx-planes. Each projection is an axis-aligned regular square grid as shown in the figure. The size of the square grid is equal to the interval value between two adjacent parallel lines in the spatial grid. Lines starting from the grid points in each plane and perpendicular to the plane correspond to the grid lines organizing the regular spatial grid structure in the box.
In the solid modeling research, the dexel modeling is known as a discrete method for representing the 3D shape (VanHook, 1986) . In this method, object shape is represented by a bundle of z-axis-aligned segments defined for each grid point of a square mesh in the xy-plane (see Fig. 3(a) ). In the dexel model, near-vertical surfaces have inevitable large shape errors caused by the finite grid resolution. The triple-dexel model was proposed to overcome this non-uniformity of the representation accuracy (Benouamer and Michelucci, 1997) . In this representation, the 3D shape is not only defined by a z-axis-aligned dexel model, but also an x-axis-aligned dexel model based on a grid in the yz-plane and a y-axis-aligned dexel model based on a grid in the zx-plane (see Fig. 3(b) ).
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Step 2 Offsetting using triple-dexel representation 3.2.1 Basic method
Our algorithm is based on our offset shape computation algorithm for assisting the verification task of the automobile safety regulations (Inui et al., 2015) . The following is a summary of our prior algorithm. In this section, we explain the offset computation with z-axis-aligned dexels. In the actual processing, the same operations are repeated for other x-and y-axis-aligned dexels. To prepare data that is suitable for the method, the surface polygons of the input model are classified to small groups according to their proximity. In our current implementation, the number of polygons in each group is controlled to be less than or equal to nmax = 16 based on numerical experiments. For each group, an AABB (Axis-Aligned Bounding Box) (Moller T and Haines, 1999 ) that tightly contains the polygons within is defined. Obtained AABBs can be organized in a hierarchical binary tree structure. Before the processing, a null z-axis-aligned dexel model (the Offset Dexel Model, ODM) is prepared on the regular square grid in the xy-plane. The ODM is updated in the following computation, and finally forms the offset shape of the given model in the dexel representation. Each leaf AABB of the AABB tree is the basic processing unit of the offset computation. A single leaf AABB holds at most nmax polygons in its neighborhood. These are expanded by radius r. The expanded shape of the polygons is equivalent to a composition of spheres, cylinders, and thick plates (slabs) placed on the polygons as follows (see Fig. 4 ):  Spheres of radius r are placed on all vertices of the polygons (Fig. 4(a) ).  Open cylinders of radius r are placed along each edge e of the polygons, with the center axis of the cylinders coinciding with e (Fig. 4(b) ).  Slabs with the area of a face and thickness 2r are placed on each polygonal face f, with the center plane of the slabs coinciding with f (Fig. 4(c) ). According to the expansion of the polygons, the AABB holding the polygons is also enlarged by r to properly enclose the expanded polygons within. This operation is achieved by simply shifting the six rectangles of the AABB in their outward directions. The projection of the enlarged AABB to the xy-plane limits the range of vertical dexels that can possibly intersect the expanded triangles in the AABB (see Fig. 5 ). For each grid point within the projection, we compute the intersection of a vertical line starting from that point with the expanded polygons, and generate a temporal dexel model of the expanded polygons (see Fig. 6(a) ). The dexel-wise Boolean union of the temporal dexel model and the ODM is then computed, and the result gives the new ODM (Fig. 6(b) ). In this process, the Boolean union of a series of dexels in the expanded triangles and another series of dexels in the ODM on the same grid point is calculated for all grid points within the projection. Boolean union computation of dexels on a grid point is independent of those on other grid points. Thus, the dexel-wise Boolean union computation can be done in a parallel manner. To implement parallel offsetting software, we use the Compute Unified Device Architecture (CUDA) (nVIDIA, 2007) . Current GPUs are designed to have thousands of small streaming processors (SP) on a chip. By using CUDA, programmers can utilize a GPU as a general purpose parallel processor in which each SP executes a computation unit (or thread). Under CUDA, programmers can specify the execution of up to 65535 × 65535 × 512 simultaneous threads.
In our parallel offset computation, the basic data are the vertex coordinates of the triangular polygons within each leaf AABB. Before executing the threads for the offset computation, these data are transferred from the main memory of CPU to the graphics memory of GPU. A single CUDA thread is assigned to each grid point. This thread computes a series of dexels for the temporal dexel model of the expanded triangles on the grid point. It then executes the dexel-wise Boolean union computation. By invoking threads for all grid points within the projection of the expanded AABB, we obtain part of the offset dexel model for the triangles in the leaf AABB. This operation is repeated for all leaf AABBs, and the offset computation of the model is complete. After the computation by the threads, a dexel model representing the offset shape is recorded in the graphics memory. The model data is then transferred to the main CPU memory and used in the following processes.
To further utilize the parallel processing capability of a GPU, the offset computation for a single leaf AABB is extended to parallel offset computations with multiple AABBs. In this case, we need a mechanism to avoid conflicts in the dexel-wise Boolean operation. Consider the offset computations for polygons in AABB0 and AABB1 being simultaneously invoked. Fig. 7 shows the projections of expanded AABBs to the xy-plane. Because the expanded boxes of AABB0 and AABB1 have intersections in their projection, a CUDA thread for AABB0 and another thread for AABB1 may simultaneously try to update dexels on the same grid point pij in the intersection region. To avoid such conflicts in our parallel offsetting framework, multiple AABBs must be selected so that the projections of their expanded shapes do not intersect, for example AABB0, AABB2, AABB3, and AABB4 as shown in Fig. 7 . Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) 
Robust dexelization of a polyhedral model
A dexel model obtained by combining component spheres, cylinders, and slabs often contains a void shape within as shown in Fig. 8(a) . To fill this empty region, the dexel model of the original object is also generated (Fig. 8(b) ) and combined to the model with the voids as shown in Fig. 8(c) . The dexel model of a polyhedral object is usually generated by using the ray method (Menon, 1994) . In this method, a vertical ray is extended from each grid point in the xy-plane, and the intersection points between the ray and the surface polygons of the object are computed. The intersection points are sorted according to their z coordinates and the segments corresponding to the internal part of the object are generated and converted to dexels. Since the adjacency relationship between the polygons are not recorded in the STL model, a polyhedral model in the STL format often has gaps between adjacent polygons. Some adjacent polygons can have overlapping along the edges or at the vertices. If a ray goes through such a gap or overlapping polygons, intersection points are not generated (when a ray goes through a gap) or multiple intersection points are generated at the same position (when a ray goes through overlapping polygons), and a dexel model with some inappropriate structures, for example thin holes of missing dexels or thin pillar like shapes of unnecessary dexels, is generated.
To solve this problem, we developed a robust dexelization algorithm of polyhedrons using their cross-section figures. For each row of the regular square grid in the xy-plane, a vertical plane containing a horizontal line corresponding to the row is defined. A series of parallel cross-section figures with the closed boundary are generated by slicing the polyhedral model with the vertical planes on the rows as shown in Fig. 9(a) . Such a cross-section figure is generated by computing the intersection segments (red segments in Fig. 9(b) ) between a vertical plane and polygons of the model and by connecting the segments at their closest end points (points enclosed with dotted circles in Fig. 9(b) ). Two segments to connect usually occupy a same position at their two end points. Such pairs of coincident end points can be detected from n points in O(nlogn) time by sorting the points according their coordinates (Inui, 2014) . Other end points of the segments do not have their companion point of the same coordinate due to gaps or overlapping between adjacency polygons. We classify such remained end points to closest point pairs by checking the distances between points for all combinations of the points. Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) Vertical dexels filling the inside of the closed section figure are then computed as shown in Fig. 9(c) . For each grid point in the row corresponding to a closed section figure, the intersection points between a vertical line starting from the grid point and the figure are computed. Since the boundary of the figure is closed, even number of the intersection points are always obtained by using a consistent intersection point computation method. Obtained intersection points are sorted according to their z coordinate and the segments corresponding to the internal part of the figure are determined. This operation is repeated for all cross-section figures and a complete dexel model of the original polyhedral object is generated. In order to accelerate the computation, the parallel processing capability of GPU is applied in the computation of the cross-section figures and in the conversion process from a closed figure to vertical dexels filling the figure. 
Minkowski sum of a polyhedron and a convex object
The offset shape can be recognized as a Minkowski sum of the original polyhedral model and a sphere of the offsetting radius. Our dexel-based offsetting algorithm can be generalized for computing a Minkowski sum shape of a polyhedron and a convex object C. In this case, the component shapes for generating the expanded shape of the polygons are changed to the following objects;  For each vertex v of the polygons in a leaf AABB, the convex object C is placed so that the reference point of C and v become coincident.  For each edge e of the polygons, a ruled surface generated by sweeping C along e is placed. Consider a direction vector u from one end point of e to the other end point. By using the vector u, the surface of C can be classified to a region whose normal vector faces to u and the other region whose normal vector is perpendicular to u or faces to the opposite direction of u. We can obtain the ruled surface by linearly sweeping the border curve between these two regions along e.  For each face f, a slab with the area of the face is placed. Consider vectors from the reference point of C to its any surface points. In these vectors, a vector whose dot product with the normal vector of f is the largest and another vector whose dot product is the smallest are selected. Two boundary faces of a slab shape are obtained by shifting f according to these two vectors.
In Fig. 10 , three types of component shapes are illustrated for computing Minkowski sum shape of a polygon and a circular disc of radius r. In this case, a slant cylinder is placed along each edge. This shape is obtained by sweeping the circle along the edge. Two boundary faces defining a slab shape are obtained by shifting the original polygon by a vector s and its opposite vector -s, where s is given by projecting the normal vector n of the polygon to the plane containing the circular disc, then adjusting its length to be equal to r. Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) In this method, some end points of the dexels are ignored in the surface polygon generation. Fig. 12 illustrates 2 possible cases. End points of a very short dexel is not used in the surface generation when the dexel is completely contained within a segment of a cell as shown in Fig. 12(a) because such dexel does not contributes the internal-external classification of any vertices of the cell. Another example is given in Fig. 12(b) . This is an inverted case of (a) where a very narrow gap between 2 sequential dexels is contained within a segment. The marching cubes algorithm can generate a set of water-tight surface polygons by not using these end points on the short dexels or on the narrow gaps. More serious problem of the algorithm is a contradictory arrangement of dexels. Fig. 13 illustrates a case. 3 dexels near a vertex v of a cell are in a contradictory arrangement in this figure. Vertex v is contained within an x-axis-aligned dexel and a z-axis-aligned dexel but it locates outside of a y-axis-aligned dexel. Numerical errors in computing the Boolean union shape in step 2 can cause this kind of contradictions. In our vertex classification rule, v is judged as an internal one because two dexels (x-axis-aligned dexel and z-axis-aligned dexel in the figure) contain the vertex within. Consider all other vertices are recognized external. In this arrangement of internal and external vertices, the marching 9
Step 3 Boundary evaluation of offset shape
The offset shape in the triple-dexel representation is converted to its equivalent polyhedral model in the final step. Fig. 11 illustrates one cubic cell in the spatial grid structure. Since this cell locates in the middle of the offset surface, four segments of the cell have intersection points with the surface. Small black points in the figure correspond to the intersection points. Small polygons representing a part of the offset surface are obtained in the cell by properly connecting the intersection points. Marching cubes algorithm (Lorensen and Cline, 1987) is used for generating the polygons in our current implementation.
The intersection points between the segments and the offset surface correspond to the end points of the x-, y-, or z-axis-aligned dexels. 8 vertices of the cell can be classified to the internal one or external one with respect to the offset shape by using the dexel information. If a vertex is contained within one of the dexels, then this vertex is judged as an internal one, otherwise the vertex is recognized to be external. In the cell illustrated in Fig. 11 , two bottom vertices are internal because they are contained within the dexels. Other six vertices are recognized external. After the classification of 8 vertices, the result is converted to an 8-bit pattern. By using the pattern as a key, a set of surface polygons (up to 5 triangular polygons) are retrieved from the database of the marching cubes algorithm. The coordinates of the end points of the dexels are used as the coordinates of the polygons. cubes algorithm places one triangular polygon as shown in Fig. 13(b) . Since no intersection point is generated on the y-axis-aligned segment adjacent to v, one coordinates of the triangle cannot be determined. To solve this problem, our algorithm inserts a virtual point in the segment as a vertex of the triangle (see Fig. 13(c) ).
Fig. 14 Preparation of a virtual point on a segment. Fig. 14 illustrates two cases when the virtual point is necessary. In Fig. 14(a) , right side vertex of the segment is an external one and the left side vertex is a vertex with some contradictory arrangement of the dexels. Such contradiction occurs when the offset surface passes very close position of the vertex, therefore the virtual point should be generated somewhere on the edge sufficiently close to the contradictory vertex (= left side vertex in the figure). Fig. 14(b) shows an opposite case. In this case, the virtual point should be generated somewhere on the edge sufficiently close to right side vertex. Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) Fig. 16 Offsetting results in the dexel representation. Fig. 17 Offsetting results after converting to polyhedral models using marching cubes algorithm. Table 1 . Required computation time for generating simple offset shapes. Fig. 18 Offsetting results using triple-dexel models with different grid resolutions. Table 2 Required computation time for generating simple offset shapes in different grid resolutions. 
Computational experiments
"Simple Offset" software was implemented using Visual C++, CUDA 7.5, and OpenGL, and a series of computational experiments were performed using an Intel Core i7 Processor (2.6 GHz) with 16 GB memory and an nVIDIA GeForce GTX-960M GPU. Table 1 lists the total time required to compute offset models in the triple-dexel representation and to convert the result models to their equivalent polyhedral models. We applied the software to three polyhedral models. To evaluate the performance of the software under equal conditions, the offset radius was set to 2% of the largest size of each sample part. Table 1 also lists the number of polygons representing the part shape, and the grid resolutions for the triple-dexel model in the xy-, yz-, and zx-planes. The table indicates that the offset shapes of the complex part models were computed in a few minutes. Fig. 15 illustrates three sample parts. Not only the stamping die CAD model (sample model (a)), other CAD Inui, Umezu and Tsukahara, Journal of Advanced Mechanical Design, Systems, and Manufacturing, Vol.11, No.4 (2017) models for engine part (sample model (b)) and instrument panel (sample model (c)) are given as samples. Their offset shapes with z-axis-aligned dexels are illustrated in Fig. 16 . In this figure, each dexel segment is replaced to a thin rectangular shape for displaying. A model in the x-axis-aligned dexels and another model in the y-axis-aligned dexels are also computed but they are not illustrated in the figure. Fig. 17 shows the polyhedral model obtained by applying the marching cubes algorithm to the triple-dexel models. Some close-up pictures are also given in the same figure. Fig. 18 illustrates the difference of the computation results when the dexel resolutions are changed. Table 2 shows the resolutions of the triple-dexel models and the required computation time for generating the offset shape in the polyhedral representation. The number of the surface polygons of the offset shape is also given in the table. As shown in the close up figures, fine offset surface with many small polygons is obtained by using the triple-dexel model in high resolution grids. Fig. 19 illustrates the application result of our software for computing the Minkowski sum of the models and a circular disc. The radius of the disc was set to 8% of the largest size of each sample part. As shown in the figure, polyhedral models representing the Minkowski sum shape are successfully generated.
Conclusions
In this paper, we have proposed a method for fast and stable generation of a simplified offset shape of a polyhedral solid model. This method is especially useful for generating workpiece CAD models for the milling simulation. The offset shape of a polyhedral model is computed as the Boolean union of expanded shapes of all surface triangles of the model. The triple-dexel representation of a 3D object is adopted for stable Boolean computations. Simplified level of the final offset shape can be controlled by changing the grid resolution of the triple-dexel representation. To accelerate the dexel operation in the offset computation, parallel processing capability of a GPU is utilized. The offset shape in the triple-dexel representation is converted to its equivalent polyhedral model by using the marching cubes algorithm. An experimental system is implemented and some computation results are demonstrated. Different from similar studies using solid models in a discrete representation, our algorithm has following three novel features; 1. In the offset computation with dexel models, conversion from a polyhedral model to its equivalent dexel model is necessary. We develop a robust conversion algorithm based on the cross-section figures of the polyhedral model. 2. Our offsetting algorithm is extensible for computing the Minkowski sum shape of a polyhedral solid model and a convex object. As an example of the extension, a Minkowski sum computation of a polyhedron and a circular disc is demonstrated. 3. In the conversion process from a triple-dexel model to a polyhedral model, some contradictory arrangements of the triple-dexels are found due to numerical errors. We developed a new algorithm for resolving the contradictions by inserting virtual points.
