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Introduction
The Semantic Web (SW) is an evolving extension of the Web, where the semantics of information and services is well-defined, making it possible for people and machines to precisely understand Web content. Moreover, SW technologies offer interoperability and, thus, favor Intelligent Agents (IAs). Hence, the integration of multi-agent systems (MAS) with SW technology affects the use of the Web; agents are available to traverse the Web and perform actions on behalf of their users in real-life applications. At present, a number of multi-agent systems are available; however they are typically isolated, as their organizational philosophy and architecture is different and their agents usually do not share the same logic or rule representation formalism. In this work two such multi-agent systems, EMERALD [2] and Rule Responder [4] , have been made interoperable through appropriately defined gateways, which could be reused in a variety of interoperation scenarios. Each agent, whether it belongs to EME-RALD or to Rule Responder, has its own policy, a set of private rules representing its requirements, obligations and restrictions, as well as its personal knowledge about the world.
EMERALD: A Multi-Agent Knowledge-Based Framework
EMERALD is a multi-agent knowledge-based framework [2] , which offers flexibility, reusability and interoperability of behavior between agents, based on Semantic Web and FIPA language standards. The main advantage of this approach is that it provides a safe, generic, and reusable framework for modeling and monitoring agent communication and agreements. In order to model and monitor the parties involved in a transaction, a generic, reusable agent prototype for knowledge-customizable agents (KC-Agents), consisted of an agent model (KC Model), a yellow pages service (Advanced Yellow Pages Service) and several external Java methods (Basic Java Library), is deployed. Agents that comply with this prototype are equipped with a Jess rule engine and a knowledge base (KB) that contains environment knowledge (in the form of facts), behavior patterns and strategies (in the form of Jess production rules). The use of the KC-Agents prototype offers certain advantages, like interoperability of behavior between agents, as opposed to having behavior hard-wired into the agent's code.
Finally, as agents do not necessarily share a common rule or logic formalism, it is vital for them to find a way to exchange their position arguments seamlessly. Thus, EMERALD proposes the use of Reasoners [3] , which are actually agents that offer reasoning services to the rest of the agent community. This approach does not rely on translation between rule formalisms, but on exchanging the results of the reasoning process of the rule base over the input data. The receiving agent uses an external reasoning service to grasp the semantics of the rulebase, i.e. the set of conclusions of the rule base. One of these Reasoners is the defeasible logic Reasoner, based on DR-DEVICE [1] . Defeasible reasoning was selected because of its simple rule-based approach for efficient reasoning with incomplete and inconsistent information.
Following the above specifications we commit to SW and FIPA standards, namely, we use the RuleML language for representing and exchanging agent policies and econtract clauses, since it has become a de facto standard. In addition, we use the RDF model for data representation both for the private data included in agents' internal knowledge and the reasoning results generated during the process.
Rule Responder
Each Rule Responder instantiation employs four classes of agents, an Organizational Agent (OA), Personal Agents (PAs), External Agents (EAs) and Computational Agents (CAs). The OA represents goals and strategies shared by its virtual organization as a whole, using a global rule base that describes its policies, regulations, opportunities, etc. Each PA assists a single person of the organization, (semi-autonomously) acting on his/her behalf by using a local knowledge base of derivation rules defined by the person. Each EA uses a Web (HTTP) interface, accepting queries from users and passing them to the OA. Each CA can be seen as an (often low level) agent that performs an automated (computing) task.
CAs are comparable to PAs. Their output is meant to assist the OA in answering the query from the EA. They are designed to perform very specific tasks that may involve invoking services independently from the rest of the virtual organization.
The OA employs an OWL ontology as a "responsibility assignment matrix" to find a PA that can handle an incoming query. The OA uses reaction rules to send the query to this PA, receive its answer(s), do validation(s), and send answer(s) back to the EA. The above comparison resulted in three main differences; first, the systems use different technologies (Mule and Java servlets for RR -JADE and Java agents for EMERALD), second, they use different RuleML sublanguages (Reaction RuleML for RR -DR-RuleML for EMERALD) and finally, RR has centralized management through an OA written in Prova, while in the de-centralized EMERALD architecture, a Prova reasoner is just one of the supported reasoners. Based on this analysis, (bidirectional) RuleML gateways between EMERALD and Rule Responder were designed and implemented. Thus, the Rule Responder EMERALD (RR -EMERALD) Gateway was implemented as a new CA that handles an appropriate communication channel. On the other hand, the EMERALD Rule Responder (EMERALD -RR) Gateway was implemented as a new proxy agent in EMERALD, communicating directly with RR OA. Figure 1 , displays the above architecture.
EMERALD -Rule Responder Interoperation Gateway
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The Implemented Scenario A scenario where an external-to-SymposiumPlanner partner (an EMERALD agent) would like to sponsor the RuleML-20XY Symposium was selected to demonstrate the EMERALD -RR Gateway (Figure 3 ). SymposiumPlanner (Figure 2 ) is a series of use cases based on the RuleML Symposium series (e.g. http://2010.ruleml.org) created with Rule Responder (RR). Using Friend of a Friend (FOAF) profiles, each chair position (general chair, panel chair, etc) has a Personal Agent (PA). Each PA has a knowledge base containing the responsibilities of the position in order to answer queries relevant to the chair's role. In this scenario the partner has to decide whether or not to sponsor RuleML-20XY Symposium. The decision on the sponsoring level will be based on its personal preferences, related to the benefits of each level. The latter can be obtained from the corresponding RuleML SymposiumPlanner chair, namely the Publicity Chair.
Thus, the EMERALD agent has to communicate with the PublicityChair in the SymposiumPlanner application. First of all, it sends its query (requesting the sponsoring levels and their benefits) to the RRP, the Rule Responder Proxy agent (an EME-RALD agent), in order to forward it to the PA. RRP forwards the query, receives the response and returns it back to the partner. However, the decision making of the EMERALD agent is based on rules, and more specifically on defeasible logic rules.
The partner transforms the received RuleML message to RDF, in order to be used as a fact base for the rule base, which is formed in a defeasible RuleML dialect. The rule base contains its personal preferences and a link to the data that will be used (the RDF file) and it is sent to the defeasible logic reasoner (DR-Reasoner), hosted by EMERALD, in order to find out the best sponsoring level. Afterwards, the partner receives back DR-Reasoner's response (in this case the decision was the Gold sponsoring level, among Bronze, Silver, Gold and Emerald) and sends a new query to the PublicityChair (through RRP) requesting the appropriate submission information for that level (e.g. to contact Sponsor chair by e-mail or phone). Finally, the partner is able to contact to the Sponsor chair or to continue this conversation in order to get any additional information.
Information (and related source code) about both the EMERALD -Rule Responder interoperation project and the above scenario is available at the project's site (http://lpis.csd.auth.gr/systems/EMERALDRR) 6
