Abstract-Security between the endpoints is an important requirement for network transmission. One existing solution of End-to-End security is based on the certificate of the third-party enterprise such as the authorization from ISP. And the other methods usually established a virtual private tunnel between the two endpoints. Considering the SIP device configuration basically used tftp protocol to transmit the configuration file, we proposed a free End-to-End security scheme using Application Gateway and data encryption to secure this transmission process. In this paper, Application Gateway used FastCGI programming to protect the HTTP server from attacking. On the other hand, the file encryption approach applied symmetrical encryption to ensure that only the authentic client could share the data from the server.
INTRODUCTION
End-to-end security relies on protocols and mechanisms that are exclusively used on the endpoints with a connection. The most typical example is an HTTPS connection (based, for example, on Transport Layer Security (TLS) [1] ) to a Web server; IP Security (IPsec) [2] can also be used for end-to-end security, which was initially proposed as a default connection mechanism for IPv6.
In the traditional definition, the end-to-end security usually starts from the client side and then ends on the server side. However, this definition should be adjusted because of the multitude of parallel applications running on an operating system and the virtualization technology. The operating system can establish a security connection using session on application level. It also can be terminated in the front end, which is on behalf of numerous servers, as a case in many TLS [1] deployments.
Admittedly, an endpoint is an entity that communicates with another entity on the network. This definition, albeit vague, is enough for discussion at hand to understand why the network has a role to play in the security.
However, in this article, the definition of an endpoint is a server or a client. End-to-end security including sever-server, client-server, or client-client ensures secure communication. Several solutions had been proposed, such as eDonkey for the peer-to-peer [3] [4] that is a kind of client-client way, and VPN for client-server security used by many enterprises for special purpose.
VPN uses IPsec, SSL, TLS or Socks5 to implement E2E security. However, VPN must establish a virtual and private tunnel between two endpoints, and the user has to get the certificate from the third-party enterprise such as ISP.
IPSec works at the network layer in TCP/IP protocol stack. If the developer wants to filter the IP packets, they have to revise the kernel of the operating system. We can get the source code for free from the open source operating system like Linux; Under Windows, it is impossible to get the source from Microsoft, we just can use the Drive Development Kits (DDK) to capture the IP packet. Thus, the platform difference limits the wide use of IPSec.
Tunneling is a method used to circumvent firewall restrictions by disguising forbidden traffic such as P2P, remote computing and telnet -as ordinary Web surfing content. Tunneling could also be used by various software and even Trojan horses to transmit unexpected traffic to a remote server. Tunneling is possible because of the fact that organizations must allow HTTP, and usually also FTP and SMTP traffic transmit through the firewall in order to conduct routine business and allow their users surf the web, download files and use email.
Some studies had proposed several methods to build a reliable network access on the public network to transmit the data through the gateway, such as HTTP Tunnel [5] , a method and system for providing a persistent HTTP tunnel for a connection-oriented protocol between a client and a Web server. Basically, there are two ways to implement HTTP Tunnel: (1) HTTPS, using SSL [6] (Secure Socket Layer) 443 port; (2) applying HTTP 80 port.
In the first method, with the 443 port, a TCP connection can be established, which implements bidirectional data transmission. According to SSL protocol, all data passing through the 443 port is encrypted, which the firewall can't block, so all packets can pass through the firewall transparently. Although the 443 port can be achieved through NAT and firewall penetration, but based on some security causes, some business systems will close the 443 port. Thus, hackers can make use of the fact that a firewall can't decrypt the data passing through the port 443 to invade or attack the systems.
In the second method, depends on HTTP protocol, the HTTP tunnel through port 80 can protect the IP packet passing through firewall and NAT, avoiding being filtered. But to establish a special connection of the HTTP tunnel will cost many resources, such as the network bandwidth. And in some cases, the efficiency of communication with this method is also a problem.
eSafe Gateway [7] with AppliFilter can identify and block HTTP-tunneling activities. AppliFilter monitors gateway traffic in real-time, making sure for instance, and only standard HTTP packets are allowed passing through port 80. However, nasty user also can fabricate standard HTTP packets to send the uninspected traffic to a remote server. So, eSafe can't solve the networkbased security.
Manuel Crotti et al. [10] , detecting HTTP tunnels with Statistical Mechanisms, propose the application of a statistically-based traffic classification technique to solve this problem. By the analysis of parametersarrival time, size and order of the packets crossing a gateway, they showed that it was possible to detect with high accuracy whether an observed flow is carrying a legitimate HTTP session, or the flow is being used to another tunnel protocol. The authors described how this technique can be used effectively to enhance Application Level Gateways and firewalls, helping to better apply network security policies but can't insure the end-to-end security.
Internet Server API (ISAPI) filters improved the internet servers with custom features such as enhanced logging of HTTP requests, custom encryption and compression schemes, or new authentication methods. The filter application locates between the client side and the HTTP server side. Depending on the options that the filter application requests notification for, it can make several server actions. Filters can be set to receive notification when corresponding events occur, including reading raw data from the client, processing the headers, managing communications over a secure port using Personal Communications Technology (PCT) or Secure Sockets Layer (SSL), or handling other stages in the processing of the HTTP request.
The principal difference between the CGI programming model and the ISAPI programming model is that CGI creates a unique process for every request, while ISAPI does not. With CGI, every time an HTTP server receives a request, it must initiate a new process, and maintain the processes, which is very resource intensive. This inherent limitation in CGI has made it difficult to develop responsive applications on the Internet. However, the ISAPI only can be used in IIS, so we still use CGI because of its platform independent features. In our scheme, Application Gateway only opens the port 80, and the data output from the server has to be encypted by the FastCGI application. And only the legal client who knows the key could decrypt the ciphertext.
Granular computing (GrC) is an emerging computing paradigm of information processing. Data processing is an aspect of information processing and the data security is an important issue. In this paper, we proposed a scheme to protect the information of SIP device configuration by using end-to-end data encryption. The article is organized as follows: In Section 2, we briefly describe the technical background; in Section 3, we propose the implementation of free end-to-end security; in Section 4, the experiment shows the result; in the Section 5, we make a conclusion.
II. TECHNICAL BACKGROUND

A. Application Gateway
An Application Gateway is a type of firewall. All internal computers establish a connection with the proxy server. The proxy server performs all communications with the Internet. External computers only see the IP address of the proxy server and never communicate directly with the internal clients. The Application Gateway examines the packets more thoroughly than a circuit-level gateway before making packet-forwarding decisions. Obviously, it is more secure, but uses more memory and processor resources. Also known as application proxy or application-level proxy, an Application Gateway is an application program that runs on a firewall system between two networks. When a client program establishes a connection to a destination service, it connects to an Application Gateway, or proxy. The client then negotiates with the proxy server in order to communicate with the destination service. In fact, the proxy establishes the connection to the destination behind the firewall and acts on behalf of the client, hiding and protecting individual computers on the network behind the firewall. This creates two connections: one locates between the client and the proxy server and the other locates between the proxy server and the destination. Once the connection established, the proxy makes all packet-forwarding decisions. Since all communication is conducted through the proxy server, computers behind the firewall are protected.
However, this is secure method of firewall protection, Application Gateways require significant memory and processor resources compared to other firewall technologies, such as stateful inspection.
B. FastCGI
FastCGI is viewed as a new implementation of CGI, designed to overcome CGI's performance problems. The major implementation differences are:
(1)FastCGI processes are persistent. After finishing a request, they wait for a new request instead of exiting. Thus, the fundamental difference between FastCGI and CGI is that FastCGI applications are long-lived, which means that the Web Server needs to rendezvous with a running application, rather than starting the application in order to explicitly communicate with it.
(2)The application library provides replacements for the C language standard I/O (stdio) routines such as printf() and gets(). The library converts references to environment variables, standard input, standard output, and standard error to the FastCGI protocol. Instead of using operating system environment variables and pipes, the FastCGI protocol multiplexes the environment information, standard input, output, and error on a single full-duplex connection. This allows FastCGI programs to run on remote machines, using TCP connections between the Web server and the FastCGI application.
FastCGI communicates the same information as CGI in a different way. Because FastCGI is CGI, and like CGI runs applications in separate processes, it suffers none of the server API problems listed above.
Since a FastCGI application does not always run on the same node as the HTTP server, we support two implementations of the connection: a stream pipe [8] , for communications on the same machine, and TCP streams, for communication when the client and the server are on different machines.
The two security issues with remote FastCGI connections are authentication and privacy. FastCGI applications should only accept connections from Web servers that they trust (the application library includes support for IP address validation). Future versions of the protocol will include support for applications authenticating Web servers, as well as support for running remote connections over secure transport protocols such as SSL or PCT.
C. Encryption
Encryption is the process in which data (plaintext) is translated into something that appears to be random and meaningless (ciphertext). Decryption is the process in which the ciphertext is converted back to plaintext.
Encryption can be divided into hard encryption, soft encryption, and pseudo encryption
The so-called hard encryption is that each data bit of the original file does a bit transformation by the key. The output of the encryption is the garbled code of which people cannot make sense. Hard encryption encrypts the bit data of the file, completely independent above the operating system. So the ciphertext results from hard encryption can be decrypted by any other kind of operating system. Decryption is the inverse operation of the encryption. The bigger the size of the file is, the longer duration the encryption and decryption will take. Use of hard encryption is the fundamental method of ensuring data security.
Soft encryption does not process the data of the file transformation. It just applies some acrobatics and makes the confidential data can be accessed. But the data does present with plaintext form. For example, some software modifies the registry of Windows and makes the files with hidden attributes not visible.
Pseudo encryption is a kind of soft encryption, but it is more dangerous than soft encryption. It alters the disk sectors, utilizes system vulnerability, or adopts other baleful means to hide the data. Tiding the disk fragment or rebuilding the operating system will finish this kind of encrypted data easily.
It is difficult to determine how good an encryption algorithm is. Algorithm that seems promising sometimes turns out to be very easy to break, given the proper attack. When selecting an encryption algorithm, it is probably a good idea to choose one that has been around for a while, and has successfully resisted all attacks.
III. IMPLEMENTATION
A. Application Gateway with FastCGI Programming
The main advantage of Application Gateway is that the programmer doesn't need to change the operating system, and just create the Application Gateway. In many cases, if it is impossible to access the system source code, the programmers can't modify the operating system. However, programmers can use conventional programming tools to build Application Gateway, and the gateway does not require any modifications to the underlying protocol software. What's more, as soon as the site owns the gateway, then it will be able to apply standards programs of client and server.
For most situations, various institutions in order to address security issues chose the Application Gateway. For example, in order to establish a remote connection, any user on the host of the institutions had to call the client software. The software is initially connected to the Application Gateway, and the Application Gateway then orients the users to connect to the desired destination host.
For our context, SIP device configuration usually applies tftp protocol to transmit the configuration file that includes much private information. Thus, we proposed this idea to secure the process of SIP device configuration. Compared with other approaches, our implementation is much more light and resource efficiency. Our idea is illustrated in Fig. 1 . The Application Gateway is a media of connection between the client and the destination server. In this situation, the server only opens the port 80 to provide service rather than open other port like 21. To achieve this kind of application gateway, we need four facilities: an HTTP and FTP access computers, a regular web server, Application Gateway program, and the mechanism to send file requests to the gateway program from a Web server. Fortunately, most web servers have the necessary facilities. The web server using FastCGI technology makes the server to be able to call the program.
The web server contains a FastCGI program [9] must deal with two types of requests. Upon receiving a request from client to open a regular web page or to get a file, the server obtains a copy of this page or file from the disk, and sends it to the client. Upon receipt of a request for information under FastCGI program management, the server call FastCGI program, and pass the request to it, and then wait for program execution. FastCGI program establishes a FTP connection, and accesses a copy of the file, and then the web server returns the result to the client.
From the client's perspective, there is no difference between conventional web pages and documents generated by the FastCGI program. In both cases, clients send a request first and then accept the document. Finally, the document is passed to the customer.
Thus, in our case, the SIP device send a request for configuring itself to the web server, and then the FastCGI program process this request, later it gets the configuration file from the ftp server or the disk, at last it replies the configuration file to the SIP device.
The client could request the FastCGI using the URL like this: http://ServerName/cgi-bin/encryption.fcgi?FileName "encryption.fcgi" is the FastCGI program in our system.
B. Client Development
We use the MFC program to develop the client software. The MFC class CHttpConnection manages the connection to an HTTP server. HTTP is one of three Internet server protocols implemented by the MFC WinInet classes. Table I shows the steps in a typical HTTP client application. Using the HTTP client application, the user could access the FastCGI application.
C. Encryption/Decryption Process
In this paper, we used Symmetric-key algorithm (or we call it Reciprocal Cipher). Once a message has been encrypted, it can be stored on nonsecure media or transmitted over a nonsecure network and still remain secret. Later, the message can be decrypted into its original form. This process is shown in the following illustration, Fig. 2 . Data encryption and decryption are simple processes. When a message is encrypted, an encryption key is used. This is comparable to a key that is used to lock a padlock. To decrypt the message, a decryption key must be used. The encryption and decryption keys are often, but not always, the same key. In this article, we adopt the symmetric encryption principle, thus the both encryption and decryption keys are the same.
It is very important to keep the keys safe and transmit them securely to other users. This will be discussed further in the Security Strategy. However, the challenge is how to properly restrict access to the decryption key and the encryption algorithm, because anyone who possesses them will be able to decrypt all messages that were encrypted with the corresponding encryption key.
A symmetric encryption key (also known here as a session key) is used during both the encryption and decryption processes. In order to decrypt a particular piece of ciphertext, you must possess the key that was used to encrypt the data. Essentially, a session key consists of a random number, of approximately 40 to 2,000 bits in length. The longer the key that is used, the more difficult it is to decrypt a piece of ciphertext without possessing the key.
The goal of each encryption algorithm is to make it as difficult as possible to decrypt the generated ciphertext without using the key. If a really good encryption algorithm is used, then there is no technique better than methodically trying every possible key. Even for a key size of just 40 bits, this works out to 2 40 (just over 1 trillion) possible keys.
In our system, one of the hard encryption algorithm pseudo-code is just like this: } In the implement, the key size is 8 bits for encrypting and decrypting the configuration file. Obviously, you can enlarge the size of the key if you want to improve the secrecy of the process. One problem we must take consideration in our system is that the C language has the platform difference. In other words, for example, the result of function fputs() is a little different between Windows OS and Linux OS.
D. Security Strategy
We have mentioned that it is important to ensure the key security and transmit it safely to clients. In our context, our aim is to transmit the SIP device configuration file to the user, and one example of the SIP device configuration file is like this:
User When the client asks for the configuration file from the server, the client has to send its serial ID encrypted by an initial password to the server side. We should know that the client equipment was sold by the serverside provider, thus this serial number and initial password was saved in the database of the server. When the server receives the encrypted serial ID, it can decrypt the serial ID by the initial password. Later, the server exams the serial number of the device of the client. If the serial number is authorized, the server will send the encrypted configuration file to the client. And the client can decrypt the configuration file with the decrypt algorithm and the decrypt key. Here, the key for encrypting and decrypting the SIP device configuration file is preset in the SIP device according to the algorithm that is related with the serial of the SIP device.
The algorithm and the key for encrypting and decrypting the SIP session data are from the parameters in the SIP device configuration file. To select which key and algorithm depends on the programmer.
Therefore, using this security strategy, the key for the client to decrypt the SIP device configuration file is preset, and we don't need to transmit it on the network. Thus, there is no potential security hazard that the hacker can hijack the key from network, only if someone can get the key that had been burned on the SIP device. Thus, the key and algorithm for encrypting and decrypting the SIP session data are safe, too. Only if hacker can get the key and algorithm that encrypted the SIP device configurations file.
IV. VERIFICATION
In this section, we describe the system test environment and the result of the tests. Table II shows the system configuration parameter of the two endpoints. 
A. Test environment
B. Result
The performance is a requirement to keep the algorithm feasible. This experiment demonstrated the performance of the proposed approach. Time consumption of File encryption or decryption was shown in Figure 3 . It is obvious that with the increasing size of the file needed to be encryption or decryption, the system takes more and more time to process the file. We can find that, if the file size is less than 1MB, and the system takes time less than 1s. As we all know, for most file data, the size is not very large. However, if the file is a streaming media file, such as a FLV format file, and the size is 84,753KB in the Fig. 3 , the time cost is about 8s. It seems a little slow. However, our aim is to secure the transmit procedure of the SIP device configuration file. The size of this kind of file is basically less than 1MB. Thus, using our scheme the performance is reliable and efficiency. Besides, we never build any channel on the network, thus this approach won't impact on the bandwidth, and won't affect the network resource.
In this paper, we used the sequential (or centralized) information processing. Last but not least, if our system has a GPU, we could use the CUDA [11] programming to accelerate the speed of encryption and decryption process evidently, which is parallel (or decentralized) information processing. W. Fan, X.D. Chen and X.F. Li [12] had implemented a method using the CUDA to parallel encrypt the data based on using RSA.
V. CONCLUSION
In this paper, we proposed a novel scheme to implement the security in endpoints, especially serverclient structure. The Application Gateway using port 80 protects the Web server from malicious access of the nasty users, and uses the FastCGI programming to access the client desiring destination. In addition, in order to ensure the data transition security, we use the symmetrical encryption to process the data at the sever end. When clients receive the data from the server, it uses the same encryption algorithm to decrypt the data.
Absolutely, End-to-end security protocols and solutions are an essential cornerstone in network security. In today's networks scenario, however, it is unrealistic to assume that end-to-end security solution is adequate. First, the cryptographic protocols that are used to provide secure communication are already often targeted by diverse attacks. The paper [13] proposed an anomaly-based detection system by sniffing the encrypted traffic, extract features to construct normal usage behavior profiles. Due to the deviations from these normal profiles, the system can detect the suspicious activities. Second, there are countless examples where network-based security is also essential, and where the end-to-end security solutions are not only useless, but also present an extra problem [14] . Thus, in order to have robust end-to-end security, it is essential to combine with network-based security solutions and also necessary to make a combination with intrusion detecting system. This is one of our future works.
In addition, inspired by the paper [15] , we are also supposed to consider whether our approach could be used to secure the media stream in peer-to-peer systems. This is another future work for us to extend the application of our scheme.
