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Abstrakt
Tato bakalářská práce analyzuje možnosti tvorby rozšíření pro WYSIWYG editory a pro-
blematiku anotování elektronických materiálů. Dále se zabývá návrhem a implementací
základu editoru anotací, který bude díky svým širokým možnostem použitelný k pokročilé
tvorbě anotací dokumentů. Součástí práce je také návrh protokolu sloužícího ke komunikaci
se serverem.
Abstract
This bachelor’s thesis analyzes possible ways to create extensions of WYSIWYG editors
and the issue of annotating electronic material. It also includes design and implementation
of an annotation editor basis which will be, due to its wide possibilities, usable to create
advanced annotations of documents. Part of the work is also to design a protocol to com-
municate with a server.
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Kapitola 1
Úvod
Tato práce se zabývá návrhem základu komplexního editoru strukturovaných anotací, který
bude jakožto nádstavbu WYSIWYG editorů možné vestavět do systémů pro správu obsahu.
Anotováním je možné k elektronickým materiálům doplňovat znalosti a vyznačovat souvis-
losti, což má svůj význam nejen pro člověka jako čtenáře, ale díky snadné interpretaci
anotací strojem je možné i jejich zpracování v různých oblastech výpočetní techniky.
V kapitole 2 budou vysvětleny základní pojmy týkající se samotného procesu anoto-
vání, bude představen systém, ve kterém bude navrhovaný editor pracovat, a dále budou
analyzována možná rizika spojená s jeho návrhem a implementací.
Kapitola 3 se zabývá analýzou stávajícího editoru anotací z projektu Decipher. Na zá-
kladě zkušeností s daným editorem bude v této kapitole poukázáno na největší chyby v jeho
návrhu.
Webové technologie využívané v procesu vývoje anotačního editoru budou přiblíženy
v kapitole 4.
Návrhem editoru se zabývá kapitola 5. Popsán bude návrh řešení nejpodstatnějších
oblastí, a to předeším komunikace se serverem, uživatelské rozhraní a práce s dokumentem.
Implementace editoru bude velmi stručně popsána v kapitole 6. Představeny budou
základní třídy objektového návrhu.
Techniky testování správné funkčnosti editoru využívané při jeho vývoji popisuje kapi-
tola 7.
Kapitola 8 obsahuje závěrečné shrnutí dosažených výsledků s poukázáním na možné
kroky v jeho dalším vývoji.
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Kapitola 2
Analýza současného stavu
Tato kapitola se zabývá popisem anotačního systému s definováním jeho základních rysů
a poukázáním na problémy, které se mohou vyskytnout v průběhu návrhu editoru anotací,
který má být do takového systému nasazen. Dále se bude zabývat WYSIWYG editory
a možnostmi jejich využití.
2.1 Anotační systém
Anotování, proces vytváření anotací, je systematická tvorba poznámek a asociací k elektro-
nickému materiálu nebo jeho části. Anotování může být prováděno strojem i uživatelem.
Výsledky anotování mohou sloužit nejen uživateli (např. k inuitivnějšímu a uspořádaněj-
šímu pohledu na danou problematiku), ale také znalostním a inteligentním systémům k jed-
nodušší analýze znalostí a rozpoznávání souvislostí s možností další dedukce. Tato práce
se zabývá anotováním HTML dokumentů, proto se v dalších částech textu bude pojmem
anotování rozumět vytváření strukturovaných poznámek k HTML dokumentům nebo jejich
částem.
2.1.1 Anotace
Anotace je objekt se strukturovaným obsahem, který se váže na nějaký cíl – anotovaný
text. Každá anotace má svůj typ, který určuje její význam v anotačním systému. Tělo ano-
tace pak její význam blíže specifikuje. To je obvykle tvořeno krátkou textovou poznámkou
a množinou atributů, které představují významný prostředek pro vytváření hierarchicky
uspořádané informace.
2.1.2 Typový systém
Typový systém anotací tvoří orientovaný graf bez kružnic – neobsahuje tedy takovou cestu,
že její počátek a konec představuje tentýž uzel [12]. Uzly grafu reprezentují typy anotací.
Ty mají obecně 0 až 𝑛 předků (nadtypů) a zároveň 0 až 𝑛 potomků (podtypů). Vzhledem
k tomu, že anotování mohou provádět různí uživatelé na dokumentech s obecně odlišnou
tématikou, je výhodné, když se typová hierarchie může dělit na samostatné celky. Graf
představující celkový typový systém je tedy obecně nesouvislý. Vzájemně oddělené celky
tvoří typové podsytémy poskytující typy anotací pro více či méně konkrétní tématiku. Tyto
celky jsou, jakožto znalosti, reprezentovány datovými strukturami známými jako ontologie.
Více informací o ontologiích se nachází např. v [43].
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Typy mohou obsahovat atributy, které popisují vlastnosti anotovaného cíle. Pro anotaci
však není množina atributů z jejího typu zcela závazná – anotace musí specifikovat hodnoty
jen těch atributů, které jsou označené jako povinné. Mimo to může anotace nad rámec jejího
typu specifikovat další atributy rozšiřující znalosti o anotovaném cíli. Pokud se k anotaci
z nějakého důvodu nehodí některé atributy jejího typu, je možné je zastínit, tedy z dané
anotace odstranit, přičemž její typ zůstává nedotčen. Ten tedy svým způsobem zastává
funkci jakési šablony pro naplnění anotace atributy v momentě jejího vzniku, ale pozdějším
změnám v sadě jejích atributů nic nebrání.
2.1.3 Atributy
Atributy anotace mají svá jména, typy a seznamy 0 až 𝑛 hodnot. Každý atribut může být
buď jednoduchý nebo složený. Množina typů, kterých může jednoduchý atribut nabývat,
je předem definována anotačním systémem. Mezi takové typy patří textový řetězec, číslo,
datum, zeměpisné souřadnice a další. Složený atribut slouží k reprezentaci strukturované
vlastnosti. Hodnotami těchto atributů jsou vnořené a odkazované anotace. Tato funkce
poskytuje prostředek pro vytváření asociací mezi anotacemi s možnou rekurzivní strukturou.
Z hlediska interpretování znalostí je výhodné vytvářet standardizované atributy, které
je poté možné použít v typech anotací. Množiny takových atributů je možné reprezentovat
ontologiemi, přičemž každý z daných atributů má definované jméno, typ a sémantiku.
2.2 Architektura anotačního systému
Editor anotací této práce je zasazený do anotačního frameworku 4A (Annotations Anywhere,
Annotations Anytime), který vyvíjí Výzkumná skupina znalostních technologií na FIT VUT
v Brně. Více informací o 4A frameworku lze nalézt v [19]. Jeho architekturu tvoří několik
vzájemně spolupracujících komponent, jak je ostatně vidět na obrázku 2.1 [57].
2.2.1 Server
Server v systému zastává nejdůležitější úlohu. Obsahuje databázi uživatelů, dokumentů,
anotací a dalších dat a poskytuje anotačním klientům rozhraní pro práci. Klienti nemohou
přímo komunikovat s jinými komponentami systému.
2.2.2 Klient
Anotační klient, nebo též anotační editor, je předmětem této práce. Jeho hlavní úlohou je
zprostředkovat uživateli grafické rozhraní umožňující anotování. Rozšiřuje WYSIWYG edi-
tor, v jehož dokumentu je díky tomu možné vytvářet anotace. Mezi další funkce anotačního
editoru patří zejména umožnit uživateli:
∙ odebírat anotace jiných uživatelů,
∙ vytvářet nové a modifikovat stávající typy anotací,
∙ nechat si generovat tzv. návrhy anotací, jejichž potvrzením vytvoří uživatel nové ano-
tace s menším úsilím,
∙ zobrazit si přehled uživatelů a uživatelských skupin
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Obrázek 2.1: Schéma 4A architektury
2.2.3 Databáze znalostí
Databáze znalostí slouží jako místo pro uchování elektronických podob entit z reálného
světa. Tyto entity jsou zajímavé z toho důvodu, že je možné je použít jako hodnoty atri-
butů anotace. Hodnota atributu je pak informačně bohatší, než kdyby se např. použilo jen
pojmenování dané entity. Pro uživatele má zvlášť velkou informační hodnotu obrázek, který
entitu reprezentuje. Přístup k databázi znalostí zprostředkovává klientovi server.
2.3 WYSIWYG editory a jejich rozšíření
WYSIWYG (What You See Is What You Get) editor je nástroj nabízející uživateli vysoký
komfort v psaní a upravování dokumentů tím, že náhled na výsledný dokument je v něm
přímo vestavěn. Tyto editory mají typicky rozhraní, skrze které je možné programově ma-
nipulovat s jejich funkcemi a především také rozšiřovat jejich možnosti využití vytvářením
tzv. zásuvných modulů. Anotační editor bude vyvíjen jako zásuvný modul, proto ho nebude
možné vestavět do takových WYSIWYG editorů, které tvorbu modulů nepodporují.
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2.3.1 TinyMCE
TinyMCE patří k nejrozšířenějším JavaScriptovým WYSIWYG editorům. Poskytuje funkčně
bohaté rozhraní pro práci s dokumentem i editorem samotným. Nejaktuálnější je jeho verze
4, která je také použita v této práci. Více informací o TinyMCE je možné najít v [38].
2.4 Modifikace dokumentu
Možnost modifikace dokumentu je fundamentální vlastností obecného WYSIWYG editoru.
Má-li být editor anotací použitelný jako jejich nádstavba, pak musí být schopen reago-
vat na možnost dynamiky obsahu dokumentu. Tento předpoklad hraje zásadní roli nejen
při návrhu anotačního editoru, ale také serveru, který zastává funkci centrálního prvku.
Editor anotací musí být schopen nejen změny v dokumentu provedené uživatelem dete-
kovat a zpracovat, ale poněvadž není vyloučen současný přístup více uživatelů k jednomu
dokumentu, musí být schopen také aplikovat příchozí změny provedené jinými klienty. Kom-
plikace mohou nastat především v detekci změn, kdy rozhraní použitého WYSIWYG edi-
toru nemusí poskytovat dostatečnou podporu.
2.5 Komunikační protokol
Rozhraní umožňující klientovi přístup k anotačnímu systému zajišťuje tzv. 4A protokol. Ten
předepisuje serializaci zpráv jazykem XML, který je popsán v kapitole 4.4. Klient verze 1
používá 4A protokol verze 1.1, jehož specifikaci je možné nalézt v [20].
Systém 4A využívá jeden synchronní kanál, skrze který probíhá hlavní komunikace kli-
enta se serverem, a jeden asynchronní kanál, který zajišťuje technologie comet (viz kapitola
4.9). Asynchronní kanál používá server pro kontaktování klienta v libovolný čas. Typic-
kou zprávou, kterou server skrze tento kanál klientovi posílá, je informace o modifikaci
dokumentu provedené jiným klientem.
V průběhu vývoje klienta verze 1 se některé části protokolu ukázaly jako nevýhodné.
Ty budou podrobněji popsány v následujících podkapitolách. Řešením daných problémů
se zabývá kapitola 5.2.
2.5.1 Odběry anotací
Klient může žádat server o doručování anotací, které vytvořili jiní uživatelé. Takové anotace
jsou potom uživateli přidávány do dokumentu, přestože není jejich autorem. V protokolu
verze 1.1 je možné specifikovat zdroje, ze kterých budou anotace získávány – konkrétní
autor, skupina uživatelů, ve které se autor nachází, a také typ anotací, o které má uživatel
zájem. Kombinace alespoň jednoho zdroje se slučuje do většího celku – selektoru, který je
buď kladný nebo záporný. Kladnými selektory je možné odebírat jistou skupinu anotací,
zatímco zápornými se tato skupina může dodatečně filtrovat. Server tedy v rámci odběrů
klientovi doručuje takové anotace, které vyhovují alespoň jednomu kladnému selektoru,
ale zároveň nevyhovují žádnému zápornému. Pro uživatele je ovšem nepříjemné v každé
instanci anotačního editoru ručně zadávat odebírání anotací ze všech zdrojů, o které má
zájem.
9
2.5.2 Systém modifikací dokumentu
Dalším problémem návrhu je model výměny zpráv o změnách v anotovaném dokumentu.
Ten totiž řeší jen z části problematiku konkurence uživatelů modifikujících dokument. Po-
kud více uživatelů provede modifikaci přibližně ve stejný okamžik, není kvůli zpoždění na ko-
munikačním médiu zaručen očekávaný výsledek. Problém vychází ze skutečnosti, že klient
může posílat nové změny dokumentu bez zaregistrování těch změn, které provedli jiní klienti
chronologicky před ním. Server zpracovává příchozí modifikační zprávy sekvenčně. V situa-
cích, kdy dříve provedené, ale klientem ještě nezaregistrované, změny logicky narušují jinou
změnu, ale to přitom takovým způsobem, že změnu je technicky možné na dokumentu pro-
vést, server změnu provede, přestože není její výsledek očekávaný. V tom okamžiku se obsah
dokumentu autora modifikace liší od dokumentu, který si udržuje server a ostatní připojení
klienti. Protokol verze 1.1 neobsahuje mechanismus, jak takovou situaci detekovat při jejím
vzniku, nicméně disponuje opravným mechanismem, který se uplatní v okamžiku zjištění
neshody např. ve fragmentech anotací. Tímto mechanismem je proces resynchronizace.
K modifikaci dokumentu slouží v protokolu verze 1.1 zpráva textModification. Její
sémantikou je textová náhrada určité části dokumentu jiným obsahem. V případě vložení
nového elementu do dokumentu však tato metoda není ideální, neboť nenabízí jinou možnost
provedení dané modifikace, než náhradu jednoho uzlu za dva (původní a nový). S tím se také
pojí zbytečné operace na straně klienta přijímajícího takovou modifikaci.
2.5.3 Vytváření nových objektů
Uživatel anotačního editoru má skrze jeho grafické rozhraní možnost vytváření anotací a dal-
ších objektů, které se na serveru identifikují pomocí URI, jež ale přiděluje sám server. Klient
tedy daný objekt posílá s náhradním identifikátorem. Server následně vrací klientovi URI,
které objektu přiřadil. Protokol verze 1.1 ale specifikuje, že server klientovi nevrací pouze
dané URI, ale celý objekt jako takový. Klientovi tedy přichází zpráva plná nepotřebných
informací, jež zbytečně zatěžují přenosové pásmo.
2.5.4 Návrhy anotací
Dalším problémem protokolu verze 1.1 je, že sám o sobě neobsahuje mechanismus, jak
na straně serveru podle míry spolehlivosti (pravděpodobnosti správného rozpoznání ano-
tovaného cíle) automaticky potvrzovat nabídky anotací a jak zabránit serveru v posílání
nabídek s příliš nízkou úrovní této hodnoty. V klientovi verze 1 se tak automatické potvr-
zení provádí až na příchozích nabídkách, přičemž aby se serveru zabránilo v soustavném
posílání stejných nabídek s nízkou úrovní spolehlivosti, klient takové nabídky automaticky
odmítá. Zde není problém jen ve zbytečném zatížení přenosového pásma, ale také v ne-
bezpečí použití automatického odmítání nabídek. Klient tuto operaci provádí na základě
srovnání úrovně spolehlivosti s hodnotou nastavenou uživatelem. Úskalí v tomto principu
představuje skutečnost, že jednou odmítnuté nabídky server z praktických důvodů nikdy
znovu nenabízí, i kdyby uživatel v nastavení klienta dodatečně snížil prahovou úroveň au-
tomatického odmítání, či tuto funkci úplně deaktivoval.
Protokol verze 1.1 navíc předepisuje formát zápisu, který znemožňuje získávání nabí-
dek anotací více typů a v případě volby rozsahu dokumentu, ve kterém se nabídky mají
vyhledávat, dochází také k redundanci opakováním zprávy s požadavkem na nabídky pro
každý fragment zvlášť.
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2.6 Open Annotation Data Model
4A protokol verze 1.1 definuje serializaci přenášených anotací vlastním nestandardizovaným
formátem. To je nevýhodné z pohledu možnosti komunikace vzájemně oddělených a imple-
mentačně různých anotačních systémů. V únoru 2013 vydala organizace W3C dokument
s názvem Open Annotation Data Model, který předepisuje serializační formát anotací. Tento
standard bere v úvahu různorodost typů možných anotačních cílů jako např. HTML do-
kument, obrázek nebo video. Má tak vyšší vyjadřovací sílu než současný 4A formát, který
dokáže popsat jen HTML dokumenty a jejich části. Nepředepisuje ovšem serializační jazyk
ani protokol, kterým jednotlivé anotační systémy a jejich komponenty komunikují. Stan-
dard bude vzhledem k jeho nepopiratelným výhodám použit i v této práci. Jeho úplné znění
je možné nalézt v [51].
Anotace je v OA modelu složena z těla a cíle. Schéma je znázorněno na obrázku 2.2.
Cílem anotace je množina zdrojů identifikovatelných v rámci internetu pomocí URI. Tělo
anotace pak popisuje (prezentuje) dané zdroje z určitého úhlu pohledu.
Obrázek 2.2: Schéma anotace v OA
Formát anotací je složen z množiny RDF trojic, které díky jejich standardizaci umí
interpretovat mnoho systémů. Více informací o RDF lze nalézt v [39]. Atributy anotací jsou
vyjadřovány technologií TriX, jež je zdokumentována v [8]. Celou specifikací reprezentace
anotací v OA formátu se zabývá kapitola A.7.1.
Vzhledem ke své komplexitě a explicitnímu vyjadřování sémantiky veškerých dat má
však standard nevýhodu v podobě relativně velkého množství textu potřebného k serializaci
anotací. Oproti stávajímu 4A formátu se v něm mohou opakovat některé informace v rámci
jediné zprávy, a to kvůli jeho přísnému způsobu popisu vztahů mezi subjekty. Redundance
informací je nejvíce patrná v serializaci atributů, kde se v mnoha TriX trojicích opakuje
cíl anotace a jméno atributu či jeho URI. Některé atributy naopak nemusejí nést atomické
hodnoty – skládají se z více částí, které je nutné dodatečně zpracovávat.
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Kapitola 3
Analýza editoru anotací z projektu
Decipher
Jedním z cílů této práce byla analýza stávajícího editoru anotací, který byl vyvíjen v le-
tech 2010 – 2013 v rámci projektu Decipher [36]. Tento editor, který bude dále označován
verzí 1, bude zkoumán především z pohledu uživatelského rozhraní. Dále bude poukázáno
na nejzávažnější chyby v jeho návrhu a v kapitole 5 bude naznačeno, jak se daným chybám
předcházelo v návrhu nového editoru.
3.1 Objektový návrh
Klient verze 1 je implementován objektově orientovaným přístupem. Třídní hierarchie a roz-
hraní jednotlivých tříd není ovšem vždy ideální. Jedním z problémů je skutečnost, že anotace
a návrhy anotací jsou v editoru zastoupeny samostatnými třídami, přestože mají velmi po-
dobné rozhraní. Při používání daných tříd v grafickém uživatelském rozhraní však musí být
k objektům obou tříd přistupováno rozdílně, protože anotace se z pohledu uživatelského
rozhraní liší od jejich návrhů. Zjišťování, ke které třídě objekt patří, je prováděno ne příliš
ideální kontrolou vnitřních vlastností objektu.
Princip zapouzdření objektů je v editoru díky absenci jakýchkoli kontrol ze strany im-
plementačního jazyka soustavně porušován. Žádné vlastnosti objektů nejsou označeny jako
soukromé (např. podtržítkem na začátku názvu vlastnosti). Velké množství implementova-
ných tříd neposkytuje dostatečně komplexní rozhraní, proto je často obcházeno.
3.2 Manipulace s objektovým modelem dokumentu
Problematika přístupu k objektovému modelu dokumentu (DOM ) patří k nejzásadnějším
částem návrhu. Editor musí být schopen vizuálně označovat anotované části dokumentu
a reagovat na události s těmito částmi spjaté. K těm patří kliknutí nebo najetí myší, mo-
difikace textu a podobně.
Klient verze 1 tuto problematiku řeší rozdělením textu na menší části a každou z nich
obalí obecným řádkovým elementem span. Výhodou této metody je jednoduchá možnost vi-
zuálního označení anotací i obsluha událostí. Nevýhodou metody je pak skutečnost, že ano-
tovaný dokument je přidáváním nových elementů fyzicky měněn, což může vést k problémům
s jeho interpretací. Editor musí být schopen rozeznat speciální značky, které do dokumentu
sám vložil, čímž se může zesložitit např. analýza změn dokumentu. Větším problémem je
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však obsah dokumentu z pohledu třetích stran, které sémantiku speciálních značek neznají
– může se jednat o interní funce WYSIWYG editoru, či prosté kopírování anotovaného
textu mimo anotační editor.
Pokud editor implementuje variantu vkládání speciálních značek do dokumentu, tak
se další podstatnou problematikou stává přístup k objektovému modelu dokumentu jako
takový. Klient verze 1 k němu přistupuje přímo, tedy bez pracování s jakoukoliv jeho abs-
trakcí. Zde se objevují výkonnostní problémy při každém přístupu k DOM, neboť před sa-
motnou adresací prvků dokumentu musí proběhnout přepočítání jejich cesty, která se díky
existenci speciálních značek jeví ze strany serveru jinak, než z pohledu klienta.
3.3 Uživatelské rozhraní
Uživatelské rozhraní klienta verze 1 je z hlediska vzhledu a očekávané funkčnosti z jisté
části prověřeno skutečnými uživateli projektu Decipher. Rozhraní prošlo několika optima-
lizačními procesy, aby práce s editorem byla intuitivnější a efektivnější. Některé problémy
však vyřešeny nebyly a stanou se tak předmětem analýzy při návrhu nového editoru.
Klient verze 1 disponuje vlastní knihovnou komponent grafického rozhraní, přičemž
při její implementaci nebyla využita žádná externí udržovaná knihovna. Tato skutečnost
měla za následek to, že knihovna musela být opravována z důvodu jejího nekorektního
chování vzhledem ke kompatibilitě webových prohlížečů.
Rozborem nedostatků návrhu uživatelského rozhraní z pohledu efektivity a intuitivnosti
se zabývají následující podkapitoly.
3.3.1 Získání návrhu anotací
Dialog pro získání návrhů anotací (obrázek 3.1) bohužel nenabízí možnost specifikovat mi-
nimální úroveň důvěryhodnosti nabízených anotací a ani úroveň, při které by nabídky byly
automaticky potvrzovány. Také je možné vybrat pouze jeden typ nabízených anotací.
Obrázek 3.1: Dialog pro získání návrhů anotací
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3.3.2 Odběry anotací
Dialog odběrů anotací (obrázek 3.2) je značně nevyhovující. Nejen, že neumožňuje sesku-
povat zdroje do přehlednějších celků, ale navíc používá k reprezentaci konkrétních zdrojů
jejich URI, což není příliš uživatelsky přívětivé. Nad políčkem pro vložení uživatelské sku-
piny se nachází nejasný popisek.
Obrázek 3.2: Dialog odběrů anotací
3.3.3 Status panel
Úkolem status panelu je informovat uživatele o stavech operací, které provádí. Jeho podoba
(obrázek 3.3) je však zbytečně matoucí. Uživatele většinou zajímá pouze výsledek poslední
operace. V panelu se ale automaticky zobrazují veškeré nové zprávy, které zabírají hodně
prostoru.
Obrázek 3.3: Status panel
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3.3.4 Anotování
Dialog pro vytvoření a úpravu anotace (obrázek 3.4) má několik nedostatků:
∙ Anotování celého dokumentu je nutné provádět kliknutím na tlačítko k tomu určené.
Intuitivnější by ovšem bylo kliknutí na plochu dokumentu ve WYSIWYG editoru.
∙ Při vyplňování hodnot složeného atributu je pro výběr existující anotace v dokumentu
nutné tuto vlastnost povolit kliknutím na tlačítko Select.
∙ Navigace v seznamu hodnot složeného atributu je nepohodlná.
∙ Jednoduché atributy neumožňují vyplnění více hodnot.
Obrázek 3.4: Dialog pro vytvoření a úpravu anotace
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Kapitola 4
Využité technologie
4.1 HTTP
HTTP (Hypertext Transfer Protocol) je komunikační protokol, který byl navržen přede-
vším pro přenos HTML dokumentů. Je založený na principu dotaz-odpověď – klient otevírá
spojení požadavkem, server požadavek zpracuje a klientovi vrátí odpověď. Jednotlivé po-
žadavky mezi sebou nemají žádnou závislost, server k nim přistupuje individuálně bez
rozlišování souvislostí. Z tohoto důvodu se HTTP označuje jako bezestavový protokol [53].
Mezi nejpoužívanější metody protokolu patří:
∙ GET: Server vrátí klientovi objekt (např. HTML dokument), jehož URI uvede klient
v dotazu.
∙ HEAD: Narozdíl od předchozí metody nevrací server klientovi daný objekt, ale pouze
metadata o požadovaném objektu.
∙ POST: Pomocí této metody může klient posílat data serveru.
První specifikace protokolu HTTP, verze 0.9, byla vydána v roce 1991. O pět let poz-
ději byla jako RFC 1945 [2] publikována specifikace verze 1.0. V současné době se téměř
výhradně používá verze 1.1, kterou specifikuje RFC 2616 [23]. Ta oproti předchozí verzi
odstraňuje některé nedostatky, např. umožňuje perzistentní TCP spojení a zavádí optima-
lizace přenosového pásma [32].
4.2 HTML
HTML (Hypertext Markup Language) je nejpoužívanější značkovací jazyk pro popis doku-
mentů v současném webu. Je odvozen od obecnějšího jazyka SGML. První verze jazyka
byla vytvořena organizací CERN v roce 1990. Později se o jeho vývoj starala organizace
IETF a následně vzniklo W3C (World Wide Web Consortium), které se od té doby zabývá
jeho standardizací.
V této práci je použit jazyk HTML verze 5, jehož specifikace je dle W3C ve fázi Candi-
date Recommendation. Verze 5 zjednodušuje zápis některých prvků, zavádí nové sémantické
prvky a odstraňuje další nedostatky předchozích verzí jazyka. Více informací o tomto stan-
dardu je možné nalézt v [1]. Jako vhodnou literaturu je možné doporučit knihu Dive into
HTML5 [46], jejímž autorem je Mark Pilgrim.
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4.3 CSS
CSS (Cascading Style Sheets) je jazyk definující vzhled (především HTML) dokumentů.
Charakteristikou jazyka je jeho jednoduchý zápis. Stylované elementy jsou vybrány pomocí
tzv. selektorů a jsou jim přiřazeny množiny pravidel definujících jejich vzhled.
Standardizací toho jazyka se zabývá organizace W3C. Jednotlivé standardy jsou vydá-
vány v tzv. úrovních, přičemž každá nově specifikovaná úroveň podporuje vše, co podporují
předchozí úrovně, a navíc přidává něco nového. Nejnovějším standardem je CSS 2.1 vy-
daný v červnu 2011. Jeho specifikaci je možné najít v [4]. W3C pracuje na specifikaci
jazyka úrovně 3, která oproti předcházející úrovni přidává nové možnosti jako např. zakula-
cené rohy elementů, stínování (viz [17]) nebo 2D a 3D transformace [15][16]. Stav hotových
a rozpracovaných standardů je možné nalézt v [3].
4.4 XML
XML (Extensible Markup Language) je dalším z jazyků vyvíjených organizací W3C. Naroz-
díl od HTML však nespecifikuje sémantiku značek. Jedná se tak o jazyk pro obecný popis
dat. Spolu s jazykem JSON (viz např. [13]), patří XML mezi nejrozšířenější jazyky pro
serializaci datových struktur.
Specifikaci jazyka je možné nalézt ve verzi 1.0 a 1.1, přičemž obě verze mají několik
vydání. V této práci je, s ohledem na doporučeníW3C [48], použita verze 1.0 – páté vydání,
jejíž specifikace je dostupná v [6].
4.5 DOM
DOM (Document Object Model) patří k dalším ze standardůW3C. Specifikuje rozhraní pro
přístup k jednotlivým prvkům dokumentu. Dokument sám je v tomto rozhraní reprezento-
ván stromem složeným z uzlů standardem definovaných typů. Specifikace této technologie je
vydávána v úrovních. V současné době jsou dokončeny úrovně 1-3, přičemž na další, čtvrté
úrovni, W3C pracuje. Více informací a samotné specifikace jednotlivých úrovní je možné
nalézt v [33].
4.6 XPath
XPath (XML Path Language) je standard, s jehož pomocí se jednotným přístupem popi-
suje cesta k objektům v XML dokumentech. Adresovat je možné nejenom prvky, ale také
například jejich atributy. Stejně jako samotné XML, tak i jazyk XPath, jakožto podpůrná
technologie, byl vyvinut organizací W3C.
První verze specifikace XPath byla uvolněna v roce 1999. Dnes je poslední stabilní verze
2.0 z roku 2007 a následující verze 3.0 je připravována. Stav prací na standardu XPath je
možné nalézt v [10].
4.7 JavaScript
JavaScript patří k nejrozšířenějším skriptovacím jazykům. Je velmi dobře znám především
pro svou vazbu na webové technologie na straně klienta. První verze tohoto jazyka se ob-
jevila v roce 1995. Navržena byla Brendanem Eichem, spoluzakladatelem projektu Mozilla
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a později vzniklé organizace Mozilla Corporation, která patří k nejvýznamnějším organiza-
cím ovlivňujícím dnešní webové technologie.
JavaScript je typický svým prototypově založeným objektově orientovaným přístupem,
který navíc kombinuje několik paradigmat. S rostoucí komplexitou webových aplikací však
tomuto jazyku někdy bývají vyčítány jeho návrhové nedostatky, především v oblasti ob-
jektového návrhu, které nakonec vedly ke vzniku jazyků jako TypeScript [58] nebo Dart
[18].
Webové aplikace používají JavaScript na obohacení svého, jinak statického, obsahu
o prvky dynamičnosti. Vizuální podoba dokumentu může být i po načtení prohlížečem
měněna na základě událostí vznikajících na podnět uživatele (např. stisknuté tlačítko) –
tato strategie je známa jako událostmi řízené programování [22].
JavaScript byl dříve označován různými názvy – Mocha, LiveScript nebo JScript [41].
Dnešní podoba jazyka je standardizována organizací ECMA, která ho vyvíjí pod označením
ECMAScript. Specifikace jednotlivých vydání tohoto jazyka jsou dostupné například v [44].
Nejaktuálnější verze ECMA-262 (edition 5.1) z června 2011 je specifikována v [21].
O jazyku JavaScript a jeho návrhových vzorech bylo napsáno mnoho knih. Lze doporučit
například titul JavaScript: The Good Parts [14], jehož autorem je Douglas Crockford, jeden
z nejuznávanějších expertů v dané problematice.
4.8 AJAX
AJAX (Asynchronous JavaScript and XML) je technika, která umožňuje webovým aplika-
cím komunikovat se serverem i po dokončení klasického HTTP požadavku. Přestože byla
tato technika využívána již dříve, pod názvem AJAX začala být známa až po zveřejnění
článku Ajax: A New Approach to Web Applications [24] Jesse James Garrettem v roce 2005.
Navzdory skutečnosti, že v názvu této techniky figuruje pojem XML, jazyk JSON je
taktéž podporován jako serializační formát přenášených dat.
4.9 Comet
Comet představuje další techniku asynchronního přenosu dat mezi klientem a serverem.
Přenosový protokol HTTP, založený na modelu dotaz-odpověď, přímo neumožňuje serveru
posílat data klientským aplikacím bez předchozího požadavku. Comet podporuje posílání
dat v libovolném okamžiku skrze dlouhotrvající spojení iniciované klientem, přičemž ser-
ver na požadavek odpovídá až v případě potřeby nebo vypršením časového limitu. Comet
se používá v real-time aplikacích s víceuživatelským přístupem.
Za názvem této techniky stojí softwarový inženýr Alex Russell, který o ní napsal článek
Comet: Low Latency Data for the Browser [50].
4.10 jQuery
Knihovna jQuery je nejpoužívanější JavaScriptovou knihovnou současného webu [25]. Zjed-
nodušuje programování v tomto jazyku především následujícími vlastnostmi [34]:
∙ Pro výběr prvků dokumentu používá řetězcové selektory syntakticky i sémanticky
shodné se selektory jazyka CSS.
∙ Umožňuje programové manipulace s CSS vlastnostmi elementů.
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∙ Zjednodušuje práci s událostmi.
∙ Poskytuje jednoduché rozhraní pro tvorbu animací.
∙ Zastřešuje použití technologie AJAX – vývojář se nemusí zabývat kompatibilitou
prohlížeče.
∙ Umožňuje tvorbu zásuvných modulů rozšiřujících možnosti využití knihovny.
Poslední stabilní verzí této knihovny je 2.1.1. Vzhledem k absenci podpory pro webový
prohlížeč Internet Explorer 8 (a starší verze) v jQuery 2.x, je však v této práci použita
méně aktuální verze 1.10.2. Více informací o této knihovně je možné najít v [40]. Lze
také doporučit knihu Learning jQuery [9], která je vhodná i pro začátečníky bez rozsáhlých
znalostí jazyka JavaScript.
4.10.1 jsTree
Projekt jsTree představuje zásuvný modul knihovny jQuery. Nabízí interaktivní grafickou
komponentu obecně 𝑛-árního stromu, ve které může uživatel vybírat uzly s možností je
rozbalovat a zase sbalovat. Více informací o tomto modulu je možné nalézt v [5].
4.11 jQuery UI
Knihovna jQuery UI usnadňuje tvorbu grafického uživatelského rozhraní. Používá se jako
doplněk ke knihovně jQuery, na které silně závisí. Také jQuery UI podporuje tvorbu zásuv-
ných modulů. Poslední stabilní verzí je 1.10.4. Více informací je možné nalézt na domovské
stránce knihovny [30]. V této práci jsou použity následující ovládací prvky knihovny:
∙ Dialog poskytuje rozhraní pro jednoduchou tvorbu intuitivně ovládaných grafických
okének. Nechybí ani podpora pro tvorbu modálních oken. Modální okno má vlastnost
nucení uživatele k neodkladné reakci [42]. Dokumentaci je možné nalézt v [29].
∙ Autocomplete přináší platformě nazávislé řešení navrhování položek uživateli, který
píše do vstupního pole, přičemž navrhovanými položkami obecně může být jakýkoliv
HTML obsah, tedy i např. obrázky. Dokumentaci je možné nalézt v [26].
∙ Button je nádstavbou obyčejných vstupních polí, která má ale více možností optima-
lizace vzledu a použití. Dokumentaci této nádstavby je možné nalézt v [27].
∙ Datepicker obohacuje obyčejné vstupní pole o vyskakovací okénko s možností vybrat
datum kliknutím do kalendáře. V této práci není ovládací prvek využit přímo – je
použito jeho rozšíření Timepicker, které blíže popisuje kapitola 4.11.2. Dokumentaci
k prvku Datepicker je možné nalézt v [28].
∙ Spinner je ovládacím prvkem rozšiřující obyčejné stupní pole o tlačítka inkrementující
a dekrementující číselnou hodnotu uvnitř pole. Dokumentaci je možné najít v [31].
V této práci není použita jen samotná knihovna, ale také dva její zásuvné moduly, které
budou popsány v následujících podkapitolách.
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4.11.1 Colorpicker
Colorpicker je zásuvný modul jQuery UI, který poskytuje intuitivní grafický dialog na výběr
barvy uživatelem. Více informací o tomto modulu poskytuje jeho domovská stránka [45].
4.11.2 Timepicker
Timepicker je zásuvný modul knihovny jQuery UI, který je zároveň nádstavbou vestavě-
ného ovládacího prvku Datepicker. Kromě možnosti výběru času společně s datem v rámci
jednoho vyskakovacího dialogu rozšiřuje nádstavba rozhraní prvku Datepicker. V současné
době je nejaktuálnější verze 1.4.4, která je také použita v této práci. Více informací o mo-
dulu je možné nalézt v [49].
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Kapitola 5
Návrh
Tato kapitola popisuje, jak je editor anotací navržen s ohledem na možné komplikace, které
byly nastíněny v kapitole 3.
5.1 Rozhraní pro komunikaci s WYSIWYG editorem
Protože je editor anotací navrhován jako nádstavba libovolného WYSIWYG editoru, musí
disponovat možností, jak se jednoduše napojit na jejich rozhraní. K tomuto účelu bude slou-
žit abstraktní WYSIWYG vrstva. Myšlenka spočívá v tom, že editor anotací bude vnitřně
používat rozhraní abstraktní vrstvy, která bude zprostředkovávat operace z rozhraní pou-
žitého WYSIWYG editoru. Pro zavedení podpory pro jednotlivé WYSIWYG editory bude
tedy nutné pouze doimplementovat komponentu známou jako návrhový vzor adaptér [55].
Pro jednoduchost implementace podpory jednotlivých WYSIWYG editorů bude vý-
hodné, pokud abstraktní WYSIWYG vrstva bude obsahovat co nejméně možností. Imple-
mentace velkého množství různých metod a událostí bude pracnější a náchylnější k chybám,
a to zvlášť v případě WYSIWYG editoru se slabším programovým rozhraním.
5.1.1 Metody abstraktní WYSIWYG vrstvy
Z důvodu popsaného výše nebudou v abstraktní vrstvě implementovány metody pro práci
s dokumentem, s výjimkou metody na jeho vrácení. Editor anotací pak sice veškeré operace
s ním bude muset provádět ve vlastní režii, nicméně s ohledem na možnost použití knihovny
jQuery bude tato nevýhoda zanedbatelná.
∙ getDocument vrátí uzel reprezentující dokument načtený v editoru.
∙ getSelection vrátí objekt Selection, který je popsán v [52]. S jeho pomocí je možné
zjistit, které části dokumentu uživatel označil kurzorem.
5.1.2 Události abstraktní WYSIWYG vrstvy
Abstraktní vrstva WYSIWYG editoru bude obsahovat pouze dvě události:
∙ nodeChange: tato událost vznikne při modifikaci některého z uzlů dokumentu. Ob-
služná funkce události je popsána v kapitole 5.3.3.
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∙ pastePreprocess: událost vznikne těsně před tím, než má být do editoru vložen ob-
sah ze schránky. Obsluha události může daný HTML obsah modifikovat ještě před
jeho vložením do dokumentu. Z vkládaného obsahu je nutné odstranit případné for-
mátovací značky a atributy, které do dokumentu vložil anotační editor.
5.2 Vylepšení komunikačního protokolu
Tato kapitola se bude zabývat návrhem vylepšení stávajícího 4A protokolu verze 1.1. Jeho
nedostatky byly popsány v kapitole 2.5. Nejpodstatnější navrhované změny budou popsány
v následujících podkapitolách. Modifikovaný protokol bude označován verzí 2.0.
5.2.1 Odběry anotací
Odběry anotací specifikované v přechozí verzi protokolu mají nedostatky, které byly po-
psány v kapitole 2.5.1. Tato funkce bude v nové verzi zásadním způsobem vylepšena. Nově
bude možné seskupit více zdrojů do jednoho objektu nazývaného odběr. Ten bude mít své
jméno a autora. Všechny odběry budou veřejné a uživatelé budou mít možnost se k nim
přihlašovat, čímž dají najevo svůj zájem získávat anotace z daných zdrojů. Od odběru
bude pochopitelně možné se odhlásit, což způsobí odstranění všech anotací z dokumentu
uživatele, které do něj byly přidány pouze na základě daného odběru. Seskupování zdrojů
bude výhodné pro uživatele, který se bude moci snadno přihlásit k více zdrojům jediným
kliknutím.
5.2.2 Model distribuce modifikací dokumentu
Nový model modifikování dokumentu bude používat pro detekci konfliktních situací čísla
verzí dokumentu. Toto číslo bude na serveru zvyšováno s každou schválenou modifikací
a spolu s modifikační zprávou dále distribuováno klientům. Klient bude jednotlivé příchozí
modifikace aplikovat sekvenčně dle čísel verzí u nich uvedených, čímž se zajistí, že všechny
změny dokumentu budou provedeny ve správném pořadí u všech klientů.
Když klient vygeneruje vlastní modifikaci, přiloží k modifikační zprávě číslo verze do-
kumentu, ze které daná modifikace vycházela. Tato verze nebude muset být nutně nejak-
tuálnější při přijetí zprávy serverem. Ten provede analýzu, zda modifikace není konfliktní
s modifikacemi, které byly případně provedeny dříve a autorem příchozí modifikace tedy
zohledněny nebyly. Pokud server vyhodnotí, že modifikaci nebude možné provést, klientovi
vrátí příslušnou chybovou zprávu. Klient bude v takovém případě povinen danou změnu
stornovat ve vlastní režii. Pokud server nezjistí žádný konflikt s dříve provedenými modi-
fikacemi, změnu aplikuje a nové číslo verze dokumentu vrátí klientovi, který o modifikaci
žádal.
5.2.3 Vytváření nových objektů uživatelem
Pro snížení objemu přenášených dat mezi klientem a serverem nebude server na požadavek
vytvoření objektů vracet klientovi zpět celé objekty, ale pouze mapování dočasných identi-
fikátorů na URI. Klient tedy nebude po serializaci zahazovat data poskytnutá uživatelem,
ale po obdržení odpovědi pouze nahradí dočasné identifikátory za URI, díky čemuž se také
sníží časová složitost vytváření objektů. S novými objekty bude navíc uživatel moci mani-
pulovat ještě dříve, než bude od serveru přijata odpověď, což zvýší transparentnost systému
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z hlediska uživatelského rozhraní. Jednotlivé operace s objekty však budou z pohledu ko-
munikace klienta se serverem zpracovávány postupně, tedy žádná operace nad objektem
nebude vykonána dříve, než jsou dokončeny všechny předchozí operace.
5.2.4 Návrhy anotací
Nevýhody plynoucí z principu automatického odmítání nabídek anotací až na straně klienta
byly již popsány v kapitole 2.5.4. Nová verze protokolu tyto nevýhody odstraní zavedením
parametru minimální úrovně spolehlivosti, který bude součástí každé žádosti o nabídky.
Dále zavede nepovinný parametr úrovně spolehlivosti, při jejímž překročení server nabídky
na místě potvrdí a ty následně spolu s ostatními nabídkami klientovi zašle jako skutečné
anotace. Žádná dodatečná automatická manipulace s nabídkami se tedy již na straně kli-
enta nebude muset provádět. Nepopiratelnou výhodou tohoto principu je skutečnost, že
v procesu nabízení anotací nedojde na straně klienta ani serveru k automatickému odmí-
tání anotací, což umožní uživateli kdykoliv slevit ze svých požadavků snížením hladiny
minimální spolehlivosti nabízených anotací.
Redundanci přenášených dat důsledkem opakování žádosti o nabídky pro každý frag-
ment dokumentu zvlášť vyřeší nový protokol zavedením možnosti uvádět množinu frag-
mentů v rámci jedné žádosti.
Dále bude v jedné zprávě možné určit více typů anotací, jež se mají navrhovat, což bude
také patřit mezi důležité výhody nového protokolu.
5.2.5 Sdílení asynchronního kanálu
Počet aktivních spojení se serverem je na každé webové stránce omezen na dva. Aby
na stránce mohlo pracovat více instancí editoru, je nutné asynchronní kanál sdílet mezi
všemi přítomnými instancemi. Pokud by totiž došlo k tomu, že si dvě instance editoru ote-
vřou vlastní comet kanál, maximální počet spojení by byl v tu chvíli vyčerpán, což by mělo
za následek zablokování synchronního kanálu a tím pádem k nefunkčnosti všech klientů.
Tato problematika není v protokolu verze 1.1 vůbec řešena, a proto anotační editory
komunikující tímto protokolem mohou být na každé webové stránce instanciovány pouze
jednou.
Klienti komunikující novým protokolem budou mít v rámci načtené webové stránky
společný asynchronní kanál.
5.3 Objektový model dokumentu
V kapitole 3.2 byl popsán mechanismus vkládání speciálních značek do dokumentu za úče-
lem snadného vizuálního označování anotací. Protože neexistuje jednoduchý způsob, jak
pomocí absolutně pozicovaných HTML prvků vizuálně označovat části dokumentu, nový
anotační editor bude používat stejný princip značkování, jaký použivá klient verze 1.
5.3.1 Fragmentování textu
Anotační editor umožňuje kromě anotování celých prvků dokumentu anotovat také jejich
části. Jednotlivé anotace se rovněž mohou překrývat svými cíli, tedy mohou existovat části
dokumentu, které jsou anotovány vícenásobně. Pro účely vizuálního značení anotací je nutné
veškerý anotovaný text rozdělit na menší textové podčásti, kde pro každou z nich platí, že
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celý její obsah (tedy ne jen jeho část) je anotován 0 až 𝑛 anotacemi. Tento princip ilustruje
obrázek 5.1. Anotační editor bude jednotlivé podčásti ohraničovat speciálními značkami.
Obrázek 5.1: Princip fragmentování textu
5.3.2 Model
Jak již bylo zmíněno v kapitole 3.2, přepočítávání cesty při každém přístupu k prvku v DOM
je výpočetně náročné. Lepší variantou je vytváření abstraktního DOM při každém startu
editoru. Tato stromová datová struktura umožní přístup k prvkům s konstantní časovou
složitostí.
Pro zjednodušení problematiky nebude možné anotovat nekoncové uzly. Interně se tedy
v případě nekoncového uzlu anotují všichni přímí i nepřímí koncoví potomci daného uzlu.
Nekoncové uzly budou obsahovat tyto informace:
∙ odkaz na element ve skutečném DOM,
∙ seznam odkazů na své potomky, které bude pro zjednodušení přístupu třídit do skupin
podle jmen prvků, čímž se bude lišit od standardizovaného DOM,
∙ odkaz na prvního a posledního potomka (ty nebude možné jednoduše zjistit ze se-
znamu potomků kvůli třídění popsanému výše),
∙ odkazy na předchozí a následující sourozenecké uzly a odkaz na rodičovský uzel.
Koncové uzly bude uživatel moci anotovat. Budou obsahovat tyto informace:
∙ odkaz na element ve skutečném DOM,
∙ seznam odkazů na fragmenty daného uzlu (nemusí obsahovat žádné),
∙ odkazy na předchozí a následující sourozenecké uzly a odkaz na rodičovský uzel,
∙ odkazy na předchozí a následující koncové uzly z pohledu linearizované podoby doku-
mentu, tedy poslední koncový synovský uzel v rámci jednoho rodičovského uzlu bude
ukazovat na první synovský koncový uzel v rámci následujícího sourozeneckého uzlu
rodiče a naopak.
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Provázání koncových uzlů z pohledu linearizované podoby dokumentu bude užitečné
při zpracování výběru textu v dokumentu provedeném uživatelem. Procházení seznamem
bude rychlejší, než složité procházení celým stromem.
Fragmenty textových uzlů budou obsahovat tyto údaje:
∙ odkaz na speciální značku ve skutečném DOM,
∙ seznam anotací, které budou k fragmentu přiřazeny,
∙ textový obsah fragmentu (užitečný při analýze změn),
∙ offset počátku a konce fragmentu z pohledu textového uzlu, ke kterému bude daný
fragment patřit,
∙ odkazy na předchozí a následující fragmenty z pohledu linearizované podoby doku-
mentu (stejná sémantika, jako u koncových uzlů).
Příklad části možného abstraktního objektového modelu je ukázán na obázku 5.2.
Obrázek 5.2: Příklad abstraktního objektového modelu dokumentu
5.3.3 Modifikace dokumentu
Přestože standard rozhraní DOM úrovně 2 poskytuje jisté možnosti detekce změn konkrét-
ních uzlů [47], jejich použití není ideální z důvodu neúplné podpory webovými prohlížeči.
S přihlédnutím ke skutečnosti, že v návrhu specifikace DOM úrovně 3 se již hovoří o budou-
cích změnách v této oblasti [35], bude v anotačním editoru k detekci změn použito rozhraní
WYSIWYG editoru, které by mělo být nezávislé na webovém prohlížeči.
Po modifikaci dokumentu uživatelem budou následovat tyto fáze:
1. Detekce změny dokumentu, přičemž pokud rozhraní WYSIWYG editoru nepodporuje
lokalizaci dané změny, bude muset tuto funkčnost zajistit jeho adaptér.
2. Vytvoření reverzních modifikací pro případ nutnosti úpravy dokumentu stornovat.
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3. Aktualizace abstraktního objektového modelu dokumentu tak, aby odpovídal nové
podobě dokumentu.
4. Vytvoření modifikační zprávy a její zaslání serveru.
5. Pokud server úpravy zamítne, pomocí reverzních modifikací bude nutné vrátit do pů-
vodního stavu jak abstraktní objektový model dokumentu, tak jeho skutečný model.
Následně bude nutné na stornování operace upozornit uživatele.
Princip sekvenčního zpracovávání modifikací vytvořených jinými klienty byl vysvětlen
v kapitole 5.2.2. Samotná aplikace příchozí změny bude provedena aktualizací abstraktního
i skutečného objektového modelu dokumentu.
5.4 Objektový návrh
Editor je navrhován s důrazem na dodržování koncepce objektově orientovaného přístupu.
Rozhraní všech tříd budou implementována tak, aby uspokojila i pokročilejší potřeby mani-
pulace s instanciovanými objekty. Konkrétní rozhraní nejdůležitějších tříd popisuje kapitola
6.1.
Každá třída bude moci poskytovat sadu událostí, jež svou úlohou zapadají do událostmi
řízeného programování [22]. Objekty dané třídy budou řídit spouštění jednotlivých událostí,
zatímco třetí strany na ně budou moci napojit své posluchače.
5.5 Grafické uživatelské rozhraní
Uživatelské rozhraní anotačního editoru bude postaveno na hierarchii základních abstrakt-
ních tříd Component a Dialog.
Komponenty, podtřídy Component, představují grafické prvky, které se dále budou moci
vkládat do jiných komponent nebo dialogů. Některé poslouží jen k vizuální reprezentaci
(např. obrázek), jiné ke vkládání hodnot (např. políčko pro vyplnění typu anotace). Slo-
žitější komponentou bude například anotace, jejíž instance se budou objevovat v dialogu
fragmentu, který se zobrazí při najetí myší na označenou anotaci v dokumentu. Diagram
tříd komponent spolu s nejdůležitějšími metodami je znázorněn na obrázku 5.3.
Dialogy, podtřídy Dialog, představují okénka se specifickým obsahem a účelem. Dialogy
budou mít svůj titulek vepsaný v úzkém horizontálním panelu, pomocí nějž bude možné
s okny hýbat. Pokud to konkrétní dialog nezakáže, uživatel bude mít možnost měnit velikost
okna. Abstraktní třída Dialog rovněž umožní nastavit, zda okno má být modální.
V následujících podkapitolách budou představeny nejdůležitější změny v uživatelském
rozhraní oproti klientovi verze 1. Změny vycházejí z problémů popsaných v podkapitole 3.3.
5.5.1 Získání návrhů anotací
Dialog pro zíkávání návrhů anotací bude podle rozboru z podkapitoly 3.3.1 zbaven jeho
nedostatků. Jak ukazuje obrázek 5.4, bude možné předem určit minimální úrovně důvěry-
hodnosti nabízených anotací pro jejich zahrnutí do odpovědi a také pro jejich automatické
potvrzování. Množinu typů nabízených anotací bude možné zadat vstupními poli s našep-
távači a možností výběru ze stromu (tlačítko s ikonkou adresáře). Nová vstupní pole pro
zadání typů se do dialogu budou jednotlivě automaticky přidávat vždy po vyplnění všech
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Obrázek 5.3: Diagram tříd komponent
přechozích dostupných polí. Tento mechanismus umožní jednodušší zadávání typů uživate-
lem. Zelená barva polí bude intuitivně označovat, že hodnota v něm vyplněná je správná,
zatímto červená bude signalizovat opak.
5.5.2 Odběry anotací
Dialog odběrů anotací bude kvůli závažným nedostatkům, jimiž se zabývala kapitola 3.3.2,
zcela přepracován. Grafický návrh dialogu je znázorněn na obrázku 5.5. Na něm je pa-
trné seskupování zdrojů do pojmenovaných celků, ke kterým bude možné se přihlásit nebo
se z nich odhlásit kliknutím na stavové tlačítko Subscribed, resp. Not subscribed. Pokud
je uživatel autorem daného odběru, součástí grafické komponenty bude také tlačítko Edit
subscription, jehož stisknutím se odběr přepne do stavu, ve kterém bude možné ho upravo-
vat (viz dolní odběr). Seznam zdrojů bude tvořen zelenými či červenými řádky v závislosti
na tom, zda daný zdroj bude kladný nebo záporný (vysvětleno v kapitole 2.5.1).
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Obrázek 5.4: Dialog získání návrhů anotací
Obrázek 5.5: Dialog odběrů anotací
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5.5.3 Status panel
Základní vlastností nově navrhovaného status panelu je skutečnost, že operace v něm budou
zobrazeny v podobě malých ikonek, které přehlednou formou informují pouze o tom, zda již
operace skončila a případně jestli úspěšně nebo neúspěšně. Uživatel se o podrobnostech dané
operace bude moci dozvědet kliknutím na příslušnou ikonku, kdy se pod ní objeví zpráva
v plném znění. S přihlédnutím k předpokladu, že uživatele většinou zajímá pouze poslední
provedená operace, každá nová operace se bude do status panelu přidávat s otevřenou
zprávou s podrobnostmi, nicméně ta se opět skryje s příchodem další operace.
Obrázek 5.6: Status panel
5.5.4 Anotování
Základní podoba nového návrhu dialogu pro vytvoření a úpravu anotace (obrázek 5.7) je
stejná jako v klientovi verze 1. Na levé straně dialogu bude strom reprezentující hierarchii
atributů dané anotace a tlačítka pro jejich manipulaci. U atributů, které budou mít více
vyplněných hodnot, se budou, narozdíl od klienta verze 1, ve stromě zobrazovat i jednotlivé
hodnoty. Na pravé straně dialogu se budou nacházet možnosti úpravy konkrétní anotace,
atributu či jeho hodnoty v závislosti na tom, jaká položka bude vybrána ve stromu vlevo.
Pro anotování celého dokumentu nebude implementováno žádné speciální tlačítko. Místo
toho bude uživatel pro výběr celého dokumentu klikat na jeho plochu ve WYSIWYG edi-
toru, což by mělo být intuitivnější a odstranění příslušného tlačítka také zpřehlední samotný
dialog.
Odstraněno bude také tlačítko Select. Jeho funkce, tedy přepnout dokument do fáze
výběru existující anotace jako hodnoty atributu, je totiž zcela zbytečná. Dokument bude
do fáze výběru existující anotace přepínán automaticky.
Nově navrhovaný dialog bude také podporovat vytvoření více hodnot u atributů jed-
noduchých typů. Tyto hodnoty se budou, stejně jako v případě strukturovaných atributů,
zobrazovat ve stromu vlevo.
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Obrázek 5.7: Dialog pro vytvoření a úpravu anotace
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Kapitola 6
Implementace
Tato kapitola popisuje, jakým způsobem byla provedena implementace anotačního editoru.
Vycházelo se při ní z návrhu popsaného v kapitole 5.
Editor byl implementován v prostředí webových technologií. Pro zajištění maximální
možné kompatibility se jako implementační jazyk zvolil široce podporovaný JavaScript (viz
4.7). Zjednodušení manipulace s objektovým modelem dokumentu a poskytnutí platformě
nezávislého řešení AJAX požadavků zajistila knihovna jQuery (viz 4.10).
6.1 Hlavní třídy
S ohledem na skutečnost, že jazyk JavaScript svým prototypově založeným přístupem pod-
poruje vytváření třídních hierachií, byl anotační editor vyvíjen s co největším úsilím k dosa-
žení čistého objektového přístupu. Všechny třídy mají definovaná komplexní rozhraní, která
vylučují nutnost jejich obcházení. Při implementaci byla využita i dědičnost, která nalezla
své uplatnění především v grafickém uživatelském rozhraní.
6.1.1 Editor
Třída Editor je jádrem anotačního editoru. Poskytuje dostatečně bohaté rozhraní pro práci
s editorem. Mezi její nejdůležitější funkce patří:
∙ Vkládat nové objekty do editoru, rušit je a vracet podle URI nebo identifikátoru.
S objekty všech typů se přitom pracuje stejnými metodami, a pokud editor přímo
nezajišťuje jejich manipulaci, zastává funkci zprostředkovatele.
∙ Provádět operace spojené s WYSIWYG editorem – např. získat seznam fragmentů
momentálně označeného textu v editoru nebo se napojit na událost označení textu.
∙ Číst, zapisovat a rušit parametry nastavení.
6.1.2 Protocol
Třída Protocol zprostředkovává komunikaci se serverem s využitím komunikačního proto-
kolu verze 2.0. Její implementace využívá následující pomocné třídy:
∙ MessageBundle je abstrakcí balíku zpráv, který je určen k odeslání serveru. Objekty
této třídy jsou kontejnery s rozhraním umožňujícím přidávat do balíku nové zprávy
a celý balík nakonec odeslat.
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∙ Serializer zajišťuje převedení balíku zpráv na textovou reprezentaci specifikovanou
protokolem.
∙ Parser převádí textovou podobu odpovědi od serveru na příslušné datové struktury.
Třída zajišťuje správný chod obou komunikačních kanálů. Synchronní požadavky jsou
řazeny do FIFO fronty a serveru posílány sekvenčně, tedy každá nová zpráva je serveru
poslána až po přijetí odpovědi na předchozí požadavek.
Asynchronní kanál je udržován stále otevřený nekonečným cyklem vysílání nového co-
met požadavku vždy po obdržení odpovědi na předchozí. Zprávy přijaté na tomto kanálu
vyvolávají události, na které je možné napojit posluchače zpracovávající dané zprávy.
6.1.3 Annotation
Instance třídy Annotation představují důležité objekty v editoru. Nejsou jimi jen samotné
anotace, ale také jejich nabídky, které lze od obyčejných anotací rozlišit voláním příslušné
metody.
Tato třída spolu se všemi jejími pomocnými třídami, které se podílejí na architektuře
datových struktur anotací, je implementována tak, že veškeré manipulace s anotacemi je
možné provádět pouze pomocí jejího rozhraní. Systém zajišťuje, že i ostatní části anotačního
editoru jsou při změnách v anotacích příslušným způsobem upraveny. Je tedy např. zajiš-
těno, že se ve status panelu zobrazí zpráva o dané operaci, aktualizuje se vzhled anotovaného
textu v dokumentu a podobně.
Nejdůležitějšími funkcemi této třídy jsou:
∙ Číst a měnit data spojená s anotací, přičemž některá data je možné pouze číst (např.
URI ).
∙ Ukládat a rušit změny provedené v anotaci.
∙ Potvrzovat a odmítat anotaci v případě, že se jedná o nabídku.
6.2 Provázání objektů
Velké množství objektů v rámci jedné instance anotačního editoru potřebuje přístup k velmi
specifickým datům a operacím dané instance:
∙ Objekty otevřených dialogů v uživatelském rozhraní se potřebují dozvědet o některých
změnách v datech editoru, aby je mohly odpovídajícím způsobem promítnout.
∙ Dialog na vytvoření a úpravu anotace musí mít přístup k události označení textu
dokumentu kurzorem.
∙ Objekt uživatelského rozhraní reprezentující vstupní pole pro zadání typu anotace
potřebuje přístup k množině typů, které se v danou chvíli nacházejí v editoru. Také
musí být informován o každé změně v dané množině – do editoru mohou být totiž
typy dynamicky přidávány. Bez přístupu k těmto informacím by vstupní pole nemohlo
našeptávat typy ani poskytovat možnost výběru typu ze stromu.
∙ Anotace, nabídky anotací, typy a další objekty, s nimiž může uživatel manipulovat,
musí uživatele informovat o průběhu vykonávaných operací.
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∙ Některé objekty potřebují přístup k nastavení klienta.
Odkazy na instanci editoru, v jejímž rámci jsou jednotlivé objekty vytvářeny, jsou ob-
jektům předávány při jejich instanciaci. Třída Editor zastává funkci známou z návrhového
vzoru prostředník [56].
6.3 Globální objekt AEd
V rámci každé webové stránky, ve které je použit anotační editor, je vytvořen globální ob-
jekt AEd, který kromě definic všech tříd editoru poskytuje také rozhraní pro práci s objekty,
které nejsou závislé na žádné instanci editoru. Patří sem zejména entity z kontrolovaného
slovníku, které by kvůli jejich mohutnému použití v našeptávačích, nebylo vhodné spravo-
vat autonomně v každé instanci editoru. Pokud by totiž uživatel ve více instancích používal
našeptávač se stejnými hesly, server by jednotlivým editorům posílal identické entity a do-
cházelo by tak ke zbytečnému zatěžování přenosového pásma.
6.4 Autentizace uživatele
Možnými způsoby autentizace uživatele se zabývá kapitola A.2.3. Uživatel může být do ano-
tačního systému automaticky přihlášen, pokud existuje objekt AEd.credentials s přihla-
šovacími údaji. Kromě prostého vložení do kódu může být tento objekt generován systémem
pro správu obsahu. Pokud objekt neexistuje v době přihlašování, uživateli se zobrazí for-
mulář, kde je po něm požadováno, aby vyplnil jméno a heslo. Varianta autentizace pomocí
tokenu není v případě manuálního přihlašování možná.
6.5 API nastavení klienta
4A protokol z technických důvodů nepodporuje jiné způsoby ukládání perzistentních dat,
než v podobě klíč-hodnota, kde každá hodnota musí být nutně atomická. To je z hle-
diska možnosti obecného použití vnitřními komponentami editoru nepraktické. Proto bylo
na straně klienta implementováno rozhraní, které vytváří abstrakci nad tímto systémem.
Díky němu je možné pracovat se strukturovanými hodnotami jako s podstromy stromu
nastavení. Uzly je možné adresovat jejich cestou od kořene, přičemž jako oddělovač jednot-
livých uzlů se používá tečka (tedy např. client.suggestions.defaultMinConfidence).
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Kapitola 7
Testování
Tato kapitola popisuje, jakým způsobem se v průběhu vývoje anotačního editoru kont-
rolovalo jeho očekávané chování. Budou vysvětleny techniky testování, které se používaly
nejvíce, jaký byl jejich princip, a které konkrétní části editoru byly s jejich pomocí kontro-
lovány.
7.1 Automatické testy
V adresáři projektu se nachází soubor js/test.js obsahující velké množství testů, které
programově řídí operace v editoru. Jedná se o testy, které se automaticky spouštějí po úspěšné
synchronizaci dokumentu. Spuštění každého z testů je však podmíněno nastavením kon-
krétní položky v souboru js/config.js na hodnotu true.
Vytvořené testy jsou vkládány do fronty a s intervalem, který je možné v souboru
js/config.js libovolně měnit, se postupně vykonávají.
Nevýhodou automatických testů je skutečnost, že musí být nejdříve napsány. To může
hrát roli v rozhodování, zda se pro otestování určité funkce automatické testy vůbec použijí.
Pro funkce náchylné k takovým chybám, jež se objevují například pouze v souvislosti
s jinými chybami nebo okolnostmi, jsou automatické testy ideální cestou, jak kontrolovat
správnou funkčnost z dlouhodobého měřítka. Pokud se testy spouštějí po každém zapnutí
editoru, případné problémy s testovanou funkčností se zpravidla dříve či později projeví.
V některých situacích je však psaní automatických testů výhodné i v případě, že mají
charakter jednorázové kontroly funkčnosti takových částí projektu, kde se běh může dostat
jen do relativně málo možných stavů, při kterých zároveň hrozí minimální riziko konfliktu
s cizími vlivy, a jejich správná funkčnost je přitom kriticky důležitá.
Automatické testy jsou rovněž výhodné v programovacím stylu postupného vývoje, kdy
je možné nejprve napsat test, který obsahuje příklad použití funkce, jež je cílem vytvořit.
Za předpokladu, že se daný test spouští po každém startu editoru, je možné z informačních
výpisů při vývoji neustále orientačně kontrolovat všechny možné stavy, do kterých se funkce
může dostat. Jelikož se testy spouštějí pouhým zapnutím editoru a není tím pádem vyžado-
vána žádná další interakce, vývoj touto cestou může být časově výhodný a díky neustálým
kontrolám i méně náchylný k neočekávanému chování.
7.1.1 Testované funkce
Pomocí automatických testů byla mimo jiné kontrolována správná činnost následujících
funkcí:
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∙ Vytváření, modifikování a mazání anotací, typů, nabídek anotací, odběrů a dalších
objektů v rámci editoru.
∙ Příchozí modifikační zprávy: test simuloval obdržení modifikace dokumentu prove-
dené jiným uživatelem. Bylo kontrolováno, zda daná změna korektně mění abstraktní
i skutečný DOM.
∙ Rozhraní objektu události: bylo otestováno, že funkce všech posluchačů byly v rámci
aktivace události vykonány.
∙ Rozhraní grafických komponent: vstupní pole byla testována na správné nastavování
a uchovávání hodnot.
Plně automatizované testování některých funkcí editoru může být z různých důvodů
problematické. V některých případech proto nebyl výsledek testu kontrolován programově,
nicméně bylo možné spouštět automatické simulace různých případů užití editoru jeho
pouhým zapnutím, což urychlilo testování například těchto funkcí:
∙ Serializace zpráv posílaných serveru: v testech se programově řídila komunikace se ser-
verem, přičemž jeden test vyzkoušel více různých variant. Správný formát zpráv byl
poté kontrolován ručně pomocí konzolových výpisů.
∙ Vzhled grafických komponent: test programově vytvářel dialogy obsahující dané kom-
ponenty, takže bylo možné jejich okamžité shlédnutí.
7.2 Konzole prohlížeče
Konzole prohlížeče je užitečným nástrojem pro ladění webových aplikací. Několika jednodu-
chými metodami objektu window.console je možné vytvořit přehledné orientační výpisy.
Některé metody tohoto objektu, a především pak jejich konkrétní interpretace, se však
může lišit v závislosti na použitém prohlížeči. Rozhraní objektu podle organizace Mozilla
je specifikováno v [54].
Při vývoji je někdy vhodné si na dobře vybraných místech zdrojového kódu volat metody
na výpis do konzole se specifickými informacemi. V průběhu vývoje anotačního editoru byl
postupně zaveden volitelný výpis především těchto informací:
∙ Editor byl spuštěn – součástí výpisu je i vytvořená instance editoru. Pokud se při práci
s anotačním editorem vyskytne neočekávané chování, je výhodné mít možnost pro-
hlédnout si podobu některých objektů. Výpis v konzoli pak díky možnosti zanořování
slouží svým způsobem jako rozcestník pro vyhledání libovolného objektu v rámci dané
instance anotačního editoru. Tento výpis byl velmi užitečný pro odhalování chyb v da-
tových strukturách editoru.
∙ Na synchronním kanálu proběhla komunikace mezi klientem a serverem nebo byla při-
jata nová zpráva na asynchronním kanálu. Tyto výpisy jsou velmi užitečné z pohledu
analýzy stavu, do kterého se editor svým během dostal.
Jak je patrné z obrázku 7.1, analýza komunikace za účelem zjištění stavu, do kterého
se editor dostal, může být s výpisy konkrétních zpráv výrazně ulehčena.
V souboru js/config.js je možné nastavit, které informace se mají do konzole vypi-
sovat. Při vývoji je tak možné skrýt výpisy, které nejsou v dané situaci relevantní.
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Obrázek 7.1: Ukázka konzolových výpisů anotačního editoru v prohlížeči Google Chrome
7.3 Výsledky testování
Editor byl testován především v prohlížečích Google Chrome a Mozilla Firefox. Protože
však byly veškeré rizikové operace z pohledu kompatibility prohlížečů implementovány po-
užitím vysoce prověřené knihovny jQuery, žádné větší problémy v tomto smyslu nebyly
zaznamenány. Kromě rozhraní uvedené knihovny byly využívány jen standardizované kon-
strukce jazyka JavaScript, a manipulace s DOM podporované i ve starších verzích prohlížeče
Internet Explorer.
Díky technikám popsaných výše se podařilo odstranit všechny závažné problémy týkající
se implementace jednotlivých částí editoru.
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Kapitola 8
Závěr
V rámci této práce vznikl anotační editor s mnoha podpůrnými funkcemi. Přestože některé
z nich nebyly zcela dokončeny, byl vytvořen jejich základ, ze kterého bude možné vycházet
v dalším vývoji editoru.
V rámci semestrálního projektu byla vytvořena specifikace nového komunikačního pro-
tokolu a byl navržen a implementován prototyp jednoduchého editoru bez možnosti komu-
nikace se serverem.
V rámci bakalářské práce byla doimplementována komunikace a prototyp editoru byl
postupným vylepšováním jeho struktury a přidáváním nových funkcí transformován na ná-
stroj použitelný k anotování dokumentů.
Při návrhu editoru se vycházelo ze zkušeností s existujícím editorem anotací, který
byl v rámci projektu Decipher v předchozích letech vyvíjen. Mnou vytvořený editor je
již teď z některých pohledů lepší, přestože jeho vývoj ještě není dokončen. Byl důmyslně
implementován, což se jasně projevuje výrazně nižší časovou složitostí běhu a jeho snadnou
rozšiřitelností díky čitelnému komentovanému zdrojovému kódu s možností automatického
vygenerování programové dokumentace.
V současné době existují i jiné editory a nástroje pro anotování různých elektronických
materiálů. Žádný z nich ovšem nezvládá danou problematiku tak komplexně a nenabízí
tolik možností.
V dalším vývoji by bylo dobré se zaměřit na úplnou podporu všech nedokončených
funkcí, především z oblasti modifikací dokumentu, která byla kvůli své vysoké složitosti
z časových důvodů implementována jen částečně.
37
Literatura
[1] Berjon, R.; Faulkner, S.; Leithead, T.; aj.: HTML5. 2013, [Online; navštíveno
3.5.2014].
URL http://www.w3.org/TR/html5/
[2] Berners-Lee, T.; Fielding, R.; Frystyk, H.: Hypertext Transfer Protocol – HTTP/1.0.
Březen 1996, [Online; navštíveno 3.5.2014].
URL http://www.isi.edu/in-notes/rfc1945.txt
[3] Bos, B.: CSS current work & how to participate. Květen 2014, [Online; navštíveno
4.5.2014].
URL http://www.w3.org/Style/CSS/current-work
[4] Bos, B.; Çelik, T.; Hickson, I.; aj.: Cascading Style Sheets Level 2 Revision 1 (CSS
2.1) Specification. Červen 2011, [Online; navštíveno 4.5.2014].
URL http://www.w3.org/TR/2011/REC-CSS2-20110607/
[5] Bozhanov, I.: jsTree. 2013, [Online; navštíveno 5.5.2014].
URL http://www.jstree.com/
[6] Bray, T.; Paoli, J.; Sperberg-McQueen, C. M.; aj.: Extensible Markup Language
(XML) 1.0 (Fifth Edition). Únor 2013, [Online; navštíveno 3.5.2014].
URL http://www.w3.org/TR/2008/REC-xml-20081126/
[7] Brickley, D.: Basic Geo (WGS84 lat/long) Vocabulary. Únor 2006, [Online;
navštíveno 14.5.2014].
URL http://www.w3.org/2003/01/geo/
[8] Carroll, J. J.; Stickler, P.: RDF Triples in XML. Únor 2004, [Online; navštíveno
15.5.2014].
URL http://www.hpl.hp.com/techreports/2003/HPL-2003-268.pdf
[9] Chaffer, J.; Swedberg, K.: Learning jQuery, 4th Edition. Packt Publishing, 2013,
ISBN 978-1-78216-314-5.
[10] Chailloux, J.; Li, A. Q.; Nakamura, O.; aj.: XPath current status. 2014, [Online;
navštíveno 3.5.2014].
URL http://www.w3.org/standards/techs/xpath#w3c_all
[11] Codes for the Representation of Names of Languages. Březen 2014, [Online;
navštíveno 14.5.2014].
URL http://www.loc.gov/standards/iso639-2/php/code_list.php
38
[12] Copes, L.; Cooper, B.; Casey, N.; aj.: Walks: paths, cycles, trails, and circuits. 2000,
[Online; navštíveno 6.5.2014].
URL http://www.edmath.org/MATtours/discrete/concepts/cwalk.html
[13] Crockford, D.: Introducing JSON. Červenec 2006, [Online; navštíveno 3.5.2014].
URL http://www.json.org/
[14] Crockford, D.: JavaScript: The Good Parts. O’Reilly Media, Inc., 2008, ISBN
978-0-596-51774-8.
[15] CSS3 2D Transforms. 2014, [Online; navštíveno 4.5.2014].
URL http://www.w3schools.com/css/css3_2dtransforms.asp
[16] CSS3 3D Transforms. 2014, [Online; navštíveno 4.5.2014].
URL http://www.w3schools.com/css/css3_3dtransforms.asp
[17] CSS3 Borders. 2014, [Online; navštíveno 4.5.2014].
URL http://www.w3schools.com/css/css3_borders.asp
[18] Dart: Structured web apps. 2014, [Online; navštíveno 3.5.2014].
URL https://www.dartlang.org/
[19] Dytrych, J.: 4A Framework (Annotations Anywhere, Annotations Anytime). Listopad
2013, [Online; navštíveno 4.5.2014].
URL http://knot.fit.vutbr.cz/annotations/
[20] Dytrych, J.: 4A Framework - Protocol and Annotation Format Specification. Září
2013, [Online; navštíveno 5.5.2014].
URL http://knot.fit.vutbr.cz/annotations/4A_protocol_1_1_en.html
[21] ECMAScript Language Specification. Červen 2011, [Online; navštíveno 15.5.2014].
URL http:
//www.ecma-international.org/publications/files/ECMA-ST/Ecma-262.pdf
[22] Engelman, L.; Clapp, C.; aj.: Understanding Event-Driven Programming. 2014,
[Online; navštíveno 3.5.2014].
URL http:
//www.informit.com/library/content.aspx?b=STY_Csharp_24hours&seqNum=50
[23] Fielding, R.; Gettys, J.; Mogul, J.; aj.: Hypertext Transfer Protocol – HTTP/1.1.
Červen 1999, [Online; navštíveno 3.5.2014].
URL http://tools.ietf.org/html/rfc2616
[24] Garrett, J. J.: Ajax: A New Approach to Web Applications. Únor 2005, [Online;
navštíveno 3.5.2014].
URL
http://www.adaptivepath.com/ideas/ajax-new-approach-web-applications/
[25] Gelbmann, M.; Delamer, A.: Usage of JavaScript libraries for websites. 2014, [Online;
navštíveno 4.5.2014].
URL http://w3techs.com/technologies/overview/javascript_library/all
39
[26] González, S.; aj.: Autocomplete Widget. 2014, [Online; navštíveno 5.5.2014].
URL http://jqueryui.com/autocomplete/
[27] González, S.; aj.: Button Widget. 2014, [Online; navštíveno 5.5.2014].
URL http://jqueryui.com/button/
[28] González, S.; aj.: Datepicker Widget. 2014, [Online; navštíveno 5.5.2014].
URL http://jqueryui.com/datepicker/
[29] González, S.; aj.: Dialog Widget. 2014, [Online; navštíveno 5.5.2014].
URL http://api.jqueryui.com/dialog/
[30] González, S.; aj.: jQuery UI. 2014, [Online; navštíveno 5.5.2014].
URL http://jqueryui.com/
[31] González, S.; aj.: Spinner Widget. 2014, [Online; navštíveno 5.5.2014].
URL http://jqueryui.com/spinner/
[32] HTTP 1.0 Usage. 2014, [Online; navštíveno 3.5.2014].
URL https://developer.att.com/application-resource-optimizer/docs/
best-practices/http-1-0-usage
[33] Hégaret, P. L.: Document Object Model (DOM) Technical Reports. Květen 2012,
[Online; navštíveno 3.5.2014].
URL http://www.w3.org/DOM/DOMTR
[34] jQuery Introduction. 2014, [Online; navštíveno 4.5.2014].
URL http://www.w3schools.com/jquery/jquery_intro.asp
[35] Kacmarcik, G.; Leithead, T.; Rossi, J.; aj.: Legacy MutationEvent events. Listopad
2013, [Online; navštíveno 6.5.2014].
URL
http://www.w3.org/TR/DOM-Level-3-Events/#legacy-mutationevent-events
[36] Kilfeather, E.; aj.: Decipher Research. 2014, [Online; navštíveno 4.5.2014].
URL http://decipher-research.eu/
[37] Klyne, G.; Newman, C.: Date and Time on the Internet: Timestamps. Červenec 2002,
[Online; navštíveno 14.5.2014].
URL http://www.ietf.org/rfc/rfc3339.txt
[38] Lindkvist, J.; Sörlin, J.: TinyMCE – Home. 2014, [Online; navštíveno 4.5.2014].
URL http://www.tinymce.com/
[39] McBride, B.; Brickley, D.; Miller, E.: RDF – Semantic Web Standards. Březen 2014,
[Online; navštíveno 15.5.2014].
URL http://www.w3.org/RDF/
[40] Methvin, D.; aj.: jQuery. 2014, [Online; navštíveno 4.5.2014].
URL http://jquery.com/
[41] Mocha -> LiveScript -> JavaScript. Listopad 2010, [Online; navštíveno 6.5.2014].
URL http://computer-programming-languages.knoji.com/
mocha-livescript-javascript-2/
40
[42] modal - Wiktionary. Duben 2014, [Online; navštíveno 6.5.2014].
URL http://en.wiktionary.org/wiki/modal
[43] Ontologies - W3C. 2013, [Online; navštíveno 4.5.2014].
URL http://www.w3.org/standards/semanticweb/ontology
[44] Patonnier, J.: JavaScript Language Resources. Březen 2014, [Online; navštíveno
3.5.2014].
URL https:
//developer.mozilla.org/en-US/docs/Web/JavaScript/Language_Resources
[45] Petre, S.: Color Picker - jQuery plugin. Květen 2009, [Online; navštíveno 5.5.2014].
URL http://www.eyecon.ro/colorpicker/#about
[46] Pilgrim, M.: Dive into HTML5. O’Reilly Media, Inc., 2010, ISBN 978-0-596-80602-6.
[47] Pixley, T.: Mutation event types. Listopad 2000, [Online; navštíveno 6.5.2014].
URL http://www.w3.org/TR/DOM-Level-2-Events/events.html#
Events-eventgroupings-mutationevents
[48] Quin, L.: XML Core Working Group Public Page. 2013, [Online; navštíveno 3.5.2014].
URL http://www.w3.org/XML/Core/#Publications
[49] Richardson, T.: Adding a Timepicker to jQuery UI Datepicker. Březen 2014, [Online;
navštíveno 5.5.2014].
URL http://trentrichardson.com/examples/timepicker/
[50] Russell, A.: Comet: Low Latency Data for the Browser. Březen 2006, [Online;
navštíveno 3.5.2014].
URL http:
//infrequently.org/2006/03/comet-low-latency-data-for-the-browser/
[51] Sanderson, R.; Ciccarese, P.; de Sompel, H. V.: Open Annotation Data Model. Únor
2013, [Online; navštíveno 5.5.2014].
URL http://www.openannotation.org/spec/core/
[52] Scarfone, K.: Selection. Listopad 2013, [Online; navštíveno 15.5.2014].
URL https://developer.mozilla.org/en-US/docs/Web/API/Selection
[53] Seebach, P.: The stateless state. Červenec 2008, [Online; navštíveno 6.5.2014].
URL http://www.ibm.com/developerworks/library/wa-state/
[54] Shepherd, E.; Yakura, M.; aj.: Console - Web API Interfaces | MDN. Květen 2014,
[Online; navštíveno 6.5.2014].
URL https://developer.mozilla.org/en-US/docs/Web/API/console
[55] Shvets, A.; Frey, G.; Pavlova, M.: Adapter Design Pattern. 2006, [Online; navštíveno
5.5.2014].
URL http://sourcemaking.com/design_patterns/adapter
[56] Shvets, A.; Frey, G.; Pavlova, M.: Mediator Design Pattern. 2006, [Online; navštíveno
16.5.2014].
URL http://sourcemaking.com/design_patterns/mediator
41
[57] Smrž, P.; Dytrych, J.: 4A architecture. Srpen 2013, [Online; navštíveno 17.5.2014].
URL
http://knot.fit.vutbr.cz/decipher/integration/4A_architecture_v4.png
[58] TypeScript. 2014, [Online; navštíveno 3.5.2014].
URL http://www.typescriptlang.org/
42
Přílohy
43
Seznam příloh
A Specifikace 4A protokolu verze 2.0 46
A.1 Komunikace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
A.1.1 Synchronní kanál . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
A.1.2 Asynchronní kanál . . . . . . . . . . . . . . . . . . . . . . . . . . . . 47
A.2 Sezení a přihlášení uživatele . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
A.2.1 Navázání spojení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
A.2.2 Ukončení spojení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
A.2.3 Přihlášení uživatele . . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
A.2.4 Odhlášení uživatele . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
A.3 Uživatelé a uživatelské skupiny . . . . . . . . . . . . . . . . . . . . . . . . . 51
A.3.1 Seznamy uživatelů . . . . . . . . . . . . . . . . . . . . . . . . . . . . 51
A.3.2 Seznamy skupin uživatelů . . . . . . . . . . . . . . . . . . . . . . . . 53
A.3.3 Vstup uživatele do skupiny . . . . . . . . . . . . . . . . . . . . . . . 54
A.3.4 Odchod uživatele ze skupiny . . . . . . . . . . . . . . . . . . . . . . 55
A.4 Odběry anotací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
A.4.1 Vytvoření odběru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55
A.4.2 Rušení odběru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
A.4.3 Modifikace odběru . . . . . . . . . . . . . . . . . . . . . . . . . . . . 56
A.4.4 Seznamy odběrů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
A.4.5 Přihlášení se k odběru . . . . . . . . . . . . . . . . . . . . . . . . . . 58
A.4.6 Odhlášení se z odběru . . . . . . . . . . . . . . . . . . . . . . . . . . 58
A.5 Synchronizace dokumentu . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
A.5.1 Proces synchronizace . . . . . . . . . . . . . . . . . . . . . . . . . . . 59
A.5.2 Znovuposlání obsahu dokumentu . . . . . . . . . . . . . . . . . . . . 62
A.5.3 Modifikace dokumentu . . . . . . . . . . . . . . . . . . . . . . . . . . 63
A.6 Typy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 66
A.6.1 Jednoduché typy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 66
A.6.2 Formát typu anotace . . . . . . . . . . . . . . . . . . . . . . . . . . . 68
A.6.3 Manipulace s typy anotací . . . . . . . . . . . . . . . . . . . . . . . . 70
A.6.4 Získání typů anotací od serveru . . . . . . . . . . . . . . . . . . . . . 70
A.6.5 Získání atributů z ontologie . . . . . . . . . . . . . . . . . . . . . . . 71
A.7 Anotace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 71
A.7.1 Formát anotace . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 72
A.7.2 Manipulace s anotacemi klienta . . . . . . . . . . . . . . . . . . . . . 77
A.7.3 Vytvoření anotace klientem . . . . . . . . . . . . . . . . . . . . . . . 78
A.7.4 Modifikace a rušení anotace klientem . . . . . . . . . . . . . . . . . . 78
A.7.5 Znovuposlání anotací . . . . . . . . . . . . . . . . . . . . . . . . . . . 78
A.8 Návrhy anotací . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 79
A.8.1 Manipulace s návrhy . . . . . . . . . . . . . . . . . . . . . . . . . . . 79
A.8.2 Získání návrhů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 79
A.8.3 Potvrzení návrhu . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
A.8.4 Odmítnutí návrhu . . . . . . . . . . . . . . . . . . . . . . . . . . . . 82
A.9 Kontrolovaný slovník . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 83
A.9.1 Získání typů entit . . . . . . . . . . . . . . . . . . . . . . . . . . . . 83
A.9.2 Získání entit . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84
44
A.10 Nastavení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
A.10.1 Přenos nastavení ze serveru . . . . . . . . . . . . . . . . . . . . . . . 85
A.10.2 Změna parametrů . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
A.11 Chyby a varování . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
A.11.1 Chybová zpráva . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
A.11.2 Varovací zpráva . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87
45
Příloha A
Specifikace 4A protokolu verze 2.0
Následuje popis protokolu. V definicích zpráv se používají makra, která se uvozují složenými
závorkami: {makro}.
U některých atributů může klient použít wildcard *. Tento znak se interpretuje stejně,
jako výraz .* v regulárních výrazech – libovolný počet libovolných znaků (včetně prázdného
řezězce).
V popisu protokolu se u odpovědí uvažuje pouze kladná odpověď (nenastala žádná
chyba). Pokud v komunikaci dojde k chybě, server posílá klientovi chybovou zprávu.
V protokolu budou postupně představeny typy objektů, které obě strany protokolu
používají. Některé z nich mají URI, které jednoznačně identifikuje daný objekt v rámci
internetu:
Typ objektu Schéma URI
Anotace {URI serveru}/Annotations/{serv|temp}/{číslo anotace}
Návrhy anotací {URI serveru}/Annotations/sugg/{číslo návrhu anotace}
Odběry anotací {URI serveru}/Annotations/subscriptions/{číslo odběru anotace}
Typy anotací {URI serveru}/Annotations/types/g{číslo skupiny}/{cesta typu}
Typy atributů — nemají předepsané formáty —
Uživatelé {URI serveru}/Annotations/users/{číslo uživatele}
Uživatelské {URI serveru}/Annotations/groups/{číslo skupiny}
skupiny
Dokumenty {URI serveru}/Annotations/documents/getDoc?id={číslo
dokumentu}
Entity kontrolo- — nemají předepsané formáty —
vaného slovníku
Atributy z onto- — nemají předepsané formáty —
logie
A.1 Komunikace
Veškerá komunikace probíhá v jazyku XML. Používají se dva různé kanály:
∙ Synchronní komunikace:
Používá se pro komunikaci typu dotaz-odpověď. Komunikaci zahájí klient vysláním
požadavku. Server požadavek zpracuje a klientovi vrátí odpověď.
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∙ Asynchronní komunikace (comet):
Používá se v případech, kdy server potřebuje zaslat klientovi zprávu bez předchozího
požadavku. Přes tento kanál distribuuje server například nové anotace a jejich typy
nebo změny v dokumentu. Tento kanál se také využívá v situacích, kdy data ze serveru
mohou přijít za relativně dlouhou dobu a není žádoucí, aby se na tu dobu zablokoval
synchronní kanál.
A.1.1 Synchronní kanál
Podstatou synchronního kanálu je skutečnost, že v každém okamžiku je otevřeno maximálně
jedno spojení se serverem. Pokud klient vygeneruje požadavek v momentě, kdy se čeká
na odpověď předchozího požadavku, pak nový požadavek vstupuje do fronty a z ní je vytažen
a odeslán serveru až po té, co klient obdrží odpověď na předchozí požadavek.
Dotaz
<?xml version="1.0"?>
<messages sessionID="{ID sezení}">
{seznam zpráv}
</messages>
Atribut sessionID slouží k identifikaci sezení (viz A.2). Tento atribut je povinný s vý-
jimkou situace, kdy klient není připojen k serveru a žádné sezení tedy nemá vytvořené.
Odpověď
<?xml version="1.0"?>
<messages>
{seznam zpráv}
</messages>
Pokud server obdrží požadavek, u kterého se neočekává žádná užitečná odpověď a záro-
veň nedojde k žádné chybě, server i tak musí nějak odpovědět. V tomto případě odpovídá
jednoduchou zprávou ok:
<?xml version="1.0"?>
<messages>
<ok/>
</messages>
A.1.2 Asynchronní kanál
Dotaz
Odpovědi na comet požadavky typicky přicházejí po relativně dlouhé době. Počet aktivních
spojení se serverem na jednu webovou stránku je přitom omezen prohlížeči. Z tohoto důvodu
není možné, aby si více klientů vytvořilo vlastní comet kanál. Na straně klienta tudíž musí
existovat mechanismus, který spravuje jediný comet kanál pro všechny připojené anotační
editory. Klient musí v požadavku uvést ID sezení daných editorů.
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<?xml version="1.0"?>
<messages>
{seznam ID sezení formátu:
<session id="{ID sezení}"/>
}
<comet/>
</messages>
Odpověď
Server posílá odpověď určenou vždy jen jednomu připojenému editoru. Pokud se v jednom
okamžiku objeví více zpráv, které je potřeba poslat různým editorům v rámci jednoho comet
kanálu, pak server tyto odpovědi posílá jednotlivě jako odpovědi na nové požadavky.
<?xml version="1.0"?>
<messages sessionID="{ID sezení}">
{seznam zpráv}
</messages>
Podle atributu sessionID klient pozná, kterému editoru má zprávu předat.
V případech, kdy vyprší časový limit pro poslání odpovědi a server nemá žádná data,
která by klientovi poslal, server odpovídá jednoduchou zprávou ok, přičemž v atributu
sessionID uvede ID sezení libovolného připojeného editoru:
<?xml version="1.0"?>
<messages sessionID="{ID sezení}">
<ok/>
</messages>
Po obdržení odpovědi od serveru musí klient poslat další comet požadavek. Ve zprávě
znovu specifikuje ID sezení všech připojených editorů.
A.2 Sezení a přihlášení uživatele
A.2.1 Navázání spojení
Dotaz
Klient naváže spojení se serverem zprávou connect. V elementu messages neuvádí sessionID,
protože ho ještě nezná. Zpráva connect má povinný atribut protocolVersion – klient uvede
číslo nejvyšší podporované verze.
Pomocí volitelného atributu attachCometTo je možné donutit server přidat nově vy-
tvořené sezení k již existujícímu comet kanálu. To se hodí v případech, kdy se na jedné
webové stránce spustí více anotačních editorů. Klient do tohoto atributu uvede číslo sezení
libovolného editoru, který už je k comet kanálu přiřazen.
<connect protocolVersion="{verze protokolu}"
{volitelně: attachCometTo="{ID sezení}"}/>
Příklad:
<connect protocolVersion="2.0"
attachCometTo="34"/>
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Odpověď
Pokud nenastane žádný problém, server odpoví zprávou connected:
<connected protocolVersion="{verze protokolu}"
sessionID="{id sezení}"/>
Atributy:
∙ protocolVersion: verze protokolu, kterým se bude komunikovat
∙ sessionID: identifikátor sezení, který klient musí od tohoto okamžiku dávat jako atri-
but do každého balíčku zpráv messages
Pokud server nepodporuje verzi protokolu, jakou klient požaduje, server vrátí nejvyšší
možnou verzi, kterou podporuje a která je zároveň zpětně kompatibilní s verzí, jakou navrhl
klient. Klient by měl touto verzí protokolu komunikovat bez problémů. Pokud ale server
žádnou takovou verzi nepodporuje, vrátí chybovou zprávu. Pokud je klient schopen komu-
nikovat ještě jinými verzemi protokolu, může postupně zkoušet připojit se k serveru s těmito
verzemi.
Příklad:
<connected protocolVersion="2.0"
sessionID="17"/>
Vytvoření comet kanálu
Klient po obdržení odpovědi vytvoří comet kanál, přes který bude probíhat asynchronní
komunikace. Zpráva, kterou se kanál otevře, vypadá následovně:
<comet/>
Vždy, když server vrátí klientovi odpověď, klient musí kanál znovu otevřít zprávou
comet. Kanál může být otevřený jen omezenou dobu, protože webový prohlížeč nastavuje
časový limit na obdržení odpovědi. Pokud má server už dlouho otevřený kanál a nepotřebuje
klientovi zaslat žádné zprávy, odpoví alespoň zprávou ok. Tím se kanál uzavře a klient ho
následně znovu otevře.
A.2.2 Ukončení spojení
Klient ukončí spojení zprávou disconnect:
<disconnect/>
V případě neúspěšného připojení k serveru klient tuto zprávu neposílá (není totiž při-
pojen).
Server na tuto zprávu neodpovídá.
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A.2.3 Přihlášení uživatele
Dotaz
Uživatel se přihlásí zprávou login. Existují 2 alternativy:
∙ Běžné přihlášení
<login login="{uživatelské jméno}"
password="{hashovaná podoba hesla}"/>
Příklad:
<login login="admin"
password="MD5(mysecretpassword)"/>
∙ Externí přihlášení s tokenem
Token generuje třetí strana.
<login login="{uživatelské jméno}"
token="{token}"
system="{URI systému}"/>
Povinné parametry
– login: uživatelské jméno
– token: token vygenerovaný systémem
– system: URI systému, který token vygeneroval
Příklad
<login login="monique"
token="we9fg2n2j9230vdvjla095"
system="example.com/system"/>
Odpověď
Pokud vše proběhne v pořádku, server uživatele přihlásí a klientovi pošle zprávy logged
a settings:
<logged uri="{URI uživatele}"
login="{login uživatele}"
name="{celé jméno uživatele}"
email="{e-mail uživatele}"
image="{URI obrázku uživatele}"/>
{zpráva settings}
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Atributy elementu logged odpovídají povinným atributům uživatele.
Poznámka: V případě použití OpenID se login nepoužívá, a tím pádem to ani není
povinný údaj.
Zpráva settings bude vysvětlena později.
Příklad:
<logged uri="http://example.com/Annotations/users/89"
login="john"
name="John Doe"
email="john.doe@example.com"
image="http://example.com/images/photo.png"/>
A.2.4 Odhlášení uživatele
Klient odhlásí uživatele zprávou logout:
<logout/>
Server na tuto zprávu neodpovídá.
A.3 Uživatelé a uživatelské skupiny
Uživatel je osoba, které je umožněno přihlásit se k danému serveru skrze uživatelský účet.
Skupina uživatelů je entita, která má schopnost sdružovat více uživatelů do jediného celku.
Uživatel je na serveru reprezentován množinou povinných údajů:
∙ uri: URI uživatele – jeho jednoznačný identifikátor
∙ login: přihlašovací jméno uživatele
∙ name: celé jméno uživatele
∙ email: e-mail uživatele
∙ image: URI obrázku uživatele
Poznámka: V případě použití OpenID se login nepoužívá, a tím pádem to ani není
povinný údaj.
A.3.1 Seznamy uživatelů
Dotaz
Klient může požádat server o seznam uživatelů zasláním zprávy getUsers:
<getUsers {filtrovací atributy}/>
Je možné specifikovat až čtyři různé atributy, jež filtrují seznam uživatelů, o který má
klient zájem:
∙ uri: URI uživatele
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∙ email: e-mailová adresa uživatele
∙ name: celé jméno uživatele; je možné použít wildcard * ; server zadaný výraz pokládá
za prefix jména a v seznamu uživatelů ho porovnává s každým slovem ve jméně (stejně
jako u entit z kontrolovaného slovníku)
∙ groupUri: URI skupiny; vyhledávají se jen uživatelé z dané skupiny
První dva atributy by samy o sobě měly vést k seznamu o jediném uživateli.
Následující příklad je dotazem na seznam uživatelů, jejichž jméno nebo příjmení začíná
na Adam:
<getUsers name="Adam"/>
Dále je možné použít element includeOnly a do něj vkládat elementy, které mají za cíl
omezit odpověď jen na některé uživatelské údaje:
<getUsers {filtrovací atributy}>
<includeOnly>
{seznam projekčních elementů}
</includeOnly>
</getUsers>
Makro {seznam projekčních elementů} je tvořeno následujícími elementy, přičemž
každý může být použit maximálně jednou:
∙ <login/>
∙ <name/>
∙ <email/>
∙ <image/>
∙ <groups/>
Pokud není uveden element includeOnly, server vrací všechny informace o uživateli,
které má k dispozici. Pokud je uveden, tak server vrací pouze ty údaje, které jsou explicitně
uvedeny. Omezení vrácených údajů může být výhodné v případech mohutných přenosů
uživatelů, kde nás zajímají jen některé informace – například v našeptávačích. Atribut uri
vrací server vždy.
Následující příklad je požadavkem na seznam všech uživatelů. Kromě uri bude server
vracet jméno a e-mail uživatele, žádné jiné údaje:
<getUsers>
<includeOnly>
<name/>
<email/>
</includeOnly>
</getUsers>
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Odpověď
Odpověď od serveru vypadá následovně:
<users>
{seznam uživatelů}
</users>
Makro {seznam uživatelů} tvoří elementy user :
<user {uživatelské údaje}/>
Případně:
<user {uživatelské údaje}>
<groups>
{seznam skupin formátu
<group uri="{URI skupiny}"/>
}
</groups>
</user>
Příklad odpovědi na dotaz výše:
<users>
<user uri="http://example.com/Annotations/users/89"
name="John Doe"
email="john.doe@example.com"/>
<user uri="http://example.com/Annotations/users/17"
name="Frank Doe"
email="frank.doe@example.com"/>
</users>
A.3.2 Seznamy skupin uživatelů
Dotaz
Seznam skupin může klient od serveru získat zasláním zprávy getUserGroups:
<getUserGroups {selekční atributy}
{volitelně: withUsers="{true|false}"}/>
Makro {selekční atributy} tvoří tyto volitelné atributy:
∙ uri: URI skupiny; je li uvedena, server vrátí konkrétní skupinu
∙ name: jméno skupiny; je možné použít wildcard *
Atribut withUsers udává, zda se u každé skupiny má také zahrnout seznam jejích uži-
vatelů, výchozí je false.
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Příklad:
<getUserGroups uri="http://example.com/Annotations/groups/27"
withUsers="true"/>
Pokud je withUsers nastaveno na true, tak jako u seznamu uživatelů je možné použít
element includeOnly, který má shodnou syntaxi i sémantiku:
<getUserGroups {atributy}>
<includeOnly>
{seznam projekčních elementů}
</includeOnly>
</getUserGroups>
Odpověď
Server odpovídá následující zprávou:
<userGroups>
{seznam skupin}
</userGroups>
Kde jednotlivé skupiny mají formát
<group name="{jméno skupiny}"
uri="{URI skupiny}"/>
nebo
<group name="{jméno skupiny}"
uri="{URI skupiny}">
{seznam uživatelů}
</group>
Příklad celé zprávy:
<userGroups>
<group name="Administrators"
uri="http://example.com/Annotations/groups/27">
<user uri="http://example.com/Annotations/users/17"/>
<user uri="http://example.com/Annotations/users/89"/>
</group>
</userGroups>
A.3.3 Vstup uživatele do skupiny
Přihlášený uživatel může vstoupit do skupiny zasláním zprávy joinUserGroup:
<joinUserGroup uri="{URI skupiny}"/>
Příklad:
<joinUserGroup uri="http://example.com/Annotations/groups/27"/>
Server na tuto zprávu neodpovídá.
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A.3.4 Odchod uživatele ze skupiny
Přihlášený uživatel může vystoupit ze skupiny zasláním zprávy leaveUserGroup:
<leaveUserGroup uri="{URI skupiny}"/>
Příklad:
<leaveUserGroup uri="http://example.com/Annotations/groups/27"/>
Server na tuto zprávu neodpovídá.
A.4 Odběry anotací
Odběr anotací je objekt, který má specifikované zdroje anotací. Zdroje anotací vybírají
anotace podle jejího typu, autora a skupiny autora. Každý odběr je tak jakási šablona pro
selekci určité množiny anotací. Každý uživatel je oprávněn se k jakémukoliv odběru přihlásit
a získávat tak anotace, o které má zájem, bez toho, aby tyto anotace musel ručně vytvářet.
Přihlášení k odběru je platné jen v rámci session. Pokud klient potřebuje odběry odebírat
v každé session, musí o ně vždy znovu žádat.
A.4.1 Vytvoření odběru
Dotaz
Klient u odběru vytvoří dočasný identifikátor tmpId. Od serveru přijde mapování dočas-
ného identifikátoru na trvalý identifikátor (URI). Server tedy klientovi neposílá zpátky celý
odběr. Klient u odběru smaže tmpId a přiřadí správné uri. Zpráva na vytvoření odběru
vypadá takto:
<createSubscription tmpId="{dočasné id odběru}"
name="{jméno odběru}">
{seznam zdrojů formátu
<source subscribe="{true|false}"
{selekční atributy zdroje}/>
}
</createSubscription>
Zdroj source má atribut subscribe, který udává, zda se anotace z tohoto zdroje mají
odebírat nebo ne. Lze totiž pomocí pozitivního zdroje (subscribe="true") nastavit odebí-
rání jisté množiny anotací a následně tuto množinu filtrovat dalším negativním zdrojem
(subscribe="false").
Makro {selekční atributy zdroje} tvoří volitelné atributy:
∙ typeUri: URI typu, jehož anotace se budou odebírat
∙ authorUri: URI autora, jehož anotace se budou odebírat
∙ groupUri: URI skupiny; budou se odebírat anotace všech jejích uživatelů
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Příklad:
<createSubscription tmpId="138"
name="My Favorite Art Movements">
<source subscribe="true"
typeUri="http://example.com/Annotations/types/g17/Movement"
authorUri="http://example.com/Annotations/users/123456"
groupUri="http://example.com/Annotations/groups/27"/>
<source
subscribe="false"
typeUri="http://example.com/Annotations/types/g17/Movement/Expressionism"/>
</createSubscription>
Odpověď
<subscriptionCreated tmpId="{dočasné id odběru}"
uri="{URI odběru}"/>
Příklad:
<subscriptionCreated tmpId="138"
uri="http://example.com/Annotations/subscriptions/65"/>
A.4.2 Rušení odběru
Klient může zrušit odběr zasláním zprávy:
<removeSubscription uri="{URI odběru}"/>
Příklad:
<removeSubscription uri="http://example.com/Annotations/subscriptions/438"/>
Server na tuto zprávu neodpovídá.
A.4.3 Modifikace odběru
Klient může modifikovat odběr zasláním následující zprávy:
<modifySubscription uri="{URI odběru}"
name="{jméno odběru}">
{seznam zdrojů formátu
<source subscribe="{true|false}"
{selekční atributy zdroje}/>
}
</modifySubscription>
56
Příklad:
<modifySubscription uri="http://example.com/Annotations/subscriptions/71"
name="My Favorite Art Movements (Modified)">
<source subscribe="true"
typeUri="http://example.com/Annotations/types/g17/Movement"
authorUri="http://example.com/Annotations/users/123456"
groupUri="http://example.com/Annotations/groups/27"/>
<source
subscribe="false"
typeUri="http://example.com/Annotations/types/g17/Movement/Expressionism"/>
<source
subscribe="false"
typeUri="http://example.com/Annotations/types/g17/Movement/Impressionism"/>
</modifySubscription>
Server na tuto zprávu neodpovídá.
A.4.4 Seznamy odběrů
Dotaz
Klient může od serveru požadovat seznam odběrů filtrovaný různými atributy. Pokud žádné
atributy nejsou zadány, server vrací seznam všech odběrů od všech uživatelů.
<getSubscriptions {filtrovací atributy}/>
Makro {filtrovací atributy} tvoří volitelné atributy:
∙ subscriptionUri: vrací se pouze odběr s daným URI
∙ authorUri: vrací se pouze odběry, které vytvořil autor s daným URI
∙ groupUri: URI skupiny; vrací se pouze odběry, které vytvořili uživatelé dané skupiny
Příklad:
<getSubscriptions authorUri="http://example.com/Annotations/users/84"/>
Odpověď
<subscriptions>
{seznam odběrů formátu
<subscription uri="{URI odběru}"
name="{jméno odběru}"
authorUri="{URI autora odběru}">
{seznam zdrojů formátu
<source subscribe="{true|false}"
{filtrovací atributy}/>
}
</subscription>
}
</subscriptions>
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Příklad:
<subscriptions>
<subscription uri="http://example.com/Annotations/subscriptions/71"
name="My Favorite Art Movements"
authorUri="http://example.com/Annotations/users/8394">
<source subscribe="true"
typeUri="http://example.com/Annotations/types/g17/Movement"
authorUri="http://example.com/Annotations/users/67"
groupUri="http://example.com/Annotations/groups/27"/>
<source
subscribe="false"
typeUri="http://example.com/Annotations/types/g17/Movement/Expressionism"/>
</subscription>
</subscriptions>
A.4.5 Přihlášení se k odběru
Uživatel se přihlásí k již existujícímu odběru zasláním následující zprávy:
<subscribe subscriptionUri="{URI odběru}"/>
Příklad:
<subscribe
subscriptionUri="http://example.com/Annotations/subscriptions/4"/>
Server na tuto zprávu neodpovídá.
A.4.6 Odhlášení se z odběru
Uživatel se může odhlásit z odběru, ke kterému je přihlášen, zasláním následující zprávy:
<unsubscribe subscriptionUri="{URI odběru}"/>
Příklad:
<unsubscribe
subscriptionUri="http://example.com/Annotations/subscriptions/4"/>
Server na tuto zprávu neodpovídá.
A.5 Synchronizace dokumentu
Všechny dokumenty, které klienti otevřou v anotačním editoru, si server ukládá a klientům
vrací URI těchto kopií. Všechny anotace, které dokument anotují, jako cíl anotace uvádějí
právě toto URI.
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A.5.1 Proces synchronizace
Klienti při procesu synchronizace předávají serveru URI a obsah dokumentu, který mají
načtený v editoru. Server se podívá, zda už má dané URI v databázi. Pokud ne, tak jen
daný dokument uloží. V případech, kdy se obsahy dokumentů liší, server může přepsat
svůj dokument tím, který mu klient poslal. Pak ale také musí zhodnotit, jak se jednotlivé
změny v obsahu dotýkají anotací, které dokument anotují, a případně odpovídajícím způ-
sobem aktualizovat jejich fragmenty. V nejhorším případě nebude možné nové fragmenty
určit a novým cílem anotace se tak stane celý dokument. Uživatel pak má možnost ručně
přenastavit cíle dotyčných anotací.
Dotaz
Zpráva na provedení synchronizace vypadá takto:
<synchronize uri="{URI načteného dokumentu}"
{volitelné atributy}>
<![CDATA[{obsah dokumentu}]]>
</synchronize>
Poznámka: Oproti verzi 1.1 chybí obalující element content.
Poznámka: Atribut uri se v protokolu 1.1 jmenuje resource. K přejmenování tady došlo
proto, aby se snadněji rozlišovalo:
∙ uri: URI dokumentu, který má klient načtený před synchronizací. Tuto hodnotu píše
klient pouze do zprávy synchronize.
∙ resource: URI dokumentu na serveru. Jedná se o kopii původního dokumentu.
Makro {volitelné atributy} tvoří volitelné atributy:
∙ linearized: Udává, zda klient pracuje s linearizovanou verzí dokumentu (plain text).
Pokud klient nemá WYSIWYG editor a umí pracovat pouze s nestrukturovaným tex-
tem, pak může s dokumentem pracoval v jeho linearizované formě. Výchozí hodnotou
je false.
∙ overwrite: Udává, zda serverová verze dokumentu má být nuceně přepsána tou, kterou
uživatel posílá. Klient tuto hodnotu nenastavuje na true při počáteční synchronizaci.
Nastavení atributu na true musí být schváleno uživatelem. Výchozí hodnotou je false.
Pokud se serverová verze od té klientské neliší, pak na hodnotě tohoto atributu nezá-
leží.
Příklad synchronizační zprávy:
<synchronize
uri="http://example.com/Annotations/documents/getDoc?id=1234doc1.txt"
linearized="false"
overwrite="false">
<![CDATA[<html><head></head><body><p>Hello World!</p></body></html>]]>
</synchronize>
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Odpověď
Server porovná svou verzi dokumentu s tou, kterou posílá klient.
∙ Pokud se shodují, synchronizace je úspěšná.
∙ Pokud se neshodují, server analyzuje rozdíly a zjišťuje, jak by se změnily cíle anotací
dokumentu, pokud by se serverová verze dokumentu měla nahradit klientskou. Pak
záleží na tom, jestli by bylo hodně zásahů do fragmentů anotací.
– Pokud by zásahů nebylo mnoho, server nahradí svou verzi dokumentu klientskou
a klientovi pošle varovací zprávu se seznamem URI všech jeho anotací, které
mají změněné fragmenty (pokud takové jsou). Synchronizace je úspěšná.
– Pokud by zásah byl veliký, server pošle klientovi chybovou zprávu, ve které uvede
obsah svého dokumentu. Synchronizace je neúspěšná. Uživatel se pak rozhodne,
se kterou verzí chce pracovat.
* Chce pracovat s klientskou verzí: Klient znovu pošle zprávu synchronize.
Jako obsah dokumentu posílá opět svoji verzi a atribut overwrite nastaví
na true. Synchronizace bude nyní úspěšná.
* Chce pracovat se serverovou verzí: Klient znovu pošle zprávu synchronize.
Jako obsah dokumentu posílá verzi, kterou mu server poslal v chybové
zprávě. Synchronizace bude nyní úspěšná.
∙ Zpráva synchronized:
Tuto zprávu posílá server při úspěšné synchronizaci.
<synchronized resource="{URI serverového dokumentu}"
lastModification="{ID poslední modifikace}"/>
Atribut resource obsahuje URI serverového dokumentu – kopie toho dokumentu, jež
klient poslal ve zprávě synchronize. Toto URI klient používá u anotací.
Atribut lastModification obsahuje identifikátor poslední modifikace provedené na do-
kumentu.
Příklad:
<synchronized
resource="http://example.com/Annotations/documents/getDoc?id=1234"
lastModification="72"/>
∙ Varovací zpráva:
Pokud budou změněny fragmenty některých anotací uživatele, pak server spolu se zprá-
vou synchronized pošle klientovi varovací zprávu, ve které uvede URI daných anotací:
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<warning code="annotations changed">
<message>
<![CDATA[Targets of some annotations have been changed due to
a document modification.]]>
</message>
<annotations>
{seznam anotací formátu
<annotation uri="{URI anotace}"/>
}
</annotations>
</warning>
Příklad:
<warning code="annotations changed">
<message>
<![CDATA[Targets of some annotations have been changed due to
a document modification.]]>
</message>
<annotations>
<annotation uri="http://example.com/Annotations/serv/3985"/>
<annotation uri="http://example.com/Annotations/serv/1545"/>
<annotation uri="http://example.com/Annotations/serv/148868"/>
<annotation uri="http://example.com/Annotations/serv/88916"/>
<annotation uri="http://example.com/Annotations/serv/35486"/>
<annotation uri="http://example.com/Annotations/serv/99"/>
</annotations>
</warning>
∙ Chybová zpráva:
Při neúspěšné synchronizaci se klientovi pošle chybová zpráva:
<error code="sync error">
<message>
<![CDATA[Targets of some annotations would be significantly
changed if the server’s version of the document was
updated.]]>
</message>
<serverVersion>
<![CDATA[{obsah serverové verze dokumentu}]]>
</serverVersion>
</error>
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Příklad:
<error code="sync error">
<message>
<![CDATA[Targets of some annotations would be significantly
changed if the server’s version of the document was
updated.]]>
</message>
<serverVersion>
<![CDATA[<html><body><p>Konnichi wa sekai!</p></body></html>]]>
</serverVersion>
</error>
Spolu se zprávou synchronized posílá server klientovi anotace a všechny typy, které jsou
potřeba pro interpretaci daných anotací.
A.5.2 Znovuposlání obsahu dokumentu
Zpráva od serveru
Pokud server detekuje neshodu již jednou synchronizovaných verzí dokumentu, ať již k to-
muto dojde jakkoliv, server pošle klientovi příkaz, aby mu vrátil momentální obsah doku-
mentu. Server zprávu posílá přes AJAX kanál, pokud se neshoda týká požadavku klienta
(např. požadavek na vytvoření anotace s chybným obsahem fragmentu). V opačném případě
zprávu posílá přes comet kanál.
<resynchronize resource="{URI zdroje}"
method="{soft|hard}"/>
Atributy:
∙ resource: URI kopie dokumentu na serveru. Podle této hodnoty klient pozná, který
dokument má serveru poslat.
∙ method: Říká klientovi, o jaký typ resynchronizace se jedná:
– soft: Měkká resynchronizace
– hard: Tvrdá resynchronizace
Příklad:
<resynchronize
resource="http://example.com/Annotations/documents/getDoc?id=1234"
method="soft"/>
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Klientova reakce
∙ Měkká resynchronizace
Klient serveru pošle pouze obsah svého dokumentu:
<resynchronization resource="{URI zdroje}">
<![CDATA[{obsah dokumentu}]]>
</resynchronization>
Příklad:
<resynchronization
resource="http://example.com/Annotations/documents/getDoc?id=1234">
<![CDATA[<p>Hello World!</p>]]>
</resynchronization>
Server poté pošle klientovi změny v anotacích a návrzích.
∙ Tvrdá resynchronizace
Celý proces synchronizace se musí udělat znovu, tzn. klient znovu posílá zprávu syn-
chronize (popsána výše).
A.5.3 Modifikace dokumentu
Klient obsahuje WYSIWYG editor. Uživatel tedy může text libovolně měnit. Klient by
měl posílat serveru modifikace textu, které uživatel provedl, co možná nejčastěji, nejlépe
s každou změnou – tj. s každým změněným znakem v dokumentu.
Dotaz
<modification lastApplied="{číslo poslední modifikace}">
{seznam modifikačních zpráv}
</modification>
Makro {číslo poslední modifikace} zastupuje identifikátor poslední modifikace, kte-
rou klient provedl na svém dokumentu, než vytvořil novou změnu (viz níže).
Makro {seznam modifikačních zpráv} tvoří seznam modifikací. Existují 3 různé typy
modifikací:
∙ replace
Modifikace obsahu uvnitř daného DOM uzlu
<replace path="{XPath fragmentu}"
{volitelně:
offset="{offset}"
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length="{délka}"
}>
{volitelně
<![CDATA[{nová data}]]>
}
</replace>
Atributy elementu replace:
– path: XPath fragmentu v rámci dokumentu
– offset: index počátku výběru v rámci uzlu
– length: délka výběru obsahu uzlu
Pokud se neuvedou atributy offset a length, bude se nahrazovat celý uzel.
Poznámka: Sekce CDATA nemůže být uvedena, pokud by její obsah byl prázdný.
Příklad:
<replace path="html[1]/body[1]/p[2]/em[3]/text()[1]"
offset="16"
length="4">
<![CDATA[van Gogh]]>
</replace>
∙ insertAfter :
Přidání obsahu za daný DOM uzel
Předchozí varianta modifikace obecně neumožňuje jednoduše přidat uzel do jiného
uzlu. Vytvoření nového uzlu by se muselo udělat náhradou jednoho vnitřního uzlu
za dva (původní+nový). Toto řešení je nepraktické a přináší vyšší riziko chyby v kon-
kurentnosti uživatelů modifikujících daný uzel. Druhou variantou je přidání obsahu
za určitý uzel:
<insertAfter path="{XPath fragmentu}">
<![CDATA[{nová data}]]>
</insertAfter>
Příklad:
<insertAfter path="html[1]/body[1]/p[2]">
<![CDATA[<p>Nový odstavec</p>]]>
</insertAfter>
∙ insertBefore:
Přidání obsahu před daný DOM uzel
Obdoba insertAfter. Liší se tím, že obsah vkládá před adresovaný uzel.
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<insertBefore path="{XPath fragmentu}">
<![CDATA[{nová data}]]>
</insertBefore>
Příklad:
<insertBefore path="html[1]/body[1]/p[2]/em[3]">
<![CDATA[<br/>]]>
</insertBefore>
Odpověď
Aktuální oficiální verze anotovaného dokumentu je uložena na serveru. Modifikování doku-
mentu je omezeno výlučným přístupem. Když server obdrží nový požadavek na modifikaci
ve chvíli, kdy ještě není dokončená obsluha předchozího požadavku, nový požadavek je za-
řazen do FIFO fronty, kde čeká na uvolnění kritické sekce. Server si kromě obsahu aktuální
verze dokumentu vede také čítač jeho změn a určitý počet naposledy aplikovaných změn.
Když od klienta přijde požadavek na aplikaci změn, server vyhodnotí, zda je možné provést
požadované změny na serverové verzi dokumentu tak, aby výsledek byl korektní z pohledu
klienta.
Pokud se verze dokumentu, ze které klient vychází, shoduje s verzí, kterou má server,
tak ten bez dalších kontrol dané změny provede, zvýší čítač modifikací a spolu s modifikační
zprávou odešle zbývajícím klientům, kteří pracují s dokumentem.
Pokud se verze dokumentů neshodují, je dalším kritériem počet požadavků na změny,
které serveru poslali ostatní klienti od doby poslední změny, jakou daný klient zaregistroval.
Modifikace z těchto požadavků klient neměl k dispozici a proto je ve své vlastní modifikaci
nezohlednil. Pokud je těchto požadavků více než jistá hodnota (prozatím stanoveno na 3),
server klientovi posílá chybovou zprávu se sdělením, že klientova verze dokumentu je příliš
neaktualní na to, aby bylo možné na ní provádět změny.
Pokud je uniklých požavků na změny méně než daná konstanta, server vyhodnotí, zda
kterákoliv ze změn může nějak ovlivnit nové změny. Pokud ano, server posílá klientovi
chybovou zprávu, ve které mu oznámí, že změny nemohly být aplikovány kvůli konfliktu
s jinými změnami. V opačném případě je změny možné provést – server zvýší čítač modifi-
kací a spolu s modifikační zprávou odešle zbývajícím klientům, kteří pracují s dokumentem.
Klientovi, který o modifikaci žádá, server v případě úspěchu posílá následující zprávu:
<modificationApplied id="{číslo modifikace}"/>
Číslo modifikace se klient musí dozvědet proto, aby věděl, že toto číslo nemá očekávat
u příchozích modifikací od jiných klientů (viz níže).
Ostatním klientům server distribuuje modifikační zprávy v tomto formátu:
<modification id="{číslo modifikace}">
{seznam modifikačních zpráv}
</modification>
Také klient si vede čítač modifikací provedených na svém dokumentu. Příchozí modi-
fikace vytvářejí frontu, ze které jsou odebrány až v momentě, kdy v čítači modifikací je
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hodnota o 1 menší, než číslo dané modifikace. Pak je změna provedena a čítač inkremento-
ván.
V době, kdy klient čeká na odpověď na svůj modifikační požadavek, klient neapli-
kuje žádné příchozí modifikace a všechny případné modifikace provedené uživatelem vkládá
do fronty. Pokud server odpovídá na požadavek modifikace chybou, klient má následující
možnosti:
∙ Zobrazit uživateli chybu a revertovat v dokumentu všechny serverem zamítnuté změny.
∙ Provést ty modifikace z fronty příchozích modifikací, které navazují na verzi doku-
mentu, ze které klient vycházel při generování požadavku na změny. Při provádění
modifikací je nutné odpovídajícím způsobem upravovat ty modifikace, které chce kli-
ent provést. Pokud je tato operace úspěšná, klient se může pokusit znovu vyslat
požadavek na modifikace.
A.6 Typy
Anotace může nabývat pouze typu anotace (strukturovaný typ). Strukturovaný typ může
obsahovat atributy, které mohou nabývat jednoduchých, ale i strukturovaných typů.
Poznámka: Pokud není uvedeno jinak, v celém protokolu platí, že pokud se po klientovi
žádá uvedení nějakého typu anotace, server uvažuje i všechny podtypy daného typu. Pokud
například klient vyšle požadavek na návrhy anotací s typem Person, server klientovi vrací
návrhy anotací i např. typů Person->Employee nebo Person->Artist.
A.6.1 Jednoduché typy
V systému 4A jsou definovány následující jednoduché atributy:
Název String
URI http://www.w3.org/2001/XMLSchema#string
Popis ASCII řetězec
Příklad hodnoty John Doe
Název URI
URI http://www.w3.org/2001/XMLSchema#anyUri
Popis URI
Příklad hodnoty http://example.com
Název DateTime
URI http://www.w3.org/2001/XMLSchema#dateTime
Popis datum a čas dle RFC 3339 [37] (iso-date-time with datespec-full)
Příklad hodnoty 2002-10-10T12:00:00-05:00
Název Date
URI http://www.w3.org/2001/XMLSchema#date
Popis datum a čas dle RFC 3339 [37] (datespec-full)
Příklad hodnoty 2002-10-10+05:00
Název Time
URI http://www.w3.org/2001/XMLSchema#time
Popis čas dle RFC 3339 [37] (time)
Příklad hodnoty 13:20:00-05:00
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Název Integer
URI http://www.w3.org/2001/XMLSchema#integer
Popis celé číslo
Příklad hodnoty -518
Název Decimal
URI http://www.w3.org/2001/XMLSchema#decimal
Popis desetinné číslo
Příklad hodnoty 1.23
Název Boolean
URI http://www.w3.org/2001/XMLSchema#boolean
Popis pravdivostní hodnota
Příklad hodnoty true
Název GeoPoint
URI http://www.w3.org/2003/01/geo/wgs84_pos#Point
Popis geografický bod dle Basic Geo (WGS84 lat/long)
Vocabulary [7] (basic)
Příklad hodnoty <geo:Point>
<geo:lat>55.701</geo:lat>
<geo:long>12.552</geo:long>
</geo:Point>
Název AnyAnnotation
URI http://knot.fit.vutbr.cz/annotations/
knotOAExtension#anyAnnotation
Popis vnořená anotace nebo odkaz na anotaci
Příklad hodnoty nenabývá žádné hodnoty
Název AnyEntity
URI http://knot.fit.vutbr.cz/annotations/
knotOAExtension#anyEntity
Popis entita
Příklad hodnoty nenabývá žádné hodnoty
Název Duration
URI http://www.w3.org/2001/XMLSchema#duration
Popis trvání dle RFC 3339 [37] (duration)
Příklad hodnoty P1Y2MT2H
Název Binary
URI http://www.w3.org/2001/XMLSchema#base64binary
Popis binární data (soubory, např. v OpenDocument formátu);
data se kódují do base64 ;
velikost souboru může být limitovaná serverem
Příklad hodnoty 0FB8
Název Text
URI http://knot.fit.vutbr.cz/annotations/knotOAExtension#text
Popis dlouhý řetězec
Příklad hodnoty Nějaký text
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Název Image
URI http://knot.fit.vutbr.cz/annotations/knotOAExtension#imageUri
Popis URI obrázku
Příklad hodnoty http://upload.wikimedia.org/wikipedia/commons/a/a0/
Bruegge_View_from_Rozenhoedkaai.jpg
Název Entity
URI http://knot.fit.vutbr.cz/annotations/knotOAExtension#entity
Popis entita z kontrolovaného slovníku
Příklad hodnoty Serializace atributu toto typu je odlišná od serializace atributů
všech ostatních jednoduchých typů – viz A.7.1.
A.6.2 Formát typu anotace
<type name="{jméno typu}"
uri="{URI typu}"
groupUri="{URI skupiny}"
restrictedAttributes="{omezení atributů}"
{volitelně: ontologyUri="{URI z ontologie}"}>
<directAncestors primary="{URI primárního předka}">
{seznam přímých předků formátu
<ancestor uri="{URI typu}"/>
}
</directAncestors>
<attributes>
{seznam atributů}
</attributes>
{volitelný komentář formátu
<comment>
<![CDATA[{komentář}]]>
</comment>
}
</type>
Povinné atributy elementu type:
∙ name: Jméno typu, resp. jméno uzlu v hierarchii typů anotací
∙ uri: URI typu
∙ groupUri: URI skupiny, do které typ patří
∙ restrictedAttributes: pokud je nastaveno na true, tak není možné přidávat další atri-
buty v anotaci tohoto typu
Atribut ontologyUri se uvádí v případě, že se daný typ nachází v ontologii. Hodnotou
atributu je URI typu v dané ontologii.
Element directAncestors má atribut primary, který obsahuje primárního přímého předka,
který, je-li prázdný, reprezentuje kořen stromu typů. Podelementy typu ancestor obsahují
ostatní přímé předky typu.
Makro {seznam atributů} tvoří prvky attribute:
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<attribute valueType="{simple|linked|nested}"
name="{jméno atributu}"
typeUri="{URI typu}"
required="{povinnost atributu}"
{volitelně: ontologyUri="{URI atributu z ontologie}"}/>
{volitelně: <comment><![CDATA[{komentář atributu}]]></comment>}
</attribute>
Parametr valueType určuje typ hodnoty:
∙ simple: jednoduchý typ
∙ linked: odkaz na anotaci
∙ nested: vnořená anotace
Parametr ontologyUri je uveden pouze v případě, že atribut patří k nějaké ontologii.
V takovém případě se uvede URI atributu z ontologie.
Atributy mohou nabývat jednoduchých i strukturovaných typů.
Příklad serializovaného typu:
<type name="Picture"
uri="http://example.com/Annotations/types/g17/Art/Artwork/Picture"
groupUri="http://example.com/Annotations/groups/27"
restrictedAttributes="true">
<directAncestors
primary="http://example.com/Annotations/types/g17/Art/Artwork">
<ancestor uri="http://example.com/Annotations/types/g17/Art"/>
<ancestor
uri="http://example.com/Annotations/types/g17/Art/Artist/Work"/>
</directAncestors>
<attributes>
<attribute name="Created"
typeUri="http://www.w3.org/2001/XMLSchema#date"
required="true">
<comment>
<![CDATA[Date of creation]]>
</comment>
</attribute>
<attribute name="Price"
typeUri="http://www.w3.org/2001/XMLSchema#integer"
required="true">
<comment>
<![CDATA[Current price of the picture]]>
</comment>
</attribute>
</attributes>
<comment>
<![CDATA[Picture is a~kind of an artwork.]]>
</comment>
</type>
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A.6.3 Manipulace s typy anotací
Server může ovládat množinou typů anotací, které klient obsahuje. Když klient požaduje
typy, server posílá zpět příkaz na přidání typů, které mu blíže specifikuje. Když klient
vytvoří nový typ, server přes comet posílá příkaz na přidání typů ostatním klientům, kteří
pracují s daným dokumentem. Také klient může přidávat, měnit nebo odebírat typy, které
si server uchovává. Komunikaci tvoří tři typy zpráv:
∙ addTypes: přidá nové typy
<addTypes>
{seznam typů anotací}
</addTypes>
∙ removeTypes: odebere některé typy
<removeTypes>
{seznam typů anotací formátu
<type uri="{URI typu}"/>
}
</removeTypes>
Příklad:
<removeTypes>
<type uri="http://example.com/Annotations/types/g17/Art"/>
<type uri="http://example.com/Annotations/types/g17/Person/Employee"/>
<type uri="http://example.com/Annotations/types/g17/City"/>
</removeTypes>
∙ modifyTypes: změní některé typy
<modifyTypes>
{seznam typů anotací}
</modifyTypes>
Poznámka: Jméno typu nemůže být změněno. Pokud uživatel chce změnit název
typu, musí vytvořit nový typ s novým jménem a původní typ odstranit.
A.6.4 Získání typů anotací od serveru
Dotaz
Klient nemusí vždy potřebovat všechny typy. Typů totiž může být dohromady tolik, že by
to klienta mohlo zahltit. Klient si sám žádá o typy a server mu je vrací. Požadavek si server
ovšem pamatuje, a když dojde ke změně v nějakém typu (jiný klient modifikoval), o který
klient dříve požádal, server mu tyto změny pošle bez požádání.
Klient si může vyžádat typy anotací zasláním následující zprávy:
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<getTypes {volitelně: uri="{URI typu}"}/>
Příklad:
<getTypes uri="http://example.com/Annotations/types/g17/Person/Artist"/>
Parametrem uri se vybírá typ a celý jeho podstrom. Je možné použít wildcard *. Pokud
atribut není uveden, server vrátí všechny typy anotací ve skupinách daného uživatele.
Odpovědí od serveru je zpráva addTypes.
A.6.5 Získání atributů z ontologie
Klient může požádat o atributy z ontologie. Tyto atributy mají již definované jméno a typ.
Uživatel se při přidávání nového atributu může rozhodnout, zda si vytvoří vlastní atribut
(vyplní jméno a typ) nebo použije již definovaný atribut z ontologie.
Dotaz
<getOntologyAttributes {volitelně: groupUri="{URI skupiny}"}/>
Poznámka: tento element byl přejmenován z queryAttrFromOnto, jak jej definoval
protokol 1.1.
Atribut groupUri vyjadřuje URI skupiny, na kterou se omezí seznam atributů. Pokud
není uveden, server vrací atributy ze všech skupin.
Příklad:
<getOntologyAttributes groupUri="http://example.com/Annotations/groups/27"/>
Odpověď
<ontologyAttributes>
{seznam atributů}
</ontologyAttributes>
Poznámka: tento element byl přejmenován z attrsFromOntology, jak jej definoval pro-
tokol 1.1.
Seznam atributů je tvořen elementy typu attribute:
<attribute name="{jméno atributu}"
uri="{URI atributu}"
typeUri="{URI typu}"
groupUri="{URI skupiny}">
{volitelně: <comment><![CDATA[{komentář atributu}]]></comment>}
</attribute>
A.7 Anotace
Anotace je strukturovaný komentář k úseku textu v dokumentu. Má typ a atributy. Atributy
mohou obsahovat vnořené anotace či odkazy na další anotace a vytvářet tak komplexnější
hierarchii.
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A.7.1 Formát anotace
Anotace se serializují s respektováním standardu Open Annotation Data Model [51].
<oa:Annotation rdf:about="{URI anotace}">
<oa:hasBody>
<oa:SemanticTag rdf:about="{URI typu anotace}"/>
</oa:hasBody>
<oa:hasBody>
<cnt:ContentAsText rdf:about="{URI anotace}#body">
<rdf:type rdf:resource="http://purl.org/dc/dcmitype/Text"/>
<cnt:chars>
<![CDATA[{obsah anotace}]]>
</cnt:chars>
<dc:format>text/plain</dc:format>
</cnt:ContentAsText>
</oa:hasBody>
{TARGET}
<oa:hasBody>
<cnt:ContentAsText rdf:about="{URI dokumentu}">
<rdf:type rdf:resource="http://www.w3.org/2004/03/trix/rdfg-1/Graph"/>
<trix:TriX>
<trix:graph>
{SEZNAM ATRIBUTŮ ANOTACE}
</trix:graph>
</trix:TriX>
<dc:format>text/xml</dc:format>
</cnt:ContentAsText>
</oa:hasBody>
<oa:annotatedBy>
<foaf:Person rdf:about="{URI autora}">
<foaf:name>{jméno autora}</foaf:name>
<foaf:mbox>mailto:{emailová adresa autora}</foaf:mbox>
</foaf:Person>
</oa:annotatedBy>
<oa:annotatedAt>{čas vytvoření anotace}</oa:annotatedAt>
<oa:serializedAt>{čas vytvoření anotace}</oa:serializedAt>
</oa:Annotation>
Poznámka: elementy oa:annotatedAt a oa:serializedAt nesou stejný časový údaj
Popis maker
∙ {URI anotace}: {URI serveru}/Annotations/{prefix}/{id anotace}
příklad: http://example.com/Annotations/serv/12356
∙ {URI typu anotace}: {URI serveru}/Annotations/types/g{číslo skupiny}
/annotation/{serializovaný název typu}
příklad: http://example.com/Annotations/types/g01/annotation/person
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∙ {obsah anotace}: jakýkoliv ASCII string
příklad: This is an annotation
∙ {URI dokumentu}: {URI serveru}/Annotations/documents
/getDoc?id={číslo dokumentu}
příklad: http://example.com/Annotations/documents/getDoc?id=123456
∙ {xpointer}: xpointer(string-range({XPath fragmentu},
’{anotovaný text}’, {offset}, {délka}))
příklad: xpointer(string-range(/html/body/div/p[1]/text(),
’anotovaný text’ , 5, 14))
∙ {seznam fragmentů}: konkatenace #{xpointer}
příklad:
#xpointer(string-range(
/html/body/div/p[1]/text()[1], ’anotovaný text’, 5, 14))
#xpointer(string-range(
/html/body/div/p[1]/text()[2], ’anotovaný text’, 24, 14))
#xpointer(string-range(
/html/body/div/p[1]/text()[3], ’anotovaný text’ , 86, 14))
∙ {URI autora}: {URI serveru}/Annotations/users/{číslo uživatele}
příklad: http://example.com/Annotations/users/123456
∙ {jméno autora}: jméno autora anotace
příklad: John Doe
∙ {emailová adresa autora}: emailová adresa autora anotace
příklad: john.doe@example.com
∙ {čas vytvoření anotace}: časový okamžit vytvoření anotace
příklad: 2013-01-28T12:00:00Z
∙ {jméno atributu nebo jeho URI z ontologie}
příklad: http://www.cidoc-crm.org/rdfs
/cidoc_crm_v5.0.2_english_label.rdfs#name
∙ {URI typu}
příklad: http://www.w3.org/2001/XMLSchema#string
∙ {TARGET}: Anotovat je možné tři typy cílů:
– Celý dokument:
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<oa:hasTarget>
<dctypes:Text rdf:about="{URI dokumentu}">
<dc:format>text/xml</dc:format>
</dctypes:Text>
</oa:hasTarget>
– Jeden fragment anotace:
<oa:hasTarget>
<oa:SpecificResource rdf:about="{URI dokumentu}#{xpointer}">
<oa:hasSelector>
<oa:FragmentSelector
rdf:about="{URI dokumentu}#{xpointer}#selector1">
<dcterms:conformsTo
rdf:resource="http://tools.ietf.org/rfc/rfc3023"/>
<rdf:value>{xpointer}</rdf:value>
</oa:FragmentSelector>
</oa:hasSelector>
<oa:hasSource>
<dctypes:Text rdf:about="{URI dokumentu}">
<dc:format>text/xml</dc:format>
</dctypes:Text>
</oa:hasSource>
</oa:SpecificResource>
</oa:hasTarget>
– Více fragmentů anotace:
<oa:hasTarget>
<oa:Composite rdf:about="{URI dokumentu}{seznam fragmentů}">
{SEZNAM FRAGMENTŮ ANOTACE TVARU
<oa:item>
<oa:SpecificResource rdf:about="{URI dokumentu}#{xpointer}">
<oa:hasSelector>
<oa:FragmentSelector
rdf:about="{URI dokumentu}#{xpointer}#selector">
<dcterms:conformsTo
rdf:resource="http://tools.ietf.org/rfc/rfc3023"/>
<rdf:value>{xpointer}</rdf:value>
</oa:FragmentSelector>
</oa:hasSelector>
<oa:hasSource>
<dctypes:Text rdf:about="{URI dokumentu}">
<dc:format>text/xml</dc:format>
</dctypes:Text>
</oa:hasSource>
</oa:SpecificResource>
</oa:item>
}
</oa:Composite>
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</oa:hasTarget>
∙ Makro {SEZNAM ATRIBUTŮ ANOTACE} tvoří atributy formátu:
– Atribut je typu entity:
* V případě, že atribut nemá hodnotu, je serializován následovně:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{URI typu atributu}</trix:uri>
</trix:triple>
{URI typu atributu} je v tomto případě
http://knot.fit.vutbr.cz/annotations/knotOAExtension#anyEntity.
* V případě, že atribut má alespoň jednu hodnotu, jsou všechny tyto hodnoty
serializovány následovně:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{URI entity}</trix:uri>
</trix:triple>
<trix:triple>
<trix:uri>{URI entity}</trix:uri>
<trix:uri>rdf:type</trix:uri>
<trix:name>{název typu entity}</trix:name>
</trix:triple>
{pro všechny ostatní atributy dané entity:
<trix:triple>
<trix:uri>{URI entity}</trix:uri>
<trix:name>{jméno atributu entity}</trix:name>
<trix:typedLiteral datatype="{URI typu hodnoty atributu}">
{hodnota atributu}
</trix:typedLiteral>
</trix:triple>
}
– Atribut je jednoduchého typu, ale přitom ne entity:
Atribut je tvořen konkatenací serializací všech jeho hodnot. Každá hodnota má
následující formát:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:typedLiteral datatype="{URI typu atributu}">
{hodnota atributu}
</trix:typedLiteral>
</trix:triple>
hodnota atributu je serializována podle tabulky jednoduchých typů v kapitole
A.6.1.
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Poznámka: V případě, že atribut nemá žádnou hodnotu, je serializován, jako by
měl právě jednu hodnotu, přičemž {hodnota atributu} tvoří prázdný žetězec.
– Atribut je složeného typu. Serializace se liší podle toho, jestli je znám typ atri-
butu, tedy typ anotací, které je možné vybírat jako hodnoty daného atributu:
* Typ vybíratelných anotací není znám – použije se pseudotyp anyAnnotation:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:typedLiteral datatype="{URI typu atributu}"/>
</trix:triple>
{URI typu atributu} je v tomto případě
http://knot.fit.vutbr.cz/annotations/knotOAExtension#anyAnnotation.
Poznámka: Typ anyAnnotation nemůže nabývat žádné hodnoty.
* Typ vybíratelných anotací je znám. Ten je nejdřív nutné specifikovat:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{URI typu atributu}</trix:uri>
</trix:triple>
Dále je potřeba definovat, zda anotace jakožto hodnoty atributu mají být vnořené
nebo odkazované:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{koae:linkedAnnotation|koae:nestedAnnotation}</trix:uri>
</trix:triple>
Jednotlivé hodnoty atributu se poté serializují v závislosti na tom, zda jde o odkazo-
vané nebo vnořené anotace.
– Odkazovaná anotace:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{URI odkazované anotace}</trix:uri>
</trix:triple>
– Vnořená anotace:
<trix:triple>
<trix:uri>{URI cíle}</trix:uri>
{označení atributu}
<trix:uri>{URI vnořené anotace}</trix:uri>
</trix:triple>
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<trix:triple>
<trix:uri>{URI vnořené anotace}</trix:uri>
<trix:uri>koae:nestedIn</trix:uri>
<trix:uri>{URI rodičovské anotace}</trix:uri>
</trix:triple>
Makro {URI cíle} tvoří {URI dokumentu}{seznam fragmentů}.
Makro {označení atributu} tvoří 2 možnosti:
– Atribut je vybrán z ontologie, označuje se pomocí URI:
<trix:uri>{URI atributu z ontologie}</trix:uri>
– Atribut není vybrán z ontologie, označuje se jménem:
<trix:name>{jméno atributu}</trix:name>
A.7.2 Manipulace s anotacemi klienta
Server může ovlivňovat množinou anotací, které klient obsahuje. Využívá k tomu následující
zprávy:
∙ addAnnotations: přidá klientovi nové anotace
<addAnnotations>
{seznam anotací}
</addAnnotations>
Makro {seznam anotací} tvoří prvky oa:Annotation.
∙ removeAnnotations: odebere klientovi některé anotace
<removeAnnotations>
{seznam anotací formátu
<annotation uri="{URI anotace}"/>
}
</removeAnnotations>
Příklad:
<removeAnnotations>
<annotation uri="http://example.com/Annotations/serv/5555"/>
<annotation uri="http://example.com/Annotations/serv/4444"/>
</removeAnnotations>
∙ modifyAnnotations: změní některé klientovy anotace
<modifyAnnotations>
{seznam anotací}
</modifyAnnotations>
Makro {seznam anotací} tvoří prvky oa:Annotation.
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A.7.3 Vytvoření anotace klientem
Dotaz
Klient může poslat serveru nově vytvořené anotace zasláním této zprávy:
<createAnnotations>
{seznam anotací}
</createAnnotations>
Makro {seznam anotací} tvoří prvky oa:Annotation. Trvalé URI (prefix serv) musí
vytvořit server. Klient vygeneruje dočasnou URI s prefixem temp.
Odpověď
<annotationsCreated>
{seznam anotací formátu
<annotation tempUri="{dočasné URI anotace}"
servUri="{trvalé URI anotace}"/>
}
</annotationsCreated>
Příklad:
<annotationsCreated>
<annotation tempUri="http://example.com/Annotations/temp/268"
servUri="http://example.com/Annotations/serv/13"/>
<annotation tempUri="http://example.com/Annotations/temp/42"
servUri="http://example.com/Annotations/serv/711"/>
</annotationsCreated>
Jde o mapování URI s prefixem temp na URI s prefixem serv. Klient musí všechny
výskyty URI anotace přepsat trvalým URI.
A.7.4 Modifikace a rušení anotace klientem
Klient může modifikovat a rušit anotace zprávami modifyAnnotations a removeAnnotations.
Tyto zprávy jsou shodné s těmi, které posílá server klientovi. Server na ně neodpovídá.
A.7.5 Znovuposlání anotací
Klient může požádat o znovuposlání jedné anotace nebo všech anotací, které jsou v doku-
mentech, jež má klient otevřené.
<reloadAnnotation {volitelně: uri="{URI anotace}}"/>
Příklad:
<reloadAnnotation uri="http://example.com/Annotations/serv/5556"/>
Atribut uri udává URI anotace, která má být znovu poslána. Pokud není tento atribut
uveden, server znovu pošle všechny anotace otevřených dokumentů. Odpovědí serveru je
zpráva addAnnotations.
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A.8 Návrhy anotací
Návrh anotace je anotace, kterou nevytváří uživatel anotováním, ale stroj, který v dokumen-
tech vyhledává textové řetězce. Při pozitivním nálezu daný kus textu anotuje a vytvořenou
anotaci nabídne uživateli. Návrh anotace se liší od anotace prefixem sugg.
A.8.1 Manipulace s návrhy
Server může ovládat množinu návrhů anotací, které klient obsahuje. Může tak činit těmito
dvěma zprávami:
∙ addSuggestions: přidá klientovi nové návrhy
<addSuggestions>
{seznam návrhů anotací formátu
<suggestion confidence="{důvěryhodnost}">
{anotace}
</suggestion>
}
</addSuggestions>
Atribut confidence udává úroveň důvěryhodnosti správného rozpoznání anotace. Vy-
jadřuje se v procentech.
Makro {anotace} je formátu oa:Annotation.
∙ removeSuggestions: odebere klientovi některé návrhy
<removeSuggestions>
{seznam návrhů anotací formátu
<suggestion uri="{URI návrhu anotace}"/>
}
</removeSuggestions>
Příklad zprávy:
<removeSuggestions>
<suggestion uri="http://example.com/Annotations/sugg/458784"/>
<suggestion uri="http://example.com/Annotations/sugg/547"/>
<suggestion uri="http://example.com/Annotations/sugg/35"/>
<suggestion uri="http://example.com/Annotations/sugg/42"/>
<suggestion uri="http://example.com/Annotations/sugg/68586"/>
</removeSuggestions>
A.8.2 Získání návrhů
Klient může požádat o návrhy anotací zasláním následující zprávy:
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<suggestAnnotations minConfidence="{minimální důvěryhodnost}"
{volitelně: autoConfirm="{automatické potvrzení}"}>
{volitelně:
<types>
{seznam typů ve~formátu
<type uri="{URI typu anotace}"/>
}
</types>
}
{volitelně:
<fragments>
{seznam fragmentů formátu
<fragment path="{XPath fragmentu}"
{volitelně:
offset="{offset}"
length="{délka}"
}/>
}
</fragments>
}
</suggestAnnotations>
Atributy elementu suggestAnnotations:
∙ minConfidence: Minimální úroveň confidence, se kterou se návrh zahrnuje do odpo-
vedi. Návrhy s nižší úrovní se ignorují.
∙ autoConfirm: Maximální úroveň confidence, se kterou se návrh zahrnuje do odpovedi.
Návrhy s vyšší úrovní server na místě potvrdí a klientovi vrátí jako anotace. Pokud
tento atribut není uveden, server žádné návrhy nepotvrzuje.
Pokud není uveden element types, navrhují se anotace všech typů. Pokud uveden je,
navrhují se pouze anotace typů daných elementy type.
Pokud není uveden element fragments, navrhuje se v celém dokumentu. Pokud uveden
je, navrhuje se pouze ve fragmentech, které jsou specifikovány elementy fragment.
Atributy elementu fragment:
∙ path: XPath uzlu, ve kterém se budou navrhovat anotace
∙ offset: pozice v uzlu, od které se bude hledat
∙ length: délka obsahu v uzlu, ve kterém se bude hledat
Pokud ve fragmentu nejsou uvedeny atributy offset a length, server vyhledává v celém
uzlu.
Příklad:
<suggestAnnotations>
<types>
<type uri="http://example.com/Annotations/types/g17/City"/>
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<type uri="http://example.com/Annotations/types/g17/Person"/>
</types>
<fragments>
<fragment path="html[1]/body[1]/p[3]"
offset="268"
length="354"/>
<fragment path="html[1]/body[1]/p[4]"/>
</fragments>
</suggestAnnotations>
Odpovědí od serveru je zpráva addSuggestions.
A.8.3 Potvrzení návrhu
Potvrzení návrhu anotace je proces, který iniciuje uživatel. Cílem operace je vytvořit běžnou
anotaci z návrhu anotace, který uživatel potvrzuje.
Poznámka: Při potvrzování návrhů si musí klient být vědom toho, že má-li návrh
vnořené nebo linkované návrhy anotací, pak je potřeba také potvrdit i všechny tyto návrhy.
Pro ně platí stejná pravidla, což ve výsledku znamená, že uživatel může potvrzením jedné
anotace potvrdit složitější hierarchii návrhů.
Dotaz
Klient může potvrdit návrhy zasláním následující zprávy:
<confirmSuggestions>
{seznam návrhů anotací formátu
<suggestion modified="false"
uri="{URI návrhu anotace}"/>
}
</confirmSuggestions>
Případně:
<confirmSuggestions>
{seznam návrhů anotací formátu
<suggestion modified="true">
{anotace formátu oa:Annotation}
</suggestion>
}
</confirmSuggestions>
Atributmodified serveru říká, jestli byl návrh upraven před potvrzením. Možné hodnoty:
∙ true: Do elementu suggestion se musí přidat anotace ve formátu oa:Annotation. Na-
opak se neuvádí URI návrhu, protože to je součástí anotace.
∙ false: Součástí elementu suggestion musí být atribut uri, který udává URI návrhu.
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Příklad celé zprávy:
<confirmSuggestions>
<suggestion uri="http://example.com/Annotations/sugg/111684"
modified="false"/>
<suggestion uri="http://example.com/Annotations/sugg/58568"
modified="false"/>
</confirmSuggestions>
Odpověď
Od serveru přijde mapování suggUri na servUri:
<suggestionsConfirmed>
{seznam návrhů formátu
<suggestion suggUri="{URI návrhu anotace}"
servUri="{URI anotace}"/>
}
<suggestionsConfirmed>
Příklad:
<suggestionsConfirmed>
<suggestion suggUri="http://example.com/Annotations/sugg/111684"
servUri="http://example.com/Annotations/serv/5557"/>
<suggestion suggUri="http://example.com/Annotations/sugg/481"
servUri="http://example.com/Annotations/serv/1"/>
</suggestionsConfirmed>
Klient pak musí nahradit všechny výskyty suggUri za servUri a transformovat návrhy
na anotace.
A.8.4 Odmítnutí návrhu
Klient může odmítnout návrh zasláním následující zprávy:
<refuseSuggestions>
{seznam návrhů anotací formátu
<suggestion uri="{URI návrhu anotace}"/>
}
</refuseSuggestions>
Příklad zprávy:
<refuseSuggestions>
<suggestion uri="http://example.com/Annotations/sugg/111684"/>
<suggestion uri="http://example.com/Annotations/sugg/1878"/>
</refuseSuggestions>
Na tuto zprávu server neodpovídá.
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A.9 Kontrolovaný slovník
Kontrolovaný slovník je databáze entit, jež představují reálně existující objekty (i abs-
traktní). Tyto entity se pak dají používat jako hodnoty atributů anotací. Entity mají své
typy, například:
∙ person
∙ artist
∙ location
∙ artwork
∙ museum
∙ event
∙ visual art form
∙ visual art medium
∙ visual art movement
∙ visual art genre
∙ nationality
A.9.1 Získání typů entit
Klient může získat seznam typů entit následujícím požadavkem:
Dotaz
<getEntityTypes/>
Odpověď
<entityTypes>
{seznam typů formátu
<type name="{název typu}"
description="{popis typu}"/>
}
</entityTypes>
Příklad odpovědi:
<entityTypes>
<type name="artwork"
description="A work of an artist, considered to has both spiritual
and monetary value."/>
</entityTypes>
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A.9.2 Získání entit
Dotaz
Klient může požádat server o entity ze slovníku. Komunikace v tomto případě probíhá
asynchronně. Požadavek vypadá následovně:
<getEntities name="{jméno entity}"
{volitelně: type="{typ entity}"}
{volitelně: maxResults="{maximální počet výsledků}"}/>
Atributy:
∙ name: jméno entity; serveru stačí prefix libovolného slova ve jménu
∙ type: typ entity; pokud není zadáno, server vrací entity všech typů
∙ maxResults: maximální počet vyhledaných entit; není-li zadáno, server vyhledá všechny
entity
Poznámka: Neuvedení limitu počtu vyhledávaných entit nebo jeho vysoká hodnota
může způsobit výkonnostní problémy.
Příklad požadavku:
<getEntities type="artwork"
name="Sunflowers"/>
Odpověď
<entities name="{jméno entity z~požadavku}"
{volitelně: type="{typ entity z~požadavku}"}>
{seznam entit formátu
<entity name="{jméno entity}"
uri="{URI entity}"
type="{typ entity}"
image="{URI obrázku entity}">
{volitelně:
<description>
<![CDATA[{popis entity}]]>
</description>
}
{další volitelné atributy entity}
</entity>
}
</entities>
Atribut type elementu entities udává server v odpovedi pouze v případě, že ho klient
uvedl v dotazu.
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Příklad odpovědi:
<entities type="artwork"
name="Sunflowers">
<entity name="Four Cut Sunflowers"
uri="http://www.freebase.com/m/04d7gfr"
type="artwork"
image="http://athena3.fit.vutbr.cz/kb/images/freebase/04d8b77.jpg">
<description>
<![CDATA[Four Cut Sunflowers (Aug.-Sept. 1887) is one of a~series of
sunflower-themed paintings by Dutch painter Vincent van Gogh. The
painting is currently owned by the Krller-Mller Museum in Otterlo.]]>
</description>
<artist>Vincent van Gogh</artist>
<subject>Sunflower</subject>
<location>Kröller-Müller Museum</location>
<owner>Kröller-Müller Museum</owner>
</entity>
<entity name="Vase with Five Sunflowers"
uri="http://www.freebase.com/m/044dnb2"
type="artwork"
image="http://athena3.fit.vutbr.cz/kb/images/freebase/044dnjv.jpg"/>
</entities>
A.10 Nastavení
Nastavení je množina parametrů týkajících se klienta nebo serveru. Každý uživatel má
na serveru vyhrazenou vlastní sadu parametrů, které může skrze klientskou aplikaci číst
a měnit dle potřeby.
A.10.1 Přenos nastavení ze serveru
Pro přenos nastavení ze serveru na klienta se používá zpráva settings:
<settings>
{seznam parametrů formátu
<param name="{jméno parametru}"
value="{hodnota parametru}"
{volitelně: description="{popis parametru}"}/>
}
</settings>
Jméno parametru by mělo mít formát
∙ Server{vlastní jméno parametru} pro parametr serveru
∙ Client{vlastní jméno parametru} pro klientský parametr společný všem klient-
ským aplikacím
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∙ Client{jméno klientské aplikace}{vlastní jméno parametru} pro klientský pa-
rametr vyhrazený konkrétní klientské aplikaci
Popis parametru má význam pouze u nestandardních parametrů, i když jeho využití
není nijak omezováno.
Příklad zprávy:
<settings>
<param name="ClientAnnotationTypeColor:Animal->Human"
value="green"/>
<param name="ClientAnnotationTypeColor:City"
value="blue"/>
</settings>
Server tuto zprávu posílá při přihlášení uživatele (spolu se zprávou logged) a při jakékoliv
změně v seznamu parametrů. Klient na tuto zprávu reaguje tak, že zahodí dříve získaný
seznam parametrů a nahradí ho novým, včetně všech úkonů s tím souvisejících.
A.10.2 Změna parametrů
Klient může měnit parametry na seznamu s nastavením. Do následující zprávy umisťuje
pouze ty parametry, které chce změnit:
<updateParameters>
{seznam parametrů formátu
<param name="{jméno parametru}"
{volitelně: value="{hodnota parametru}"}
{volitelně: description="{popis parametru}"}/>
}
</updateParameters>
Poznámka: Pokud chce klient odebrat hodnotu parametru, nastaví atribut value na prázdný
řetězec. Pokud chce celý parametr odstranit, atribut value neuvádí.
Příklad:
<updateParameters>
<param name="ClientAnnotationTypeColor:Animal->Human"
value="red"/>
<param name="ClientAnnotationTypeColor:City"
value="silver"/>
</updateParameters>
Server na tuto zprávu neodpovídá, a to ani zprávou settings.
A.11 Chyby a varování
A.11.1 Chybová zpráva
<error code="{kód chyby}">
<message>
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<![CDATA[{popis chyby}]]>
</message>
{volitelný kontext chyby}
</error>
Atribut code označuje kód chyby.
Makro {popis chyby} tvoří detailnější popis chyby, který může klient zobrazit uživa-
teli. Jazyk zprávy je závislý na parametru ServerLanguage v nastavení. Hodnoty tohotu
parametru odpovídají ISO 639-2 [11] (pro bibliografické účely). Výchozí hodnotou je eng
(angličtina).
Makro {volitelný kontext chyby} tvoří volitelné elementy, které blíže specifikují
vzniklou chybu.
Příklad zprávy:
<error code="access denied">
<message>
<![CDATA[Access to selected annotation denied.]]>
</message>
<annotation uri="http://example.com/Annotations/serv/482"/>
</error>
A.11.2 Varovací zpráva
Varovací zpráva má shodný formát s chybovou zprávou, jen se element zprávy jmenuje
warning:
<warning code="{kód varování}">
<message>
<![CDATA[{popis varování}]]>
</message>
{volitelný kontext varování}
</warning>
Příklad zprávy:
<warning code="fragments changed">
<message>
<![CDATA[Fragments of your annotations has been changed.]]>
</message>
<annotations>
<annotation uri="http://example.com/Annotations/serv/17"/>
<annotation uri="http://example.com/Annotations/serv/232"/>
<annotation uri="http://example.com/Annotations/serv/88"/>
</annotations>
</warning>
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