1 Introduction
==============

Prediction of protein--protein interactions and the structures of the resulting complexes is a key task in Computational Structural Biology. Although experimentally determined structures of complexes are rapidly accumulating, they are far from being able to cover the complete interactome ([@btx233-B35]). To bridge this gap a myriad of docking algorithms have been developed ([@btx233-B1]; [@btx233-B4]; [@btx233-B11]; [@btx233-B14]; [@btx233-B32]). The CAPRI community wide experiment ([@btx233-B17]; [@btx233-B18]) has significantly contributed to the development of docking algorithms and to an improved understanding of the computational challenges involved.

Over the years two major paradigms of protein--protein docking have emerged. The first one is the, so called, *ab initio* or template free docking, where the task is to model the structure of the protein--protein complex given the experimental (or modelled) structures of the individual docking partners without having prior knowledge of the interface structure. In the last decade with the improved coverage of experimentally determined protein--protein interfaces ([@btx233-B5]; [@btx233-B10]; [@btx233-B19]) template-based docking (TBD) methods have emerged, where a database of structural interfaces is scanned and the candidate-docking proteins are aligned to both sides of the interface either by structural alignment or by threading the candidate chains on the interface structure ([@btx233-B22]; [@btx233-B36]). The major advantages of TBD are higher computational speed and more reliable interface modelling, which is based on mimicking of experimentally derived interfaces.

One of the first TBD methods, which is based on an underlying interface database was PRISM ([@btx233-B24]). In its recent version ([@btx233-B37]), PRISM is based on two algorithms, which have been developed in our Lab, MultiProt ([@btx233-B31]) and FiberDock ([@btx233-B21]). For each interface in the template database of PRISM MultiProt is used to structurally align the target proteins to both sides of the interface. The resulting modelled interfaces, which passed successfully structural and hot spot correspondence filtering, are submitted to flexible interface refinement by FiberDock, which allows both side chain and limited backbone flexibility of the resulting interface and computes a binding energy score for the interface. The candidate modelled interfaces are ranked by the FiberDock energy score. PRISM has shown significantly faster performance than *ab initio* docking methods, especially, in large-scale docking.

In this study, we introduce SnapDock, a new TBD algorithm, which adheres to the general PRISM scheme of structural alignment followed by flexible interface refinement and scoring of the candidate interfaces. The structural alignment step of SnapDock is performed by a Geometric Hashing type procedure ([@btx233-B20]; [@btx233-B23]). Its advantages are 2-fold. First, it is significantly faster than MultiProt and second, its structural alignment, which is based on pairs of separated *C~α~* atoms, is truly sequence order independent, while for the MultiProt alignment to be reliable it requires a short consecutive matching fragment. We also present a Flexible Template-Based Docking scheme, which allows hinge-based flexibility in one of the molecules. SnapDock was validated on the ZLAB 4.0 Docking Benchmark ([@btx233-B15]) using the Dockground ([@btx233-B6]) and PIFACE ([@btx233-B5]) template libraries. To mimic "real-life" large-scale docking, we applied SnapDock with the PIFACE library to model the interfaces of all the (non-redundant) complexes (some of them multimeric), which have been added to the PDB from February 26, 2014 and till September 19, 2016 (PIFACE was published in January 2014). SnapDock received results with at most 5 Å ligand RMSD deviation in one of the interfaces for 1284 out of 3547 complexes (34.83%), while running the *ab initio* docking PatchDock algorithm ([@btx233-B7]) resulted in a success rate of 23.28%. Notably, about 1/3 of the PatchDock "hits" were different from the ones of SnapDock, resulting in a combined success ratio of 41.89%. These results agree with the findings of [@btx233-B41]) regarding the partial complementarity of template-based and template-free docking methodologies.

2 Materials and methods
=======================

The SnapDock TBD algorithm is a multi-stage protocol for protein--protein docking, using available protein--protein interface template information in its modelling procedure. The stages of the algorithm include the processing of input template libraries, a novel structural alignment procedure \[inspired by the Geometric Hashing ([@btx233-B20]) approach originated in computer vision applications\] and the use of previously developed software for interface refinement and protein flexibility detection. The structural alignment procedure is similar in its mathematical principles to the geometric docking method that we previously developed for PatchDock ([@btx233-B7]).

The SnapDock algorithm is divided into two major stages: *Preprocessing stage---*In this stage, a template library of protein--protein interactions is preprocessed in order to extract critical structural features from the interacting interfaces and their surroundings. The extracted feature set is stored as a file on a persistent storage---named the table file, later to be used by the query stage.*Query stage*---In this stage, given an input query of two protein molecules, the algorithm predicts their binding complex where the interface induced by their binding conformation is structurally similar to an interface in the template library. The algorithm uses the features extracted in the preprocessing stage to structurally align the interfaces and to create a superimposed binding complex model.

2.1 Template libraries
----------------------

The quality of the results that the algorithm produces is highly dependent on the selection of the underlying template library. On the one hand, the library must be diverse enough to cover all the different interfaces currently represented in the Protein Data Bank. On the other hand, it must be restricted enough to filter out erroneous, low-quality and biologically irrelevant interfaces. We selected and tested two different state of the art libraries which tackled the task by two slightly different approaches. The DOCKGROUND library ([@btx233-B2]) for template docking is a manually curated set of interfaces that was computationally refined and optimized for high quality. The library consists of 5936 non-redundant protein-protein interfaces.The PIFACE library ([@btx233-B5]) was created by clustering all the available protein--protein interfaces in the Protein Data Bank. The approach that was used is construction of a protein interface similarity network graph and finding communities (sub-graphs with dense inter-connectivity) in the network. The library (published in January 2014) consists of 22 604 non-redundant protein--protein interfaces.Both libraries were tested and the results produced by the SnapDock algorithm were evaluated.

2.2 Feature extraction
----------------------

A *base* is defined as a set of features extracted from the structure of a protein molecule, which is both sufficient for unambiguous definition of a 3D Euclidean reference frame and also enables the definition of a structural signature that is invariant to rigid 3D motion (rotation and translation). In SnapDock, we use both the coordinates of *C~α~*/*C~β~* atoms and the Secondary Structure Elements to define such bases. Specifically, for each two residues *A*, *B* on a given protein backbone we defined a base if those residues meet the following criteria: The residues *A* and *B* are not located on the same Secondary Structure Element of the protein.The Euclidean distance between the *C~α~* coordinates of the residues is at least 4 Å and at most 13 Å. The base is defined by the two $\overset{\rightarrow}{C_{\alpha}C_{\beta}}$ vectors of the residues, while the 3D motion invariant signature is defined by the 4-tuple (*d*, *α*, *β*, *ω*) as follows (see [Fig. 1](#btx233-F1){ref-type="fig"}): The Euclidean distance *d* between the *C~α~* coordinates.The angles *α*, *β* formed between the line segment connecting the *C~α~* atoms and the line segments $\overset{\rightarrow}{C_{\alpha}C_{\beta}}$ for each of the residues.The torsion angle *ω* between the plane induced by the *C~α~* coordinates and the *C~β~* of the first residue and the plane induced by the *C~α~* coordinates and the *C~β~* of the second residue. The signature is the index/key used to insert the bases into a hash table in order to find matching bases. Two bases are considered matching, if their signature parameters are close enough, up to the following thresholds: Euclidean distance difference: $\Delta(d) < 1.5\, Å$Angles difference: $\Delta(\alpha) < 0.4^{c}\,\Delta(\beta) < 0.4^{c}$ and $\Delta(\omega) < 0.5^{c}$Sum of angle differences: $\Delta(\alpha) + \Delta(\beta) + \Delta(\omega) < 0.9^{c}$

![A base formed by two residues and their *C~α~* and *C~β~* atoms](btx233f1){#btx233-F1}

2.3 Preprocessing stage
-----------------------

During the preprocessing stage, the bases that represent the model information of a protein--protein interface template library are extracted. We filter the residues and only consider the ones that are located in the vicinity of the binding site (up to 12 Å). For each template, the bases are stored in a 4D-quantized hash table, where the 4D key is the structural signature of the base. The bin size, for each dimension, is the corresponding matching threshold for the signature, as described in Section 2.2. The collection of hash tables is serialized to a file and stored in a persistent storage.

2.4 Docking protocol---query stage
----------------------------------

### 2.4.1 Matching

We begin with extracting bases from the docked molecules and matching them to the pre-computed template bases loaded from the table file. The bases are matched quickly by performing a signature look-up in the hash table. Each match defines a rigid transformation (alignment) between one of the docked molecules and the corresponding template interface ([Fig. 2](#btx233-F2){ref-type="fig"}).

![Top level flow chart of the docking protocol of SnapDock](btx233f2){#btx233-F2}

### 2.4.2 Clustering and voting

Each matching pair of bases uniquely defines a rigid 3D transformation (pose), but provides little evidence about the alignment of the entire binding site. The entire collection of matched pairs is used to assess which poses represent a high-confidence structural alignment. This is done by using the Pose Clustering ([@btx233-B34]) voting technique. The rational is that a good structural alignment will have a high number of locally matched base pairs that yield the same (or very close) pose.

The generated poses are stored in a "voting" hash table using the six-dimensional transformation parameters (for rotation and translation), such that each bin in the table represents a voxel in this 6D space. The number of poses for each bin is counted and only bins with a count exceeding the "above-expected" threshold (typically 10--15 matches) are passed to the next stage. Later, RMSD clustering of the poses is applied to eliminate the redundancy of almost-similar results and to reduce the number of possible solutions.

In order to determine the above-mentioned threshold we model the pose-voting process as an occupancy problem of placing *m* balls (poses) into *n* bins. Thus, in a random placement procedure the probability of having at least *k* balls in any given bin can be bounded by: $$Pr\lbrack X \geq k\rbrack \leq \begin{pmatrix}
m \\
k \\
\end{pmatrix}\left( \frac{1}{n} \right)^{k}$$ Consequently, for a given number of matching features we set the threshold *k* to be such that the probability of passing the threshold in a random voting procedure is relatively small. Specifically, in the described experiments we set the voting threshold to satisfy $Pr\lbrack X \geq k\rbrack \leq 2^{- 10}$.

Each pose is an alignment of one of the docked proteins to one side of the template interface. The ligand--receptor complex pose is obtained by simultaneously superimposing both docked proteins on both sides of the interface. As each side might have few alignment candidates, an exhaustive all-to-all enumeration of all possible superimpositions is done (the number of poses passing the voting is usually small). The generated complexes are passed for filtering in the next step.

### 2.4.3 Filtering and refinement

Since the poses are computed based on local structural alignment in the vicinity of the template binding site, they may produce potential complexes that are physically impossible with unacceptable steric clashes. To filter out the undesired results, we test for clashes using a distance transform grid, similar to the one applied in the PatchDock algorithm ([@btx233-B7]). Using the grid we can calculate for each transformed surface point of the ligand its distance from the surface of the receptor. If the distance is above a predefined penetration threshold (5 Å), the result is rejected. For the results that are not rejected the PatchDock geometric complementarity score is calculated. This score favours shape complementarity and penalizes the remaining steric clashes.

At this point, we have a set of roughly rigidly docked complexes. We use the FiberDock flexible refinement algorithm ([@btx233-B21]) to considerably improve the docking accuracy of the associated proteins and bring them to a near-native orientation. The refinement algorithm accounts for both limited backbone and side chain flexibility. The results are reranked using the FiberDock calculated energy score.

2.5 Parallel computation
------------------------

One way to boost the performance of the query phase is to parallelize the computation. Fortunately, the work to be done is *Embarrassingly Parallel*. The bases for each template can be matched with the docked molecules concurrently. The SnapDock implementation can spawn *N* worker threads (configured by the user) where the templates are distributed between the threads using a job queue. Once a thread is done working with a given template, it pulls the next template to process from the head of the queue.

2.6 Flexible TBD
----------------

The basic docking protocol can be extended to accommodate additional scenarios, including protein flexibility. Below we describe an automated docking protocol to account for large scale motions of the proteins backbone. It operates similar to the FlexDock algorithm ([@btx233-B27]) ([Figs. 3 and 4](#btx233-F3){ref-type="fig"}).

![Illustration of the layered solution graph. Nodes in each layer represent partial solutions of a given rigid part. The thick arrows represent assemblies of consistent solutions for all the rigid parts](btx233f3){#btx233-F3}

![Top level flow chart of the flexible docking protocol of SnapDock, using the building blocks of the rigid SnapDock protocol](btx233f4){#btx233-F4}

1.  Partition into rigid parts---By applying the HingeProt method ([@btx233-B8]) on the given input protein, we detect the rigid parts and the hinge regions connecting them. The method employs Elastic Network Model to efficiently calculate the partition of the protein.

2.  Independent docking of the rigid parts---The matching, clustering and voting procedures are executed for each of the parts, producing a list of viable partial docking solutions for each part independently.

3.  Assembly of a consistent solution---Using a connected layered graph, where each layer contains nodes that represent all the possible solutions for one of the rigid parts. An edge is connecting two nodes if and only if the spatial distance between the N- and C-termini endpoints of the two consecutive rigid parts is below a given threshold (\<5 Å). A path that travels through all the layers, connecting all the rigid parts, is a valid solution to the general docking problem. Afterwards, the solutions undergo filtering, scoring and refinement as previously described.

3 Results and discussion
========================

3.1 Docking validation
----------------------

To evaluate the performance of our algorithm we used the 154 test cases available in the ZLab benchmark 4.0 ([@btx233-B15]). The test cases are classified into three difficulty classes: rigid-body, medium and hard, based on the degree of the conformational changes the molecules undergo upon association. Each test case includes three structures. The structure of the two unbound molecules to be docked as well as the structure of their co-crystallized complex, so we can evaluate our predicted complex by a ligand--RMSD metric to the native bound complex counterpart.

[Table 1](#btx233-T1){ref-type="table"} includes the success rates for the total dataset, for each one of the difficulty categories. We define a near-native (successful) result with *C~α~* ligand RMSD cutoff of \<5 Å that appears among the top 10 solutions that the algorithm produces. Table 1.SnapDock success rate for finding a near native (ligand RSMD \<5 Å) for the Zlab Benchmark 4.0 test cases, for each one of the used template librariesDOCKGROUNDPIFACEX rigid-body(48/109) 44.03%(83/109) 73.39%Medium(5/25) 20%(11/25) 44%Hard(4/20) 20%(4/20) 20%

We will discuss in detail few representative solutions we encountered while running the benchmark. The test case involving docking of Bovine Chymotrypsinogen (2CGA:B) ([@btx233-B42]) and Bovine Plasma Retinol-binding Protein (1HPT:A) ([@btx233-B12]) was solved using the template interface of the double domain Kazal inhibitor rhodniin in complex with thrombin (1TBQ H:R) ([@btx233-B38]), illustrated in [Figure 5](#btx233-F5){ref-type="fig"}. The template interface includes a double domain binding to two different binding sites. SnapDock aligned the docked molecules on one of the domains. The sequence similarities between the docked molecules and the template are 47 and 52%, respectively.

![The docking solution of 2CGA:B (pink) with 1HPT:A (purple) using the template 1TBQ H:R (gray)](btx233f5){#btx233-F5}

The test case involving docking NR1 Ligand Binding Core (1Y20:A) ([@btx233-B16]) and NR2A Ligand Binding Core (2A5S:A) ([@btx233-B9]) was solved using the template interface between two Glutamate receptor membrane proteins (3KG2 A:D) ([@btx233-B33]), illustrated in [Figure 6](#btx233-F6){ref-type="fig"}. The docking solution in this case is a partial structural alignment of the template interface. The sequence similarities between the docked molecules and the template are 59 and 20%, respectively.

![The docking solution of 1Y20:A (pink) with 2A5S:A (purple) using the template 3KG2 A:D (gray)](btx233f6){#btx233-F6}

The test case involving docking of Ribonuclease Hydrolase (1RGH:B) ([@btx233-B30]) and Barstar Ribonuclease Inhibitor (1A19:B) ([@btx233-B25]) was solved using the template of a variation of the Ribonuclease--Barstar complex (1B27 A:D) ([@btx233-B39]), illustrated in [Figure 7](#btx233-F7){ref-type="fig"}. The Ribonuclease of the docked molecule is taken from the Bacillus amyloliquefaciens organism while in the template it was taken from the *Streptomyces aureofaciens* organism, having only 45% sequence similarity.

![The docking solution of 1RGH:B (pink) with 1A19:A (purple) using the template 1B27 A:D (gray)](btx233f7){#btx233-F7}

The test case involving docking of Ubiquitin carboxyl-terminal hydrolase 14 (2AYN:A) ([@btx233-B13]) and Ubiquitin (2FCN:A) ([@btx233-B3]) was solved using the template of the complex of Ubiquitin carboxyl-terminal hydrolase 8 and Ubiquitin (3MHS A:D) ([@btx233-B26]), illustrated in [Figure 8](#btx233-F8){ref-type="fig"}. The sequence similarity between the two different Ubiquitin carboxyl-terminal hydrolase (14 versus 8) is 44%.

![The docking solution of 2AYN:A (purple) with 2FCN:A (pink) using the template 3MHS A:D (gray)](btx233f8){#btx233-F8}

The flexible SnapDock version was applied to the test case involving the docking of Interleukin-1 Receptor Type I (1G0Y:R) ([@btx233-B40]) with Interleukin-1 Receptor Antagonist Protein (1ILR:1) ([@btx233-B29]). The test case was solved using the template of their crystallized complex (1IRA X:Y) ([@btx233-B28]), illustrated in [Figure 9](#btx233-F9){ref-type="fig"}. HingeProt detected that the Interleukin Receptor has two rigid parts, the rigid parts were docked independently and the partial solutions were assembled to a consistent overall solution.

![The flexible docking solution of 1G0Y:R (pink) with 1ILR:1 (purple) using the template 1IRA X:Y (gray)](btx233f9){#btx233-F9}

3.2 Runtime performance
-----------------------

The major advantage of the SnapDock algorithm (and all methods using Geometric Hashing) is the rapid performance, enabling to test two potential docking candidates against the entire known collection of protein--protein interfaces in mere minutes. The algorithm was evaluated on a desktop workstation with two quad-core Intel i7-2600 3.4 GHz CPUs (8 cores total) and 16 GB DDR3 SDRAM memory. The algorithm was implemented as a multi-threaded programme fully utilizing all the available computational cores of the machine.

[Table 2](#btx233-T2){ref-type="table"} displays the average measured running time of the SnapDock algorithm working on the Zlab Benchmark 4.0, as well as the physical disk space consumed by the pre-computed feature tables. Table 2.Average running time and consumed physical disk space measured while running the benchmark in Section 3.1DOCKGROUNDPIFACENumber of interfaces593622604Average run-time (s)41.19109.86Table size (MB)731.931630.32

To compare the speed of the algorithm to the PRISM method we have run the same docking experiment with MultiProt ([@btx233-B31]) as the structural alignment method. We have used the same input molecules and the same extracted binding sites from the template library (as the alignment run time is dependent on the size of molecules). We measure the total run time of running the benchmark and divide it by the number of CPU cores used and by the number of template interfaces to get the average per-template running time. The results are shown in [Table 3](#btx233-T3){ref-type="table"}, where the structural alignment module of SnapDock is shown to be more than 10 times faster compared with MultiProt. Table 3.Average running time per-template measured while running the benchmark in Section 3.1SnapDockMultiProtAverage run-time (s)0.03880.4068Table 4.Success rate of finding a successful result for a given interfaceSuccess rateUnder \<10 Å(2557/8964) 28.53%Under \<5 Å(2315/8964) 25.83%Table 5.Success rate of finding at least one successful interface in a PDB entrySuccess rateUnder \<10 Å(1412/3686) 38.31%Under \<5 Å(1284/3686) 34.83%Table 6.Comparison of the success rate per method of finding a successful result for a given interfacePatchDockSnapDockCombinedUnder \<10 Å17.75% (1591/8964)28.53% (2557/8964)33.58% (3010/8964)Under \<5 Å12.73% (1141/8964)25.83% (2315/8964)29.12% (2610/8964)Table 7.Comparison of the success rate per method of finding a successful result of at least one interface in a PDB entryPatchDockSnapDockCombinedUnder \<10 Å31.15% (1148/3686)38.31% (1412/3686)48.02% (1770/3686)Under \<5 Å23.28% (858/3686)34.83% (1284/3686)41.89% (1544/3686)

3.3 Interaction prediction
--------------------------

One major application of docking software is blind prediction of protein--protein interactions. It would be insightful to analyse how the SnapDock algorithm can benefit in "real life" scenarios. We tested the algorithm's ability to predict the protein--protein interactions in a set of independent biological data. The collection of "future" experimentally determined structures from the PDB, which was not available at the creation time of the template library, was selected as a qualifying data set. A re-docking (bound docking) trial was run to roughly evaluate how the algorithm could a priori predict the experimental results.

The PIFACE library was chosen for this experiment. The template library was published in January 2014. Thus, we extracted all protein--protein interfaces in the PDB with a deposition date later February 26, 2014, up to September 19, 2016, when our experiment was conducted. Redundant interacting pairs were filtered out with a threshold of up to 50% sequence similarity. We remained with 8964 non-redundant protein--protein interfaces from 3686 different PDB entries. A docking experiment was run to evaluate whether our algorithm was able to predict those interactions. The success rate was measured as before---a solution with a given ligand-RMSD cutoff appearing in the top 10 ranked results of the algorithm. The success rates are shown in [Table 4](#btx233-T4){ref-type="table"}, for predicting protein-protein interfaces and in [Table 5](#btx233-T5){ref-type="table"}, for predicting at least a single protein-protein interface in each PDB entry.

Finally, we evaluate the performance of the algorithm by comparing it to the performance of template-free docking methods. The same dataset was used again for a docking experiment with the PatchDock *ab initio* method. The success rate was selected as before, considering the top 10 ranked solutions of the algorithm.

We also present the success rate by independently combining the two methods. The 10 top solutions here are simply the top 5 solutions of SnapDock and the top 5 solutions of PatchDock. The comparison between the success rates is shown in [Table 6](#btx233-T6){ref-type="table"}, for predicting protein-protein interfaces and in [Table 7](#btx233-T7){ref-type="table"}, for predicting at least a single protein-protein interface in each PDB entry.

4 Conclusions
=============

We have presented a new TBD algorithm, SnapDock, which utilizes an interface template library to perform Geometric Hashing-based structural alignment of the putative docking partners on all the library templates, discards solutions with severe steric clashes and, finally, refines the surviving modelled interfaces by allowing side chain and limited backbone flexibility of the interacting proteins while ranking them by global energy. The method is highly efficient due to the preprocessing of the template library, which converts it into a Geometric Hashing table. Thus, docking with the Dockground template library, which includes almost 6000 templates took on the average 41 s per protein pair from the ZLAB version 4.0 benchmark, while docking with the 22 600 template PIFACE library took on the average 110 s per protein pair. We have also demonstrated a flexible docking version of the algorithm which performed well on several test cases. A large scale blind docking experiment, which aimed to model all the interfaces in the PDB, which have been uploaded after the completion of the PIFACE template library (structures uploaded in the period February 2014--September 2016), yielded a 35% success rate for SnapDock, 23% success rate for PatchDock with a combined (non-overlapping) success rate of 42%. Future work will include introduction of additional protein shape flexibility options in the docking scheme.
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