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Abstract
This article introduces Globular, an online proof assistant for the formalization and verification of
proofs in higher-dimensional category theory. The tool produces graphical visualizations of higher-
dimensional proofs, assists in their construction with a point-and-click interface, and performs
type checking to prevent incorrect rewrites. Hosted on the web, it has a low barrier to use, and
allows hyperlinking of formalized proofs directly from research papers. It allows the formalization
of proofs from logic, topology and algebra which are not formalizable by other methods, and we
give several examples.
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1 Introduction
This paper is a system description for Globular [20], an online tool for formalizing and verifying
proofs in semistrict globular higher category theory. It operates from the perspective of
higher-dimensional rewriting, with terms represented as graphical structures, and proofs
constructed and visualized as sequences of rewrites on these structures. At the time of
writing, the tool operates up to the level of 3-categories and is being actively developed (in
parallel with the corresponding theory) to support for 4-categories and higher.
Globular is the first proof assistant of its kind, and it allows many proofs from higher
category theory to be formalized, verified and visualized in a way that would not be practical
in any other tool. The closest comparable tools are Quantomatic [7], which does diagrammatic
rewriting for monoidal categories, and the formalisations of homotopy type theory in the proof
assistants Coq and Agda [5]. The latter can indeed be used to perform logical and homotopy-
theoretical proofs from a higher-categorical perspective. However, this approach diverges
from ours in that it is based on the syntax of Martin-Löf type theory rather than diagrams,
and identity types naturally lead one to treat higher-dimensional invertible structures (e.g.
∞-groupoids) as first-class citizens, rather than the more general structures we’ll consider.
Another comparable tool is Orchard [3], which allows the formalization of proofs in opetopic
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(as opposed to globular) higher categories; this tool can handle ∞-categories, and has many
attractive properties, although the opetopic approach to higher categories is far less dominant
than the globular approach, and its associated graphical calculus is less attractive for many
purposes. The higher dimensional rewriting implemented by Globular draws inspiration
from the polygraphic approach to rewriting [10, 14], but extends it to allow for non-strict
higher-categorical structures.
Globular was designed to make it as quick and easy as possible for users to go from zero
to proving theorems and sharing proofs. Hence, it is entirely web-based, with all logic taking
place client-side in the user’s web browser. The most commonly used procedures run in linear
time with little overhead, so this is practical on modest hardware even for large diagrams.
Proofs can be stored on the remote server for later reference, or downloaded for storage
locally. Permanent hyperlinks to formalized proofs can be generated and embedded as links
in research papers, allowing readers instant access to the formalization without the usual
barriers-to-use of downloading, installing and maintaining an executable. The tool launched
in December 2015, and has been well-received by the community, with 4126 sessions across
884 unique users in the first 2 months since deployment1.
In Section 2, we give a brief overview of the mathematical foundations of Globular, namely
higher-dimensional category theory and rewriting. In Section 3 we exhibit all of the core
functionality of the tool via a simple example. In Section 4 we discuss the implementation,
including the architecture and relevant data structures and procedures for rewriting. We
conclude by surveying a variety of interesting proofs in Globular by the authors and others,
with direct links for viewing online.
2 Mathematical foundations
Higher category theory is the study of n-categories. As well as objects and morphisms
familiar from traditional category theory, which are we call 0-cells and 1-cells, an n-category
also has morphisms between morphisms (2-cells), morphisms between those (3-cells), and so
on, up to level n. An n-category has a n distinct composition operations, which allow cells
to be combined to produce new cells.
A convenient notation for working with n-categories is the graphical calculus, in which a
k-cell is represented as an (n − k)-dimensional geometrical structure2. Composition then
corresponds to ‘gluing’ of these structures along the different axes of n-dimensional space.
For example, in a 3-category, we represent 3-cells as points, 2-cells as lines, 1-cells as regions,
and 0-cells as ‘volumes’. Given 3-cells α and β, we could form the following composite 3-cells
by composing along three different axes:
β
α βα
β
α
(1)
In this way we can draw diagrams to represent arbitrary composites, in principle in any
dimension (although for n > 3, visualizing the resulting geometrical structure of course
becomes nontrivial).
1 Usage statistics from Google Web Analytics.
2 This is rigorously developed only for n ≤ 3 [2, 6].
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We take a rewriting perspective on higher category theory. Suppose a (k + 1)-cell X has
source and target k-cells α and α′ respectively. Then we interpret X as a way to rewrite α
into α′. Since composition in higher category theory is local, this also works for composite
cells: for example, we can apply X to any of the composites in (1) to obtain a new composite
with α replaced by α′.
The attractive feature of this perspective is that there is no fundamental difference
between the notions of composition and proof. A proof that some diagram D of k-cells can
rewritten into some other diagram D′ amounts to building a composite (k + 1)-cell with
source D and target D′, using just the ‘axiom’ cells of a given theory. For instance, if we
have a 3-cell called ‘assoc’ which captures an associativity rule of 2-cells, we can prove a
theorem about associativity as a composition of 3-cells:
assoc
assoc
assoc
That is, we can define a composite (k + 1)-cell as a rewrite sequence on composite k-cells.
This gives a recursive definition of composition, which terminates with a family of ‘basic’
rewrite operations, which the user must specify. This is the essence of Globular’s approach to
higher category theory.
In higher category theory, we have some freedom to decide what it means for two things
to be ‘the same’. At one extreme are ‘fully weak’ n-categories, where all of the axioms
governing the composition of cells (such as associativity and unit axioms) hold only up to
higher-dimensional cells. For example, for 1-cells f, g, h, rather than requiring associativity:
f ◦ (g ◦ h) = (f ◦ g) ◦ h, we merely assert the existence of a (weakly) invertible family of
‘associator’ 2-cells (f ◦ g) ◦ h → f ◦ (g ◦ h). These in turn must satisfy various coherence
properties, which we again interpret only up to higher-dimensional cells (which themselves
must satisfy coherence properties, and so on). While these structures arise naturally in many
contexts, the amount of bureaucracy that arises from this structure makes it hard to work
with weak n-categories as purely syntactic objects.
At the other extreme are the strict n-categories which require all the axioms involving
composition of cells to hold as on-the-nose equalities. These are quite easy to define [11], and
admit an evident notion of finite presentation, called a polygraph or computad, and have a
reasonably well-behaved higher-dimensional rewrite theory [4]. However, for n > 2, it is not
the case that every weak n-category is equivalent to a strict one. To see where this richness
of weak categories comes from, we consider the interchange law, which in a 2-category acts
as follows as a rewrite on composite 2-cells:
(f ◦1 1B) ◦2 (1A′ ◦1 g) := I−−−−→ =: (1A ◦1 g) ◦2 (f ◦1 1B′)
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When we stop at two dimensions, there is no problem treating this ‘node-sliding’ rule simply
as an equation between diagrams. But seen as a 3-cell in a 3-category, the source and target
of I become the bottom and top slice of a 3D picture, the nodes become wires, and the
‘sliding’ becomes a braiding:
By the invertibility and naturalness properties, these braidings then behave exactly how
you would expect genuine topological braids to behave. For instance, the following higher
rewrites exist:
→
←
→
←
In general, overcrossings and undercrossings are distinct, so it is possible for wires to become
tangled. Requiring interchangers to be identities, as in the theory of strict 3-categories,
trivializes this part of the theory, and means that it is no longer fully general, in the precise
sense that not every 3-category is equivalent to a strict 3-category.
It follows that the strict n-categorical setting in which the polygraph community work
is not sufficiently general to reason about arbitrary n-categories. The solution is to work
instead with semistrict n-categories, which allows a small amount of weak structure, sufficient
to ensure that every weak n-category is equivalent to semistrict n-category. For n = 3, Gray
categories have this property; they are defined as 3-categories in which all weak structure is
the identity, except for interchangers3. The version of Globular which is operational at the
time of writing implements the axioms of a Gray category.
3 Using Globular
Constructing a theory and proving theorems in Globular is an inductive process, whereby
lower-dimensional objects are used to construct higher-dimensional objects. This is done
by building up a signature, i.e. a collection of generators, in parallel with increasingly
higher-dimensional diagrams. From an empty signature, the only thing to do is add new
0-cells:
3 A definition of semistrict n-category for n > 3 has not yet been generally accepted.
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Once we have some 0-cells, these can be made the sources and targets of new 1-cells:
⇒
At this point things start to get interesting, since 1-cells can be attached to each other to
form non-trivial diagrams. These diagrams can then form the sources and targets of new
2-cells:
⇒ ,
In turn, these 2-cells can be composed to form larger diagrams, which and form the sources
and targets of new 3-cells. We can either interpret these new 3-cells as new generators, or
as equations between 2d diagrams. For example, we can make our ‘cap’ and ‘cup’ 2-cells
invertible by adding the following 3-cells to our theory:
→
←
→
←
→
←
→
←
These invertible ‘cup’ and ‘cap’ 2-cells yield a familiar categorical structure.
I Definition 1. In a 2-category, an equivalence is a pair of objects A and B, a pair of 1-cells
A
F−→ B and B G−→ A and invertible 2-cells F ◦ G α−→ idA and idA β−→ G ◦ F , denoted as
follows:
α ≡ β ≡
A special case is where the 2-category is Cat, in which case this yields the usual notion
of equivalence of categories. Then the following is a well-known fact about equivalences in a
2-category:
I Theorem 2. In a 2-category, every equivalence gives rise to a dual equivalence.
An equivalence is called a dual equivalence if it additionally satisfies the snake equations,
shown here as theorems in Globular:
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We can prove these theorems by replacing the ‘cup’ with a ‘sock’, defined in terms of the old
cup and cap:
We can show that our new ‘cup’ satisfies the snake equation, with the original ‘cap’. To
prove the first snake equation, we perform the following (non-trivial!) sequence of rewrites in
Globular:
→ → → → →
→ → → → →
→ → → →
This proof is itself a 3-cell. In Globular, we can either browse through it slice-by-slice, or we
can see the overall structure of the proof as a single diagram, by choosing ‘Project=1’ in the
interface:
This projects out one dimension so we call look at this entire 3-cell ‘side-on’. The nodes
represent applications of rewrite rules, and the wires represent 2-cells. From this view, we
can refactor the proof by eliminating redundant steps (e.g. a rewrite immediately followed by
its inverse) or by re-ordering rewrites that are applied to independent parts of the diagram.
Once a proof has been constructed, it can be saved privately to the server, or made public
by publishing it. This assigns the workspace a permanent unique link, which can be shared
with others or linked from a research paper. For example, the proof in this section is based
on the formalization available here: globular.science/1512.007.
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4 Implementation
In this section we give an overview of the implementation of Globular, and the basic structures
and algorithms that underlie its operation. The tool itself can be used simply by visiting:
http://globular.science
The proof assistant itself runs client-side in the user’s web browser, and is written in
Javascript. A Node.js back-end serves the client pages, and administers a system of user
accounts allowing users to register, store private proofs that are under construction, and
(irrevocably) publish proofs that they would like to share publicly. The project is open-source,
and the code is available at globular.science/source. Graphics are implemented in SVG.
4.1 Data types
The fundamental structures that Globular makes use of are signatures, which are a lists of
basic generating cells that the user has specified as to define a theory, and diagrams, which
are particular composites of generators from a given signature. These two types can be
defined very compactly in a mutually-recursive fashion. For clarity, we write these both as
type families in dependent type-style notion. Let ‘g : Set’ declare a finite set g (which we
then treat as a type), let List(α) be the type of lists, and 〈α1, α2, . . .〉 the type of tuples
where types in αj are allowed to depend on αi for i < j. Let Sig(0) and Diag(0, ∗) both be
the unit type {∗}. Then, for n > 0:
Sig(n : N) :=〈 g : Set,
σ : Sig(n− 1),
s, t : g → Diag(n− 1, σ)
〉 Diag(n : N, σ : Sig(n)) :=〈
s : Diag(n− 1, σ),
δ : List( 〈a : σ.g, c : List(N)〉 )
〉
An n-signature Σ : Sig(n) therefore consists of an (n−1)-signature Σ.σ, and a set of generators
Σ.g, such that each x : Σ.g has a source and target (n − 1)-diagrams Σ.s(x) and Σ.t(x)
respectively, which each contain cells from the (n− 1)-signature Σ.σ.
Given a signature σ : Sig(n), a diagram ∆ : Diag(n, σ) consists of a source (n−1)-diagram
∆.s, and a list of n-cells that act sequentially on that source. The kth n-cell is given by a
pair ∆.δ[k], whose first element ∆.δ[k].a is a generating cell drawn from the signature σ, and
whose second element ∆.δ[k].c is a list of numbers which specify the coordinates at which the
chosen generating rewrite acts. For example, a 2-diagram consists of a list of 2-cells which
are stacked vertically, and this coordinate consists of a single number giving the horizontal
position of each 2-cell. We leave the target (n− 1)-cell implicit, as it can be recovered from
the other data (e.g. via the Slice procedure below).
4.2 Procedures
Here we give the type specifications of the basic procedures that manipulate our diagram
structures, along with brief descriptions of their functionality.
Match
(
∆ : Diag(n, σ),∆′ : Diag(n, σ)
)
: Bool
Determines whether two diagrams are equal. For ∆,∆′ we first recursively compare
whether ∆.s and ∆′.s match. If not, return false. Otherwise, we compare corresponding
elements of ∆.δ and ∆′.δ, if there is a pair δk, δ′k such that either types δk.a, δ′k.a or
coordinates do not match, then return false, otherwise return true.
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Identity
(
∆ : Diag(n, σ)
)
: Diag(n+ 1, σ)
Given an n-diagram, this operation transforms it into an identity (n + 1)-diagram
∆′(n+ 1, σ). The set of generators ∆′.δ is empty, while both ∆′.s and ∆′.t are set to ∆.
Rewrite(∆ : Diag(n, σ),Ψ : Diag(n, σ),Ψ′ : Diag(n, σ), C : List(N)) : Diag(n, σ)
Here ∆ is the diagram that is being rewritten, Ψ is the source of the rewrite, Ψ′ is the
target of the rewrite, and C is the list of coordinates of where the rewrite is to be applied.
|Ψ.δ| consecutive rewrites in ∆.δ starting from position Cn−1 are removed, with the
rewrites in Ψ′.δ inserted, with their coordinates offset by C. We illustrate this with a
simple example, where C is denoted by the dashed rectangle:
Ψ =
Ψ′ =
∆ = Rewrite(∆,Ψ,Ψ′, C) =
Attach(∆ : Diag(n, σ),∆′ : Diag(k, σ), P : {s, t}, C : List(N)) : Diag(n, σ)
Attaches the diagram ∆′ to the diagram ∆, where P is a boolean distinguishing between
attachment to the source or target boundary of ∆′, and C are the coordinates within
this boundary of where ∆′ is to be attached.
Slice(∆ : Diag(n, σ), k : N) : Diag(n− 1, σ.σ)
Rewrite the source boundary ∆.s using the leading k n-cells in the ordered set ∆.δ, to
obtain an intermediate diagram in the rewrite sequence.
Enumerate
(
∆ : Diag(n, σ),∆′ : Diag(n, σ)) : List(List(N))
Enumerates the locations at which ∆′ occurs as a subdiagram of ∆. For example, for ∆
and ∆′ 2-dimensional diagrams as given, the procedure returns a list of length 2:
∆ = ∆′ = Enumerate(∆,∆′) =
The implementation is as follows. First we loop through the elements of the rewrite list
∆.δ. For the rewrite at depth k, we recursively call Enumerate(Slice(∆, k− 1),∆′.s). If
the result is the empty list, we increment k and retry. If the result is nonempty, at most
1 can be consistent with the structure of ∆, and we then compare types and coordinates
of the corresponding generators in ∆.δ and ∆′.δ. If they match, we append k to the
coordinate list returned by the recursive call, and we add the coordinate list as a witness
to the instance of ∆′ being a sub-diagram of ∆.
Globular also has procedures which generate cell coming from the semistrict n-category
structure on demand. These consist of interchangers, which we’ve already seen, and pull-
throughs, which capture the naturality of interchangers:
α
→
←
α
β
→
←
β
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These cells are generated as they are required because they in fact form an infinite family of
cells. This is because f , g and the wires depicted above might be basic generators, but could
also be diagrams of generators.
5 Examples
Here we give examples of formalized proofs from algebra and topology. In each case we briefly
describe the mathematical context of the proof, and give some details of its formalization.
Direct hyperlinks are provided to the formalized proofs on the Globular website; to navigate
these proofs, use the Project and Slice controls at the top-right, and move your mouse cursor
over the different parts of the main diagram to understand its components. Documentation on
how to use Globular is available [20]. To our knowledge, none of these results have previously
been formalized by any existing tool.
I Example 3 (Frobenius implies associative, globular.science/1512.004, length 12). In a
monoidal category, if multiplication and comultiplication morphisms are unital, counital and
Frobenius, then they are associative and coassociative. We formalize this in Globular using a
2-category with a single 0-cell, since this is algebraically equivalent to a monoidal category.
Such a proof would be traditionally written out as a series of pictures; for example, see the
textbook [8]. Globular produces these pictures automatically.
I Example 4 (Strengthening an equivalence, globular.science/1512.007, length 14). In a
2-category, an equivalence gives rise to an adjoint equivalence. This is a classic result from
the category theory community [1, 18]; it can be considered one of the first nontrivial theorems
of 2-category theory. We investigate it in further detail in Section 3.
I Example 5 (Swallowtail comes for free, globular.science/1512.006, length 12). In a monoidal
2-category, a weakly-dual pair of objects gives rise to a strongly-dual pair, satisfying the
swallowtail equations. This theorem plays an important role in the singularity theory of
3-manifolds [17]. For the formalization, we model a monoidal 2-category as a 3-category with
one 0-cell.
I Example 6 (Pentagon and triangle implies ρI = λI , globular.science/1512.002, length 62).
In a monoidal 2-category, a pseudomonoid object satisfies ρI = λI . A pseudomonoid is a
higher algebraic structure categorifying the concept of monoid; it has the property that a
pseudomonoid in Cat is the same as a monoidal category. Such a structure is known to be
coherent [9], in the sense that all equations commute, and here we give an explicit proof of
the equation ρI = λI , which played an important role in the early study of coherence for
monoidal categories.
I Example 7 (The antipode is an algebra homomorphism, globular.science/1512.011, length 68).
For a Hopf algebra structure in a braided monoidal category, the antipode is an algebra
homomorphism. Hopf algebras are algebraic structures which play an important role in
representation theory and physics [12, 19]. Proofs involving these structures are usually
presented in Sweedler notation, a linear syntax which represents coalgebraic structures using
strings of formal variables with subscripts; we do not know of any existing approaches to
formal verification for Sweedler proofs. This formalization in Globular is translated from a
Sweedler proof given in [15]. For the formalization, we model a braided monoidal category
as a 3-category with one 0-cell and one 1-cell.
I Example 8 (The Perko knots are isotopic, globular.science/1512.012, length 251). The Perko
knots are isotopic. The Perko knots are a pair of 10-crossing knots stated by Little in 1899
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to be distinct, but proven by Perko in 1974 to be isotopic [16]. Here we give the isotopy
proof, adapted from [13]. A nice feature is that the second and third Reidemeister moves
do not have to be entered, since they are already implied by the 3-category axioms. The
proof consists of a series of 251 atomic deformations, which rewrite the first Perko knot into
the second. By stepping through the proof one rewrite at a time, the isotopy itself can be
visualized as a movie.
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