Simulation of an autonomous differential drive mobile robot by Hrvatin, Matej
 UNIVERZA V LJUBLJANI 
Fakulteta za strojništvo 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Simulacija avtonomnega mobilnega robota z 
diferencialnim pogonom 
 
 
 
Diplomsko delo visokošolskega strokovnega študijskega programa I. stopnje 
Strojništvo 
 
 
 
 
 
 
 
 
 
Matej Hrvatin 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Ljubljana, december 2017 
  
  
   
  
 UNIVERZA V LJUBLJANI 
Fakulteta za strojništvo 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Simulacija avtonomnega mobilnega robota z 
diferencialnim pogonom 
 
 
 
Diplomsko delo visokošolskega strokovnega študijskega programa I. stopnje 
Strojništvo 
 
 
 
 
 
 
 
 
Matej Hrvatin 
 
 
 
 
 
 
 
 
 
 
 
 
Mentor: doc. dr. Rok Vrabič, univ. dipl. inž. 
Somentor: prof. dr. Peter Butala, univ. dipl. inž. 
 
 
 
 
 
 
 
Ljubljana, december 2017 
  
  
  
 
  
  
 
 v 
  
 vi 
 
 
 vii 
Izvleček 
UDK 681.5(043.2) 
Tek. štev.: VS I/481 
 
 
 
Simulacija avtonomnega mobilnega robota z diferencialnim pogonom 
 
 
 
Matej Hrvatin 
 
 
 
Ključne besede: avtonomni mobilni robot 
 diferencialni pogon 
 sledilec črte 
 simulacija 
 krmiljenje 
 model 
 
 
 
 
 
 
 
 
V delu je predstavljena simulacija avtonomnega mobilnega robota z diferencialnim 
pogonom v simulatorju robotov. Pri tem je poudarek na vodenju robota s sledenjem črti. 
Postopek gradnje modela v izbranem simulatorju je prikazan na primeru šolskega robota 
LakosBot. Namen modela robota je razvoj krmilnih programov robota. Za ta namen je 
razvit vtičnik simulatorja, ki omogoča prenosljivost programske kode med robotom in 
simulatorjem. Model robota je eksperimentalno preverjen in predstavljen na primeru 
sledenja črti. 
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In this thesis, we present the simulation of an autonomous mobile robot with a differential 
drive in a robot simulator. The focus is on navigating the robot in line following. The 
process of building the model in the simulator is shown on the example of the educational 
robot LakosBot. The purpose of this robot model is the development of the robot's control 
programmes. For this purpose, a simulator plug-in was developed, which allows for a 
transference of code between the robot and the simulator. The model is experimentally 
validated and demonstrated on the example of line following. 
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1. Uvod 
1.1. Ozadje problema 
Avtonomni mobilni roboti so uporabljeni v različne namene, služijo na primer za  prevoz v 
industrijskih obratih in skladiščih, delujejo kot strežni roboti ali domači roboti za sesanje in 
košnjo trave, kot vojaški in policijski roboti, zabavni roboti, raziskovalni roboti itd. Pri 
razvoju robota in krmilnega programa zanje si lahko pomagamo s simulacijo, s katero 
lahko predvidimo delovanje robota in odpravimo pomanjkljivosti že v času razvoja robota. 
 
Simulator robotov je orodje, ki ga lahko uporabimo tako pri razvoju robota kot pri razvoju 
krmilnih programov robotov. Za simulacijo robotov obstaja veliko programskih rešitev, ki 
se med seboj razlikujejo predvsem po zmogljivostih, možnosti razširitve zmogljivosti in 
težavnosti uporabe, zato je pomembno, da izberemo najprimernejši simulator za naše 
potrebe. 
 
Ta naloga je osredotočena na šolski robot LakosBot in na izdelavo njegovega modela v 
simulatorju. Modele robotov se v simulatorjih krmili s programi, ki niso obvezno enaki, 
kot so programi, uporabljeni za krmiljenje realnih robotov. V tej nalogi bomo poskušali 
doseči čim boljšo prenosljivost krmilnega programa med mikrokrmilnikom robota in 
simulatorjem. Eden od enostavnejših načinov krmiljenja poti mobilnih robotov je sledenje 
črti, tega je zmožen tudi robot LakosBot. Namen izdelave modela robota LakosBot  je 
predvsem simulacija sledenja črti.  
 
 
1.2. Cilji 
Cilj te naloge je izdelati model šolskega avtonomnega mobilnega robota z diferencialnim 
pogonom. Za ta namen bomo izbrali najprimernejši simulator robotov. Predstavili bomo 
kinematični in dinamični model robota ter opisali delovanje aktuatorjev in senzorjev. 
Poudarek bo predvsem na sledenju črte. 
 
V izbranem simulatorju bo zgrajen model robota LakosBot. Ta model bo po izgledu in 
fizičnih lastnostih čim bolj podoben realnemu robotu. Model robota bo možno programirati 
na podoben način, kot se programira robot LakosBot. Za ta namen bomo razvili razširitev 
Uvod 
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simulatorja, ki bo omogočala uporabo enake programske kode na mikrokrmilniku robota in 
v simulatorju. 
 
Model bomo na koncu tudi preverili. Preverjeno bo delovanje samega modela in zmožnost 
prenosa programske kode med robotom in simulatorjem. Ker je glavni namen tega modela 
robota simulacija sledenja črti, bo model nazadnje preverjen s primerjanjem sledenja črti 
realnega robota in njegovega modela v simulatorju. 
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2. Teoretične osnove in pregled literature 
2.1. Šolski robot LakosBot 
LakosBot je avtonomni mobilni robot z diferencialnim pogonom, ki je bil narejen za 
potrebe delavnice Mobilni robot v okviru Poletne šole strojništva 2016. Poganjata ga dva 
enosmerna elektromotorja. Za zaznavanje črte na tleh ima osem IR-senzorjev, za 
zaznavanje pomika koles pa dva enkoderja. Robot je krmiljen z mikrokrmilnikom Arduino 
Micro. Za programiranje robota je na voljo Arduino knjižnica, ki omogoča vožnjo robota, 
zaznavanje črte in komunikacijo ter krmiljenje preko serijske komunikacije. 
 
 
 
Slika 2.1: Mobilni robot LakosBot 
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Eden od mogočih načinov uporabe robota LakosBot je sledenje črti. Delovanje robota kot 
sledilec črte je prikazano na sliki 2.2. 
 
 
 
Slika 2.2: Shema sledilca črte 
 
 
2.2. Avtonomni mobilni robot z diferencialnim pogonom 
Mobilni robot je zmožen premikanja in ni fiksiran v okolje. Robot je avtonomen, če lahko 
deluje samostojno, ima torej lasten vir energije in sposobnost samostojnega krmiljenja. 
Diferencialni pogon je enostaven način pogona, zato je pogosto uporabljen pri manjših 
mobilnih robotih. Tak robot stoji na dveh kolesih na nasprotnih straneh. Vsako kolo ima 
svoj pogon in je neodvisno od drugega kolesa. Za pogon takih robotov je običajno 
uporabljen enosmerni elektromotor. Smer vožnje se spreminja s spreminjanjem relativne 
med kolesi. Zaradi stabilnosti je običajno dodano še tretje podporno kolo [1]. 
 
Robot zaznava svojo lego in orientacijo v okolju z različnimi senzorji, kot so na primer 
senzorji bližine, kamere, senzorji pomika koles, GPS, pospeškomeri itd. Program na 
mikrokrmilniku robota obdeluje signale senzorjev in upravlja z aktuatorji, tako da doseže 
cilj svoje naloge. Eden od enostavnejših načinov vodenja avtonomnih mobilnih robotov je 
sledenje črti. Robot s senzorji zaznava črto, krmilni program nato upravlja z aktuatorji, 
tako da robot sledi črti. 
 
Za zaznavanje črte je mogoče uporabiti različne senzorje, na primer IR-senzorje [2] ali 
kamero [3]. IR-senzorji so običajno postavljeni v vrsto, prečno na smer vožnje robota, taka 
postavitev je uporabljena na robotu LakosBot. Pri taki postavitvi senzorjev lahko določimo 
le položaj črte glede na sredino robota. IR-senzorje lahko postavimo tudi v več vrst in na 
tak način lahko bolje predvidimo zavoje proge [4]. Za sledenje črti je mogoče uporabiti 
različne krmilne tehnike, ena od pogoste uporabljenih je PID krmiljenje [5]. 
 
Zaradi enostavnosti so mobilni roboti z diferencialnim pogonom pogosto uporabljeni pri 
učenju robotike [6], temu namenu služi tudi robot LakosBot. Taki roboti so pogosto 
uporabljeni za tekmovanja v sledenju črti [7], kjer je cilj prevoziti progo v čim krajšem 
času. 
Teoretične osnove in pregled literature 
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Pri razvoju robotov in njihovih krmilnih programov si lahko pomagamo s simulacijo. Za 
simulacijo robota potrebujemo kinematični in dinamični model robota, ki matematično 
popišeta delovanje robota [8]. Del dinamičnega modela robota je običajno tudi dinamični 
model elektromotorja [9]. Poleg simulacije je mogoče model robota uporabiti tudi v 
krmilnem programu, v katerem program s pomočjo modela izračuna predvideno prihodno 
stanje in s tem znanjem izboljša krmiljenje [10]. 
 
V nadaljevanju so predstavljeni kinematični in dinamični model mobilnega robota z 
diferencialnim pogonom ter model aktuatorjev, ti modeli so povzeti po delu R. Dhaouadija 
in A. A. Hatabija [11]. 
 
 
2.2.1. Koordinatni sistem 
Na sliki 2.3 je prikazana lega in orientacija robota. Lego in orientacijo robota podamo z 
vektorjem v enačbi (2.1). 
𝒒 = [
𝒙
𝒚
𝝋
] 
(2.1) 
 
 
 
 
Slika 2.3: Mobilni robot z diferencialnim pogonom 
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Koordinate so lahko v globalnem koordinatnem sistemu 𝐗𝐠 = [
𝒙𝐠
𝒚𝐠
𝝋𝐠
] ali v koordinatnem 
sitemu robota, ki se premika skupaj z robotom 𝐗𝐫 = [
𝒙𝐫
𝒚𝐫
𝝋𝐫
].  
Koordinate se lahko spreminja med sistemoma z naslednjo enačbo, 
𝐗𝐠 = 𝐑(𝝋)𝐗𝐫 (2.2) 
 
kjer je R(φ) rotacijska matrika. 
𝐑(𝝋) =  [
𝐜𝐨𝐬𝝋 𝐬𝐢𝐧𝝋 𝟎
−𝐬𝐢𝐧𝝋 𝐜𝐨𝐬𝝋 𝟎
𝟎 𝟎 𝟏
] 
(2.3) 
 
Na enak način lahko tudi spreminjamo hitrosti med koordinatnima sistemoma. 
?̇?𝐠 = 𝐑(𝝋)?̇?𝐫 (2.4) 
 
 
2.2.2. Kinematični model 
Glavni namen kinematičnega modela je povezava med hitrostmi koles in hitrostjo robota. 
V koordinatnem sistemu robota je linearna hitrost robota enaka povprečni linearni hitrosti 
koles. 
𝒗 =  
𝒗𝐃 + 𝒗𝐋
𝟐
= 𝑹
(?̇?𝐃 + ?̇?𝐋)
𝟐
 (2.5) 
 
Kotna hitrost robota je 
𝝎 = ?̇?  =  
𝒗𝐃 − 𝒗𝐋
𝟐𝑳
=  𝑹
(?̇?𝐃 − ?̇?𝐋)
𝟐𝑳
 (2.6) 
 
Hitrosti robota lahko predstavimo kot hitrosti točke A. 
[
?̇?𝐀
𝐫
?̇?𝐀
𝒓
𝝎
] =  
[
 
 
 
 𝑹
(?̇?𝐃 + ?̇?𝐋)
𝟐
𝟎
𝑹
(?̇?𝐃 − ?̇?𝐋)
𝟐𝑳 ]
 
 
 
 
 
(2.7) 
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2.2.3. Dinamični model 
Dinamični model začnemo z diagramom sil na sliki 2.4. vv in vb sta hitrosti središča mase 
robota C, kjer je vv vzdolžna hitrost in vb bočna hitrost. Isto velja za pospeška av in ab ter za 
sile levega in desnega kolesa FvL, FbL, FvD in FbD. 
 
 
 
Slika 2.4: Diagram sil 
 
 
Položaj, hitrost in pospešek robota lahko predstavimo s polarnimi koordinatami. 
?̂? = 𝒓𝒆𝒋𝜽 (2.8) 
?̇̂? = ?̇?𝒆𝒋𝜽 + 𝒋𝒓?̇?𝒆𝒋𝜽 (2.9) 
?̈̂? =  ?̈?𝒆𝒋𝜽 + 𝟐𝒋?̇??̇?𝒆𝒋𝜽 + 𝒋𝒓?̈?𝒆𝒋𝜽 − 𝒓?̇?𝟐𝒆𝒋𝜽 (2.10) 
 
 
Teoretične osnove in pregled literature 
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Enačbi (2.9) in (2.10) poenostavimo in ločimo radialni ter tangencialni del. 
?̇̂? =  [?̇?]𝒆𝒋𝜽 + [𝒓?̇?]𝒆𝒋(𝜽+
𝝅
𝟐) (2.11) 
?̈̂? =  [?̈? − 𝒓?̇?𝟐]𝒆𝒋𝜽 + [𝟐?̇??̇? + 𝒓?̈?]𝒆𝒋(𝜽+
𝝅
𝟐) (2.12) 
 
Radialne in tangencialne hitrosti ter pospeški so 
𝒗𝐯 = ?̇? (2.13) 
𝒗𝐛 = 𝒓?̇? (2.14) 
𝒂𝐯 = ?̈? − 𝒓?̇?
𝟐 (2.15) 
𝒂𝐛 = 𝟐?̇??̇? + 𝒓𝜽.̈  (2.16) 
 
Iz zgornjih enačb zapišemo povezavo med radialno in tangencialno komponento hitrosti ter 
pospeška. 
𝒂𝐯 = ?̇?𝐯 − 𝒗𝐛?̇? (2.17) 
𝒂𝐛 = ?̇?𝐛 − 𝒗𝐯?̇? (2.18) 
 
V naslednjem koraku je zapisan drugi Newtonov zakon v koordinatnem sistemu robota. 
Robot se giblje z dvema tipoma gibanja: translacijo v radialni in tangencialni smeri ter z 
rotacijo okoli vertikalne osi centra mase. M je masa celotnega robota skupaj z aktuatorji in 
kolesi, J pa je skupni vztrajnostni moment. 
𝑴𝒂𝐯 = 𝑭𝐯𝐋 + 𝑭𝐯𝐃  (2.19) 
𝑴𝒂𝐛 = 𝑭𝐛𝐋 − 𝑭𝐛𝐃 (2.20) 
𝑱?̈? = (𝑭𝐯𝐃 − 𝑭𝐯𝐋)𝑳 + (𝑭𝐛𝐃 − 𝑭𝐛𝐋)𝒅 (2.21) 
 
V zgornje enačbe vstavimo pospešek iz enačb (2.17) in (2.18). 
Teoretične osnove in pregled literature 
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?̇?𝐯 =  𝒗𝐛?̇? + 
𝑭𝐯𝐋 + 𝑭𝐯𝐃
𝑴
 (2.22) 
?̇?𝐛 =  𝒗𝐯?̇? + 
𝑭𝐛𝐋 + 𝑭𝐛𝐃
𝑴
 (2.23) 
?̈? =  
𝑳
𝑱
(𝑭𝐯𝐃 − 𝑭𝐯𝐋) + 
𝒅
𝑱
(𝑭𝐛𝐃 − 𝑭𝐛𝐋) (2.24) 
 
Če ni zdrsa v bočni smeri, je bočna hitrost točke A v koordinatnem sistemu robota enaka 
𝒗𝐛 = 𝒅?̇?. (2.25) 
 
Enačbo (2.25) vstavimo v enačbi (2.22) in (2.23) ter združimo z enačbo (2.24). 
?̇?𝒗 =  𝒅?̇?
𝟐 + 
𝟏
𝑴
(𝑭𝐯𝐋 + 𝑭𝐯𝐃) (2.26) 
?̈? =  
𝑳
𝑴𝒅𝟐 + 𝑱
(𝑭𝐯𝐃 − 𝑭𝐯𝐋) − 
𝑴𝒅𝒗𝐯
𝑴𝒅𝟐 + 𝑱
?̇? (2.27) 
 
Zgornji enačbi spremenimo tako, da pokažeta navora, ki delujeta na kolesi. 
𝑴?̇?𝐯?̇? − 𝑴𝒅?̇?
𝟐 = 
𝟏
𝑹
(𝑻𝐃 + 𝑻𝐋) (2.28) 
(𝑴𝒅𝟐 + 𝑱)?̈? + 𝑴𝒅𝒗𝐛?̇? =  
𝑳
𝑹
(𝑻𝐃 − 𝑻𝐋) (2.29) 
 
Nazadnje z vstavitvijo kinematičnih enačb (2.5) in (2.6) v zgornji enačbi dobimo enačbe z 
vključenimi kotnimi hitrostmi levega in desnega kolesa. 
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[
𝑹(𝑴𝒅𝟐 + 𝑱)
𝟒𝑳𝟐
+ 
𝑴𝑹
𝟒
] ?̈?𝐃 + [
𝑹(𝑴𝒅𝟐 + 𝑱)
𝟒𝑳𝟐
+ 
𝑴𝑹
𝟒
] ?̈?𝐋 − (
𝑴𝒅𝑹𝟐
𝟒𝑳𝟐
) ?̇?𝐋
𝟐
+ (
𝑴𝒅𝑹𝟐
𝟒𝑳𝟐
) ?̇?𝐃?̇?𝐋 = 
𝟏
𝑹
𝑻𝐃  
(2.30) 
[
𝑹(𝑴𝒅𝟐 + 𝑱)
𝟒𝑳𝟐
+ 
𝑴𝑹
𝟒
] ?̈?𝐋 + [
𝑹(𝑴𝒅𝟐 + 𝑱)
𝟒𝑳𝟐
+ 
𝑴𝑹
𝟒
] ?̈?𝐃 − (
𝑴𝒅𝑹𝟐
𝟒𝑳𝟐
) ?̇?𝐃
𝟐
+ (
𝑴𝒅𝑹𝟐
𝟒𝑳𝟐
) ?̇?𝐃?̇?𝐋 = 
𝟏
𝑹
𝑻𝐋 
(2.31) 
 
 
2.2.4. Aktuatorji 
Aktuatorji robotov z diferencialnim pogonom so običajno enosmerni elektromotorji. 
Hitrost in navor motorja sta krmiljena z napetostjo čez armaturo elektromotorja Ua. 
Enačbe, ki popisujejo tak elektromotor, so 
𝑼𝐚 = 𝑹𝐚𝒊𝐚 + 𝑳𝐚
𝒅𝒊𝐚
𝒅𝒕
+ 𝒆𝐚 (2.32) 
𝒆𝐚 = 𝑲𝐛𝝎𝒎 (2.33) 
𝑻𝒎 = 𝑲𝐭𝒊𝐚 (2.34) 
𝑻 = 𝑵𝑻𝒎 (2.35) 
 
Kjer je ia tok čez armaturo, Ra in La sta upornost in induktivnost armature, ea je povratna 
elektromotorna sila, ωm je kotna hitrost elektromotorja, Tm je navor elektromotorja, Kb in 
Kt sta konstanti povratne elektromotorne sile in konstanta navora, N je prestavno razmerje 
reduktorja, T pa je navor, ki deluje na kolo. 
 
Elektromotorja sta preko reduktorja povezana s kolesi, naslednji enačbi pretvorita med 
kotnimi hitrostmi elektromotorjev in kotnimi hitrostmi koles. 
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𝝎𝐦,𝐃 = 𝑵?̇?𝐃 (2.36) 
𝝎𝐦,𝐋 = 𝑵?̇?𝐋 (2.37) 
 
 
2.2.5. IR-senzor 
Za zaznavanje črte so na LakosBotu uporabljeni IR-senzorji. Vsak senzor je sestavljen iz 
infrardeče (IR) svetleče diode in IR-fototranzistorja. Svetleča dioda je polprevodniški 
elektronski element, ki ob prevajanju električnega toka oddaja svetlobo [12]. Fototranzistor 
je polprevodniški elektronski element, uporabljen za zaznavanje intenzitete svetlobe, ki 
pade nanj. Večja kot je intenziteta, večji tok steče skozi fototranzistor [12]. 
 
Dioda oddaja IR-sevanje, fototranzistor to sevanje zaznava. Ker sta dioda in fototranzistor 
postavljena drug ob drugega, IR-sevanje iz diode ne more direktno doseči fotodiode, zato 
lahko zazna samo odbito sevanje. Običajno je črta, ki ji robot sledi, črna na beli podlagi. 
Črna črta odbije manj IR-sevanja kot bela podlaga, zato senzor, ki je nad črto, sprejeme 
tudi manj odbitega sevanja. 
 
Na LakosBotu je uporabljenih osem IR-senzorjev QRE1113 [13], shema vezave senzorjev 
je prikazana na sliki 2.5. Kot je razvidno iz slike, so diode senzorjev zaporedno vezane in 
so napajane z napetostjo neposredno iz baterije. Kar ni prikazano na sliki, je tranzistor, 
zaporedno vezan z vsemi diodami, s katerim mikrokrmilnik lahko vključi in izključi vse 
diode naenkrat. Fototranzistorji so vzporedno vezani na regulirano napetost 5V. Vsak 
fototranzistor je povezan z analogno digitalnim pretvornikom mikrokrmilnika. 
 
Ker je napetost merjena pred kolektorjem fototranzistorja (na sliki označeno z LS1, LS2, 
itd.), je pri večji intenziteti sevanja na fototranzistor izmerjena manjša napetost. Kar 
pomeni, da je izmerjena višja napetost za senzor, ki je na črti, v primerjavi s senzorjem, ki 
ni na črti. 
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Slika 2.5: Shema vezave IR-senzorjev 
 
 
Iz izmerjenih vrednosti vseh senzorjev lahko izračunamo približno pozicijo črte. Za to 
lahko uporabimo uteženo povprečenje [14], ki je implementirano v knjižnici robot, z 
enačbo (2.38), kjer je n število senzorjev, xi je vrednost i-tega senzorja in ui je utež i-tega 
senzorja. Za primer osmih senzorjev je rezultat te enačbe za črto pod prvim senzorjem, to 
je skrajno levi senzor, enak -3500, za črto pod osmim senzorjem, to je skrajno desni 
senzor, enak 3500, in za črto med senzorjema štiri in pet, to sta sredinska senzorja, enaka 
0. 
?̅? =  
∑ 𝒖𝒊𝒙𝒊
𝒏−𝟏
𝒊=𝟎
∑ 𝒙𝒊
𝒏−𝟏
𝒊=𝟎
 −  𝟏𝟎𝟎𝟎(𝒏 − 𝟏) (2.38) 
𝒖𝒊 = 𝟏𝟎𝟎𝟎 ∙ 𝒊  (2.39) 
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2.2.6. Enkoder 
Za sledenje pomikom koles sta na LakosBotu uporabljena dva inkrementalna rotacijska 
enkoderja. Enkoderji so elektromehanična naprava, ki spreminjajo pomike v pulzne signale 
[15]. Z inkrementalnim enkoderjem lahko sledimo kotnim pomikom, ne moremo pa 
določiti absolutne pozicije. Zato da lahko določimo smer vrtenja, ima enkoder dva izhodna 
signala A in B, ki sta medsebojno zamaknjena, kot je prikazano na sliki 2.6. 
 
 
 
 
Slika 2.6: Signal enkoderja 
 
 
Pomike lahko merimo z mikrokrmilnikom, s katerim štejemo pulze izhodnih signalov 
enkoderja. Kotno hitrost lahko izračunamo na primer s štetjem pulzov v določenem 
časovnem obdobju ali z merjenjem časa med pulzi. 
 
Na LakosBotu sta uporabljena dva magnetna enkoderja s šestimi poli, trije poli za vsak 
izhod [16]. To pomeni, da če štejemo pulze pri spremembi izhodnega signala enkoderja 
navzgor in navzdol pri enem obratu gredi elektromotorja, preštejemo 12 pulzov. Oziroma 
pri prestavnem razmerju reduktorja 29,86, to pomeni 358,32 pulza na obrat kolesa. 
 
 
2.3. Simulatorji robotov 
Za simulacijo robotov obstaja veliko različnih programskih rešitev. Za to nalogo so 
zanimivi taki programi, ki prikazujejo 3D-model robota in njegovo okolje. Model robota v 
simulatorju posnema gibanje realnega robota in njegovega krmilnega programa. 
Simulatorji lahko vključujejo tudi fizični pogon, ki omogoča bolj natančno simulacijo 
gibanja modela robota. 
 
S simulatorjem si lahko pomagamo pri razvoju robota in razvoju njegovega krmilnega 
programa. Med razvojem lahko v simulatorju preverimo primernost načrtovanega robota 
za opravljanje njegove naloge in njegovo konstrukcijo spreminjamo po potrebi. Prav tako 
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lahko s pomočjo simulatorja razvijamo krmilni program robota, ki je na koncu prenesen na 
mikrokrmilnik robota, kjer je ponovno testiran. Glavna omejitev točnosti simulacije je 
natančnost modela robota, aktuatorjev in senzorjev ter okolja.  
 
Pri izbiri simulatorja je bilo pregledanih več programskih rešitev, ki so bile ocenjene kot 
manj primerne za to nalogo iz različnih razlogov, kot so na primer pomanjkanje grafičnega 
vmesnika, pomanjkljiva funkcionalnost, malo možnosti razširitev in brezplačne licence, ki 
omejujejo funkcionalnost simulatorja. 
 
Podrobneje sta bila primerjana dva simulatorja, Gazebo [17] in V-REP [18]. Oba 
simulatorja sta si podobna po zmogljivostih in načinu dela z njima. V obeh simulatorjih 
lahko 3D-modele robotov izdelamo z danimi orodji ali pa jih uvozimo. Za programiranje 
krmilnih programov robotov je primarni programski jezik simulatorja Gazebo C++, 
primarni programski jezik V-REP-a pa Lua. Funkcionalnost obeh simulatorjev se lahko 
razširi z vtičniki in razširitvami. Simulatorja sta na voljo za operacijske sisteme Windows, 
Mac OS in Linux. V operacijskem sistemu Windows je namestitev V-REP-a preprosta in 
jo opravi namestitveni program. Gazebo pa take možnosti za operacijski sitem Windows 
nima in ga je potrebno zgraditi iz izvorne kode. 
 
V preglednici 2.1 so zbrane pomembnejše lastnosti simulatorjev Gazebo in V-REP. 
Simulator V-REP ima v primerjavi z Gazebom predvsem več možnosti razširitev, ki jih je 
mogoče programirati v različnih programskih jezikih. Za to nalogo je najpomembnejše, da 
simulator podpira programiranje v programskem jeziku C++, ker je to programski jezik, s 
katerim se programira robot LakosBot. 
 
Preglednica 2.1: Primerjava simulatorjev robotov 
Program 
Fizični 
pogon 
3D 
modelirnik 
Podprte 
platforme 
Primarni 
programski 
jezik 
Razširitve 
Programski 
jeziki 
razširitev 
Gazebo 
ODE, 
Bullet, 
Simbody, 
DART 
Interni 
Linux, 
Mac OS, 
Windows 
C++ Vtičniki C++ 
V-REP 
ODE, 
Bullet, 
Vortex, 
Newton 
Interni 
Linux, 
Mac OS, 
Windows 
Lua 
API, 
dodatki,vtičniki 
C/C++, 
Python, 
Java, Lua, 
Matlab 
 
 
Oba simulatorja sta si po zmogljivosti in uporabi zelo podobna, zato je bil zaradi lažje 
dostopnosti na operacijskem sistemu Windows izbran simulator V-REP. 
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2.3.1. Programsko okolje V-REP 
V-REP je program za simulacijo robotov z integriranim razvojnim okoljem, katerega 
grafični vmesnik je prikazan na sliki 2.7. Modele v V-REP-u se kontrolira z vgrajenimi 
skriptami, ROS in odjemalci API. Programe se lahko piše v programskih jezikih C/C++, 
Python, Java, Lua, Matlab in Octave. V-REP se uporablja za hitro razvijanje algoritmov, 
simulacijo avtomatizacije, hitro prototipiranje in preverjanje ter izobraževanje, povezano z 
robotiko itd. [18] 
 
 
 
Slika 2.7: Grafični vmesnik V-REP-a 
 
 
Glavni element simulacije v V-REP-u je scena. Ta lahko vsebuje različne elemente, kot so 
objekti, skripte, grafični vmesniki itd. Večino elementov je mogoče združevati v modele, 
ki so lahko shranjeni v svoje datoteke in jih je tako mogoče prenašati med različnimi 
scenami. 
 
Modeli robotov so v V-REP-u sestavljeni iz objektov. Objekte se lahko v programu zgradi 
iz primitivnih oblik ali pa se uvozi zahtevnejše oblike, ki jih je mogoče v V-REP-u 
prilagoditi. Gibanje modelov omogočajo sklepi različnih oblik. Na voljo so senzorji 
bližine, senzorji vida in senzorji sile. 
 
Objekte lahko premikamo direktno z nastavljanjem pomika ali kota sklepov in z 
nastavljanjem pozicije ter zasuka objekta. Obstaja še dinamičen način, pri katerem se 
sklepom nastavi navor/silo in željeno hitrost, prav tako je mogoče še nastaviti navor/silo, ki 
deluje direktno na objekt. Dinamičnim objektom je potrebno nastaviti tudi maso in 
vztrajnostni moment. Pomike in hitrosti med simulacijo izračuna izbrani fizični pogon.  
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Da bi bila simulacija hitrejša in stabilnejša, je smiselno ločiti model robota na vizualni in 
dinamični model. Vizualni model je normalno prikazan med simulacijo. Ta model je lahko 
sestavljen iz zahtevnejših oblik in je obarvan. Vseeno pa ne sme imeti preveč podrobnosti, 
da ne bi po nepotrebnem upočasnjeval simulacije. Dinamični model je običajno med 
simulacijo neviden. Ker fizični pogon uporablja ta model, bo  simulacija hitrejša in 
stabilnejša, če je model sestavljen iz enostavnejših oblik. 
 
Objekte v V-REP-u sestavljamo iz različnih oblik, te so lahko treh različnih tipov, to so 
primitivne oblike, konveksne oblike in naključne oblike. Primitivne oblike so najbolj 
preproste in zato najbolj primerne za dinamični model, še posebej tam, kjer se površine 
pogosto dotikajo. Konveksne oblike lahko predstavljajo objekte konveksnih oblik, so pa 
manj ugodne za dinamični model. Naključne oblike lahko prestavljajo objekt kakršnekoli 
oblike in so najmanj primerne za dinamični model, še posebej tam, kjer se površine 
dotikajo. Različne objekte lahko med seboj spajamo, kjer je oblika nastalega objekta 
enakega tipa kot tip najzahtevnejše spojene oblike. 
 
Simulacija teče z nastavljenim korakom simulacije. Na vsak korak simulacije se 
posodobijo vrednosti senzorjev, izvedejo skripte modelov in izvedejo se različne razširitve 
V-REP-a ter vtičniki. Fizični pogon ima svoj korak, ki je običajno krajši od koraka 
simulacije. Na vsakem koraku fizičnega pogona se posodobijo položaji in hitrosti 
dinamičnih objektov ter sklepov, izvedejo se nekatere skripte, na primer skripte sklepov, 
razširitve in vtičniki pa se prav tako lahko izvajajo na vsakem koraku fizičnega pogona, če 
to želimo. 
 
V-REP vključuje tudi različne funkcije, kot so na primer izračun najmanjše razdalje med 
objekti, zaznavanje kolizij, planiranje poti, inverzna kinematika itd. Funkcionalnost V-
REP-a je mogoče še dodatno razširiti z dodatki in vtičniki [19]. 
 
Najpreprostejši način programiranja v V-REP-u so vgrajene skripte. Te skripte se 
programira v programskem jeziku Lua. Skripta je del modela in z njo lahko upravljamo z 
modelom, s sceno, v kateri je model, in delno s simulatorjem. Skripta je del modela, zato 
ne potrebuje svoje datoteke in je združljiva z vsemi namestitvami V-REP-a, neglede na 
operacijski sistem. 
 
Dodatke se podobno kot vgrajene skripte piše v programskem jeziku Lua, niso pa del 
modela in so samostojna datoteka. Dodatki so uporabljeni predvsem za razširitev 
funkcionalnosti simulatorja. Tako kot vgrajene skripte so dodatki združljivi z vsemi 
namestitvami V-REP-a neglede na operacijski sistem. 
 
Vtičnike pišemo v programskem jeziku C/C++. Najpogostejša uporaba vtičnikov je 
razširitev funkcionalnosti simulatorja z dodajanjem funkcij Lua, ki so nato uporabljene v 
vgrajenih skriptah ali dodatkih. Vtičniki so še posebej primerni tam, kjer je hitrost 
izvajanja programa zelo pomembna.  
 
Zadnji način razširitev so oddaljeni odjemalci API, te lahko pišemo v programskih jezikih 
C/C++, Python, Java, Lua, Matlab in Octave. Oddaljeni odjemalec se lahko nahaja na 
drugem računalniku, ne na tistem, na katerem poteka simulacija, ali kar na robotu, katerega 
simuliramo. 
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3. Simulacija mobilnega robota 
Model LakosBota v V-REP-u je zgrajen iz dveh sklopov, iz modela robota, ki predstavlja 
LakosBot v simuliranem okolju V-REP, in vtičnika, ki omogoča programiranje 
simuliranega robota v programskem jeziku C++. 
 
 
3.1. Model robota v V-REP-u 
Model robota v V-REP-u je razdeljen na dva modela, vizualnega in dinamičnega. Oba 
modela sta narejena iz istega 3D-modela robota. Vizualni model je narejen tako, da je ta 
čim bolj podoben LakosBotu. Dinamični model pa je sestavljen iz preprostejših oblik, zato 
da bi bila simulacija hitrejša in stabilnejša, ta model je bil narejen s sledenjem priporočil 
gradnje dinamičnih modelov v V-REP-u [20]. Oba modela sestavljajo štirje objekti, to sta 
dve kolesi, kroglica in objekt LakosBot. To je objekt, ki združuje vse, česar ni potrebno 
posebej ločiti v samostojne objekte. 
 
 
3.1.1. 3D-model 
3D-model robota je bil sestavljen v programu SolidWorks. Osnova modela je bila plošča 
robota, ta je bila uvožena iz programa KiCad, v katerem je bila narejena. Na ploščo so bile 
nato postavljene tiste komponente, ki so pomembne za funkcionalnost robota, in ostale 
večje komponente, ki so pomembne za obliko in izgled modela. Nekatere nepotrebne 
podrobnosti, kot so napisi, zareze v gumah in nepotrebne zaokrožitve, so bile iz komponent 
odstranjene, zato da bi bil model čim enostavnejši. Ta model je bil tudi uporabljen za 
izračun masnih vztrajnostnih momentov vseh komponent, razen koles. Ta model, prikazan 
na sliki 3.1, je bil nato izvožen v formatu .stl in uvožen v program V-REP. 
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Slika 3.1: Model LakosBota v SolidWorksu 
 
 
3.1.2. Vizualni model 
Vizualni model, kot je prikazan na sliki 3.2, je bil narejen iz uvoženega modela LakosBota. 
Da bi simulacija tekla hitreje, je bil model še dodatno poenostavljen v V-REP-u. Za 
poenostavitev je bila uporabljena funkcija Decimate selected shape, ta funkcija zmanjša 
število trikotnikov objekta. Funkcija je bila uporabljena na vsakem uvoženem objektu, tako 
da je bilo število trikotnikov zmanjšano na najmanjše možno število in da je hkrati objekt 
še vedno obdržal svojo obliko. Na ta način je skupno število trikotnikov modela zmanjšano 
s približno 140.000 na približno 45.000 trikotnikov. Pred nadaljevanjem dela na vizualnem 
modelu je bil trenutni model kopiran kot osnova za dinamični model. 
 
Vsak objekt je lahko obarvan le z eno barvo, zato so bili vsi objekti obarvani s tisto barvo, 
ki jih najbolje predstavlja. Nato so bili objekti, ki se medsebojno ne premikajo, spojeni v 
en objekt. Končni vizualni model sestavljajo štirje objekti, to sta dve kolesi, kroglica in 
plošča z vsemi ostalimi komponentami. 
 
Vizualni model ni del dinamične simulacije, je pa ta model viden senzorjem. Vsi ti objekti 
imajo omogočeno zaznavanje s senzorji vida in vsemi vrstami senzorjev bližine. Poleg tega 
je ta model uporabljen v funkciji za izračun minimalne razdalje med predmeti in za 
zaznavanje trkov med predmeti. 
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Slika 3.2: Vizualni model LakosBota 
 
 
3.1.3. Dinamični model 
Dinamični model, prikazan na sliki 3.3, je zgrajen iz objektov preprostih oblik, ki so 
narejeni s pretvorbo zahtevnejših oblik v preprostejše. Osnova dinamičnega modela je 
vizualni model. Objekti dinamičnega modela so večinoma primitivne oblike, kjer to ni 
mogoče, je uporabljena konveksna oblika. 
 
 
 
Slika 3.3: Dinamični model LakosBota 
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Dinamični model kolesa je cilinder, ki je narejen iz vizualnega modela kolesa s funkcijo 
Extract cylinder. Ta funkcija objekt naključne oblike spremeni v objekt primitivne oblike, 
tako da nastali objekt ohrani gabaritne mere. Vztrajnostni moment kolesa okoli osi vrtenja 
je bil izmerjen, kot je to opisano v poglavju 3.2.2. Vztrajnostna momenta okoli ostalih 
dveh osi pa sta bila izračunana v programu SolidWorks. Za kolo je bil izbran 
prednastavljen material wheelMaterial. Da se kolo lahko vrti in je še vedno povezano s 
preostalim modelom robota, je uporabljen sklep.  
 
Dinamični model kroglice je bil narejen podobno kot dinamični model koles s funkcijo 
Extract sphere. Vztrajnostni moment je bil izračunan v programu V-REP. Za ta objekt je 
bil izbran prednastavljen material noFrictionMaterial. Kroglica je povezana s preostalim 
modelom s senzorjem sile, ki predstavlja togo povezavo. 
 
Ostale komponente, baterija z nosilcem, mikrokrmilnik in motorja, pa so bile s funkcijo 
Extract cuboid spremenjene v primitivno obliko kvadra. Plošča robota pa je bila s funkcijo 
Morph selection into convex shapes spremenjena v konveksno obliko. Ker se ti objekti 
med seboj ne premikajo, so bili spojeni v en objekt. Vztrajnostni moment tega objekta je 
bil izračunan v SolidWorksu. 
 
 
3.1.4. Mase in vztrajnostni momenti modela 
V preglednici 3.1 so zbrane mase vseh objektov modela robota v V-REP-u in mase 
nekaterih komponent teh objektov, ki so bile nastavljene v programu SolidWorks, zato da 
bi bil izračun masnih vztrajnostnih momentov natančnejši. V preglednici so tudi zbrani 
brezmasni vztrajnostni momenti za tiste objekte, ki so del modela v simulatorju. Brezmasni 
vztrajnostni moment objekta LakosBot je bil v V-REP vnesen v obliki matrike, katere 
vrednosti so v enačbi (3.1). Pri tem je bilo središče mase tega objekta nastavljeno na 
vrednosti v enačbi (3.2). 
 
Preglednica 3.1: Mase in brezmasni vztrajnostni momenti objektov modela robota 
Objek m [kg] Ix [m
2] Iy [m
2] Iz [m
2] 
LakosBot 0,1338    
  Arduino Micro 0,013    
  9 V baterija 0,045    
  Elektromotor 0,0105    
  Ostalo 0,0548    
LevoKolo, DesnoKolo 0,0033 7,307e-05 7,312e-05 1,060e-02 
Kroglica 0,0018 7,146e-05 7,146e-05 7,146e-05 
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𝑰𝐫𝐨𝐛 = [
𝟓, 𝟕𝟗𝟑𝐞 − 𝟎𝟒 −𝟒, 𝟑𝟐𝟓𝐞 − 𝟎𝟔 𝟏, 𝟓𝟗𝟐𝐞 − 𝟎𝟓
𝟒, 𝟑𝟐𝟓𝐞 − 𝟎𝟔 𝟔, 𝟎𝟔𝟏𝐞 − 𝟎𝟒 𝟒, 𝟒𝟒𝟔𝐞 − 𝟎𝟕
𝟏, 𝟓𝟗𝟐𝐞 − 𝟎𝟓 𝟒, 𝟒𝟒𝟔𝐞 − 𝟎𝟕 𝟏, 𝟏𝟎𝟔𝐞 − 𝟎𝟑
] [𝐦𝟐] (3.1) 
[
𝒙 [𝐦]
𝒚 [𝐦]
𝒛 [𝐦]
] = [
𝟔, 𝟏𝟏𝟕𝐞 − 𝟎𝟐
𝟓, 𝟗𝟑𝟖𝐞 − 𝟎𝟐
𝟏, 𝟔𝟕𝟒𝐞 − 𝟎𝟐
] (3.2) 
 
Na sliki 3.4 je na levi prikazan model robota v SolidWorksu, na desni pa model robota v 
V-REP-u. Pri obeh modelih so prikazane glavne osi vztrajnostnih momentov z izhodiščem 
v središču mase modela.. Iz te slike lahko vidimo, da so glavne osi vztrajnostnih 
momentov v V-REP-u pravilno usmerjene.  
 
 
 
Slika 3.4: Glavne osi masnih vztrajnostnih momentov modela robota v SolidWorksu in V-REP-u 
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3.1.5. Senzorji 
Ker v V-REP-u ni IR-senzorjev, so ti zamenjani s senzorji vida. Vidno polje senzorjev, 
prikazano na sliki 3.5, je v obliki kvadra, širine in dolžine enaki širini in dolžini senzorjev. 
Globina vidnega polja je 10 mm, kar je nekoliko več, kot je potrebno, da senzorji vidijo tla. 
Da senzorji ne bi zaznavali modela robota, je vidno polje premaknjeno za 1 mm navzdol. 
Resolucija senzorjev je bila nastavljena na 8 x 8. Za posnemanje delovanja IR-senzorjev se 
v programu prebere vrednost povprečne intenzitete. Ta vrednost je za temno sliko 0 in za 
svetlo sliko 1. 
 
V V-REP-u ni senzorjev, ki bi lahko prestavljali enkoder, zato je delovanje enkoderjev 
simulirano v vtičniku LakosBot.dll. 
 
 
 
Slika 3.5: Vidno polje senzorjev 
 
 
3.1.6. Hierarhija modela 
Model LakosBota je sestavljen iz vizualnih objektov, dinamičnih objektov in senzorjev. 
Hierarhija modela je prikazana na sliki 3.6. Imena vseh vizualnih objektov modela se 
končajo z _vidno, imena dinamičnih objektov pa se končajo z _din, izjema je dinamični 
objekt LakosBot. Ker je ta objekt osnova modela, je njegovo ime tudi ime celotnega 
modela. 
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Slika 3.6: Hierarhija modela LakosBota 
 
 
Podrejeni objekti se premikajo skupaj z nadrejenim objektom, to velja tudi za senzorje in 
sklepe. Za dinamične objekte pa to ne drži ker so njihovi pomiki izračunani z fizičnim 
pogonom. Če želimo dinamične objekte med seboj povezati, uporabimo sklepe ali senzorje 
sile. Dinamični objekti so povezani z osnovo modela s sklepi, če se objekta medsebojno v 
eni osi premikata. Če je med objektoma potrebna toga povezava, je kot povezava 
uporabljen senzor sile. Da bi se vizualni objekti premikali skupaj z dinamičnimi, so 
vizualni objekti zmeraj podrejeni pripadajočemu dinamičnemu objektu. 
 
 
3.2. Model elektromotorja v V-REP-u 
Sklepom v V-REP-u lahko določimo navor in ciljno hitrost. Če hitrost sklepa ni enaka 
nastavljeni ciljni hitrosti, bo sklep deloval z maksimalnim navorom, tako da bo pospeševal 
proti ciljni hitrosti. Elektromotorja na LakosBotu pa sta krmiljena z napetostjo. Zato je bil 
narejen model elektromotorja, ki bolje posnema delovanje elektromotorja. 
 
Model enosmernega elektromotorja, kot je predstavljen v poglavju 2.2.4, je bil 
poenostavljen, tako da ni potrebno pretvarjati kotnih hitrosti in navorov med gredjo 
elektromotorja in izhodno gredjo reduktorja. Zato sta konstanta povratne elektromotorne 
sile Kb in konstanta navora Kt v naslednjih enačbah konstanti glede na kotno hitrost kolesa 
ter navor, ki deluje na kolo. Enačba napetosti čez armaturo elektromotorja (2.32) in enačbi 
(3.3) ter (3.4) so implementirane v skripti sklepov. 
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𝒆𝐚 = 𝑲𝐛𝝎 (3.3) 
𝑻 = 𝑲𝐭𝒊𝐚 (3.4) 
 
Skripta sklepov je eden od mogočih načinov upravljanja s sklepi v V-REP-u. Program v 
skripti se izvede enkrat na korak fizičnega pogona. Program mora vrniti dve vrednosti 
navor in maksimalno hitrost. Navor je izračunan po enačbi (3.4) in mora zmeraj biti 
pozitiven. Maksimalna hitrost je hitrost, proti kateri bo sklep pospeševal. Zato da bo sklep 
pospeševal v pravilno smer, je predznak enak predznaku izračunanega navora. Vrednost 
maksimalne hitrosti je nastavljena na višjo hitrost, kot je pričakovano, da jo bo sklep 
dosegel. Ta vrednost je nastavljena na 200 rad/s. 
 
 
3.2.1. Parametri elektromotorja 
Ker sta bila na voljo le motorja, montirana na robotu, ni bilo mogoče izvesti vseh meritev, 
zato so bili potrebni parametri elektromotorjev, izračunani iz specifikacij, izpisanih v 
preglednici 3.2. 
 
Preglednica 3.2: Specifikacije elektromotorja Pololu 30:1 Micro Metal Gearmotor HP 6V [21] 
Nazivna napetost Un [V] 6 
Prestavno razmerje N 29,68:1 
Hitrost v prostem teku pri 6 V [Obr/min] 1000 
Tok v prostem teku pri 6 V ipt [A] 0,12 
Tok v mirovanju pri 6 V im [A] 1,6 
Navor v mirovanju pri 6 V Tm [Nm] 0,06355 
 
 
Izračunani parametri so upornost navitja Ra, enačba (3.5), konstanta povratne 
elektromotorne sile Kb, enačba (3.6) in konstanta navora Kt,, enačba (3.7). Induktivnost La 
je bila ocenjena. Izračunane vrednosti so zbrane v preglednici 3.3. 
𝑹𝐚 =
𝑽𝐧
𝒊𝐦
 (3.5) 
𝑲𝐛 =
𝑼𝐧
𝐇𝐢𝐭𝐫𝐨𝐬𝐭 𝐯 𝐩𝐫𝐨𝐬𝐭𝐞𝐦 𝐭𝐞𝐤𝐮
 (3.6) 
𝑲𝐭 =
𝑻𝐦
𝒊𝐦
 (3.7) 
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Preglednica 3.3: Izračunani parametri elektromotorja 
Upornost armature Ra [Ω] 3,75 
Konstanta povratne elektromotorne sile Kb 
[V min/Obr] 
0,006 
Konstanta navora Kt [Nm/A] 0,0397 
Induktivnost armature La [H] 0,005 
 
 
3.2.2. Merjenje vztrajnostnega momenta 
Ker sta elektromotor in kolo robota v V-REP-u en objekt, je bil merjen skupni vztrajnostni 
moment. Vztrajnostni moment je bil izračunan iz kotnega pospeška elektromotorja. 
Meritev je bila opravljena na desnem elektromotorju robota. Med meritvijo kolo robota ni 
imelo stika s podlago. Za potrebe te meritve je bil narejen program za merjenje hitrosti 
elektromotorja. Potek programa je prikazan na sliki 3.7. Program na začetku čaka na pritisk 
tipke na robotu. Ko se pritisne tipko, začne elektromotor pospeševati, pri tem je vrednost 
PWM-ja nastavljena na 100. Po 500 ms se začnejo shranjevati meritve kotne hitrosti, 
izmerjene z enkoderjem. Ko preteče 250 ms od začetka shranjevanja meritev, elektromotor 
pospeši do maksimalne hitrosti, po tem se meritve nadaljujejo še naslednjih 500 ms. Ko je 
meritev končana, program čaka na pritisk tipke. Ob pritisku tipke program pošlje vse 
meritve. 
 
 
 
Slika 3.7: Potek meritvenega programa 
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Opravljeni sta bili dve meritvi, prikazani na slikah 3.8 in 3.9. Tu je prikazana kotna hitrost 
kolesa v odvisnosti od časa. Vsaka meritev je bila opravljena pri različni napetosti baterije. 
 
 
 
Slika 3.8: Prva meritev pospeševanja elektromotorja s kolesom 
 
 
 
Slika 3.9: Druga meritev pospeševanja elektromotorja s kolesom 
 
 
Električni tok skozi navitje brez upoštevanja tuljave je izračunan po enačbi (3.8). Ua je v 
tem primeru napetost na začetku pospeševanja ea, izračunan po enačbi (3.3), kjer je kotna 
hitrost ω, hitrost pred začetkom pospeševanja. Nato je po enačbi (3.10) izračunan tok z 
upoštevanjem tuljave, ob času 2 ms, to je čas prve meritve hitrosti po začetku 
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pospeševanja. Pri tem je predpostavljeno, da je tok pred začetkom pospeševanja enak nič. 
Iz izračunanega toka je nato izračunan navor po enačbi (3.4). Kotni pospešek ob začetku 
pospeševanja α, je odčitan iz grafov na slikah 3.8 ter 3.9 in je v prvem primeru 970,96 
rad/s2 ter 667,1696 rad/s2 v drugem primeru. Nazadnje je vztrajnostni moment izračunan 
po enačbi (3.11) in je v prvem primeru 3,4028e-5 kg m2 ter 3,6163e-5 kg m2 v drugem 
primeru. 
𝒊 =  
(𝑼𝐚 − 𝒆𝐚)
𝑹𝐚
 (3.8) 
 
𝝉 =  
𝑳𝐚
𝑹𝐚
 (3.9) 
 
𝒊𝐚 =  𝒊 (𝟏 − 
𝟏
𝐞
𝒕
𝝉
) (3.10) 
 
𝑱 =
𝑻
𝜶
 (3.11) 
 
 
Povprečje obeh izračunanih vztrajnostnih momentov je 3,5096e-5 kg m2. Ta vrednost je 
uporabljena za vztrajnostni moment dinamičnega modela koles okoli osi Z. 
 
 
3.3. Proga 
V V-REP je bila uvožena tudi proga, ki ji lahko model LakosBota sledi. Proge ni bilo 
mogoče uvoziti iz datoteke dxf, zato je bila najprej uvožena v program SolidWorks, kjer je 
bila spremenjena v trdi model. Ta model je bil nato izvožen v formatu stl in uvožen v V-
REP. Nato je bil rob uvoženega objekta spremenjen v pot, ki je bila obarvana črno. 
Teksture tal so bile odstranjene in barva tal je bila nastavljena na belo. Črta proge je od tal 
dvignjena za 0,1 mm, da ni v isti ravnini kot tla, kar bi lahko povzročalo težave pri 
zaznavanju črte s senzorji. 
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Slika 3.10: Proga v V-REP-u 
 
 
Progi je bil dodan časomer, ki meri čas med dvema zaporednima prehodoma robota čez 
senzor. Uporabljen je laserski senzor bližine, postavljen nad prečno črto proge, kar je vidno 
na sliki 3.10. Uporabniški vmesnik, na sliki 3.11, je bil narejen z urejevalnikom OpenGl 
uporabniških vmesnikov. Ta urejevalnik ni več na voljo pri privzetih nastavitvah V-REP-a 
od verzije V3.4.0 naprej. Vmesniki, narejeni s tem urejevalnikom, so kljub temu še 
delujoči. 
 
 
 
Slika 3.11: Uporabniški vmesnik časomera 
 
 
3.4. Vtičnik za programiranje krmilnih programov 
modela robota 
Da bi bila programska koda prenosljiva med simulatorjem in mikrokrmilnikom, je bil 
narejen V-REP-ov vtičnik LakosBot.dll. LakosBot se programira z knjižnico Robot, zato 
so ta knjižnica in nekatere pogosteje uporabljene funkcije Arduina implementirane v tem 
vtičniku. 
 
V vtičniku so vse funkcije knjižnice Robot, niso pa vse delujoče, zaradi česar so nekatere 
funkcije prazne. To so tiste funkcije, ki v simulatorju niso potrebne, so pa v vtičniku zato, 
da je program povsem prenosljiv med simulatorjem in mikrokrmilnikom. To so predvsem 
funkcije krmiljenja preko bluetootha, funkcije, povezane s tipko in zvočnikom ter funkcija 
kalibriranja senzorjev. Nedelujoča je tudi funkcija Delay, ker bi ta funkcija tudi ustavila 
simulacijo v V-REP-u 
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Knjižnici robota so bile dodane funkcije za delo z enkoderjema. Funkcija zacniEnkoderja 
inicializira enkoderja, nato je mogoče s funkcijo preberiEnkoderja prebrati vrednosti 
levega in desnega enkoderja. Ta vrednost je frekvenca pulzov enkoderja v Hz. Za 1 obrat 
gredi motorja so 3 pulzi, za 1 obrat kolesa pa 89 pulzov. Ker v V-REP-u ni senzorja ki bi 
deloval kot enkoder, je frekvenca pulzov izračunana iz hitrosti kolesa po enačbi (3.12), kjer 
je f frekvenca pulzov, ω je kotna hitrost kolesa v rad/s, npul je število pulzov za en obrat 
gredi elektromotorja in N je prestavno razmerje reduktorja. 
𝒇 =  
𝝎
𝟐𝝅
 𝒏𝐩𝐮𝐥 𝑵  (3.12) 
 
Funkciji pelji in peljiLD na mikrokrmilniku robota nastavita pulzno-širinsko modulacijo 
(PWM) signala levega in desnega elektromotorja. Možne vrednosti PWM-ja so med 0 in 
255, kjer je 0 enako napetosti 0 V in 255 enako napetosti baterije. V simulatorju se 
elektromotorjema nastavlja napetost s signali. Signali so eden od načinov komunikacije 
znotraj V-REP-a, pri katerem signalu nastavimo ime in vrednost, nato lahko vrednost 
signala preberemo kjer koli znotraj programskega okolja V-REP-a. Ker je modelu podana 
napetost, je ta iz vrednosti PWM-ja izračunana po enačbi (3.13), pri kateri je Ua napetost, 
ki bo nastavljena v modelu elektromotorja, PWM je vrednost PWM-ja, ki jo želimo 
nastaviti, Ubat je napetost baterije. Željena smer vrtenja je nastavljena s predznakom 
vrednosti Ua. 
𝑼𝐚 = 
𝑷𝑾𝑴
𝟐𝟓𝟓
 𝑼𝐛𝐚𝐭 (3.13) 
 
Funkcije za branje črte preberiSenCrte in crta sta v vtičniku enaki, kot sta v knjižnici 
Robot, razlikujeta se samo pri branju senzorjev. Pri branju senzorjev na robotu dobimo 
vrednosti med 0, za visoko intenziteto svetlobe, in 1023, za nizko intenziteto svetlobe. V 
vtičniku je prebrana vrednost srednje intenzitete senzorja vida, te vrednosti so med 0, za 
nizko intenziteto svetlobe, in 1, za visoko intenziteto svetlobe. Zato da bi bilo delovanje 
programa v simulatorju enako delovanju programa na robot, so prebrane vrednosti 
spremenjene po enačbi (3.14), kjer je V spremenjena vrednost in Vsen vrednost, ki je bila 
prebrana iz senzorja vida. 
𝑽 = (𝟏 − 𝑽𝐬𝐞𝐧) 𝟏𝟎𝟐𝟑 (3.14) 
 
V simulatorju lahko uporabimo tudi funkcije serijske komunikacije, s katerimi lahko 
izpisujemo besedilo in števila. Podobno kot na platformi Arduino serijsko komunikacijo 
začnemo s funkcijo begin, ta v V-REP-u odpre okno, v katero nato pišemo s funkcijama 
print in println ter s funkcijo telemetrija, ki je del knjižnice Robot. 
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Delujoče funkcije knjižnice Robot so: 
‐ funkciji za krmiljenje robota: 
‐ pelji, 
‐ peljiLD, 
‐ funkciji za branje črte: 
‐ preberiSenCrte, 
‐ crta, 
‐ funkciji za delo z enkoderjema: 
‐ zacniEnkoderja, 
‐ preberiEnkoderja, 
‐ funkcija telemetrija. 
 
Delujoče funkcije knjižnice Arduino so: 
‐ funkcije za branje časa: 
‐ micros, 
‐ millis, 
‐ funkcije serijske komunikacije: 
‐ begin, 
‐ print, 
‐ println, 
‐ pomožne funkcije: 
‐ abs, 
‐ constrain, 
‐ round, 
‐ radians, 
‐ degrees, 
‐ sq. 
 
Poleg funkcij so vključene tudi konstante: 
‐ PI, 
‐ HALF_PI, 
‐ TWO_PI, 
‐ DEG_TO_RAD, 
‐ RAD_TO_DEG, 
‐ EULER. 
 
Program Arduina se piše v dveh funkcijah. Funkcija setup je klicana samo enkrat na 
začetku simulacije. Funkcija loop je klicana v vsakem koraku simulacije. Največja 
omejitev programa v simulatorju je v tem, da se morata funkciji setup in loop izvesti v 
celoti, preden se lahko simulacija nadaljuje, zato v programu ni mogoče uporabiti 
neskončnih zank ali zank, v katerih bi pričakovali, da se vrednosti senzorjev spremenijo. Ti 
dve funkciji se pri vtičniku nahajata v datoteki ArduinoProgram.cpp. 
 
V programskem jeziku C++ imajo spremenljivke na različnih platformah različno velikost, 
torej da bi se program na mikrokrmilniku in v simulatorju izvajal čim bolj podobno, je 
priporočljivo uporabiti spremenljivke, katerih velikost se med platformami ne spreminja, 
kar je prikazano v preglednici 3.4. 
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Preglednica 3.4: Velikosti spremenljivk 
Spremenljivka na 
platformi Arduino 
Micro [22] 
Ekvivalentna 
spremenljivka fiksne 
velikosti  
char char 
byte, unsigned char uint8_t, unsigned char 
Int int16_t 
unsigned int, word  uint16_t 
long int32_t 
unsigned long uint32_t 
float, double float 
 
 
Zato da se lahko program vtičnika spremeni, medtem ko V-REP teče, se vtičnik naloži ob 
začetku simulacije in ne ob zagonu V-REP-a. Vtičnik se naloži v glavni skripti modela s 
funkcijo simLoadModule. Ko se vtičnik naloži, se ta tudi inicializira in pri tem registrira 
Lua funkcija simExtLakosBot_create. Takoj za tem ko je vtičnik naložen, se to funkcijo 
uporabi, z njo podamo vtičniku ročaj modela, ročaje sklepov, ročaje senzorjev in napetost 
baterije. Ko se simulacija zaključi, se v glavni skripti modela s funkcijo simUnloadModule 
razloži vtičnik. 
 
Med delovanjem program V-REP sporoča različne dogodke vsem naloženim vtičnikom s 
sporočili. Na vsak korak simulacije V-REP pošlje sporočilo 
sim_message_eventcallback_modulehandle, ko vtičnik LakosBot.dll prejme to sporočilo, 
izvede funkcijo loop. Če funkcija setup še ni bila izvedena, se ta izvede pred funkcijo loop. 
 
Ker se funkcija loop izvede enkrat na vsak korak simulacije, je potrebno korak simulacije 
nastaviti na približno enak čas, kot je čas izvajanja funkcije loop na mikrokrmilniku 
Arduino Micro. Pri manjših korakih simulacije je potrebno spremeniti tudi korak fizičnega 
pogona, priporočen korak fizičnega pogona je polovica koraka simulacije ali manj. 
 
V glavni skripti modela lahko nastavimo napetost baterije, ki jo bo vtičnik uporabljal, to 
nastavimo s spremenljivko napetostBaterije. Spremenljivka glavne skripte modela 
imeVticnika nastavi vtičnik, ki bo naložen, ta mora biti enaka, kot je ime datoteke vtičnika 
brez končnice .dll. V isti sceni lahko imamo več modelov LakosBota, vendar mora vsak 
model imeti svojo datoteko vtičnika, tudi če je program vtičnika obeh modelov enak. 
 
 
3.5. Datoteke modela robota in njihova uporaba 
V povezavi z modelom robota LakosBot in vtičnikom za programiranje je bilo narejenih 
več datotek. Te datoteke so: 
‐ datoteke 3D-modela robota, 
‐ scena robota LakosBot, poimenovana LakosBot.ttt, 
‐ model robota, poimenovan LakosBot.ttm, 
‐ scena proge, poimenovana Proga.ttt 
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‐ datoteke s programsko kodo vtičnika.  
 
V datoteki lakosbotAssem.SLDASM je sestav 3D-modela robota LakosBot. Ob sestavu so 
tudi datoteke 3D-modelov vseh komponent robota. Vsaka komponenta ima tudi 
nastavljeno pravilno maso, ker so bili ti modeli tudi uporabljeni za izračun masnih 
vztrajnostnih momentov. 
 
V sceni robota LakosBot.ttt je bil narejen model robota ter napisan programi glavne skripte 
modela in skript sklepov. Model je v sceni postavljen na istem mestu, kot je bil model 
uvožen zato, da so ob uvozu novih ali spremenjenih objektov 3D-modela ti postavljeni na 
pravo mesto. 
 
Datoteka modela robota LakosBot.ttm je bila narejena iz modela robota v sceni 
LakosBot.ttt. Preden je bil model shranjen, je ta bil postavljen na sredino scene, tako da se 
ob postavitvi tega modela v novi sceni ta postavi s središčem na kurzor in je s tem njegova 
postavitev enostavnejša in natančnejša. Ko odpremo model robota v novi sceni, moramo 
tej sceni prilagoditi nastavitve fizičnega pogona in nastavitev koraka simulacije, 
priporočene nastavitve so navedene v poglavju 5. Modelu v sceni lahko nastavimo napetost 
baterije in ime uporabljenega vtičnika. Nastavimo ju s spremenljivkama napetostBaterije in 
imeVticnika, ki se nahajata v glavni skripti modela. 
 
Scena Proga.ttt vsebuje model proge in že postavljen model robota LakosBot. Vse 
potrebne nastavitve fizičnega pogona so že prednastavljene, potrebno je le nastaviti korak 
simulacije, da je ta primeren za uporabljeni krmilni program. 
 
Mapa s programsko kodo vtičnika mora biti v mapi programming, ki se nahaja v mapi 
V-REP-a. Krmilni program se piše v funkcijah setup in loop, ki se nahajata v datoteki 
ArduinoProgram.cpp. Vtičnik lahko zgradimo s priloženim projektom programa Microsoft 
Visual Studio, ta nato zgrajen vtičnik kopira na delovno mesto. Zgrajen vtičnik se mora 
nahajati v isti mapi, kot je datoteka vrep.exe. 
 
 
3.6. Preverjanje modela 
Model je bil preverjen v treh delih. Prvi je bil test elektromotorja, pri katerem so preverjeni 
model elektromotorja in izmerjeni ter izračunani parametri. Drugi je bil test pomikov koles 
robota, pri katerem je preverjen celoten model robota. Zadnji pa je bil test robota na progi, 
pri katerem je bila poleg modela robota preverjena tudi prenosljivost programske kode med 
mikrokrmilnikom in simulatorjem. 
 
 
3.6.1. Test modela elektromotorja 
Za test modela elektromotorja je bilo primerjano pospeševanje elektromotorja in modela 
elektromotorja. Elektromotor je za test pospeševal iz mirovanja do maksimalne hitrosti pri 
dani napetosti, interval meritev je bil 2 ms, celoten čas testa je bil 400 ms. Elektromotor je 
pospeševal skupaj s kolesom in brez obremenitve. Uporabljena je bila 9 V baterija, ki je na 
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začetku testa imela napetost 8,0 V. Na LakosBotu je bil test izveden na desnem 
elektromotorju. V V-REP-u je bil za test uporabljen model, ki vključuje samo sklep in 
model kolesa, kar je prikazano na sliki 3.12. V V-REP-u je bil uporabljen fizični pogon 
Bullet 2.78 s korakom fizičnega pogona 1 ms, korak simulacije je bil 2 ms, kar je tudi 
interval med shranjenimi meritvami kotne hitrosti. 
 
 
 
Slika 3.12:Preverjanje modela elektromotorja v V-REP-u 
 
 
3.6.2. Test modela robota 
Model robota je bil preverjen tako, da so bili primerjani kotni pomiki koles. Na robotu so 
bili pomiki koles merjeni s štetjem pulzov enkoderja. Ker model robota v V-REP-u nima 
enkoderjev, je bil pomik izračunan v vtičniku LakosBot.dll z integracijo hitrosti sklepov. 
Primer testa je prikazan na sliki 3.13. Namesto 9 V baterije je bila uporabljena 7,4 V Li-PO 
baterija, da so rezultati bolj ponovljivi. V V-REP-u je bil uporabljen fizični pogon Bullet 
2.78 s korakom fizičnega pogona 1 ms, korak simulacije je bil 7 ms. Napetost baterije 
modela je bila nastavljena na 7,4 V. 
 
Test pomikov je bil narejen za različne kombinacije napetosti levega in desnega 
elektromotorja ter za različne smeri vrtenja elektromotorjev. Testirane so bile vse mogoče 
kombinacije smeri vrtenja levega in desnega elektromotorja v dveh serijah. Pri prvi seriji je 
bila vrednost PWM-ja 50, v drugi seriji pa 100. Ti dve vrednosti PWM-ja sta bili izbrani, 
ker se pri vrednostih, nižjih od 50, lahko zgodi, da se robot sploh ne premakne, pri 
vrednostih, višjih od 100, pa ga je težje krmiliti, prav tako funkcija pelji, ki je pogosto 
uporabljena za nastavitev PWM-ja, omejuje najvišjo vrednost na 100. 
 
Program za testiranje deluje tako, da na začetku s funkcijo peljiLD nastavi vrednost PWM-
ja. Ko preteče 0,5 s od začetka, nastavi vrednost PWM-ja obeh elektromotorjev na 0. 
Program ponovno čaka 0,5 s, da se robot ustavi. Nato neprestano pošilja število preštetih 
pulzov levega in desnega enkoderja.  
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Slika 3.13: Primer testa pomikov 
 
 
3.6.3. Test modela robota na progi 
Nazadnje je bil model testiran še na progi, kjer je bilo primerjano delovanje programa za 
sledenje črti na mikrokrmilniku Arduino Micro in v simulatorju. Primerjan je bil čas, ki sta 
ga robot in model robota potrebovala za en krog na progi, robot in model sta test začela iz 
mirovanja.  
 
Uporabljen je bil fizični pogon Bullet 2.78 s korakom fizičnega pogona 1ms. Korak 
simulacije je bil 7ms, kar je približno enako, kot je bil izmerjen čas izvajanja funkcije loop 
na mikrokrmilniku Arduni Micro. Na LakosBotu je bila uporabljena 7,4 V Li-PO baterija, 
ker se je 9 V baterija prehitro praznila in je bila hitrost robota na koncu kroga opazno 
počasnejša kot na začetku kroga. 
 
Za test je bil uporabljen obstoječi program sledenja črte, ki je bil posodobljen s funkcijami, 
povezanimi z enkoderji. Programska koda na mikrokrmilniku in v simulatorju je bila 
identična. Delovanje programa je prikazano na sliki 3.14, koda programa je v prilogi A. 
 
Ko se program začne, se v funkciji setup izvede kalibracija črte. Kalibracija poteka tako, 
da se robot vrti okoli svoje osi in pri tem bere vrednosti senzorjev. Pred kalibracijo mora 
biti robot postavljen tako, da med vrtenjem senzorji prečkajo črto proge. Med kalibracijo 
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se shranijo minimalne in maksimalne izmerjene vrednosti vsakega IR-senzorja, te 
vrednosti so uporabljene v funkciji crta zato, da je ocenjen položaj črte bolj natančen. Ker 
v simulatorju kalibracija ni potrebna, se program brez kalibracije nadaljuje. 
 
Na začetku funkcije loop program prebere nove vrednosti enkoderjev in izračuna hitrost ter 
rotacijo robota. Nato je s funkcijo crta prebran položaj črte. PI-krmilnik iz položaja črte 
izračuna željeno hitrost rotacije, hitrost robota ni izračunana in je konstantna. 
 
V funkciji pelji je izračunana razlika med željeno in dejansko hitrostjo ter rotacijo. Iz te 
razlike je nato izračunana nova vrednost levega in desnega PWM-signala. Ko sta novi 
vrednosti PWM-ja nastavljeni, se funkcija loop ponovno začne od začetka. 
 
 
 
Slika 3.14: Potek testnega programa TestNaProgi 
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4. Rezultati 
4.1.  Test modela elektromotorja 
Model elektromotorja je bil testiran tako, da je bila izmerjena hitrost med pospeševanjem. 
Na sliki 4.1 sta prikazani meritvi desnega elektromotorja LakosBota in modela 
elektromotorja v V-REP-u. 
 
 
 
Slika 4.1: Pospeševanje elektromotorja s kolesom 
 
 
Meritvi sta si zelo podobni, kar je bilo pričakovano, saj je bila ta meritev opravljena pri 
podobnih pogojih, kot so bile opravljene meritve vztrajnostnega momenta v poglavju 3.2.2. 
Pri obeh je bila merjena hitrost desnega elektromotorja s kolesom in brez obremenitve. Ta 
test pokaže predvsem ustreznost enačb modela elektromotorja in njihove implementacije, 
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to so enačbe (2.32), (3.3) in (3.4), kot tudi izračunanih ter izmerjenih parametrov 
elektromotorja. 
 
 
4.2. Test modela robota 
Test pomikov je bil razdeljen v dve seriji. V vsaki seriji je bilo osem preizkusov, vsak z 
različnimi kombinacijami smeri vrtenja elektromotorjev, te kombinacije so zapisane v 
preglednici 4.1. V seriji 1 je bil PWM nastavljen na 50, v seriji 2 pa na 100. Izmerjeni 
pomiki koles so prikazani v preglednicah 4.2 in 4.3. Kotni pomik je zmeraj prikazan kot 
pozitiven, ne glede na smer vrtenja. 
 
Na podlagi primerjav se na splošno vidi, da so kotni pomiki koles robota v seriji 1 krajši 
kot kotni pomiki koles modela robota, v seriji 2 pa je ravno obratno. Edina sila, ki 
nasprotuje gibanju v modelu elektromotorja, je povratna elektromotorna sila. Ta sila deluje 
samo takrat, ko se kolo vrti, povečuje pa se z večanjem kotne hitrosti kolesa. Zato so sile, 
ki nasprotujejo vrtenju, pri nižjih hitrostih vrtenja kolesa manjše v modelu robota, zaradi 
česar pri manjših napetostih, to so pokazali preizkusi v seriji 1, model robota pospešuje 
hitreje. Vpliv pomanjkanja teh sil pri mirovanju in nižjih hitrostih je možno videti v 
preizkusih 3, 4, 5 in 6, kjer eden od elektromotorjev ni gnan, kotni pomik prostega kolesa 
je v vseh primerih večji pri modelu robota. V seriji 2, kjer je nastavljena višja vrednost 
PWM-ja, pa robot doseže večje pomike, verjetno zato, ker ta doseže večjo kotno hitrost 
kljub manjšemu pospešku.  
 
Modela levega in desnega elektromotorja sta identična, levi in desni elektromotor robota 
pa nista povsem identična, zato se izmerjeni kotni pomiki koles robota pri enakih 
nastavitvah PWM-ja nekoliko razlikujejo glede na levo in desno kolo. Prav tako je 
delovanje elektromotorjev robota nekoliko različno glede na smer vrtenja. Ta razlika je 
najbolj vidna pri desnem elektromotorju, kjer so kotni pomiki naprej zmeraj večji kot kotni 
pomiki nazaj. 
 
Pri meritvah na robotu lahko tudi vidimo, da so kotni pomiki koles manjši, če sta hkrati 
gnana oba elektromotorja, razlog za to je večji padec napetosti baterije, ki je posledica 
večjega električnega toka. Pri modelu robota pa padec napetosti baterije ni modeliran, zato 
je napetost konstantna. 
 
V večini primerov so razlike v kotnih pomikih koles majhne, zaradi česar bo krmilni 
program deloval zadovoljivo tako v simulatorju kot na LakosBotu, kar je preverjeno v testu 
robota na progi. 
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Preglednica 4.1: Testi pomikov 
Test Levi elektromotor Desni elektromotor 
1 Nazaj Nazaj 
2 Naprej Naprej 
3 Naprej Prosto 
4 Nazaj Prosto 
5 Prosto Naprej 
6 Prosto Nazaj 
7 Naprej Nazaj 
8 Nazaj Naprej 
 
 
Preglednica 4.2: Test pomikov serija 1 
Test 
Kotni pomik 
levo kolo 
LakosBot [°] 
Kotni pomik 
desno kolo 
LakosBot [°] 
Kotni pomik 
levo kolo 
V-REP [°] 
Kotni pomik 
desno kolo 
V-REP [°] 
1 577 589 721 721 
2 565 657 721 721 
3 673 0 719 28 
4 669 0 719 30 
5 0 852 28 719 
6 0 661 30 719 
7 653 559 774 659 
8 577 832 657 774 
 
 
Preglednica 4.3: Test pomikov serija 2 
Test 
Kotni pomik 
levo kolo 
LakosBot [°] 
Kotni pomik 
desno kolo 
LakosBot [°] 
Kotni pomik 
levo kolo 
V-REP [°] 
Kotni pomik 
desno kolo 
V-REP [°] 
1 1593 1427 1443 1443 
2 1483 1608 1443 1441 
3 1539 2 1433 106 
4 1690 2 1429 125 
5 0 1730 117 1433 
6 0 1559 125 1427 
7 1575 1101 1630 1184 
8 1145 1696 1184 1632 
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4.3. Test modela robota na progi 
Pri testu na progi je bil primerjan čas, ki sta ga LakosBot in njegov model v V-REP-u 
potrebovala za  en krog na progi. LakosBot je en krog opravil v 50 s, model v V-REP-u pa 
v 42,7 s. Na sliki 4.2 je prikazan položaj LakosBota in modela robota ob času 42,7 s. 
 
Pri opazovanju vožnje robota in njegovega modela je mogoče opaziti razlike v vožnji. 
Model robota se med vožnjo težje ustali na črti in čez vso progo črto prenihava s približno 
enako amplitudo, medtem ko prenihavanje robota ni tako konstantno in ima na trenutke 
večjo amplitudo, zaradi česar lahko črto tudi izgubi. Razlog za to so verjetno težave z 
zaznavanjem črte, ki jih v simulatorju ni. Težave zaznavanja črte lahko povzroča neravnost 
površine proge in zunanja svetloba. 
 
Pri vožnji po progi se tako kot pri testu pomikov pokažejo manjše razlike med realnim 
robotom in njegovim modelom v simulatorju. Vseeno pa so razlike dovolj majhne, da isti 
krmilni program, z istimi parametri, vodi robota po črti s podobnim rezultatom. 
 
 
 
Slika 4.2: Primerjava pozicij na progi ob času 42,7 s 
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5. Diskusija 
Z izdelanim modelom je mogoče simulirati delovanje robota LakosBot, vendar so pri tem 
določene omejitve. Model robota, modeli senzorjev in model aktuatorjev niso povsem 
natančni, zato moramo pri pisanju krmilnega programa in pri interpretaciji rezultatov 
simulacije upoštevati omejitve modela robota. 
 
Pri simulaciji lahko pričakujemo, da bo model robota hitrejši in da bo hitreje spreminjal 
smer kot realni robot. Pri daljših časih vožnje, še posebej pri 9 V bateriji, se robot še 
dodatno upočasni zaradi praznjenja baterije, model robota pa nima modeliranega 
praznjenja baterije in je zato njena napetost konstantna. Baterija v modelu robota je idealni 
vir napetosti in zato ne glede na električni tok drži konstantno napetost. 
 
Največja pomanjkljivosti modela robota je enostaven model elektromotorja. 
Pomanjkljivost tega modela je predvsem odsotnost mehaničnih izgub. Pomanjkljivosti 
modela elektromotorja in prej omenjene pomanjkljivosti modela baterije pripomorejo k 
temu, da je model robota hitrejši kot realni robot. Razlike med robotom in njegovim 
modelom so največje pri nizkih napetostih, kjer je model robota hitrejši, to se na primer 
zgodi pri vrednostih PWM-ja pod 50 pri napetosti baterije 9 V. Če robota LakosBot 
poganjamo z nizkimi napetostmi, se ta lahko sploh ne premakne, model v simulatorju teh 
težav nima in se bo premikal tudi pri nizkih napetostih. 
 
IR-senzorji na robotu niso idealni in imajo motnje. Tako na primer svetloba iz okolice ali 
neravnost podlage lahko povzročijo motnjo, zaradi katere krmilni program napačno določi 
pozicijo črte. Te motnje lahko povzročijo napačen odziv programa, zaradi česar robot 
izgubi črto. V simulatorju pa takih težav ni, ker so senzorji idealni in nimajo motenj. 
 
Pri programiranju krmilnega programa v simulatorju so določene omejitve, ki jih moramo 
upoštevati, da bo program čim bolj podobno deloval tako v simulatorju kot na 
mikrokrmilniku robota. Najpomembnejše omejitve so: 
‐ funkciji loop in setup se morata izvesti v celoti, preden se simulacija nadaljuje, 
‐ ne moremo uporabiti neskončnih zank ali zank, v katerih bi pričakovali spremembe 
vrednosti senzorjev, 
‐ uporabimo spremenljivke, katerih velikost je neodvisna od platforme (preglednica 3.4), 
‐ na mikrokrmilniku Arduino Micro je programu na voljo 2,5 KB spomina, 
‐ na mikrokrmilniku Arduino Micro je največja možna velikost programa 28 KB. 
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Priporočene nastavitve simulatorja V-REP so: 
‐ fizični pogon Bullet 2.78, 
‐ korak fizičnega pogona 1 ms, 
‐ korak simulacije naj bo približno enak, kot je čas izvedbe funkcije loop na 
mikrokrmilniku Arduino Micro. 
 
Pričakujemo lahko, da bo simulacija tekla počasneje od realnega časa, hitrost simulacije je 
predvsem odvisna od zmogljivosti računalnika in uporabljenega koraka simulacije. Da 
simulacijo pospešimo, lahko povečamo korak fizičnega pogona, a nikoli ne na več kot 
polovico koraka simulacije. Za najboljšo natančnost simulacije je priporočeno, da je korak 
fizičnega pogona ena desetina koraka simulacije. 
 
Model robota je dovolj natančen, da lahko z njim razvijamo krmilne algoritme, ni pa 
primeren za določanje točnih parametrov krmilnega algoritma, kot so na primer parametri 
PID-krmilnika. 
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6. Zaključki 
V diplomskem delu je predstavljen postopek simuliranja robota v simulatorju robotov 
V-REP. Celoten postopek je predstavljen na primeru šolskega robota LakosBot.  
1) Predstavili smo kinematični in dinamični model mobilnega robota z diferencialnim 
pogonom, model aktuatorjev ter senzorje. 
2) Izbrali smo najprimernejši simulator za simulacijo robota LakosBot. Predvsem zaradi 
lažje namestitve in uporabe je bil izbran program V-REP,. 
3) Zgradili smo model robota LakosBot v simulatorju V-REP, ta vključuje vizualni 
model, dinamični model, model aktuatorjev in modele senzorjev. 
4) Razvili smo vtičnik za program V-REP, ki omogoča prenosljivost programske kode 
med mikrokrmilnikom Arduino in simulatorjem. 
5) Preverili smo model robota in prenosljivost programske kode na primeru sledenja črte. 
6) Ugotovili smo, da model robota LakosBot hitreje pospešuje kot realni robot, to je tudi 
največja razlika med njima. Razlika je zadosti majhna, da je mogoča simulacija 
krmilnih programov za sledenje črti. 
 
Za simulator V-REP smo naredili model robota LakosBot. Poleg modela robota smo 
razvili tudi vtičnik simulatorja V-REP, ki omogoča prenosljivost programske kode med 
simulatorjem in mikrokrmilnikom robota. Model in vtičnik skupaj omogočata razvoj in 
simulacijo krmilnega programa za sledenje črti. 
 
 
Predlogi za nadaljnje delo 
 
Model robota bi bilo mogoče nadgraditi, pomanjkljivosti so predvsem v modelu 
aktuatorjev in modelu IR-senzorjev. Nadgrajeni model aktuatorjev bi lahko na primer 
vseboval tudi mehanične izgube. Model IR-senzorjev bi lahko bil izpopolnjen z 
natančnejšim popisom vidnega polja senzorja. 
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8. Priloga A 
/******************************************************** 
* Program testa robota na progi 
*********************************************************/ 
#include "Robot.h" 
 
Robot robot; 
 
int32_t integ = 0; 
int32_t integMaks = 1500; // njvečja vrednost integrala PI krmilnika 
 
int32_t hitrostLevi = 0; 
int32_t hitrostDesni = 0; 
int16_t ihitrost = 0; 
int16_t irotacija = 0; 
 
void pelji(int16_t zhitrost, int16_t zrotacija); 
 
/*****************************setup*************************************/ 
 
void setup() { 
 robot.zacniEnkoderja(); 
 
 // čakaj začetek kalibracije 
 robot.cakajTipko(); 
 robot.kalibrirajCrto(3000, 60); 
 
 // čakaj začetek vožnje 
 robot.cakajTipko(); 
} 
 
/*****************************loop*************************************/ 
 
void loop() { 
 // preberi nove vrednosti enkoderjev 
 robot.preberiEnkoderja(&hitrostLevi, &hitrostDesni); 
 // izračunaj hitrost in rotacijo 
 ihitrost = (hitrostLevi + hitrostDesni) / 2; 
 irotacija = (hitrostLevi - hitrostDesni) * 90 / 175; 
 
 // preberi pozicijo črte 
 int16_t crta = robot.crta(); 
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 // PI krmilnik 
 integ = integ + (int32_t)crta; 
 integ = constrain(integ, -integMaks, integMaks); 
 pelji(400, crta * 2 + (int16_t)integ / 30L); 
} 
 
/*****************************pelji*************************************/ 
 
void pelji(int16_t zhitrost, int16_t zrotacija) { 
 // napaka hitrosti in rotacije 
 int16_t napakahitrosti = zhitrost - ihitrost; 
 int16_t napakarotacije = zrotacija - irotacija; 
 
 // nove vrednosti PWM 
 int16_t pwmhitrost = constrain(napakahitrosti, -255, 255); 
 int16_t pwmrotacija = constrain(napakarotacije / 4, -255, 255); 
 robot.pelji(pwmhitrost, pwmrotacija); 
} 
 
 
 
  
  
  
 
