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kratica anglesˇki pomen slovenska razlaga
AJAX Asynchronous Javascript and
XML
Asinhroni Javascript in XML
CAPTCHA Completely Automated Public
Turing test to tell Computers
and Humans Apart
Test, katerega cilj je ugoto-
viti, ali z racˇunalnikom upra-
vlja cˇlovek ali ne
CMS Content Management System Sistem za upravljanje vsebin
CSRF Cross Site Request Forgery Spletni napad, pri katerem na-
padalec ponaredi zahtevo in jo
na skrit nacˇin podtakne avten-
ticiranemu uporabniku, da jo
le-ta izvede na spletni strani,
kjer je avtenticiran
CSS Cascading Style Sheets Kaskadne slogovne pole - pre-
dloge, ki opisujejo vizualno
obliko spletne strani
D3.js Data-Driven Documents JavaScript knjizˇnica za ma-
nipulacijo dokumentov, ki so
osnovani na mnozˇici podatkov
DOM Document Object Model Dokumentni objektni model -
dogovorjen nacˇin za prezenta-
cijo HTML in XML dokumen-
tov
DoS Denial-of-Service attack Napad za zavrnitev storitve
DRY Don’t Repeat Yourself Ne ponavljaj se - Princip ra-
zvoja programske opreme, s
katerim programiramo bolj op-
timalno
HTML Hyper Text Markup Language Oznacˇevalni jezik za izdelavo
spletnih strani
HTTP Hypertext Transfer Protocol Spletni protokol za prenos po-
datkov
JSON JavaScript Object Notation Standardiziran format za
prenasˇanje sporocˇil
MD5 Message-Digest Algorithm 5 Zgosˇcˇevalna funkcija za krip-
tiranje nizov, katere izhod je
dolg 128 bitov
MITM Man In The Middle Napad ”Cˇlovek v sredini”
OWASP Open Web Application Secu-
rity Project
Neprofitna organizacija, ki se
trudi izboljˇsevati varnost na
spletu
PDO PHP Data Object PHP programski objekt, na-
menjen za izvajanje operacij
nad podatkovno bazo
PHP Hypertext Preprocessor Skriptni jezik, ki se uporablja
za izdelavo dinamicˇnih sple-
tnih strani
REST Representational State Trans-
fer
Vrsta arhitekturnega stila sple-
tnih aplikacij
ReDoS Regular Expression DoS Napad za zavrnitev storitve, ki
temelji na dejstvu, da se neka-
tere regularne izraze dolgo pre-
verja
RSA Rivest, Shamir, Adelman Algoritem za sˇifriranje z jav-
nim kljucˇem
SHA1 Secure Hash Algorithm 1 Zgosˇcˇevalna funkcija za krip-
tiranje nizov, katere izhod je
dolg 160 bitov
SQL Structured Query Language Programski jezik, s katerim
se izvaja operacije nad podat-
kovno bazo
SSL Secure Sockets Layer Kriptografski protokol, name-
njen vzpostavljanju varnih ko-
munikacijskih povezav, pred-
hodnik TLS
URL Uniform Resource Locator Enolicˇni krajevnik vira
WAMP Windows, Apache, MySQL,
PHP
Skupek programske opreme
za popolnoma delujocˇ spletni
strezˇnik
TLS Transport Layer Security Kriptografski protokol, name-
njen vzpostavljanju varnih ko-
munikacijskih povezav
WYSIWYG What You See Is What You
Get
Programi, ki omogocˇajo direk-
ten predogled izdelka
XML Extensible Markup Language Razsˇirljiv jezik za oznacˇevanje
XSS Cross Site Scripting Spletni napad, pri katerem na-
padalec aplikaciji pripiˇse kodo,
ki se ponavadi izvede pri dru-
gem uporabniku, ki aplikacijo
uporablja
ZAP Zed Attack Proxy Orodje za iskanje varnostnih
lukenj v spletnih aplikacijah

Povzetek
Spletne trgovine vsako leto privabijo vecˇ kupcev. Pri programiranju tovrstnih
aplikacij moramo biti pozorni na dve stvari: na realizacijo funkcionalnosti ter
zagotavljanje varnosti. V tej diplomski nalogi je razvita spletna trgovina s tremi
moduli (modul za kupce, prodajalce ter za narocˇanje pri dobaviteljih). Pri razvoju
je poseben poudarek namenjen zagotavljanju varnosti. Pri tem smo uposˇtevali pri-
porocˇila organizacije OWASP. Implementirana je obramba proti injekcijam, XSS,
CSRF ter proti napadom, ki izkoriˇscˇajo napacˇno upravljanje z avtentikacijo in
sejami. Poleg tega so izdelani samopodpisani certifikati X.509, ki so potrebni za
prijavo v zaledni sistem.
Kljucˇne besede: spletna trgovina, varnost, OWASP, Apachi, X.509.

Abstract
Each year web stores attract more customers. When programming these types
of applications we have to consider two things: implementation of functionality
and ensuring web security. A web store with three modules has been developed in
the following thesis (a module for buyers, sellers and also for managing supplies).
Special emphasis during development is placed on security. We also considered the
guidelines from the OWASP organization. A defense against injection, XSS and
CSRF has been implemented, as well as against attacks that exploit the broken
authentication and session management. In addition, self-signed certificates X.509
were created which are necessary for signing in back-end system.




Cilj dela je opisati principe programiranja varnih spletnih aplikacij in realizirati
pred vdori (cˇim bolj) varno spletno trgovino. Tematika je pomembna predvsem
zato, ker so tehnologije za izdelavo spletnih storitev postale zelo lahko dostopne
in razsˇirjene, sorazmerno s tem pa so se razsˇirile tudi zlorabe. Zato se je po-
trebno programiranja lotiti na pravi nacˇin, da s tem zmanjˇsamo ranljivosti nasˇih
aplikacij. Napadalcu je potrebno za nezazˇeleno uporabo aplikacije najti zgolj eno
pot, da povzrocˇi sˇkodo, zato bi moral razvijalec programa teoreticˇno predvidevati
vse mozˇnosti vdora. Moja aplikacija je razvita v tehnologijah PHP, JavaScript,
HTML, CSS in SQL na strezˇniku Apache [1]. Strezˇnik Apache je svetovno naj-
bolj razsˇirjen [2] odprtokodni HTTP strezˇnik za moderne operacijske sisteme, kot
sta Linux in Windows. Te tehnologije sem izbral, ker se da z njimi programirati
na dovolj nizkem nivoju za razumevanje hipoteticˇnih vdorov. Zˇelim torej izdelati
aplikacijo, ki bo poleg tega, da bo imela delujocˇe funkcionalnosti spletne trgovine,
odporna na razlicˇne nacˇine napadov, ki jih bom podkrepil s primeri. Uspesˇnost
pri zagotavljanju varnosti bom sproti in na koncu testiral s programom OWASP
ZAP [3], ki velja za enega izmed boljˇsih prostodostopnih testerjev [4] za odkriva-
nje pogostih lukenj z metodo grobe sile. Te tehnologije so tudi sˇiroko uporabljene,
iz cˇesar sledi, da so dobro dokumentirane, kar je drugi glavni razlog za izbor.
Na spletu obstaja vecˇ organizacij, ki v dolocˇenih cˇasovnih intervalih izdajajo se-
zname, na katerih so navedeni najpogostejˇsi nacˇini zlorabe spletnih aplikacij. Ena
izmed tovrstnih vodilnih organizacij je ameriˇski The Open Web Application Secu-
rity Project (OWASP) [5]. Njihov seznam desetih najpogostejˇsih pomanjkljivosti
citira tudi sama dokumentacija PHP [6]. V tem diplomskem delu sem posebno
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pozornost posvetil vdorom z uporabo injekcije, nepravilnemu upravljanju z av-
tentikacijo in sejami (angl. Broken Authentication and Session Management),
Cross-Site Scripting-u (XSS), Cross-site request forgery (CSRF) ter izpostavitvi
obcˇutljivih podatkov. Naloga ni usmerjena le v zagotavljanje varnosti, ampak
tudi v realizacijo funkcionalnosti trgovine. Razviti so trije glavni moduli spletne
trgovine, glede na vloge, ki se pri poslovanju pojavljajo. To so modul za kupce
(nakupovanje), modul za trgovce (CMS ali sistem za upravljanje vsebin) ter modul
za dobavitelje (narocˇanje produktov). Razvite funkcionalnosti in njihovo delovanje
so v tem delu tudi prikazane s slikami. Ker gre pri veliki mnozˇici spletnih aplikacij
v koncˇni fazi le za dostopanje do podatkovne baze in izmenjavo podatkov z njo
(podobno kot pri tej nalogi) ocenjujem, da je poznavanje konceptov, ki so opisani,
pomembno.
V drugem poglavju je opisan sˇirsˇi pregled podrocˇja, ki se ukvarja s spletnimi apli-
kacijami. V tretjem poglavju so na kratko predstavljene najpogostejˇse varnostne
pomanjkljivosti spletnih aplikacij. Le-te sem zˇelel v svoji implementaciji v cˇim
vecˇji meri odpraviti. V cˇetrtem poglavju je opis implementacije, ki vkljucˇuje kon-
kretne prikaze ranljivosti v PHP kodi. Opisano je tudi, na kaksˇen nacˇin sem se
jim sam poskusˇal izogniti. V petem poglavju so predstavljeni rezultati v obliki
zaslonskih slik dokoncˇane aplikacije. Vsaka zaslonska slika prikazuje posamezno
funkcionalnost spletne trgovine. Poglavje je namenjeno tudi opisu rezultatov, ki
jih je ob koncˇnem testiranju varnosti vrnil OWASP ZAP.
Poglavje 2
Pregled podrocˇja
Z vidika razvijalca se danes spletne tehnologije hitro in vsestransko razvijajo, zato
je za implementacijo posamezne funkcionalnosti na voljo ogromno razlicˇnih pristo-
pov. Imamo veliko svobode pri izbiri programskega jezika. Na spletu je precej do-
bro indeksirane dokumentacije o tem, kako lahko posamezen problem resˇimo (npr.
portal StackOverflow [7]) in najdemo lahko konkretne primere delujocˇe kode. Po-
leg tega obstaja cela vrsta internetnih skupnosti, ki so pripravljene tako ali drugacˇe
pomagati ali sodelovati. Vse nasˇteto seveda mocˇno pospesˇi proces razvoja. Vodilni
jeziki [8], s katerimi se realizira zaledne dele aplikacij (angl. back-end) so PHP,
C#, Java, Python, Ruby, Perl in SQL za povezovanje in interakcijo s podatko-
vimi bazami. Za implementacijo funkcionalnosti uporabniˇskega (angl. front-end)
dela se najbolj uporablja JavaScript (s knjizˇnico jQuery). Za druge tovrstne je-
zike je znacˇilno, da so odvisni od tega ali jih nasˇ brskalnik podpira (na primer
ActionScript [9]) in za delovanje ponavadi potrebujejo dodatne vticˇnike.
Leta 2005 se je za skupek tehnologij, ki omogocˇajo izdelavo asinhronih spletnih
strani, uveljavilo ime AJAX [10] (asinhroni JavaScript in XML). Z uporabo
AJAX-a si lahko spletna stran brez ponovnega nalaganja izmenjuje podatke s
strezˇnikom, kar pomeni boljˇso uporabniˇsko izkusˇnjo.
Danasˇnji trendi so, da se racˇunalniˇske storitve selijo v oblak. To v praksi po-
meni, da podjetja kupijo ali najamejo strezˇnike, na katerih ponujajo svoje storitve
preko spleta. Uporabniki jih lahko uporabljajo kadarkoli in kjerkoli - velikokrat
je edina omejitev dostop do interneta. Take storitve so na primer DropBox [11],
GoogleDrive [12] in Mozy [13].
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Spletne trgovine (Amazon [14], eBay [15]) sicer niso tehnolosˇka novost, vendar
drzˇi dejstvo, da vsako leto vecˇ ljudi tako ali drugacˇe kupuje preko spleta [16].
Na voljo imamo ogromno transakcijskih resˇitev (PayPal [17], MasterCard [18]), ki
ob pravilni uporabi zagotavljajo dokaj varen nacˇin nakupovanja. Poleg tega so
pomembna novost spletne denarne valute, kot je na primer BitCoin [19], s katerim
se zˇe da poslovati v nekaterih spletnih trgovinah. Razviti so tudi dobri priporocˇilni
sistemi (Google Ads [20]), ki na podlagi iskalnih nizov profilirajo posameznika in
mu predlagajo izdelke. Razvoj spletnih trgovin si lahko poenostavimo tudi z zˇe
narejenimi ogrodji za upravljanje vsebine, kot sta Wordpress [21] in Joomla [22].
Odlocˇil sem se, da pri diplomski nalogi omenjenih ogrodij ne bom uporabljal, saj
bi s tem zasˇel v prevecˇ poenostavitev.
Na drugi strani se odpirajo tudi problematicˇna vprasˇanja, kot sta zasebnost in
varnost. Zbiranje podatkov je velikokrat nenadzorovano in uporabniki se premalo
zavedajo, koliksˇen del zasebnosti so pustili na spletu ob uporabljanju storitev.
Sorazmerno z velikostjo racˇunalniˇskih sistemov raste tudi njihova kompleksnost,
kar povzrocˇi, da je tezˇko odpravljati vse izjeme in pomanjkljivosti. Tega se dobro
zavedajo tisti, ki splet zlorabljajo v kriminalne namene in to s pridom izkoriˇscˇajo.
Podrocˇje prava za tehnolosˇkimi novostmi ponavadi zaostaja. Vse vecˇ podatkov
se seli s papirja na digitalne vire, zato smo postali v tem pogledu ranljivi. Cˇe
nam kdo, ki ni pooblasˇcˇen, vdre v pomembno podatkovno bazo, je to lahko razlog
za propad podjetja ali ogrozitev zasebne varnosti. Na drugi strani je pozitiven





Injekcije so po najˇsirsˇi definiciji opredeljene kot napad, pri katerem napadalec
skusˇa v obstojecˇo kodo vriniti dodatne ukaze, ki v aplikaciji prvotno niso napisani.
S temi svojimi dodatnimi ukazi lahko manipulira s fukncionalnostmi na nacˇine, ki
za razvijalce in uporabnike niso zazˇeljeni. Poznamo vecˇ vrst injekcij, najpogostejˇsa
pa je SQL injekcija, pri kateri gre za spreminjanje SQL ukazov. Napadalec lahko na
primer nepooblasˇcˇeno dostopa do podatkov, jih spreminja ali briˇse. Glavni nacˇin,
kako preprecˇujemo injekcije, je precˇiˇscˇevanje vseh spremenljivk v poizvedbi, ki so
na kakrsˇenkoli nacˇin odvisne od zunanjega uporabnika aplikacije. V PHP imamo
na voljo vecˇ vgrajenih funkcij za precˇiˇscˇevanje nizov (mysql real escape string()).
Cˇe zˇelimo sˇe bolj zanesljivo in strukturirano precˇiˇscˇevanje, lahko uporabimo sˇe t.i.
pripravljene stavke in parametrizirane poizvedbe. Pri slednjih je potrebno omeniti
razred PDO (PHP Data Object), katerega sem uporabil za realizacijo poizvedb.
Injekcije se na OWASP seznamu pojavijo kot najpogostejˇsi napad, ki lahko naredi
zelo veliko sˇkode. Posledice so lahko izguba zaupanja podjetju (Sony Playstation
leta 2011 [23]), kraja identitete in izguba nadzora nad sistemom.
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3.2 XSS
XSS ali Cross-site scripting je napad, pri katerem napadalec aplikaciji pripiˇse kodo,
ki se ponavadi izvede drugemu uporabniku, ko uporablja aplikacijo. Obstaja vecˇ
nacˇinov:
• Odbit (angl. Reflected) - zlonamerna koda je posredovana preko URL na-
slova.
• Shranjen (angl. Stored) - zlonamerna koda je shranjena v podatkovno bazo
spletne strani.
• DOM osnovan (angl. DOM based) - spreminjanje kode na strani klienta
(client-side) v brskalniku.
Zlonamerna koda se izvede na strani klienta. Klient (zˇrtev) lahko ob izvajanju
te kode napadalcu razkrije kaksˇne varovane podatke (na primer sˇtevilko seje),
ali nevede obiˇscˇe oziroma napade neko tretjo spletno aplikacijo. Glavni nacˇin,
kako preprecˇimo, da bi bilo na nasˇi spletni strani mozˇno izvesti tak napad je,
podobno kot pri injekciji, precˇiˇscˇevanje vnosov uporabnikov. HTML (Hyper Text
Markup Language) znacˇke so gradniki oznacˇevalnega jezika HTML. Zavedati se
moramo, da cˇe je uporabniku strani omogocˇeno vsebini nasˇe strani dodati njegove
HTML znacˇke, potem lahko znotraj njih izvaja tudi operacije z JavaScript ali z
drugimi jeziki. Tega si gotovo ne zˇelimo. V PHP imamo zato definirani funkciji
htmlspecialchars() in htmlentities(), ki vse posebne HTML znake pretvorita iz
njihove funkcionalne oblike (znacˇke, narekovaji...) v izkljucˇno graficˇno obliko.
Z drugimi besedami - odvzameta HTML funkcionalnost znakov in jih le izriˇseta.
Obstaja tudi vgrajena knjizˇnica HTMLPurifier, ki zagotavlja sˇe bolj strukturirano
ocˇiˇscˇevanje z mnogimi dodatnimi opcijami.
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3.3 CSRF
CSRF ali Cross-site request forgery je napad, pri katerem napadalec ponaredi
zahtevo in jo na skrit nacˇin podtakne avtenticiranemu uporabniku, da jo le-ta
izvede na strani, kjer je avtenticiran. Pri nadaljnji razlagi sta uporabljena pojma
forma in zahtevek. Forma je gradnik v HTML, ki si ga lahko predstavljamo kot
obrazec. Forme so lahko zˇe izpolnjene, ali pa jih mora uporabnik izpolniti sam.
Ko formo posˇljemo strezˇniku, jo strezˇnik sprejme v obliki zahtevka.
Recimo, da ima prijavljeni uporabnik (zˇrtev) na voljo formo X, ki jo lahko izpolni in
posˇlje sistemu v obliki zahtevka. Neprijavljeni napadalec te forme seveda ne more
izpolniti in poslati zahtevka, ker ni avtenticiran. Predpostavimo, da napadalec
natancˇno pozna:
• obliko forme X,
• kako strezˇnik sprejme zahtevek forme X,
• URL naslov strani, na kateri se forma prikazˇe avtenticiranemu uporabniku.
Predpostaviti moramo tudi, da se oblika zahtevka, ki ga strezˇnik sprejme, ne
spreminja dinamicˇno. Potem lahko napadalec na neki tretji spletni strani, po-
imenujmo jo S, ustvari svojo formo Y, ki ima enako strukturo parametrov, kot
forma X. Napadalec vkljucˇi tudi mozˇnost, da se forma Y ob obisku spletne strani
S avtomaticˇno posˇlje na naslov, kamor bi se poslal zahtevek forme X. Cˇe vse to
drzˇi, je potrebno prijavljenega uporabnika le sˇe prepricˇati, da obiˇscˇe spletno stran
S. Seveda obstaja sˇe veliko drugacˇnih nacˇinov, kako izvedemo CSRF. Kot vidimo,
mora biti za uspesˇen napad ponavadi izpolnjenih veliko pogojev in napadalec mora
dobro poznati sistem.
Eden izmed nacˇinov, kako preprecˇiti CSRF je, da dinamicˇno spreminjamo obliko
zahtevka, ki ga strezˇnik sprejme. Obliko naredimo odvisno od seje prijavljenega
uporabnika, zato je napadalec ne more uganiti na preprost nacˇin. CSRF v povezavi
z XSS pa je zelo nevarna kombinacija, ker napadalcu omogocˇa obiti skoraj vse
obrambne mehanizme proti CSRF [24].
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3.4 Neustrezno hranjenje podatkov
V podatkovni bazi med drugim hranimo obcˇutljive podatke, kot je na primer geslo.
Za gesla je priporocˇljivo, da jih pred shranjevanjem v podatkovno bazo zgostimo
s pomocˇjo zgosˇcˇevalne funcije (angl. hash function). Kot primer lahko navedemo
zgosˇcˇevalni funkciji MD5 in SHA1. Ko se uporabnik zˇeli prijaviti v sistem, vpiˇse
geslo. Njegov vnos zgostimo z enako zgosˇcˇevalno funkcijo, kot je zgosˇcˇen zapis
gesla (izvlecˇek) v bazi. Cˇe se niza ujemata, je uporabnik vnesel pravilno geslo.
To delamo za primer situacije, v kateri bi imela nepooblasˇcˇena oseba prilozˇnost za
kratek cˇas videti vsebino podatkovne baze. Prva lastnost zgosˇcˇevalnih funkcij, ki
nam otezˇi razbitje izvlecˇka je, da ne glede na dolzˇino vhodnega niza, vedno vrnejo
enako dolg izhodni niz. Naslednja koristna lastnost zgosˇcˇevalnih funkcij je, da ob
majhni spremembi vhodnega niza dobimo mocˇno spremenjen izhodni niz. Zato za
razbitje potrebujemo postopek z grobo silo (angl. brute-force), ki je natancˇneje
opisan v poglavju 4.6.3 Prijava v sistem. Ta postopek je cˇasovno precej potraten,
sˇe posebej cˇe ne vemo, koliksˇna je dolzˇina vhodnega niza. V implementaciji te
naloge je uporabljena zgosˇcˇevalna funkcija SHA1.
3.5 Nepravilno upravljanje z avtentikacijo in se-
jami
Pogosti razlogi za uspesˇen vdor so:
• Dopusˇcˇanje nastavitve predvidljivih uporabniˇskih imen in gesel.
• Nekriptirane povezave.
• Nepravilno upravljanje s spremenljivkami seje.
Sistem, ki skrbi za registracijo novih uporabnikov, mora zagotavljati, da si upo-
rabniki ne morejo izbirati predvidljivih uporabniˇskih imen in gesel (na primer
”1234567”in ”password”). Take podatke lahko z lahkoto uganemo. MITM (Man-
in-the-middle) [25] je napad, pri katerem se napadalec postavi med posˇiljatelja
in prejemnika. Ko sporocˇilo potuje, ga le-ta prestrezˇe in poskusˇa desˇifrirati. Cˇe
posˇiljanje prijavnega obrazca ni kriptirano, je mozˇno z napadom MITM prestrecˇi
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zahtevek in iz njega enostavno prebrati podatke za avtentikacijo. Povezave mo-
ramo zato kriptirati. Ko se uspesˇno prijavimo v sistem z uporabniˇskim imenom in
geslom, nam je v spletnih aplikacijah ponavadi dodeljena unikatna identifikacijska
sˇtevilka (ID) seje. Slednja omogocˇa, da nam ni potrebno ob vsakem nadaljnjem
zahtevku, ki ga po prijavi posˇljemo strezˇniku, ponovno pisati uporabniˇskega imena
in gesla. Preveri se le, ali je ID seje nastavljen. HTTP (Hypertext Transfer Proto-
col) je nabor pravil, ki govorijo o tem, kako morajo biti sporocˇila, ki se prenasˇajo
preko svetovnega spleta, sestavljena in poslana. HTTP ne pomni prejˇsnjih akcij
na strezˇniku. To ponovno odpre mozˇnost napada, ki mu pravimo ugrabitev seje
(angl. session hijacking). Splosˇna ideja je v tem, da napadalec zˇrtvi ukrade ID
seje in se z njim prijavi v sistem, pri cˇemer dobi vse pravice zˇrtve. Nekaj let nazaj
smo lahko brali o Firefox vticˇniku FireSheep [26], s katerim se je bilo mogocˇe zgolj
z ukradenim piˇskotkom (angl. cookie), v katerem je bila shranjena sˇtevilka seje,
prijaviti v tuje profile uporabnikov znanih socialnih omrezˇij. To je predstavljalo
veliko in nevarno varnostno luknjo. Prva stvar, s katero povecˇamo varnost je,
da namesto hranjenja ID seje v piˇskotku, za hranjenje uporabimo spremenljivko
seje (angl. session variable). URL (Uniform Resource Locator) je enolicˇni naslov
spletne strani, ki mu po slovensko recˇemo ”enolicˇni krajevnik vira”. Prav tako
ID seje ne smemo izpostavljati v URL naslovu. Zagotovljeno mora biti, da se ta
spremenljivka generira na cˇim bolj nepredvidljiv nacˇin, pri procesu odjave pa se
mora unicˇiti. Od tod sledi vprasˇanje, na kaksˇen nacˇin PHP generira spremen-
ljivko seje. Ker si lahko pogledamo izvorno kodo tega jezika [27], ugotovimo, da
se spremenljivka generira s pomocˇjo zgosˇcˇevalne funkcije MD5, vhodni parametri
pa so:
• IP naslov obiskovalca.
• Trenutni cˇas.
• PHP psevdo nakljucˇni generator.
• Nakljucˇni vir operacijskega sistema (angl. OS random source).
Vidimo, da zaradi lastnosti vhodnih parametrov ne moremo zagotoviti popolne
unikatnosti. Je pa verjetnost, da bi dvakrat dobili enak ID dovolj majhna, kar
povzrocˇi, da je varnost zagotovljena v zadostni meri. Priporocˇljivo je tudi, da ID
seje pretecˇe, cˇe uporabnik dolocˇen cˇas ni aktiven.
Poglavje 3. Predstavitev pogostih varnostnih pomanjkljivosti spletnih aplikacij 10
3.6 Neustrezna konfiguracija strezˇnika
Ko stran po razvoju objavimo na spletu, moramo izkljucˇiti vsa opozorila strezˇnika,
ki opozarjajo na napake, ki se pojavljajo na strani strezˇnika (angl. server-side).
Cˇe napadalec diagnozo napake vidi, jo lahko uporabi za napad. Poleg tega je pri-
porocˇljivo, da izkljucˇimo mozˇnost prikazovanja vsebine v mapi oziroma direktoriju
(angl. directory listing). Predstavljajmo si, da strezˇniku podamo URL naslov, ki
definira le mapo, ne pa datoteke v njej. Poleg tega mapa ne vsebuje datoteke
”index.html”, na katero bi bili privzeto preusmerjeni. Cˇe ima strezˇnik vkljucˇeno
omenjeno opcijo, bo obiskovalcu te strani prikazal vse datoteke, ki se nahajajo v
podani mapi. Ta podatek je lahko osnova za napad.
3.7 CAPTCHA
CAPTCHA (Completely Automated Public Turing test to tell Computers and
Humans Apart) je test, katerega cilj je ugotoviti, ali je v interakciji z nasˇo apli-
kacijo cˇlovek ali racˇunalnik. Racˇunalniˇski agent (angl. internet bot) je program,
ki avtomaticˇno izvaja akcije preko spleta. Agenta med drugim lahko programi-
ramo tako, da z visoko frekvenco samodejno izpolnjuje obrazce, ki se pojavljajo
na dolocˇenih spletnih straneh. V primeru nasˇe spletne trgovine bi tak agent lahko
povzrocˇil, da bi imeli v nekaj sekundah v nasˇi podatkovni bazi na tisocˇe novo
prijavljenih uporabnikov, ki bi bili fiktivne osebe. Tega si seveda ne zˇelimo. V
preteklosti je bilo veliko poskusov, kako tovrstne tezˇave odpraviti. Vse resˇitve te-
meljijo na zadajanju neke naloge, ki je za cˇloveka relativno enostavna, za umetno
inteligenco pa mora biti cˇim bolj cˇasovno zahtevna. Naloga je mocˇno odvisna od
tega, koliko je umetna inteligenca napredna. Za prve CAPTCHA sisteme je tako
zadosˇcˇalo, da je moral uporabnik prepisati niz popacˇenih znakov, ki so bili pred-
stavljeni v graficˇni obliki. Lahko je bil zahtevan tudi krajˇsi izracˇun in podobno.
Za racˇunalniˇski vid danes razpoznavanje cˇrk in sˇtevilk s slike ne predstavlja vecˇ
velike tezˇave, zato je bilo potrebno razviti boljˇse nacˇine. V cˇasu pisanja te di-
plomske naloge je Google razvil tako imenovan ”No CAPTCHA reCAPTCHA”.
Sistem omogocˇa boljˇso uporabniˇsko izkusˇnjo, saj je uporabniku treba le klikniti
na dolocˇeno tocˇko. Preverja se premik miˇske, cˇasovna odzivnost in par privatnega
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ter javnega kljucˇa. Cˇe je sistem po dobljenih podatkih sˇe vedno v dvomu, mo-
ramo izpolniti sˇe uganko, ki temelji na razpoznavanju semanticˇne vsebine s slik.
Resˇevanje tovrstnih problemov je za racˇunalnik sˇe vedno zelo kompleksno.
3.8 Phishing
Phishing oziroma spletno ribarjenje je napad, pri katerem napadalec izkoristi za-
upanje zˇrtve, ta pa mu sama izda obcˇutljive podatke. Poznamo vecˇ variacij tega
napada. Izveden je lahko tako, da je zˇrtvi poslana elektronska posˇta, v kateri se
napadalec pretvarja, da je zaupanja vredna organizacija in od nje zahteva podatke
(uporabniˇsko ime in geslo). Drugi nacˇin je manipulacija s povezavami, pri kateri
napadalci postavijo spletno stran, ki ima identicˇen izgled kot prava, a so v URL
naslovu nekoliko spremenjene ali zamenjane cˇrke. Tako je prevaro tezˇko zaznati.
Tovrstne napade v sistemu lahko zaznamo z belezˇenjem vseh naprav, s katerih se
je uporabnik prijavljal vanj. Uporabnika se nato obvesˇcˇa, da so bile prijavljene
nove naprave. Po mozˇnosti se teh obvestil ne da dokoncˇno zbrisati, saj bi jih v na-
sprotnem napadalec lahko izbrisal sam in s tem zakril svojo sled. Drugi pristop je,




4.1 Nacˇrtovanje podatkovne baze
Podatkovno bazo moramo na zacˇetku dobro nacˇrtovati, saj so kasnejˇsi popravki
njene strukture tezˇji. Popravljati moramo namrecˇ vse poizvedbe, ki smo jih na-
pisali v programskem jeziku, ki opisuje logiko spletne strani. Pri nacˇrtovanju je
priporocˇljivo, da se drzˇimo nacˇel (vsaj) tretje normalne oblike. Cˇe na hitro povza-
memo teorijo normalizacije podatkovnih baz [28], pomeni tretja normalna oblika,
da mora biti podatkovna baza najprej v prvi in drugi normalni obliki.
• Prva normalna oblika dolocˇa, da sme domena posameznega atributa vsebo-
vati le atomarne (nedeljive) vrednosti, kar pomeni, da v posameznem polju
ne smemo imeti seznamov.
• Druga normalna oblika dolocˇa, da morajo biti vsi atributi, ki niso del kljucˇa,
odvisni od celotnega kljucˇa. Vse atribute, za katere to ne velja, moramo
prestaviti v novo relacijo.
• Tretja normalna oblika pravi, da morajo biti vsi atributi, ki niso del kljucˇa,
odvisni samo od kljucˇa (ne od kaksˇnih drugih atributov, ki niso del kljucˇa).
Temu pravimo tudi, da ni tranzitivnih odvisnosti.
Nasˇa struktura podatkovne baze je prikazana na sliki 4.1, izdelana pa je v okolju
MySQL Workbench. V podatkovni bazi so semanticˇno najbolj pomembne tabele
products, customers, sellers in suppliers. Tako, kot je mogocˇe razbrati iz imen,
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gre za vloge, ki nastopajo v spletni trgovini. Poslovanje poteka preko narocˇil,
kar predstavljata tabeli orders (kupci narocˇajo prek nasˇe spletne trgovine) in su-
pplier orders (spletna trgovina narocˇa pri dobaviteljih). Kupci lahko ocenjujejo
produkte (tabela products has rating) ali jih dajejo v svoj vozicˇek (angl. cart).
Vsak produkt ima lahko vecˇ slik (products has photos) in je dodeljen v neko kate-
gorijo (categoryid has name). Ker imamo v nekem narocˇilu lahko vecˇ produktov
in en produkt v vecˇih narocˇilih, to relacijo M:N resˇujemo z vmesno tabelo or-
ders has products in podobno supplier order has products. V tabeli company info
imamo podatke o nasˇi spletni trgovini.
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Slika 4.1: Struktura podatkovne baze.
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4.2 Programska struktura projekta
Konceptualno je programska koda projekta razdeljena v mape, ki se nahajajo v
korenski mapi, glede na podsisteme in module, ki se pojavljajo. Te mape so:
• database - povezovanje s podatkovno bazo in funkcije, ki izvajajo vnaprej
pripravljene poizvedbe.
• constants - deli kode, ki so znacˇilni za vecˇ spletnih strani hkrati, namenjeni
vecˇkratnemu vkljucˇevanju.
• admin - skripta logike, do katere lahko dostopa le s certifikatom prijavljen
administrator.
• sellers - skripta logike, do katere lahko dostopajo le s certifikatom prijavljeni
prodajalci.
• customers - skripta logike kupcev.
• products - skripta za upravljanje s produkti.
• img - slike produktov.
• lib - knjizˇnice, ki sem jih sam spisal za potrebe tega projekta.
• js - JavaScript knjizˇnice in koda, ki je vkljucˇena na druge strani.
• css - oblikovna plat spletne strani.
Definiran je tudi ”api.php”, ki sluzˇi kot REST API [29] (Representational State
Transfer Application Programming Interface). To pomeni, da je realiziran apli-
kacijski vmesnik, ki se ga da na preprost nacˇin uporabiti v primeru, ko bi druge
aplikacije zˇelele dostopati do javno vidnih podatkov o produktih, ki so objavljeni
v nasˇi trgovini.
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4.3 Uposˇtevanje nacˇel varnega programiranja s
konkretnimi primeri
4.3.1 Preprecˇevanje zlonamerne kode
Obrambni mehanizem pred SQL injekcijo je v nasˇem programu prikazan na sliki
4.2. Vse spremenljivke, ki jih je vnesel uporabnik (v primeru so vnesˇene preko me-
tode GET), so najprej precˇiˇscˇene. Napisal sem knjizˇnico ”validation functions.php”,
ki vsebuje validacijske funkcije za vsako vrsto vhodov posebej (ID, elektronska
posˇta, naslov, posˇtna sˇtevilka...). Funkcije vrnejo vhodni niz, cˇe je ustrezen, si-
cer vrnejo NULL. Cˇe stran na primer od uporabnika zahteva elektronsko posˇto,
se iz knjizˇnice klicˇe funkcija validateEmail(), ki niz testira z regularnim izrazom.
PHP dokumentacija namrecˇ priporocˇa uporabljati t.i. nacˇin preverjanja z ”belimi
seznami”(angl. whitelisting) namesto nacˇina s ”cˇrnimi seznami”(angl. blackli-
sting). Whitelisting je definiranje dopustnih mozˇnosti, blacklisting je ravno na-
sprotno navajanje prepovedanih. Razlog, zakaj je blacklisting slabsˇa izbira, je
velika verjetnost, da bomo ob nasˇtevanju prepovedi kaksˇno izpustili, kar predsta-
vlja potencialno mozˇnost vdora. Cˇe imamo neko SQL poizvedbo, katere del je
uporabnikov vhod, se pred injekcijo dodatno zavarujemo sˇe s pripravljenimi stavki
in parametriziranimi poizvedbami knjizˇnice PDO, kot je prikazano na sliki 4.2.




if( !is_null($email) ) { // ustrezen vhod
$db = DBInit :: getInstance (); //PDO
$sql = "UPDATE ... :email ...;"; // hipoteticna poizvedba
$query = $db ->prepare($sql);
$query ->bindValues(":email", $email );
$query ->execute ();
//DO SOMETHING





Slika 4.2: Nacˇin obrambe pred SQL injekcijo.
Kot sem zˇe omenil, se XSS napada lahko ubranimo s prekodiranjem HTML znacˇk.
Zelo pomembno je, da kaksˇnega vnosnega polja ne pozabimo precˇistiti. Primer je
predstavljen na sliki 4.3. Cˇe si predstavljamo, da funkcije htmlspecialchars() ne
bi bilo in bi preko GET zahtevka podali vrednost x = ′ >< script > alert();<
/script >′ , bi nam preko URL naslova uspelo zagnati JavaScript kodo. Pri tem je
sicer olajˇsujocˇe dejstvo, da ima vecˇina novejˇsih razlicˇic razsˇirjenih spletnih brskal-
nikov vkljucˇeno avtomatsko cˇiˇscˇenje URL naslovov pred procesiranjem. Preprost
nacˇin t.i. odbitega XSS napada, ki je omenjen v primeru, torej ne bi vplival na
uporabnike posodobljenih brskalnikov. Za testiranje varnosti lahko to mozˇnost se-
veda tudi izkljucˇimo (v Google Chrome z argumentom –disable-xss-auditor [30]).
Sˇe vedno pa obstaja mozˇnost, da bi na podoben nacˇin napadalcu uspelo nalozˇiti
JavaScript kodo v podatkovno bazo (shranjen XSS) spletne strani in bi jo logika
strani ob poizvedbi tako sama vkljucˇila v vsebino. V takem primeru nam lahko
pomagajo vticˇniki (na primer NoScript za Firefox), ki jih veliko uporabnikov spleta
ne uporablja.










Slika 4.3: Preprost primer zasˇcˇite pred XSS napadom.
Pred CSRF se lahko zavarujemo tako, da dinamicˇno spreminjamo imena parame-
trov forme. Koda, ki prikazuje CSRF ranjlivost, je prikazana na sliki 4.4, nadalje-
vanje je njen opis. Definirajmo tri spletne strani: ”varovana.php”, ”druga.html” in
”nevarnost.html”. Naj bo ”varovana.php” stran, na kateri moramo biti prijavljeni,
cˇe zˇelimo pisati v datoteko ”data.txt”. Prijavimo se preprosto tako, da pritisnemo
na gumb ”Get session” (gre za poenostavitev - na pravi spletni strani bi morali
vpisati uporabniˇsko ime in geslo). Strani ”druga.html” in ”nevarnost.html” je
modificiral napadalec. Naj bo na ”druga.html” vkljucˇena samo skoraj nevidna
”iframe” HTML znacˇka, ki omogocˇa vkljucˇevanje vsebine ”nevarnost.html” na
”druga.html”. V ”nevarnost.html” imamo izpolnjeno formo, katere parametri
imajo enako ime, kot v formi znotraj ”varovana.php”. Vsebuje tudi JavaScript
kodo, ki poskrbi, da se forma ob obisku te spletne strani (preko metode POST)
samodejno posˇlje logiki strani ”varovana.php”. Cˇe bo na ”varovana.php” prija-
vljeni uporabnik obiskal ”druga.html”, bo (nevede) v datoteko ”data.txt” zapisal
niz, ki je definiran v parametru ”nevarnost.html”. Naloga napadalca je torej, da
prijavljenega uporabnika zvabi na ”druga.html”.
Zelo pogosta implementacija obrambe je t.i. sinhronizator zˇetonov (angl. syn-
chronizer token design pattern) [31]. Ideja je sledecˇa: ko se uporabnik prijavi,
generiramo unikaten zˇeton, ki ga shranimo v sejno spremenljivko. Vkljucˇimo ga
tudi kot del vsake forme. Tako se ob posˇiljanju zahtevka te forme zˇeton posˇlje kot
del zahtevka. Strezˇnik procesira zahtevek le, cˇe se zˇetona v sejni spremenljivki in v
poslanem zahtevku ujemata. Na tak nacˇin onemogocˇimo napadalcu, da bi v svojo
ponarejeno formo vkljucˇil zˇeton. V nasˇi spletni trgovini je obramba pred CSRF
realizirana pri posˇiljanju narocˇila. Cˇe bi bilo omogocˇeno kupovanje s kreditno
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if(isset($_POST[’getSessionID ’])) $_SESSION[’id’] = rand (); // prijava
if( isset($_SESSION[’id’]) && isset($_POST[’add’])
&& isset($_POST[’send’]) ) {
$string = $_POST[’add’]."\n";
file_put_contents("data.txt", $string , FILE_APPEND | LOCK_EX );
}
?>























<form name="f" action="varovana.php" method="POST">





Slika 4.4: Prikaz CSRF ranljivosti.
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4.3.2 Izdelava certifikatov in konfiguracija strezˇnika Apa-
che
Izdelave samopodpisanih certifikatov sem se lotili s programom TinyCA2 [32], v
katerem sem izdelal svojo certifikatno agencijo in certifikate za administratorja
ter prodajalce. Po zgledu mnogih spletnih trgovin, certifikatov za kupce nisem
izdeloval. To pomeni, da je nakupovanje sicer res manj varno, a sem s tem iz-
boljˇsal uporabniˇsko izkusˇnjo. Postopek izdaje in priprave certifikatov je namrecˇ
za uporabnike prevecˇ dolgotrajen in kompleksen, kar stranke odbija.
Na strezˇniku Apache (uporabljal sem lokalni strezˇnik WAMP) se za vzpostavitev
SSL povezavave v konfiguracijski datoteki ”httpd.conf”vkljucˇi modul SSL ter dato-
teko ”httpd-ssl.conf”. Nato se v datoteki ”php.ini”vkljucˇi razsˇiritev (angl. exten-
sion) ”php openssl.dll”. V datoteki ”httpd-ssl.conf”nato nastavimo vse glavne
parametre [33], ki jih potrebujemo za vzpostavitev SSL. To so:
• SSLEngine (vklop modula).
• SSLCertificateFile (kazalec na datoteko, v kateri imamo samopodpisano strezˇniˇsko
digitalno potrdilo).
• SSLCertificateKeyFile (kazalec na datoteko, v kateri se nahaja zasebni kljucˇ).
• SSLCACertificateFile (kazalec na datoteko, v kateri je digitalno potrdilo
certifikatne agencije).
• SSLCARevocationFile (kazalec na seznam preklicanih digitalnih potrdil).
Poleg tega lahko za vsako hierarhicˇno stopnjo datotek nasˇe spletne strani v znacˇkah
Directory definiramo dodatne SSL mozˇnosti. Primer splosˇnih pravil in pravil
mape, v katero je mozˇno vstopiti le s certifikatom administatorja, je prikazan
na sliki 4.5.

















Slika 4.5: Primer nastavitve SSL pravil na strezˇniku Apache.
Projekt je zasnovan tako, da posamezna mapa predstavlja vlogo v sistemu. Ad-
ministrator ima v projektu svojo mapo, kupci svojo in tako naprej. Iz podanega
primera lahko vidimo, da je vstop v mapo (obisk strani) prepovedan, cˇe strezˇniku
ne posˇljemo ustreznega certifikata. Stvar s tem sˇe ni koncˇana, saj moramo vse
HTTP zahtevke na vsebino te mape preusmeriti na HTTPS. To je realizirano s
pomocˇjo datoteke ”.htaccess”, ki jo vstavimo v mapo posamezne vloge (posebej v
mapi administratorja, posebej v mapi prodajalca). Vsebino te datoteke najdemo
na sliki 4.6.
Ob vsem definiranem ostaja sˇe en problem. Cˇe smo eden izmed prodajalcev, se
trenutno lahko v sistem prijavimo s svojim uporabniˇskim imenom in geslom ter
s katerimkoli certifikatom prodajalca, tudi cˇe je certifikat tuj. Zˇelimo si torej
povezati posamezen ID prodajalca s posameznim certifikatom zato, da se ne bo
mogocˇe prijavljati s tujimi certifikati. To sem naredil tako, da se s PHP kodo ob
vsaki potrebni predlozˇitvi certifikata testira, ali se polje za elektronsko posˇto v
certifikatu ujema s poljem za elektronsko posˇto v podatkovni bazi (pri dolocˇenem
ID-ju prodajalca). Le v primeru, da pride do ujemanja, je prijava mozˇna.




RewriteRule (.*) https://%{ HTTP_HOST }%{ REQUEST_URI}
</IfModule >
Slika 4.6: Preusmeritev na HTTPS (.htaccess).
Naslednji ukrep je izkljucˇitev navajanja vseh strani v mapi. Na sliki 4.7 je pri-
kazano, kaj uporabnik vidi, cˇe obiˇscˇe mapo ”lib”. Ker v mapi ni datoteke ”in-
dex.html”vidimo celotno vsebino mape, cˇesar si ne zˇelimo.
Slika 4.7: Prikaz, kako strezˇnik navaja vse datoteke v mapi.
To lahko popravimo tako, da v datoteko ”.htaccess”dodamo ukaz ”Options -
Indexes”, ali pa to naredimo globalno v datoteki ”httpd.conf” strezˇnika Apache.
Rezultat tega popravka je, da je obisk zavrnjen.
Onemogocˇiti moramo tudi PHP modul za izpis napak. To naredimo tako, da v
”php.ini”datoteki definiramo display errors(false) in zapis napak preusmerimo v
datoteko z log errors(true).
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4.4 Nastavitev HTTP odzivov
OWASP priporocˇa naslednje ukrepe:
• Onemogocˇi X-Frame-Option, cˇe ne uporabljasˇ okvirov (prevencija pred XSS).
• Vkljucˇi opcijo HttpOnly, da koda na strani klienta ne more dostopati do
zasˇcˇitenih piˇskotkov (prevencija pred XSS).
• Onemogocˇi odbit XSS z vkljucˇitvijo X-XSS-Protection.
• Cˇe je le mogocˇe vkljucˇi opcijo cookie secure, ki pravi, da morajo biti piˇskotki
poslani preko HTTPS.
• Ustrezno nastavi Cache-control in Pragma parametra.
• Nastavi X-Content-Type-Options na nosniff, s cˇimer preprecˇiˇs MIME sni-
ffing.
Proti XSS sem se zasˇcˇitil tako, da sem nastavil X-Frame-Options Header naDENY,
kar pomeni, da se na stran ne morejo vkljucˇevati okviri (HTML znacˇke ”iframe”).
PHP koda je prikazana na sliki 4.8. Cˇe vseeno zˇelimo vkljucˇevati okvire iz svoje
domene, potem lahko nastavimo opcijo na SAMEORIGIN, vendar v nasˇem pro-
jektu podobnega vkljucˇevanja ni. Zastavica HttpOnly pove, ali ima skripta, ki se
izvaja na strani klienta, dovoljen dostop do vsebine piˇskotka.
<?php
header("Cache -Control: no-store , no-cache , must -revalidate , max -age=0");
header("Pragma: no-cache");
header("X-XSS -Protection: 1");
header(’X-Content -Type -Options: nosniff ’);




Slika 4.8: Implementacija OWASP priporocˇil.
V primeru XSS napada, bi nam lahko preko JavaScript kode ukradli avtentikacijski
piˇskotek. Zato si ne zˇelimo, da bi skripta lahko dostopala do njegove vsebine. Op-
cija nosniff pri X-Content-Type-Options pomeni, da je brskalniku onemogocˇeno
MIME (Multipurpose Internet Mail Extensions) pregledovanje. Gre za ugota-
vljanje tipa vsebine podatkov, cˇe tip ni definiran. Cache-control in Pragma skr-
bita za zacˇasno shranjevanje vsebin, ki smo jih zˇe pogledali, s cˇimer se izognemo
vecˇkratnemu nalaganju. Taksˇno shranjevanje OWASP odsvetuje.
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4.5 Izdelava modula za administratorja in narocˇanje
pri dobaviteljih
4.5.1 Upravljanje produktov, prodajalcev in dobaviteljev
Administrator ima v trgovini najviˇsjo hierarhicˇno vlogo z najvecˇ pravicami. Prija-
viti se mora z unikatnim certifikatom. Njegove funkcije so, da lahko v bazo dodaja
(ali spreminja) prodajalce, produkte, kategorije produktov in dobavitelje. Lahko
spreminja tudi podatke o podjetju, ki vodi spletno stran, in seveda podatke svojega
profila. Administrator ima v nasˇi spletni trgovini tudi nalogo, da od dobaviteljev
narocˇa nove produkte. Ker je, za razliko od prodajalcev, ki opravljajo bolj opera-
tivne naloge, njegova vloga stratesˇka, nima nekaterih funkcionalnosti prodajalcev
(odobritev/zavrnitev narocˇil kupcev).
Cˇe si bolj podrobno pogledamo upravljanje s prodajalci, ima administrator mozˇnost
vklucˇitve in izkljucˇitve posameznega prodajalca. To sluzˇi v primeru, ko nek pro-
dajalec zacˇasno ne dela (dopust, porodniˇska in podobno). Takrat le enostavno
izkljucˇimo mozˇnost njegove prijave (dodatna varnost) in ni potrebno brisati celo-
tnega profila prodajalca. Na tem mestu je pomembno sˇe, da se elektronska posˇta
prodajalca, ki ga upravljamo tu, ujema z elektronsko posˇto, ki je zabelezˇena na
njegovem certifikatu.
Pri funkcionalnosti upravljanja s produkti moramo vsakemu produktu (poleg osnov-
nih podatkov) navesti tudi nabavno ceno in prodajno ceno. Tako lahko na koncu
meseca na preprost nacˇin izvajamo razlicˇne izracˇune, hkrati pa imamo olajˇsano
generiranje predracˇunov pri narocˇanju od dobaviteljev. Naslednja zahtevana pa-
rametera sta zaloga in meja zaloge, kjer nas program sam opozori, naj narocˇimo
novo kolicˇino tega produkta, kadar se zaloga spusti pod mejo. Seveda lahko tega
priporocˇila pri narocˇanju (ki ga bom opisal pozneje) tudi ne uposˇtevamo. Pogla-
viten namen meje zaloge je narediti ob narocˇanju neko ucˇinkovito in preprosto
razmejitev med tistimi produkti, ki jih je zˇe potrebno na novo narocˇiti in tistimi,
ki jih imamo sˇe dovolj na zalogi. Za vsak produkt je mozˇno dodati tudi vecˇ slik,
zato se - zaradi ohranjanja strukturiranosti na strezˇniku - za vsak produkt posebej
ustvari mapa, kamor se le-te shranijo. Funkcionalnost dodajanja in spreminjanja
kategorij je namenjena temu, da bi bila koda trgovine cˇim bolj sˇiroko uporabna ter
bi jo lahko uporabljalo vecˇ trzˇnih niˇs. Pri funkcionalnosti upravljanja z dobavitelji
Poglavje 4. Implementacija 25
moramo biti pozorni na to, da se bodo avtomatsko generirane narocˇilnice posˇiljale
na elektronsko posˇto, ki jo bomo podali v formi znotraj nje.
4.5.2 Izdelava narocˇilnic in sistem, ki pomaga pri odlocˇanju
Funkcionalnost narocˇanja produktov je narejena tako, da si moramo od vseh do-
baviteljev najprej izbrati tistega, ki mu zˇelimo oddati narocˇilnico. Takoj po izboru
se nam prikazˇejo vsi produkti, ki nam jih ta dobavitelj dobavlja. Razdeljeni so na
tiste, katerih zaloga je zˇe padla pod mejo in tiste, ki se jim to sˇe ni zgodilo. Za
vsak produkt posebej si lahko pogledamo graf prodaje, ki opisuje kdaj in koliko
smo jih prodali. Ta graf si lahko izrisujemo za razlicˇna cˇasovna obdobja: zadnji
teden, zadnji mesec in zadnje leto.
Izris grafa je realiziran s knjizˇnico D3.js [34] (Data-Driven Documents). V ta
namen smo ustvarili dve PHP datoteki. Prva na podlagi parametrov (ID produkta
in cˇasa) izvede poizvedbo, koliko doticˇnih produktov smo prodali na dolocˇen dan
in to zakodira v podatkovni objekt JSON (JavaScript Object Notation), ki je tudi
izhod te datoteke. V drugi datoteki te podatke preberemo s pomocˇjo omenjene
knjizˇnice in jih izriˇsemo. Pri izrisu grafa je nastal problem, ker lahko iz baze
dobimo le podatek, na katere datume je bilo prodanih vecˇ kot 0 produktov, ostalih
tocˇk na grafu, ki bi prikazovale, kdaj nismo prodali nobenega artikla, pa nimamo.
Stvar je teoreticˇno mogocˇe resˇiti na nivoju JavaScript kode, vendar sem se odlocˇil,
da problem resˇim na nivoju SQL poizvedbe. Praznim vrednostim je bilo torej
potrebno prirediti datume, kar sem naredil s programerskim trikom. Kreiral sem
novo preprosto tabelo numbers, ki vsebuje le zaporedne sˇtevilke. Ker je ta SQL
poizvedba zelo zanimiva, je prikazana na sliki 4.9. Notranja poizvedba z imenom
T nam vrne zdruzˇene vse datume od zacˇetnega naprej, T1 vrne vse atribute o
prodaji dolocˇenega produkta, ki je bil prodan, zunanja poizvedba pa ti dve tabeli
zdruzˇi (LEFT JOIN) glede na datum. Funkcija Coalesce() nadomesti vse NULL
vrednosti z nicˇlo, kar je pravzaprav operacija, zaradi katere je bilo potrebno izvesti
to poizvedbo. Na koncu se sˇe sesˇteje vse produkte, ki so bili prodani na isti datum.
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SELECT date , products_product_id AS product_id ,
SUM(COALESCE(number_of_ordered_products , 0)) AS num_ordered
FROM (SELECT DATE_ADD (:startDate , INTERVAL n.id - 1 DAY) AS date
FROM shop.numbers n) AS T
LEFT JOIN
(SELECT * FROM orders o JOIN orders_has_products ohp
ON o.order_id = ohp.orders_order_id
WHERE products_product_id = :pid AND order_status_id = 1)
AS T1
ON DATE(T1.submit_time) = T.date
WHERE date <= :endDate GROUP BY date ORDER BY date;";
// Ko velja , da je ’order_status_id ’ enak 1, smo produkt res prodali.
// Spremenljivka ’:startDate ’ predstavlja datum (teden/mesec/leto nazaj)
// Spremenljivka ’:endDate ’ je danes.
Slika 4.9: SQL poizvedba, ki jo uporabimo za izris grafa.
4.6 Izdelava modula za kupce
4.6.1 Iskalnik in kategorije
Kupce moramo najprej razdeliti v dve skupini: neprijavljene in prijavljene. Ne-
prijavljenim so omogocˇene le osnovne operacije, kot je na primer iskanje in ogled
podrobnosti o izdelkih. Iskalne mozˇnosti so tri - mozˇno pa je iskati tudi po dveh
ali vseh treh hkrati. To so: iskanje po kategoriji, iskanje po iskalnem nizu in
narasˇcˇajocˇe ter padajocˇe urejanje izdelkov, glede na dolocˇen kriterij. Na stran se
nam privzeto razporedi devet produktov, realizirano je tudi ostranjevanje. Tukaj
so uporabniku vidni samo nekateri podatki. Ko kupec klikne na dolocˇen izdelek,
se prikazˇejo njegove podrobnosti.
4.6.2 Pregled podrobnosti izdelka
Na strani podrobnosti se prikazˇejo sˇe drugi, za kupca relevantni podatki o izdelku,
kot so opis izdelka, koliko izdelkov je sˇe na zalogi in ocena izdelka, ki so mu jo
dodelili predhodni kupci izdelka. Najvecˇ dela na tej strani je bilo z implementacijo
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pregledovalnika slik izdelka. Pomagal sem si s prostodostopno knjizˇnico EasyRo-
tator [35], ki deluje s pomocˇjo jQuery-ja. Lahko izbiramo pomanjˇsanje slike v
spodnjem predelu galerije, ob kliku se nato izbrana slika povecˇa.
4.6.3 Prijava v sistem
Cˇe se zˇelimo v sistem prijaviti, moramo najprej ustvariti svoj racˇun tako, da se re-
gistriramo - preusmerjeni smo na povezavo HTTPS. Cˇe ob registraciji pri vnasˇanju
podatkov naredimo kaksˇne napake (vnesˇeni podatki ne ustrezajo regularnemu iz-
razu), nas sistem opozarja, dokler vseh napak ne odpravimo. V formi so zahtevani
tudi podatki o uporabnikovem prebivaliˇscˇu, saj nasˇa spletna trgovina prodane ar-
tikle posˇilja po posˇti. Ko uporabnik nastavlja svoje geslo, mora le-ta iz varnostnih
razlogov ustrezati naslednjim pogojem [36]:
• Geslo mora biti dolgo od 8 do 20 znakov.
• Vsebovati mora vsaj eno malo cˇrko in vsaj eno veliko cˇrko.
• Vsebovati mora vsaj eno sˇtevilko.
• Vsebovati mora vsaj en poseben znak, ki ni ne cˇrka in ne sˇtevilka.
To je pomembno zato, ker napadalci s preprosto tehniko grobe sile lahko ugibajo
vsa mozˇna gesla. Z zadostno dolzˇino gesla napadalcem mocˇno povecˇamo cˇas ugi-
banja, saj sˇtevilo kombinacij z vsakim dodatnim znakom eksponentno naraste.
Cˇe z N oznacˇimo sˇtevilo razlicˇnih kombinacij, s P sˇtevilo vseh mozˇnih uporablje-
nih znakov in z L dolzˇino gesla, potem velja formula N = PL. V operacijskem
sistemu Kali Linux [37], ki je namenjen prav testiranju varnosti sistemov, lahko
najdemo veliko uporabnih orodij, ki delujejo na podlagi metode z grobo silo (John
the Ripper, Aircrack-ng, Hydra, Cain & Abel). Naslednji zelo pogost napad je
tako imenovan napad s slovarjem. Podobno kot pri grobi sili gre za preverjanje
razlicˇnih mozˇnosti, le da je mnozˇica poskusov veliko bolj omejena. Slovar se se-
stavi tako, da vanj vnasˇamo le nize cˇrk s semanticˇnim pomenom (za razliko od
napada z grobo silo, pri katerem vecˇina nizov nima pomena). Potem mnozˇico
lahko razsˇirimo tako, da posamezne nize s semanticˇnim pomenom zdruzˇujemo v
nove nize. Za slovarje je tudi znacˇilno, da jih morajo napadalci prirediti glede na
drzˇavljanstvo in jezike, ki jih govori zˇrtev. Napad s slovarjem torej predpostavlja,
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da si je uporabnik izbral polnopomensko geslo. Na spletu imamo na voljo veliko
zˇe narejenih slovarjev, bolj obsˇirni so ponavadi veliki vecˇ gigabajtov. Cˇe se sami
lotevamo izdelave slovarjev, lahko kot osnovo uporabimo prave spletne slovarje, ki
sluzˇijo jezikoslovcem (slovenski napadalci bi lahko uporabili SSKJ [38]).
Ko izpolnimo celotno formo pravilno, se v podatkovni bazi ustvari deaktiviran
racˇun in uporabnik ga mora aktivirati, preden ga lahko zacˇne uporabljati. Ak-
tivacijska koda je poslana na elektronsko posˇto novoustvarjenega profila kupca v
obliki URL naslova. To je narejeno zato, da je tezˇje ustvarjati izmiˇsljene profile.
Mozˇno je namrecˇ napisati program, ki avtomatsko izpolnjuje forme in jih posˇilja,
kar povzrocˇi, da je baza spletne trgovine napolnjena s fiktivnimi osebami. Cˇe bi
kdo to zˇelel narediti, bi moral napisati dodatni programski modul, ki bi ustvarjal
elektronske posˇtne predale in potrjeval prijave, kar bi otezˇilo delo. Na spletu si-
cer obstajajo portali, ki omogocˇajo dostop do racˇunov elektronskih posˇt, ki jih ni
treba ustvariti. Enostavno lahko dostopamo do njih, ker so last skupnosti in jih
uporabljamo (na primer mailinator.com [39]). Vendar takih portalov trenutno ni
tako veliko. Zato je vecˇino njih mozˇno navesti na cˇrni listi v nasˇi spletni trgovini,
kar spet zmanjˇsa verjetnost mozˇne opisane tezˇave.
Ko po registraciji in aktivaciji obiˇscˇemo stran s prijavnim obrazcem, moramo biti
ponovno takoj preusmerjeni na HTTPS (preden oddamo uporabniˇsko ime in ge-
slo), drugacˇe prijava ni varna. Kupec lahko vse podatke, ki jih je oddal portalu
ob registraciji, razen uporabniˇskega imena in elektronskega naslova, kasneje tudi
spreminja.
4.6.4 Ocenjevanje izdelkov
Prijavljeni uporabniki lahko le po enkrat ocenjujejo dolocˇen izdelek, medtem ko
lahko neprijavljeni obiskovalci ocene izdelkov le gledajo. Nekatere spletne trgo-
vine imajo sicer ocenjevanje omogocˇeno tudi za neprijavljene uporabnike, vendar
to lahko povzrocˇa probleme z relevantnostjo ocen. Tudi cˇe hranimo IP naslove
vseh, ki so glasovali, je sistem prevecˇ odprt. Cˇe na primer dve podjetji prodajata
konkurencˇne izdelke na isti spletni trgovini, je lahko ocena izdelka konkurencˇna
prednost, kar pomeni, da je v interesu obeh oceno zviˇsati. Poznamo primere [40],
ko so se podjetja posluzˇevala zlonamernih tehnik zviˇsevanja sˇtevila glasov s t.i.
”ugrabitvijo klikov”(angl. clickjacking) in ”ugrabitvijo vsˇecˇkov”(angl. likejacking,
znacˇilen predvsem za Facebook). Cˇe lahko glasujejo le prijavljeni uporabniki, s
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tem omejimo mozˇnosti zlorabe, vendar posledicˇno dobivamo manj glasov. Upo-
rabnikom lahko ponudimo vecˇ vrst lestvic za ocenjevanje. Orginalna Likertova
lestvica [41] je definirana tako, da se lahko odlocˇimo za ocene od ena do pet, pri
cˇemer ocena pet pomeni ”Zelo mi je vsˇecˇ” in ocena ena njeno popolno nasprotje.
Poznamo tudi vecˇtocˇkovne lestvice (sedem, devet, enajst), vsem pa je skupno, da
imajo v sredini nevtralno tocˇko, torej mora biti sˇtevilo tocˇk liho. Za nasˇo trgovino
smo izbrali pet stopenjsko lestvico, ki je predstavljena z zvezdicami, ki so bele in se
obarvajo cˇrno, cˇe gremo cˇeznje z miˇskinim kazalcem. Ob kliku na izbrano sˇtevilo
zvezdic, se glas posˇlje in zabelezˇi v podatkovni bazi. Vsak uporabnik ima tudi do-
stop do podatka, koliko ocen je posamezen artikel prejel in koliksˇno je povprecˇje
teh ocen.
4.6.5 Kosˇarica in oddaja narocˇila
Kosˇarice so v mnogih spletnih trgovinah implementirane tako, da se podatki o
produktih v kosˇarici hranijo v piˇskotku. Nasˇa implementacija ima drugo mozˇno
resˇitev in sicer, da se podatki o kosˇarici shranijo kar v podatkovni bazi. Res je,
da s tem zaledni sistem bolj obremenimo, vendar na ta nacˇin lahko isti nakup
izvajamo z vecˇih racˇunalnikov (nadaljujemo lahko drugje) in se nam ni treba bati,
da bo piˇskotek pretekel, ali da bi ga drug uporabnik nasˇega racˇunalnika izbrisal.
Na strani sem implementiral standardno kosˇarico, v katero lahko dodajamo pro-
dukte, ki jih imamo namen kupiti. Cˇe si premislimo, lahko produkte izbriˇsemo
iz kosˇarice. Ko je kosˇarica napolnjena, gremo ”na blagajno”, kjer se izpiˇsejo vsi
podatki o nakupu in lahko oddamo narocˇilo. Po oddaji narocˇila se kosˇarica po-
polnoma izprazni. Posameznik lahko vsa svoja oddana narocˇila pregleduje tudi
kasneje. Dostopa lahko do podatka o trenutnem stanju narocˇila, sistem pa belezˇi
vso zgodovino o tem, kdaj je narocˇilo priˇslo v kaksˇen del procesa. To je bolj
podrobno opisano v nadaljevanju.
4.7 Izdelava modula za prodajalce
4.7.1 Pregled in upravljanje narocˇil
Prijavno okno za prodajalce se nahaja na isti strani, kot za administratorja. Ker
nobena povezava iz splosˇnega modula za kupce ne kazˇe na prijavno stran, morajo
Poglavje 4. Implementacija 30
prodajalci in administrator v URL sami dopisati ”adminLogin.php”. Na ta nacˇin
je to prijavno okno nekoliko tezˇje dostopno sˇiroki mnozˇici nakupovalcev. Ko se
prijavimo v modul za prodajalce, moramo ob prijavi strezˇniku predlozˇiti veljaven
certifikat. Prodajalec ima mozˇnost upravljanja z narocˇili kupcev. Narocˇila so





Prodajalcˇeva naloga je, da nepregledana narocˇila razdeli v odobrena narocˇila ali
zavrnjena narocˇila. Cˇe kupec poslan izdelek kasneje zavrne, ga prodajalec uvrsti
med stornirana narocˇila. Glede na to, kaj se zgodi z narocˇilom, se spremeni zaloga
produktov, ki nastopajo v njem. Cˇe je na primer narocˇilo odobreno, se zaloga
odsˇteje, cˇe narocˇilo kasneje zavrnemo, se zaloga ponovno priˇsteje. Po odobritvi
mora prodajalec spletne trgovine poskrbeti, da po posˇti posˇlje izdelke. Sistem za
preverjanje, ali je kupec narocˇilo placˇal vnaprej s kreditno kartico, ni del te naloge,
zato se predpostavlja, da gre za placˇevanje po povzetju. Vsaka sprememba, ki jo
prodajalec naredi z narocˇilom, se cˇasovno in pomensko zabelezˇi, tako da je mozˇno
pregledovati zgodovino vseh sprememb. Da je poslovanje cˇim bolj transparentno,
zgodovino lahko pregleduje tudi kupec za vsako svoje oddano narocˇilo posebej.
4.7.2 Upravljanje s produkti in kupci
Tudi prodajalec lahko (na enak nacˇin kot administrator) upravlja s produkti.
Funkcionalnost, ki je znacˇilna samo za prodajalca, je upravljanje s kupci. Gre
za klasicˇne operacije dodajanja in spreminjanja vseh atributov nekega profila, pri
cˇemer lahko dolocˇenega uporabnika iz razlicˇnih razlogov deaktiviramo. Prodajalec
seveda lahko upravlja tudi s svojimi atributi.
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4.8 Oblikovna plat spletne trgovine
DRY (Don’t Repeat Yourself) je princip programiranja, pri katerem kodo, ki jo
vecˇkrat uporabljamo, zapiˇsemo na eno mesto. Na mesta, kjer se mora pojaviti,
damo le referenco. S tem se izognemo ponavljanju. Tako programiranje nam
omogocˇa CSS, ki je pravzaprav edina mozˇna izbira za definiranje slogov aplikacij,
katerih struktura bazira na HTML. Pri izbiranju barv sem kot ozadje, ki predsta-
vlja najvecˇji delezˇ prostora, vzel svetlo modro. Ozadje ni prevecˇ nasicˇeno zato,
da spletna trgovina ne izstopa prevecˇ agresivno. Gumbi morajo zaradi tega, da
jih lazˇje opazimo, izstopati. Zato sem zanje izbral rdecˇo in zeleno barvo. Trudil
sem se, da stran izgleda cˇim bolj uravnotezˇeno, zato sem gradnike postavljal si-
metricˇno glede na vertikalno sredino. Prostor sem ponavadi razdelil s sencˇenjem
in s cˇrnimi cˇrtami. Pri izdelavi prehodov barv, sencˇenja in oblike robov, sem si
pomagal s spletnimi WYSIWYG (What You See Is What You Get) generatorji.
Ti omogocˇajo hitrejˇse prikazovanje rezultatov dela in generirajo kodo glede na to,
kako oblikovno spreminjamo objekt dela. Ker je za predstavitev spletne trgovine
potrebno le-to napolniti s produkti, sem se odlocˇil, da bom vanjo dal slike sodobnih
pametnih telefonov in opise le-teh.
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5.1 Testiranje aplikacije z OWASP ZAP
5.1.1 Nacˇin testiranja
Potrebno je omeniti, da sem aplikacijo med samim razvojem vecˇkrat testiral in
sproti odpravljal napake. V nadaljevanju je predstavljena zadnja verzija, ki ima
tako najmanj odkritih napak.
Pri spletni trgovini sem najprej nastavil mozˇnost, da klientu ob prijavi v zale-
dni sistem ni potrebno predlozˇiti veljavnega certifikata. To naredi aplikacijo bolj
ranljivo in ZAP najde vecˇ napak v kodi. Za napredno testiranje aplikacije se v
brskalnik Mozilla Firefox najprej nalozˇi vticˇnik ”Plug-n-Hack”, ki ZAP omogocˇa
belezˇenje vseh zahtevkov, ki jih v omenjenem brskalniku posˇljemo strezˇniku. Ker
ima testirana aplikacija lahko povezave na druge spletne strani, ki niso v nasˇi la-
sti, se izkljucˇi povezava do spleta. ZAP bi v nasprotnem primeru napadal tudi te
spletne strani. Testiranje je bilo razdeljeno na dva dela. V prvem delu sem testiral
strani, do katerih je mozˇno dostopati prek HTTP zahtevkov (neprijavljeni kupci),
v drugem delu pa strani, do katerih je mogocˇe dostopati le preko HTTPS zahtev-
kov (prijavljeni kupci, celoten zaledni sistem). Struktura posameznega testiranja
je sestavljena iz treh delov:
1. Zbiranje informacij s pajkom (angl. Spider).
2. Rocˇno posˇiljanje zahtevkov preko brskalnika.
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3. Skeniranje (angl. Active Scan).
Zbiranje informacij s pajkom nam rekurzivno preiˇscˇe vse hiperpovezave, ki nasto-
pajo na spletni strani. S tem dobi splosˇen pregled nad strukturo aplikacije. Rocˇno
posˇiljanje zahtevkov v ZAP velja za napreden nacˇin, s katerim programu defini-
ramo vse mozˇne funkcionalnosti aplikacije. Z brskalnikom moramo torej uporabiti
vse funkcionalnosti, ki smo jih implementirali. Cˇe tega ne naredimo, se zna zgoditi,
da ZAP nekaterih napadov ne bo testiral. Nastaviti moramo tudi preko katerih
vektorjev bomo napadali. Omogocˇil sem vse mozˇnosti:
• URL poizvedbe (angl. URL Query String) - napadi preko GET zahtevkov.
• Napadi preko POST zahtevkov (angl. POST Data).
• Testiranje poti preko URL (angl. URL Path).
• Spreminjanje HTTP zaglavij (angl. HTTP Headers).
• Preverjanje piˇskotkov (angl. Cookie Data).
5.1.2 Rezultati testiranja
ZAP je spletni trgovini prek HTTP povezave poslal 23042 zahtevkov. Prek HTTPS
povezave je bilo dodatno poslanih 101182 zahtevkov. Vsak zahtevek je napad
na aplikacijo. Rezultat testiranja z ZAP so opozorila, ki kazˇejo na potencialne
ranljivosti aplikacije. Vcˇasih se zgodi, da opozarja na napake, ki se v sˇirsˇem
konteksu izkazˇejo, da to pravzaprav niso, zato moramo natancˇno preveriti vsako
opozorilo posebej. ZAP opozorila uvrsˇcˇa v tri skupine, glede na to, koliko je
odkrita napaka nevarna (malo, srednje in zelo nevarna). Cˇe posamezno opozorilo
bolj natancˇno pogledamo, se nam pokazˇejo vsi zahtevki, iz katerih ZAP sklepa,
da je aplikacija ranljiva. Oba testa (HTTP in HTTPS) sem izvedel zaporedno in
opozorila obeh so zbrana v enem porocˇilu, ki je prikazan na sliki 5.1.
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Slika 5.1: Opozorila programa OWASP ZAP po testiranju.
Opozoril, ki bi spadala med zelo nevarna ni, eno opozorilo je srednje nevarno in
sˇtiri so malo nevarna. Cˇe najprej podrobneje pogledamo srednje nevarno opozorilo
X-Frame-Options Header Not Set, ki vsebuje 92 zahtevkov, vidimo, da so znotraj
njega vsi navedeni zahtevki tipa GET. Poleg te skupne lastnosti za vsak zahtevek
posebej velja, da gre pri njem izkljucˇno za enega izmed naslednjih dostopov: dostop
do datoteke tipa *.css, dostop do datoteke tipa *.js ali dostop do mape, pri katerem
ni definirana datoteka. To opozorilo pomeni, da stran omogocˇa vgrajevanje okvirov
(npr. iframe) v spletno stran, kar omogocˇa izvedbo clickjacking napada. A ker
zgolj v tipe datotek *.css ali *.js (brez strezˇnikove logike) in v samo mapo ne
moremo vkljucˇevati okvirov, je prvo opozorilo nerelevantno.
Cˇe pogledamo sˇtevilko 92, ki se pojavlja pri ravnokar opisanem opozorilu, vidimo,
da se enaka sˇtevilka pojavlja tudi pri opozorilih Web Browser XSS Protection
Not Enabled in X-Content-Type-Options Header Missing. Opazimo, da gre za
iste zahtevke. Podobno, kot v te tipe datotek (*.css, *.js) ni mogocˇe vkljucˇevati
okvirov, vanje tudi (neposredno brez logike strezˇnika) ni mogocˇe vkljucˇevati Java-
Script kode in razlicˇnih parametrov HTTP odzivov. Datoteke lahko samo beremo,
strezˇnik pa nas zavrne (izkljucˇen Directory listing) ob dostopanju do map. Zato
tudi ti dve opozorili nista relevantni za doticˇno aplikacijo.
Ostaneta nam sˇe dve opozorili. Incomplete or No Cache-control and Pragma
HTTP Header Set priporocˇa, da moramo, kadar je le mogocˇe, HTTP zaglavje
(angl. header) nastaviti kot je opisano v nadaljevanju. Parameter Cache-control
se nastavi na: ”no-cache, no-store, must-revalidate”; medtem ko se Pragma na-
stavi na ”no-cache”. Vsebina HTTP zaglavij, ki jih posˇilja strezˇnik, je tudi nasta-
vljena po priporocˇilih (spomnimo se 4. poglavja Implementacija), zato je opozorilo
uposˇtevano.
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Zadnje opozorilo Private IP Disclosure je pomota programa ZAP, saj je odsek
zaporedja sˇtevilk, ki opisujejo postavitev slike (...10-116-115-47...) prepoznal kot
privatno omrezˇje (oblike 10.0.0.0).
Zdaj lahko recˇemo, da smo odpravili vse pomanjkljivosti, ki jih je zaznal ZAP. Cˇe
ponovno vkljucˇimo sˇe zahtevo, da mora klient med prijavo predlozˇiti certifikat, je
aplikacija sˇe bolj varna.
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5.1.3 Prikaz funkcionalnosti v obliki zaslonskih slik
Na naslednjih slikah je prikazan graficˇni vmesnik za uporabo realiziranih funkcio-
nalnosti, ki sem jih opisoval v prejˇsnjem poglavju. Ker aplikacijo zˇelim ponuditi
cˇim sˇirsˇemu krogu uporabnikov, je prva razlicˇica razvita v anglesˇkem jeziku. V
prihodnosti nameravam dodati sˇe podporo drugim jezikom. Na sliki 5.2 vidimo na
skrajni levi iskalnik po kategorijah, zgoraj pa iskalnik po vnesˇenem nizu ter meni
z raznimi zavihki. Na skrajni desni je kosˇarica.
Slika 5.2: Pregledovanje in iskanje produktov.
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Cˇe izberemo nek produkt, se nam prikazˇejo posamezne podrobnosti le-tega, kot je
prikazano na sliki 5.3. V galeriji lahko pregledujemo slike izdelka, ga ocenjujemo
in damo v kosˇarico. Ko izberemo sliko, se slika povecˇa.
Slika 5.3: Pregled podrobnosti izbranega produkta.
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Na sliki 5.4 je prikazan obrazec, ki ga je potrebno izpolniti, ko ustvarjamo nov
profil kupca. Cˇe ob vnosu naredimo kaksˇno napako in v polje obrazca vnesemo
neustrezen niz znakov, nas sistem na napako opozori.
Slika 5.4: Forma za ustvarjanje novega profila kupca.
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Vsak uporabnik lahko spreminja podatke svojega profila. To je prikazano na sliki
5.5. Te podatke spletna trgovina uporabi za posˇiljanje produkta.
Slika 5.5: Spreminjanje podatkov profila za kupca.
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Slika 5.6 prikazuje, kako lahko posamezen kupec pregleduje zgodovino svojih od-
danih narocˇil.
Slika 5.6: Pregledovanje preteklih narocˇil prijavljenega kupca.
Na sliki 5.7 vidimo prijavni obrazec za administratorja in prodajalce. Zahtevana
je predlozˇitev certifikata.
Slika 5.7: Prijava v zaledni sistem administratorja ali prodajalca, kjer je ob-
vezna predlozˇitev certifikatov.
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Slika 5.8 prikazuje zaledni sistem administratorja. Bolj natancˇno, gre za funkcio-
nalnost upravljanja s profili prodajalcev.
Slika 5.8: Dodajanje, spreminjanje ali brisanje profila prodajalcev v spletni
trgovini za administratorja.
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Na sliki 5.9 vidimo funkcionalnost za urejanje produktov. Posameznemu produktu
definiramo dobavitelja, nabavno in prodajno ceno ter opis. Dodamo lahko tudi
poljubno sˇtevilo slik.
Slika 5.9: Dodajanje, spreminjanje ali brisanje produktov v spletni trgovini
(funkcionalnost administratorja).
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Na sliki 5.10 je prikazano urejanje kategorij.
Slika 5.10: Dodajanje, spreminjanje ali brisanje kategorije v spletni trgovini
(funkcionalnost administratorja).
Poseben modul je namenjen narocˇanju pri dobaviteljih. Slika 5.11 prikazuje izgled
vmesnika za narocˇanje pri dobaviteljih. Z enojnim klikom preprosto izberemo
produkte in v obrazec vnesemo sˇtevilo produktov, ki jih zˇelimo narocˇiti.
Slika 5.11: Narocˇanje novih produktov (funkcionalnost administratorja).
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Slika 5.12 prikazuje graf, ki podaja statistiko prodaje posameznega izdelka.
Slika 5.12: Prikaz statistike prodaje izdelkov za zadnji teden, mesec in leto.
Slika 5.13 prikazuje predogled narocˇila izdelkov pri posameznem dobavitelju.
Slika 5.13: Predogled narocˇila pred oddajo.
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Na sliki 5.14 vidimo pregled preteklih narocˇil dobaviteljem. Na podoben nacˇin je
realizirano tudi sprejemanje narocˇil pri prodajalcih.
Slika 5.14: Pregled oddanih narocˇil, ki omogocˇa njihovo razporejevanje v
kategorije in pogled v detajle.
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Slika 5.15 prikazuje funkcionalnost, ki jo imajo samo prodajalci. Gre za upravljanje
s profili kupcev.




Kot je bilo povedano v uvodu, sta bila cilja te naloge dva. Prvi cilj je bil razvoj
funkcionalnosti spletne trgovine. Uspesˇno so bili implementirani vsi trije moduli -
modul za kupce, prodajalce in administratorja. Podatkovna baza je v zˇeleni tretji
normalni obliki. Samopodpisani certifikati so bili uspesˇno izdelani in sistem za av-
tentikacijo administratorja ter prodajalcev deluje, kot je bilo nacˇrtovano. Kupci
lahko na preprost nacˇin narocˇajo produkte, ki jih placˇajo po povzetju. Program-
sko kodo bi teoreticˇno lahko uporabljali trgovci, ne glede na to, kaksˇne produkte
zˇelijo prodajati preko spleta. Ciljna skupina uporabnikov je zato relativno velika.
Ocenjujem, da je upravljanje s slikovnim gradivom produktov narejeno na zado-
voljivi ravni. Realiziran je tudi modul za narocˇanje pri proizvajalcih, ki vsebuje
preprost priporocˇilni sistem. Projekt je glede funkcionalnosti zelo razsˇirljiv, saj
ga lahko dopolnimo z mnogimi novimi moduli. Uporabljene tehnologije so se pri
tem projektu, glede na zahtevano hitrost procesiranja spletnih strani, izkazale za
pravilno izbrane, saj je procesiranje posamezne strani zelo hitro. Nimamo tezˇav s
cˇakanjem na odziv strezˇnika, kar je za potencialne kupce dobro.
Zavedam se, da golo sˇtevilo vrstic kode ne pove veliko o projektu, vseeno pa
navajam nekaj podatkov o koncˇnem izdelku. Osnutek projekta je zacˇel nastajati
novembra 2014 v okviru seminarske naloge pri predmetu Elektronsko poslovanje.
Od tod izhaja tudi ideja za tematiko te diplomske naloge. V izdelku je po principu
DRY v sˇestdesetih datotekah napisanih 5511 vrstic efektivne PHP kode, v devetih
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CSS datotekah 1122 vrstic kode, ter priblizˇno 250 vrstic JavaScript kode (brez
knjizˇnic).
Drugi cilj te naloge pa je bil zagotavljanje varnosti. Kot je razvidno iz rezultatov
testa, ZAP ni odkril nevarnosti za injekcije, XSS napade in CSRF napade. Podatki
v podatkovni bazi so glede na smernice organizacije OWASP pravilno shranjeni
(zgosˇcˇevalne funkcije za gesla). Nevarnosti z nepravilnim upravljanjem avtenti-
kacije in sejami so razresˇene na zadovoljivi ravni. Do preusmeritve na HTTPS
povezave prihaja na pravih mestih, sistem dovoli le dovolj kompleksna gesla in
ID seje je shranjen v spremenljivki seje. Konfiguracija strezˇnika je nastavljena po
priporocˇilih tako, da je izkljucˇena mozˇnost prikazovanja vsebine map na strezˇniku.
Tudi javljanje napak v PHP je izkljucˇeno. Vseh teh napak ZAP pricˇakovano ni
zaznal. Ob vsem nasˇtetem mislim, da sem bil pri delu uspesˇen.
Na tem mestu, bi bilo smiselno pogledati sˇe, katerim vrstam napadov v tej na-
logi nisem posvetil posebne pozornosti. Bralec lahko najde podrobnejˇse opise v
OWASP dokumentaciji [5]. To so napadi:
• Zavrnitev storitve ali Denial of Service (DoS).
• ReDoS (Regular expression DoS) - napad temelji na dejstvu, da se nekatere
regularne izraze dolgo preverja.
• Precˇkanje poti (angl. Path traversal) - pri ZAP se je vseeno izkazalo, da
aplikacija ni obcˇutljiva nanj.
• Zastrupljanje predpomnilnika (angl. Cache-poisoning) - izkazalo se je, da
napad v tem projektu preprecˇi priporocˇena konfiguracija HTTP odzivov, ki
sem jo uposˇteval v poglavju 4.4 Nastavitev HTTP odzivov.
• Dvojno kodiranje (angl. Double encoding) - nevarnost je odpravila zasˇcˇita
pred XSS napadi.
6.2 Mozˇnosti za nadaljevanje dela
Mozˇnosti, ki niso bile del diplomske naloge in jih vidim kot izboljˇsanje dosedanje
aplikacije, so naslednje:
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• Trgovina bi lahko podpirala vecˇ jezikov. To pomeni spreminjanje podatkovne
baze v velikem obsegu in precejˇsnje prilagajanje obrazcev za dodajanje pro-
duktov.
• OWASP (poleg vseh implementiranih zasˇcˇit proti napadom) opisuje sˇe mnogo
napadov, ki so sicer manj pogosti, a prav tako nevarni. Dalo bi se torej im-
plementirati vecˇ obrambnih mehanizmov.
• Za boljˇso prakticˇno uporabo bi bila koristna implementacija placˇevanja preko
interneta.
• Naslednja mozˇna izboljˇsava je izrisovanje drugacˇnega graficˇnega vmesnika
na razlicˇnih napravah. To je do neke mere realizirano, vendar je pri tem
mozˇnih sˇe veliko izboljˇsav. Lahko bi torej bolj natancˇno priredili izris za
posamezne velikosti mobilnih telefonov in tablicˇnih racˇunalnikov.
• Za boljˇso podporo pri odlocˇanju (narocˇanje od dobaviteljev), bi lahko s
knjizˇnico D3.js izrisoval sˇe drugacˇne grafe. Grafi bi na vecˇ nacˇinov opisovali
trende prodaje.
• V modul za nakupovanje bi lahko vkljucˇil sˇe priporocˇilni sistem (osnovan na
primer na matricˇni faktorizaciji).
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