Assuring integrity of environmental data using blockchain technology by Kruh Veselič, Nejc
 UNIVERZA V LJUBLJANI 


















Zagotavljanje verodostojnosti okoljskih podatkov s 





































Ljubljana, september 2019 
  
 
 UNIVERZA V LJUBLJANI 

















Zagotavljanje verodostojnosti okoljskih podatkov s 










































Rad bi se zahvalil mentorju prof. dr. Janezu Diaciju za vse strokovne nasvete in pomoč pri 
izdelavi magistrske naloge. Prav tako bi se rad zahvalil asistentu dr. Marku Cornu, ki je 
spremljal nastajanje naloge in mi pomagal pri problemih. Zahvalil bi se tudi FS za 









UDK 004.728.8:551.5 (043.2) 













Ključne besede: bločno verižna tehnologija 
 pametne pogodbe 
 Ethereum omrežja 
 sledljivost 









Diplomsko delo predstavlja koncept, zasnovo in implementacijo sistema za zajemanje 
okoljskih spremenljivk temperature, atmosferskega tlaka in osvetljenosti preko nabora 
senzorjev in njihovo shranjevanje na bločno verigo znotraj okolja Ethereum. Sistem z 
uporabo bločno verižne tehnologije zagotavlja verodostojnost in transparentnost okoljskih 
podatkov, pametna  pogodba pa omogoča avtomatizacijo in hitro odzivnost. Delovanje 
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The diploma thesis presents the concept, design and implementation of a system for 
capturing environmental variables of temperature, atmospheric pressure and illuminance 
through a set of sensors and storing them on block chain within an Ethereum environment. 
Using blockchain technology, the system ensures the integrity and transparency of 
environmental data, smart contract enables automation and rapid responsiveness. The 
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Seznam uporabljenih okrajšav 
Okrajšava Pomen 
  
EVM Ethereumov virtualni stroj (ang. Ethereum virtual machine), izvaja 
kodo v bločni verigi. 
JS Programski jezik JavaScript. 
MSB Skrajno levi bit ali bajt odvisno od konteksta (ang. Most significant 
byte/bit). 
LSB Skrajno desni bit ali bajt odvisno od konteksta (ang. Least significant 
byte/bit). 
ABI Binarni aplikacijski vmesnik (ang. Aplication binary intertface), 













Vmesnik ukaznega poziva (ang. Command line interface), sredstvo 
za interakcijo z računalniškim programom preko ukaznega poziva. 
Podatkovna linija vodila I2C (ang. Serial data line). 
Taktna linija vodila I2C (ang. Serial clock line). 
Splošni vhod ali izhod (ang. General-purpose input/output) je ne 
dodeljen priključek digitalnega signala na integriranem vezju ali 
elektronski plošči. 
Električno izbrisljiv programirljiv bralni pomnilnik (ang. Electrically 
Erasable Programmable Read-Only Memory) 
Statični bralno pisalni pomnilnik (ang. Static random-access 
memory) 
Odprto standardna oblika datoteke, ki prenaša podatke z uporabo 





Predloženo delo obravnava zagotavljanje integritete okoljskih podatkov. Ta je med drugim 
pomembna tudi za zagotavljanje sledljivost hrane v današnjem času. Sledljivost je 
pomembna zaradi vedno bolj globalnega porekla hrane v jedeh, ki potrebuje večji varnostni 
nadzor nad hrano. Če je sledljivost produktov bolj učinkovita je tudi varnost večja in s tem 
večje zaupanje kupcev.  
Pomembno je tudi da so le te informacije verodostojne, oziroma potrebno je zagotoviti 
varnost pred zlorabo teh informacij. 
Pojav tehnologije veriženja blokov omogoča nove dimenzije učinkovitosti in integritete 
zagotavljanja sledljivosti. Bločna tehnologija z svojo strukturo omogoča implementacijo 




IBM v sodelovanju z Walmartom (imenovano »IBM food trust«) omogoča sledljivost z 
uporabo bločno verižne tehnologije. Njihov cilj je bil zmanjšanje časa najdbe izvora hrane 
in večja transparentnost. Hitrost in transparentnost predstavljata večjo varnost, saj v primeru 
izbruha virusa (npr. v preteklosti e-coli v špinači), hitro in učinkovito izsledimo njegov izvor. 
IBM trdi, da z bločno verižno tehnologijo lahko izsledijo izvor hrane v 2,2 sekunde, postopek 
brez uporabe bločne verige je običajno potreboval 7 dni, poleg tega pa so izboljšali tudi 
zaupanje kupcev v integriteto podatkov o resničnem izvoru hrane. 
 
1.2 Cilji 
Cilj naloge je bil razvoj in preizkus delovanja mikroračunalniškega sistema, ki zajema 
podatke o  zračnem tlaku, temperaturi in osvetljenosti površine, ter jih shranjuje v 
nespremenljivo bazo podatkov, ali pa iz nje bere, z uporabo tehnologije veriženja blokov in 
pametne pogodbe (slika 1.1). Uporaba bločno verižne tehnologije in pametnih pogodb 
doprinese k večji varnosti in avtomatiziranem sistemu beleženja.  
Zajemanje okolijskih podatkov v prostoru shranjevanja živil bi doprineslo k mnogo večji 
preglednosti oskrbovalne verige,  posledično bolj sveži hrani pri prodajalcih in s tem tudi 










2 Teoretične osnove in pregled literature 
2.1 Bločno verižna tehnologija 
Bločna veriga je v najpreprostejšem pojmu časovno žigosana serija nespremenljivih zapisov 
podatkov, ki jih upravlja množica vozlišč in niso v lasti nobenega posameznega subjekta. 
Vsak od teh blokov podatkov je zavarovan in povezan drug z drugim s pomočjo 
kriptografskih načel. Bločno verižno omrežje nima osrednje avtoritete - gre za samo 
definicijo demokratiziranega sistema. Ker gre za skupno in nespremenljivo knjigo, so 
informacije v njej odprte za vse in vsakogar. Zato je vse, kar je temelji  na bločno verižni 
tehnologiji, po svoji naravi pregledno in vsi vpleteni so odgovorni za svoja dejanja [3]. 
 
Bločna veriga je sestavljena iz več blokov, v katerih so pakirane transakcije. Pri ustvarjanju 
novega bloka so za pakiranje transakcij v bloke so zaslužni tako imenovani rudarji 
(»minerji«), ki jih v primeru uspešnega pakiranja transakcij v blok čaka nagrada v obliki 
kripto valute v vrednosti provizije, ki jo plača uporabnik, ki izvede transakcijo. 
 
Da bi zagotovili, da so v sistem dodane samo veljavne transakcije, lahko vsa vozlišča sistema 
delujejo tudi kot nadzorniki vrstnikov in jih nagradijo za dodajanje veljavnih in pooblaščenih 
transakcij ter za iskanje napak pri delu drugih. Posledično imajo vsa vozlišča v sistemu 
spodbudo za pravilno obdelavo transakcij in za nadzor ter opozorijo na vsako napako 
katerega od njegovih vrstnikov.  
Kripto valuta je neodvisna digitalna valuta, katere lastništvo upravlja bločna veriga, in jo 




Ethereum je javna bločno verižna platforma z inovativno filozofijo, kjer  se transakcije iz 
različnih aplikacij posplošijo na programsko kodo, ki se lahko izvaja na vseh vozliščih [2]. 
Podpora za izvajanje pametnih pogodb znotraj bločne verige je EVM, ki omogoča 
izvrševanje pametnih pogodb, ki so v napisane jeziku Solidity, na ravni strojne kode v bločni 
verigi. Razvijalcem olajša ustvarjanje decentraliziranih aplikacij.  
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V Ethereumu rudarji ustvarjajo Ether, tržno kripto valuto, zaradi katere je javno omrežje 
samo vzdržno. Vsaka aplikacija, ki se izvaja na Ethereumu, mora plačati transakcijske 
pristojbine, ki jih na koncu pridobijo rudarji za delovanje vozlišč in vzdrževanje celotnega 
omrežja. Osnovna enota za računanje provizije transakcij je gas, vsaka transakcija ima tako 
določeno ceno v enoti imenovani gas, ki se plača rudarjem. 
 
 
2.3 Pametne pogodbe 
Pametna pogodba je računalniški protokol namenjen digitalnemu olajšanju, preverjanju in 
uveljavljanju pogajanj ali izvedbe pogodb [4]. 
Pametne pogodbe so del bločne verige in na transparenten način omogočajo izmenjavo 
denarja, lastnine in ostalih vrednosti med več osebami, brez potrebe po posredniku. Pametna 
pogodba določa pravila in kazni sporazuma na enak način kot tradicionalna pogodba, poleg 
tega pa te obveznosti tudi samodejno izvrši, ko je pogoj za to izpolnjen (npr. plačilo 
transakcijske provizije sproži izvedbo kode). 
 
Prednosti pametnih pogodb: 
 Avtonomnost – pri sklenitvi sporazuma se ni potrebno zanašati na tretje osebe 
(posredniki, odvetnik), kar odpravlja tudi nevarnost manipulacije iz strani tretje 
osebe, saj izvršitev obveznosti sporazuma samodejno upravlja omrežje, ne pa 
posameznik. S tem tudi prihranimo pri sredstvih. 
 Zaupanje, varnost – Kriptografsko šifriranje varuje naše dokumente, ti so shranjeni 
v šifrirani knjigi v skupni rabi. Sprememba šifriranih podatkov je praktično 
nemogoča (potrebna bi bila ogromna računska moč). 
 Učinkovitost - Pametne pogodbe uporabljajo programsko kodo za avtomatizacijo 
opravil in s tem prihranijo čas različnih poslovnih procesov. 




Pametne pogodbe je mogoče ustvariti na več različnih platformah, ki temeljijo na bločno 






2.4 Polprevodniški  senzorji 
Polprevodniški senzorji so integrirana vezja, ki kombinirajo zaznavalni element, izhod in 
druge vrste vezja  v posameznem čipu.  
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2.4.1 Temperaturni polprevodniški senzorji 
Temperaturo se določa na podlagi  spremembe napetosti v tranzistorju, ki je zaznavalni 
element, in poznamo njegovo temperaturno-napetostno karakteristiko. 
Čeprav je njihov temperaturni razpon od -50°C do + 150°C precej omejen, imajo 
polprevodniški senzorji temperature številne dragocene lastnosti, kot so odlična linearnost, 
visoka občutljivost in izjemno majhna velikost. So poceni, pogosto združujejo več funkcij 
na enem čipu, in proizvajajo analogne, logične ali digitalne izhode, ki jih je mogoče 
neposredno povezati z analognim merilnim vezjem, analogno-digitalnim pretvornikom in 
tudi mikroprocesorjem ali krmilnikom. Odpornost proti hrupu merilnih sistemov je boljša 
od drugih senzorjev, saj je izhod že ojačan ali digitaliziran znotraj integriranega vezja [5]. 
2.4.2 Fotodiodni senzorji osvetljenosti 
Fotodiode so polprevodniški elementi, ki pretvarjo svetlobni tok v električni tok. 
Fotodiode namenjene merjenju osvetljenosti so po navadi majhnega obsega, prednost ni le 
v lažji integraciji v naprave pač pa tudi v hitrosti odzivnosti diode, kar je pri meritvah 
lahko ključnega pomena. Manjša kot je dioda hitrejša je odzivnost, vendar pa se zaradi 
manjše površine pojavi tudi manjši tok. Osvetljenost se meri v enotah lux oziroma lumen 
na enoto površine. Lux predstavlja gostoto svetlobnega toka, ki je sorazmerna 
električnemu toku na diodi. Fotodioda meri svetlobo celega svetlobnega spektra, zato 
nekatere fotodiodo, ki se uporabljajo kot zaznavalni elementi osvetljenosti, vsebujejo IR ali 
UV filtre (če merimo vidno svetlobe) [13]. 
2.4.3 Piezouporovni senzorji tlaka 
Polprevodniški senzorji tlaka temeljijo na uporabi piezouporovnega zaznavala. 
Piezouporovno zaznavalo je polprevodniški element, ki se mu glede na stopnjo 
deformacije spreminja električna upornost. Običajno je za tlačne senzorje uporabljeno 
zaznavalo iz silicija, ki nudi dokaj linearno karakteristiko. 
Piezoelektrično zaznavalo je sestavljeno iz več lamel polprevodniškega materiala, ki so 
vgrajene med zaščitni površini, Površina je povezana z Wheatstonovim mostičem, ki služi 
zaznavanju majhnih razlik električne upornosti. Wheatstone most skozi zaznavalo vodi 
majhno količino toka. Ko se električni upor zaznavala spremeni se spremeni tudi količina 
električnega toka, ki prehaja skozi zaznavalo. Wheatstonov mostič zazna to spremembo in 
poroča o spremembi tlaka [9]. 
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2.5 Vodilo I2C 
Vodilo I2C omogoča komunikacijo med eno ali več nadzornimi enotami in eno ali več 
podrejenimi enotami. Vodilo je sestavljeno iz dveh aktivnih dvosmernih linij  (SDA in SCL). 
SDA služi prenosu ukazov in podatkov. SCL je taktni signal, ki sinhronizira prenos ter hkrati 
določa hitrost komunikacije. Vsako vezje v vodilu ima svoj naslov in lahko služi kot 
sprejemnik in/ali kot oddajnik.  
Na vodilu je vedno neka naprava gospodar oziroma nadzorna enota (običajno 
mikrokrmilnik). Ta naprava generira takt in naslavlja podrejene enote  in jim pošilja podatke. 
Tudi podrejena enota lahko pošlje podatke proti nadzorni enoti vendar le takrat ko nadzorna 
enota to zahteva. 
 
Slika 2.1 Shema vodila I2C  (prirejeno po [6]). 
 
Prednosti I2C pred ostalimi vrstami serijske komunikacije je v tem da z uporabo le dveh linij 
(SCL in SDA) lahko na vodilo povežemo pri uporabi 7-bitnih naslovov do 128 naprav in pri 
uporabi 10-bitnih naslovov (ta je redka) kar do 1024 naprav. Poleg tega pa  podpira uporabo 
več nadzornih enot. Hitrost prenosa podatkov je nekje v območju med asinhrono UART 
komunikacijo (počasnejša) in SPI (hitrejša). Strojna oprema potrebna za implementacijo I2C 
je dokaj enostavna.  
Uporaba vodila I2C je primerna, kjer je enostavnost in proizvodna cena bolj pomembna od 
hitrosti prenos. Komunikacija z uporabo vodila I2C je  zelo razširjena. 
Prenos podatkov preko I2C poteka v sporočilih (slika 2.2), ta so razdeljena v podatkovne 
okvirje. Vsako sporočilo vsebuje  naslov, kjer nadzorna enota navede podrejeno enoto kateri 
je sporočilo namenjeno, in enega ali več podatkovnih okvirov, ki prenašajo 8-bitne pakete 
podatkov iz nadzorne enote podrejeni ali obratno. 
 
Slika 2.2 Sporočilo vodila I2C  (prirejeno po[7]). 
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2.5.1 Način delovanja 
 
Slika 2.3 SDA in SCL signala pri komunikaciji preko vodila I2C  (prirejeno po [8]). 
Vsi prenosi se začnejo z začetnim pogojem in končajo z pogojem za ustavite. Oba pogoja 
tvori nadzorna enota 
Začetni pogoj: Prehod SDA iz visokega na nizek napetostni nivo preden se SCL linija iz 
visokega stanja spremeni na nizko stanje.  
Pogoj za ustavitev: Prehod SDA iz nizkega na visok napetostni nivo po tem ko se SCL iz 
nizkega stanja spremeni na visoko.  
Oba pogoja vplivata na vse podrejene enote. To sta edina pogoja kjer se SDA spreminja ob 
visokem stanju SCL. Znotraj prenosa se SDA lahko spreminja le, ko je SCL v nizkem stanju, 
s tem zagotovimo, da ne prihaja do nezaželenih pogojev zaustavitve pri prenosu podatkov.  
Naslov: Pri vsaki novi sekuciji, nadzorna enota pošlje prvih 8 bitov, kjer prvih 7 bitov določa 
naslov podrejen naprave osmi bit (R/W) pa sporoča ali nadzorna enota želi pisati (vrednost 
0) ali razbrati (vrednost 1) podatke iz podrejene enote. 
Podatek: Ko se prenese naslovni bajt se lahko začne prenos podatkovnih bajtov. Podatki se 
vedno prenašajo v 8 bitnih enotah. Nadzorna enota generira takt v konstantnem intervalu 
podatki pa se prenašajo preko SDA linije, kamor jih zapiše bodisi nadzorna ali podrejena 
enota, to zavisi od vrednosti osmega bita v naslovnem bajtu (READ/WRITE BIT). Število 
prenesenih bajtov v sekvenci je poljubno 
ACK/NACK: po vsakem bajtu se prenese še dodaten bit. Ko se prenese naslovni ali 
podatkovni bajt dobi sprejemna naprava nadzor nad SDA. Če sprejemna naprava ne 
spremeni  SDA v nizko stanje pred devetim urnim signalom na SCL, oddajna enota sklepa 
da naprava ni prejela podatkov ali ni znala razbrati sporočila. V tem primeru se izmenjava 
podatkov ustavi, nadaljevanje je nato odvisno od nadzorne naprave v vezju.   
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3 Metodologija raziskave 
3.1 Zasnova sistema 
 
Slika 3.1 Shema zasnove sistema. 
 
Sistem je zasnovan na zgornji sliki. Sistem zajema okoliške podatke preko treh senzorjev: 
1. Digitalni merilnik atmosferskega tlaka BMP280, ki zajema podatke o absolutnem 
tlaku 
2. Digitalni termometer DS1631, ki zajema podatke o temperaturi 
3. Merilnik ambientalne svetlobe MAX44009, ki zajema podatke o osvetljenosti 
 
Vsi omenjeni senzorji omogočajo prenos podatkov preko vodila I2C in so kot podrejene 
naprave, skupaj za nadzorno napravo Raspberry Pi, povezani na vodilo I2C. 
Uporaba komunikacije preko vodila I2C je v našem primeru idealna izbira zaradi 
preprostosti implementacije pri večjem številu naprav, poceni strojne opreme in zadostne 
hitrosti prenosa podatkov. Poleg tega je to razširjena vrsta komunikacije, kar ponuja veliko 
bazo knjižnic odprtokodne programske opreme uporabne za implementacijo. 
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Mikroračunalnik Raspberry Pi je nadzorna naprava, ki skrbi za pošiljanje in prejemanje 
podatkov, s senzorjev, in njihovo obdelavo. Za komunikacijo in kasnejšo obdelavo prebranih 
podatkov ja potrebno na krmilni napravi napisati aplikacijo. To smo naredili v jeziku 
JavaScript, katerega kodo poženemo preko programa Node.js. Raspberry Pi lahko 
sicer brez dodatne programske opreme poganja kodo v programskih jezikih Python in 
Scratch, vendar smo se za uporabo JavaScript jezika smo odločili zaradi velike baze 
prosto dostopnih knjižnic odprtokodne programske opreme (npm ali »node package 
manager«) ki je tudi enostavna za uporabo.  
Podatke o meritvah nato naložimo na Ethereumovo bločno verigo. Z uporabo pametne 
pogodbe podatke shranjujemo v želenem formatu in jih kasneje lahko tudi preberemo. Za 
uporabo Ethereumovih pametnih pogodb smo se pri našem projektu odločili primarno  zaradi 
razširjenosti platforme in s tem programske opreme, ki nam omogoča enostavno ustvarjanje 
pametnih pogodb in interakcijo z njimi. 
Pametna pogodba ni fizično povezana na naš sistem, povezavo med Raspberry Pi in pametno 
pogodbo predstavlja npm knjižnica web3. Ta omogoča interakcijo med JS programom in 
Ethereumovo bločno verigo, kjer je tudi naša pametna pogodba. Web3 knjižnica v 






3.2 Opis naprav in povezave 
 
Slika 3.2 Električna shema sistema. 
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Slika 3.3 Izgled sistema. 
 
3.2.1 Mikroračunalnik 
Kot nadzorno napravo uporabljano mikrokrmilnik Raspberry Pi 3 model B. Raspberry Pi 
uporablja Raspbian operacijski sistem, ki je distribucija Linuxa in kot glavna programska 
jezika promovira Python in Scratch. Z 40 GPIO priključki omogoča vse vrste serijske 
komunikacije (UART, SPI, I2C) . 
Raspberry Pi napajamo preko USB-S priključka na 5V. Raspberry Pi preko priključka 3.3V 
(rdeča linija) in ozemljena (rjava) napaja ostale naprave. SDA in SCL, vodili za I2C 
komunikacijo, predstavljata zelena in siva povezava na sliki, oziroma GPIO 23 in 24. GPIO 
23 in 24 sicer ni privzeta I2C linija na Raspberry Pi, potrebno jo je konfigurirati, ampak za 
razliko od prevzete nudi mehanizem, ki se mu reče »clock-streching«, ki je bil potreben za 
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3.2.2 Digitalni termometer 
 
Slika 3.4 Digitalni termometer DS1631. 
Temperaturo merimo z digitalnim termometrom DS1631 podjetja Maxim Integrated. Senzor 
zagotavlja 9, 10, 11, 12 bitni podatek o temperatur v razponu med -55°C in 125°C z 
natančnostjo 0,5−
+ °C v razponu 0°C do 70°C. Deluje na priključni napetosti od 3V do 5V. 
Deluje na principu polprevodniškega temperaturnega zaznavala. 
DS1631 ima 8 priključkov. SDA in SCL sta priključka I2C vodila, 𝑉DD  in GND služita 
napajanju. Priključimo ga na napetost 3,3V. Pin 𝑇OUT uporabljamo za funkcijo termostata 
zato ga pustimo ne priključenega (v zraku), zadnji trije pini 𝐴0,  𝐴1, 𝐴2 so naslovni pini, 
določajo pa zadnje tri bite v 7-bitnem naslovu naprave, to pomeni da morajo biti priključeni 
na 𝑉𝐷𝐷 (zavzamejo vrednost 1) ali pa GND (zavzamejo vrednost 0) ne smejo pa ostati ne 
priključeni. Celotni naslovni bajt naprave je tako konfiguriran kot 1001 A2A1A0 (R/W). V 
našem primeru so vsi nasloni priključki povezani na GND in naslov je 0x48. 
3.2.3 Merilnik ambientalne svetlobe 
Osvetljenost merimo z merilnikom ambientalne svetlobe podjetja Maxim Integrated. 
Merilnik zaznava svetlobo preko fotodiode, ki je vezana na čip in vsebuje filter, ki blokira 
UV in IR spekter svetlobe, s tem oponaša zaznavanje svetlobe človeškega očesa. Senzor 
omogoča merjenje osvetljenosti od 0.045 lux do 188000 lux. Deluje na napetostih 1,7V do 
3,6V pri toku 0,65µA in je s tem najnižji porabnik moči med senzorji ambientalne svetlobe 
v industriji, poleg tega pa je izredno majhen (2x2mm).  
 
Slika 3.5 Merilnik ambientalne svetlobe MAX44009. 
Senzor je vezan na ploščo GY-49, kar omogoča priklop na prototipno ploščo proto-board, in 
nudi priključke potrebne za povezavo na I2C vodilo. Vezje z senzorjem ima 4 priključke. 
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3.2.4 Merilnik atmosferskega pritiska 
Tretja podrejena naprava je merilnik atmosferskega tlaka BMP280 podjetja Bosch. Merilnik 
uporablja piezouporovno zaznavalo tlaka in izvaja A/D konverzijo. Preko digitalnega 
vmesnika zagotavlja rezultate pretvorbe in podatke o specifičnih kompenzacijah senzorja. 
Naprava deluje v območju napetosti od 1,8V do 3,6V, majhne dimenzije pa omogočajo 
majhno porabo moči in s tem omogočajo implementacijo na baterijskih napravah, kot so 
mobilni telefoni, ure itd. Naprava omogoča meritve tlaka med 300 in 1100 hPa oziroma med 
9000 in -500 metri nadmorske višine z natančnostjo 0,12hPa−
+  oz 1−
+ m. BMP280 omogoča 
istočasno merjenje temperature v območju od 0°C in 65°C z natančnostjo 1−
+ °𝐶. 
BMP280 senzor je bil uporabljen le za meritev tlaka in ne temperature saj ima slabšo 
natančnost kakor DS1631. 
 
Slika 3.6 Merilnik atmosferskega tlaka BMP280. 
 
BMP280 je prav tako kot MAX44009 vgrajen na dodatno ploščo GY-BMP280, ki  ima 6 
priključkov. Poleg priključkov 𝑉𝑐𝑐, GND, SDA in SCL, kot pri ostalih že omenjenih 
senzorjih imamo na vezju še CSB in SDO pina. CSB oziroma chip select omogoča izbiro 
načina komunikacije, če je priklopljen na 𝑉𝑐𝑐 pomeni da je bil izbran I2C, če pa ga postavimo 
na GND je izbrana SPI komunikacija. Uporabljeno vezje (na sliki) omogoča le I2C 
komunikacijo, zato je potrebno CSB povezati na 3,3V. Vrednost SDO priključka določa 





3.3 Merjenje veličin 
3.3.1 Implementacija I2C 
Kot že povedano v prejšnjem poglavju vse naprave v sistemu podpirajo I2C način 
komunikacije. Podrejene naprave (senzorji), imajo tudi že vnaprej predpisan naslov oziroma 
je le ta konfiguriran z samo povezavo naprave v vezje. Pri uporabi več naprav smo si s za 
preverjanje pravilne vezave pomagali z ukazom i2cdetect v LXterminalu, ki izpiše vse 
naslove podrejenih (ang. slave) naprav povezane na vodilo I2C. 
Preden smo se lotili programske implementacije pa je bilo potrebno konfigurirati še 
programsko opremo nadzorne naprave Raspberry pi: 
 Tovarniške nastavitve ne omogočajo I2C komunikacije, kar je potrebno spremeniti. 
Pri uporabi namizne verzije programske opreme Raspbian to naredimo zelo 
enostavno preko nastavitev. 
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 Potrebna je uporaba I2C linije na GPIO 23 in 24, zaradi razlogov že omenjenih v 
3.2.1. Liniji brez konfiguracije ne podpirata I2C komunikacije, potrebna je 
konfiguracija preko terminala. To naredimo tako, da v datoteki 
/boot/config.txt dodamo vrstico dtoverlay=i2c-gpio,bus=3 
 
Za  programsko implementacijo smo uporabljali programsko okolje node.js, ki poganja 
JavaScript kodo, kjer si bomo pomagali z npm knjižnico i2c-bus.  I2c-bus je 
knjižnica preko katere lahko v programskem jeziku JavaScript dostopamo do kontrol 
I2C vodila, bolj natančno je bila uporabljena podmnožica ukazov SMBus protokola, ki 
omogoča enostavno pisanje in branje registrov podrejenih naprav.  
3.3.1.1 Seznam uporabljenih funkcij knjižnice i2c-bus 
 bus.readByteSync (addr, cmd) 
Funkcija prebere 1 bajt iz želenega registra (argument cmd) na napravi z izbranim naslovom 
(argument addr) 
 bus.readWordSync (addr, cmd) 
Funkcija prebere 2 bajta iz želenega registra (argument cmd) na napravi z izbranim 
naslovom (argument addr). Kot prvi se prebere LSB in nato MSB. 
 bus.writeByteSync (addr, cmd, byte) 
Funkcija zapiše 1 bajt (določen v argumentu byte) na želeni register (argument cmd) na 
napravo z izbranim naslovom (argument addr) 
 bus.writeWordSync (addr, cmd, word) 
Funkcija zapiše 2 bajta (določena v argumentu word) na želeni register (argument cmd) na 
napravo z izbranim naslovom (argument addr). Kot prvi se zapiše LSB in nato MSB. 
 bus. sendByteSync (addr, byte) 
Funkcija pošle posamezen bajt (določen v argumentu byte) na napravo določeno z 
izbranim naslovom (argumen addr) 
 
3.3.2 Merjenje temperature z DS1631 
Naslov je bil konfiguriran že pri vezavi. Za konfiguracijo in branje iz naprava je potrebno 
dostopati do registrov: 
Tabela 3.1 Registri digitalnega termometra DS1631  (prirejeno po [10]). 
Register Heksadecimalni zapis 
Start Convert T 0x51 
Stop Convert T 0x22 
Read Temperature 0xAA 
Access TH 0xA1 
Access TL 0xA2 
Access Config 0xAC 
Software POR 0x54 
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3.3.2.1 Konfiguracija 
Preden lahko izvedemo meritve je potrebno nastaviti konfiguracijo, tako da zapišemo 
naslednji bajt na register Access Config ; 
Tabela 3.2 Register Acces Config naprave DS1631 [10]. 
 
 
Konfiguracija omogoča uporabniku več različnih opcij, kot so resolucija, polarnost in način 
delovanja. Poleg tega nudi informacije o EEPROM spominu, aktivnosti termostata in statusu 
konverzije. Konfiguracijski register je urejen kot prikazano na sliki, nanj lahko pišemo ali 
pa iz njega beremo. Ko beremo morajo biti temperaturne konverzije ustavljene. Načeloma 
pišemo le na prve 4 bite saj so ostali namenjeni le branju. Ročno lahko pišemo tudi na THF 
in TLF  vendar je to koristno le v primeru, ko želimo ti dve vrednosti ponastaviti na 0. 
Temperaturni senzor lahko deluje v dveh načinih; kontinuirnem načinu  (ang. continuous-
conversion mode) ali načinu posameznih meritev (ang. one-shot mode). To se nadzoruje 
preko prvega, LSB  (oz. 1SHOT) bita v konfiguracijskem registru. Za naše potrebo bomo 
uporabljali 1SHOT mode oziroma meritev na ukaz saj so želeni intervali med meritvami 
relativno dolgi, tako prihranimo tudi na porabi energije saj poteče konverzija le enkrat, ko 
to želimo (pred meritvijo). POL bit določa polariteto pina 𝑇𝑂𝑈𝑇, za naše potrebe ni relevantno 
soj je pin uporabljen kot termostat.  
1SOT in POL sta edina bita v konfiguracijskem bajtu ki sta shranjena v EEPROM in ne 
SRAM kar pomeni, da se njuna vrednost ohrani tudi če napravo ponastavimo. R1 in R0 bita 
omogočata izbiro resolucije. Dva bita omogočata štiri različna stanja in s tem štiri različne 
resolucije, te so 9,10,11 ali 12 bitne. Večja resolucija omogoča boljšo natančnost meritev 
vendar pa poveča tudi čas konverzije oziroma meritve.  
Kot že omenjeno so zadnji štirje biti namenjeni branju, NVB bit obvešča o stanju spomina 
EEPROM oziroma, ali je spomin prost ali pa trenutno poteka pisanje.  
TLF in THF podajata informacijo ali je bila izmerjena temperatura, odkar smo vklopili 
senzor,  nižja kot vrednost ki je zapisana v registru TL oziroma višja kot vrednost zapisana 
v registru TH. Privzeta vrednost TLF in THF bitov ob vklopu je 0, ko temperature prvič 
preseže meje TL ali TH pa zavzame vrednost 1. Vrednosti se ohranjajo dokler se naprava ne 
ponastavi, ali pa to naredimo ročno tako na konfiguracijskem registru na slednja bita 
zapišemo vrednosti 0.  
Zadnji bit DONE nudi informacijo o stanju konverzije; zavzame vrednost 0 ko konverzija 
poteka in 1, ko je končana.  
Konfiguracija v našem primeru je bila izbira 1SHOT načina merjenja in 12-bitne resolucije 
(zapišemo 0x0f na konfiguracijski register). TH in TL registra smo pustili na privzeti 
vrednosti. 
 
Če želimo merjeno vrednost primerjati z določeno definirano vrednostjo, da zajamemo npr. 
morebitni učinek histereze, lahko uporabimo termostatsko funkcijo, ki daje informacijo, ali 
je merjena veličina presegla temperaturo, zapisano v TH registru 0xA1. Takrat se v 
konfiguracijskem spremeni THF bit na 1 in poslan je signal preko priključka 𝑇OUT. V našem 
primeru te funkcije merilnika nismo uporabljali,  𝑇𝑂𝑈𝑇 priključek je služil kot termostat. 
 
 






Po konfiguraciji je senzor pripravljen na pošiljanje meritev temperature. Ukaz za začetek 
izvajanja merjenja temperature je poslan z ukazom Start Convert T, ki se nahaja na 
registru 0x51. Potekati začne konverzija temperature; pri 12-bitni resoluciji lahko traja do 
750 ms. Šele ko konverzija poteče se vrednost temperature shrani v register Read 
Temperature, kar pomeni, da je potrebno za branje tega registra počakati do konca 
konverzije. Informacijo o statusu konverzije nam podaja MSB v konfiguracijskem registru 
(Tabela 3.2). V JavaScript programu rešimo to z uporabo logičnih funkcij (AND ali OR) 
in while funkcije. Z uporabo logične funkcije AND  ugotovimo vrednost MSB, ta je enaka 
1 ko je konverzija končana. Dokler je njegova vrednost enaka 0 je potrebno počakati, to 
lahko enostavno naredimo v while funkciji, ki izvede prazno kodo, ko je vrednost MSB 
enaka 0.  
Sedaj lahko preberemo register Read Temperature na naslov 0xAA. Potrebno je 
prebrati 2 bajta. Prvi (LS) bajt določa decimalno vrednost temperature, koliko bitov v njem 
je uporabnih je odvisno od izbora resolucije. V našem primeru je bilo izbranih 12 bitov (kot 
na sliki), kar nam daje najmanjši možni inkrement temperature 0.0625°C. Drugi (MS) bajt 
določa celoštevilsko vrednost temperature. Zadnji bit pa ne določa števila, vendar predznak 
(S bit). To omogoča meritev temperatur pod 0°C. 
Tabela 3.3 Register Read Temperature naprave DS1631 [10]. 
 
 
Primer izvorne kode preračuna bitne vrednosti v °C: 
const T_celsius = (t) => { 
    let T_int = t & 0xff; 
    const T_float = () => { 
      let four_bit = t>>12; 
      let bit7 = (four_bit & 0x08)>>3; 
      let bit6 = (four_bit & 0x04)>>2; 
      let bit5 = (four_bit & 0x02)>>1; 
      let bit4 = (four_bit & 0x01); 
      return(bit7*0.5 + bit6*0.25 + bit5*0.125 + bit4*0.0625); 
    }; 
    let T_abs = T_int + T_float(); 
    if ((T_int & 0x80) === 0x80) { 
      return T_abs - 256; 
    }; 
    return T_abs; 
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Kjer kot argument t uporabimo bitno število, ki ga preberemo z registra Read 
Temperature z i2c-bus funkcijo bus.readWordSync . Podatkovni list senzorja 
nudi tabelo, kjer je prikazano razmerje med temperaturo in prebranim bitnim številom. S 
pomočjo tabele smo preverili pravilno delovanje kode.  
 
 
3.3.3 Merjenje osvetljenosti z MAX44009 
Tabela 3.4 Registri merilnika osvetljenosti MAX44009  (prirejeno po [11]). 
Register Naslov 
Status 0x00, 0x01 
Configuration 0x02 
Lux reading 0x03, 0x04 
Threshold set 0x05…0x07 
 
3.3.3.1 Konfiguracija 
Tabela 3.5 Register configuration naprave MAX44009 [11]. 
 
Konfiguracijski register (tabela 3.5), s katerim upravljamo z nastavitvami svetlobnega 
senzorja, omogoča izbiro različnih opcij. Določimo lahko način delovanja senzorja  
(default mode ali continous mode), in konfiguracijo, ki nam omogoča zmanjšati 
tok skozi diodo, da v primeru trajne izpostavljenosti visoki svetilnosti zmanjšamo segrevanje 
in povečamo življenjsko dobo senzorja  (Current Division Ratio Register oz. CDR bit v 
registru). Prvi trije biti, označeni z TIM in določajo integracijsko dobo, kar je čas med 
zaporednimi meritvami. Integracijska doba zavisi tudi on načina merjenja in izbire 
konfiguracije na bitu 6 (MANUAL). Pri izbiri default mode na bitu 7 je razmik med 
meritvami največji, ki ga senzor nudi oziroma 800ms. Pri continous mode lahko razmik 
izbiramo sami (najpogostejše meritve so z razmikom 6.25ms), če je hkrati izbran MANUAL 
na bitu 6. Če je na bitu 6, pri continous mode, izbran default mode, je integracijski 
čas izbran avtomatično glede na notranje vezje naprave. 
Senzor ima možnost uporabe prekinitvene funkcije, ki jo lahko vklopimo prek registra 0x01. 
Prekinitvena funkcija se izvede ko čas izpostavljenosti pri določeni mejni vrednosti 
osvetljenosti v lux, preseže tistega, ki ga določimo v Treshold set registrih. 
 
Pri naši aplikaciji smo na konfiguracijski register zapisali 0x00, kar pomeni izbiro default 
mode, brez manjšanja toka. Ta konfiguracija zadostuje naši aplikaciji z nizko frekvenco 
meritev in manjšo izpostavljenostjo svetlobi. Prav tako pustimo interrupt in 
threshold izklopljen, uporaba teh dveh interrupt funkcije bi bila smiselna pri 
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3.3.3.2 Meritve 
Do binarnih zapisov merjenih vrednosti svetlobne intenzitete dostopamo prek registra Lux 
High Byte (tabela 3.6) na naslovu 0x03  (za bolj natančne vrednosti, lahko uporabimo še 
register Lux Low Byte na naslovu 0x04).  
Tabela 3.6 Register Lux High Byte naprave MAX44009 [11]. 
 
Pri meritvi smo prebrali Lux High Byte z i2c-bus funkcijo readByteSync . Iz 
binarnega v desetiški zapis, pri uporabi Lux High Byte, pridemo z naslednjo formulo, 
ki je določena z strani proizvajalca: 
𝐿𝑢𝑥 =  2 (𝑒𝑥𝑝𝑜𝑛𝑒𝑛𝑡) ∙  𝑚𝑎𝑛𝑡𝑖𝑠𝑠𝑎 ∙  0.72  
𝐸𝑥𝑝𝑜𝑛𝑒𝑛𝑡 =  8 ∙ 𝐸3 +  4 ∙ 𝐸2 +  2 ∙ 𝐸1 +  𝐸0  








3.3.4 Merjenje tlaka z BMP280 
Tabela 3.7 Registri merilnika atmosferskega tlaka BMP280  (prirejeno po [12]). 
Register Naslov opis 
Temp_xlsb FC XLSB del 20 bitnega podatka o temperaturi 
Temp_lsb FB LSB del 20 bitnega podatka o temperaturi 
Temp_msb FA MSB del 20 bitnega podatka o temperaturi 
Press_xlsb F9 XLSB del 20 bitnega podatka o tlaku 
Press_lsb F8 LSB del 20 bitnega podatka o tlaku 
Press_msb F7 MSB del 20 bitnega podatka o tlaku 
config F5 Dodatna opcij; , 𝑡𝑠𝑡𝑎𝑛𝑑𝑏𝑦, časovna konstanta 
IIR filtra, omogoča tudi izbiro SPI 
komunikacije 
Ctrl_meas F4 Izbira meritvenih opcij kot so nadvzorčenje 
pritiska in temperature, in način delovanja 
naprave (sleep, forced, normal) 
status F3 Stanje naprave, informacijo o izvajanju meritve 
in kopiranju podatkov v registre 
reset E0 Pri zapisu B& na register se izvede 
ponastavitev 
id D0 Identifikacijska številka naprave 
Calib25…calib00 A1...88 Kalibracijski podatki 
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Digitalni senzor atmosferskega pritiska BMP280 nam nudi 3 različne načine delovanja: 
sleep mode, forced mode in normal mode. Način delovanje izberemo z prvima 
dvema bitoma v ctrl_meas registru na naslovu 0xF4. 
Sleep mode je privzet način ob vklopu ali ponastavitvi naprave. V sleep mode se 
meritve ne izvajajo in poraba moči je minimalna. Med njim lahko dostopamo do vseh 
registrov in lahko razberemo Chip-ID in koeficiente kompenzacije. 
Forced mode: izvede se le ena meritev pri izbranih meritvenih in filtrirnih opcijah. Ko je 
meritev končana, se senzor sam vrne v sleep mode, in do rezultatov meritev lahko 
dostopamo preko registrov. Za naslednjo meritev je potrebno zopet izbrati forced mode. 
Forced mode je primeren za aplikacije kjer zadostuje nizko vzorčenje. 
Normal mode izvede izvaja ciklične meritve, kjer se izmenjujeta perioda merjenja in 
perioda ko je senzor le v pripravljenosti. Perioda pripravljenosti je poljubno določena s strani 
uporabnika in je definirana kot 𝑡𝑠𝑡𝑎𝑛𝑑𝑏𝑦. Poraba energije v pripravljenosti je primerljiva z 
sleep mode načinom. Po izbiri normal način in ostalih opcij (filter, 𝑡𝑠𝑡𝑎𝑛𝑑𝑏𝑦 itd.) se 
meritve izvajajo dokler ne izberemo sleep ali force načina ali pa ponastavimo napravo. 
Do registrov z meritvenimi rezultati lahko dostopamo med periodami 𝑡𝑠𝑡𝑎𝑛𝑑𝑏𝑦, preberemo 
lahko le zadnjo zapisano meritev. Priporočena uporaba z IIR filtrom pri aplikacijah, kjer se 
pojavljajo kratko trajne motnje (pihanje v senzor, zapiranje vrat itd.). 
 
3.3.4.1 Konfiguracija 
Predno pričnemo z meritvami je potrebno izbrati nastavitve. Nastavitve izbiramo s pomočjo 
dveh registrov in sicer ctrl-meas na naslovu 0xF4 in config na naslovu 0xF5. 
Dokumentacija senzorja nam podaja nekaj vrst priporočenih nastavitev glede na uporabo. 
Zaradi robustnosti našega sistema smo se odločili za uporabo pri najnižji porabi moči 





Tabela 3.8 Izbrane nastavitve naprave BMP280  (prirejeno po [12]). 


















Za izbiro želenih opcij iz tabele 3.8 je potrebno pisati na omenjena registra. Način delovanja 
določata bit 0 in bit 1 v registru »ctrl_meas«, kamor za želen forced mode zapišemo 10 ali 
01. Biti [4:2] določajo vzorčenje meritev pritiska, z izbiro x1 izberemo najnižje vzorčenje, 
ki še zadošča Nyquistovem teoremu. Zadnji trije biti [7:4] določajo vzorčenje meritev 
temperature, z izbiro 0x je merjenje temperature izklopljeno. Tako smo se odločili, ker 
temperaturo merimo že na posamezni napravi (DS1631). Od vzorčenja zavisi tudi resolucija 
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rezultatov, oziroma nadvzorčenje določa število uporabnih bitov v registrih. Pri izbiri 1x je 





Po izvedbi meritve je potrebno pritisk in temperaturo izračunati iz podatkov ki so shranjeni 
v registrih. Algoritem za izračun pritiska ali temperature je zelo kompleksen saj je potrebno 
prebrati veliko registrov; trije registri za podatke o meritvi in 13 registrov kalibracijskih 
podatkov. Bosch priporoča uporabo njihovega programa dostopnega na spletni strani, vendar 
pa je ta napisan v C-ju.  
Pri naši izvedbi je bila uporabljena knjižnica bmp280-sensor. Knjižnica vsebuje 
omenjen algoritem za izračun temperature in tlaka v °C in hPa, poleg tega pa omogoča tudi 
enostavno izbiro konfiguracije (registroa config in ctrl_meas). Knjižnica prav tako 
temelji na že omenjenem modulu i2c-bus, ki smo ga že uporabili za implementacijo i2c 




3.4 Pametna pogodba 
Pametno pogodbo bomo ustvarili znotraj okolja ethereum. Etherum-ove pametne pogodbe 
so zapisane v programskem jeziku Solidity, jezik namenjen prav za ustvarjanje pametnih 
pogodb. Pri ustvarjanju pametnih pogodb se je potrebno držati njihove značilne strukture.  
Verzija jezika Solidity je definirana v začetni vrstici. Informacija o verziji jezika je nujna 
za pretvarjanje pogodbe v bitno kodo, katero potem lahko vključimo v bločno verigo. 
Ko je verzija določena lahko začnemo z pisanjem kode. Prvo je potrebno določiti pametno 
pogodbo, znotraj katere bomo definirali vse spremenljivke in funkcije. Pogodbo določimo z 
funkcijo Contract, pogodbo je treba še poljubno poimenovati v našem primeru je ime 
pogodbe »Meritve0«. Notranjost zapisana v funkciji contract predstavlja logiko naše 
pametne pogodbe. Posebnost Solidity funkcij je ta, da je potrebno določiti tip funkcije 
in da je njihovo izvajanje lahko plačljivo. 
 
 
3.4.1 Struktura pametne pogodbe 
Cilj pametne pogodbe pri naši aplikaciji je da shranjuje rezultate meritev senzorjev. Meritve 
bomo izvedli v istem časovnem trenutku, katerega želimo prav tako zabeležit. Prvo v 
pogodbi definiramo spremenljivke, v njih bomo shranjevali rezultate v želeni obliki.  
Ker vsaka meritev izmeri 3 podatke (temperaturo, pritisk, osvetljenost) smo se odločili, da 
jih shranimo v podatkovni tip Struct z imenom Meritev, ki omogoča shranjevanje več 
poljubnih parametrov, ki so poljubnega tipa v eno spremenljivko. Tako dobimo vse tri 
meritve izvedene v istem časovnem trenutku v paketu. Ker Solidity ne podpira uporabe 
decimalnih števil smo podatke meritev, ki vsebujejo decimalni del, shranili v nizu. 
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Naslednja spremenljivka je vse_meritve podatkovnega tipa array. V sledečih 
funkcijah bo spremenljivka služila shranjevanju časovnega trenutka, v formatu čas in datum, 
posameznih meritev v vektor nizov. Sedaj je potrebno določiti še funkcije naše pametne 
pogodbe kjer bomo implementirali shranjevanje meritev. Posebnosti funkcij v jeziku 
Solidity sta določanje tipa funkcije in plačilo provizije imenovane gas pri klicanju 
nekaterih funkcij.  
 
 mapping 
Funkcija mapping spremenljivki podredi kazalnike. Preko kazalnikov lahko dostopamo do 
spremenljivk. V našem primeru smo kot kazalnik izbrali vektor nizov vse_meritve, kot 
spremenljivko pa Meritev. Pri meritvi tako poleg temperature, pritiska, in svetlosti 
shranimo tudi uro in datum v spremenjivko vse_meritve, kar nam omogoča enostaven 
dostop do točno teh meritev. Prednost uporabe vektorja za shranjevanje časovnega trenutka 





Funkcija ste meritev je namenjena zapisu meritev v spremenljivko Meritev in trenutni čas 
v spremenljivko vse_meritve. Funkcija ima štiri argumente: čas, temperatura, pritisk in 
osvetljenost. Ko kličemo funkcijo, ta argumente shrani kot smo to določili v funkciji 
mapping, vrednosti meritev se shranijo v spremenljivko struct Meritev, čas pa v 
vektor vse_meritve. Vsi argumenti v funkciji so shranjeni kot niz. Kot tip funkcije smo 
izbrali public, vendar pa smo kasneje ugotovili, da bi bilo pri naši uporabi bolj smiselno 
izbrati external funkcijo (več v poglavju 4.2).  
 
 
Potrebujemo še funkcijo, ki meritve prebere. To smo izvedli z dvema funkcijama: 
 
 get_vse_meritve 
Funkcija ne potrebuje argumenta in prebere le vektor, kjer so shranjeni nizi ure in datuma. 




Funkcija ima en argument in sicer čas. Kot smo določili v funkcijo mapping preko 
argumenta dostopamo do strukture z podatki o meritvah. 
 
 
Obe funkciji sta tipa public view. Modifikator view onemogoča funkciji spreminjanje 
stanj spremenljivk, česar ne potrebujemo, prednost pa je da so funkcije zato brezplačne. 














3.5 Vključevanje pametne pogodbe na bločno verigo 
Pogodbo je sedaj potrebno vključiti na bločno verigo. Pomagamo si z uporabo modulov 
Truffle in truffle-hdwallet-provider. Pogodbo smo vključili na testno 





3.5.1 Gostiteljsko vožlišče Infura  
Infura nudi vozlišče preko katerega se lahko povežemo na bločno verigo Ropsten 
testnega omrežja. Infura nudi vozlišča tudi na drugih testnih omrežjih in glavnem 
omrežju.  Za uporabo lastnega vozlišča bi potrebovali primerno strojno opremo, katero 
Infura nudi brezplačno. Do testnega omrežja nato dostopamo preko računa, ki ga 
generiramo z uporabo ključa, ki ga nudi Infura (slika 3.6). 
 
Slika 3.7 Povezava na testno omrežje Ropsten preko Infure. 
 
3.5.2 Ponudnik računa truffle-hdwallet-provider 
Npm knjižnica, ki omogoča generiranje računa preko katerega pametno pogodbo vključimo 
v bločno verigo, in opravljamo transakcij. Shranjuje ether, pri generaciji računa na 
Ropsten testnem omrežju preko Infure ta že vsebuje 1 ether, kar je več kod dovolj za 
potrebe našega projekta. 
3.5.3 Testno omrežje Ropsten 
Ethereumovo testno omrežje, ki je kopija glavnega omrežja, vendar pa je ether (digitalna 
valuta ethereuma) prosto dostopen. Ether je potreben za uvajanje pametnih pogodb v bločno 
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3.5.4 Uporaba razvojnega okolja Truffle 
Truffle je razvojno okolje za ethereum, ki omogoča enostavno prevajanje v bitno kodo, 
testiranje in vključevanje pogodb v bločno verigo. Našo pogodbo smo tako vključili na 
ethereumovo bločno verigo v le dveh ukazih, ki jih izvedemo prek ukaznega poziva; 
 
1. Truffle init 
V direktoriju ustvari 3 mape: build, contracts, migrations in datoteko 
truffle-config.js. V mapo  contracts shranimo našo pogodbo, ki jo želimo 
vključiti v bločno verigo. V mapi migrations je potrebno ustvariti datoteko, ki vsebuje 
funkcijo imenovano deployer in kot argument vsebuje ime pogodbe, katero želimo 
vključiti v bločno verigo. Primer izvorne kode JavaScript programa v primeru naše 
pametne pogodbe: 
 
var Meritve0 = artifacts.require("./Meritve0.sol"); 
 
module.exports = function(deployer) { 
  deployer.deploy(Meritve0); 
} 
 
Omrežje na katerega pametno pogodbo vključujemo in račun, ki ga uporabimo za 
vključevanje specificiramo v datoteki truffle-config.js. Datoteka ima že pripravljene 
nastavitve za testna omrežja, potrebno pa je določiti račun z katerega bomo dostopali do 
bločne verige (slika 3.7). 
 
 
Slika 3.8 Nastavitve testnega omrežja v datoteki truffle-config.js odprte v urejevalniku 
besedil Atom. 
 
2. Truffle migrate 
Ukaz vse pametne pogodbe v mapi prevede v bitno kodo, pri tem se ustvari JSON datoteka 
v mapi build, ki podaja informacije o pogodbi v JSON formatu. Po prevajanju v bitno 
kodo truffle vključi pogodbe na bločno verigo in pri tem porabi določeno količino 
sredstev na računu. Da se pogodba uspešno vključi v bločno verigo je potrebnih dovolj 
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sredstev na računu. Poraba sredstev je odvisna od obsega pametne pogodbe, ki jo 
vključujemo. 
Napisano pogodbo smo vključili na bločno verigo Ropsten testnega omrežja z ukazom: 
 









3.6 Uporaba knjižnice web3 
 
Kot že povedano web3 služi interakciji med Ethereum bločno verigo in JavaScript 
programom. Web3 knjižnica nudi veliko število funkcij, ki jih lahko uporabljamo za 
preverjanje stanj na računih, branje podatkov pametnih pogodb, opravljanje transakcij, 
klicanje funkcij pametne pogodbe, pregledovanje blokov in še mnogo uporabnih funkcij. 
 
Pri naši aplikaciji smo uporabljani npm knjižnico web3, pri kateri potrebujemo le dve 
funkciji; funkcijo, ki bere podatke o meritvah (kličemo funkciji get_vse_meritve in 
get_meritev) in funkcijo ki izmerjene podatke pošilja na bločno verigo (kliče funkcijo 
set_meritev). Koda v naslednjih vrsticah omogoča izvajanje funkcij naše pogodbe: 
 






Prva vrstica kode ustvari instanco pametne pogodbe v JS programu. Kot argumenta sta 
navedena abi, ki je vmesnik med Solidity in EVM, in naslov pametne pogodbe 
cont_address. 
V nadaljevanju kličemo funkcije pametne pogodbe. Funkcijo set_meritev izvedemo z 
pošiljanjem transakcije z ukazom .send, v argumentu je potrebno določiti naslov računa 
iz katerega izvedemo transakcijo, saj je potrebno plačati provizijo. V argumentih funkcije 
kličemo izmerjene vrednosti in časovni trenutek, tako kot smo določili v pametni pogodbi. 
Funkciji get_vese_meritve in get_meritev izvedemo z ukazom .call .Funkciji 
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3.7 Vmesnik ukaznega poziva 
H končni kodi smo za lažjo  uporabo dodali še vmesnik ukaznega poziva (ang. CLI ali 
command line interface), kar nam omogoča da izvajamo različne funkcije iz ukaznega 
poziva, brez spreminjanja kode.  
Enostaven vmesnik smo napisali z uporabo modula commander. Vmesnik omogoča 
naslednje ukaze: 
 
 Izmeri <st_meritev> <interval> 
Ukaz izmeri izvede funkcijo set_meritev pametne pogodbe, kot argumente pa poda 
vrednosti temperature, tlaka in osvetljenosti izmerjene preko senzorjev in čas, kot niz v 
formatu »ura:min:sek, d.m.l«. Argumenta ukaza st_meritev in interval 
določata število meritev, ki jih želimo izvesti in časovni interval (v ms) med njimi. 
 
 vseMeritve 
Izvede funkcijo vse_meritve pametne pogodbe, kar vrne vektor vseh časov meritev. 
 
 Meritve [datum] z opcijama –v in –z [st] 
Izvede funkcijo get_meritev pametne pogodbe, ta vrača strukturo vseh treh meritev. 
Argument datum prikaže meritev v določenem časovnem trenutku, in je neobvezen. Ukaz 
ima dve dodatni opciji: -v prikaže vse do sedaj shranjene meritve, -z prikaže poljubno 
število meritev od zadnje proti prvi. Število je določeno v argumentu st privzeta vrednost 



























4 Rezultati in diskusija 
4.1 Preizkus delovanja senzorjev 
Delovanje senzorjev smo preizkusili posamezno. Kot potrditev smo vrednosti primerjali z 
referenčnimi iz drugih virov. Vrednosti meritev temperature je bila primerjana z vrednostjo 
izmerjeno z analognim termometrom. Vrednosti tlaka smo primerjali z vrednostmi merilne 
postaje v Ljubljani agencije RS za okolje (ARSO). Za osvetljenost smo na spletu našli 
primere referenčnih vrednosti, te se po dnevi v sobi gibljejo nekje med 100 in 1000 lux, kar 
predpostavimo za pričakovane vrednosti pri meritvah.  
4.2 Preizkus delovanja pametne pogodbe 
Predno smo pametno pogodbo vključili na bločno verigo smo sintakso kode preverili preko 
razvojnega okolja Remix IDE, dostopnega v brskalniku. Aplikacija Remix IDE omogoča 
tudi testiranje funkcij znotraj pogodbe. 
Ko smo pogodbo migrirali na bločno verigo preko programa Truffle smo transakcijo 
preverili preko spletne strani etherscan.io. Transakcija pametne pogodbe je prikazana na sliki 
1. 
 
Slika 4.1 Transakcija pametne pogodbe na etherscan.io 
Zadnja številka predstavlja provizijo transakcije, odvisna je od obsega pametne pogodbe, v 
našem primeru je približno 172000 gas, pri trenutni ceni etra je to 2,60€. 
Etherscan.io takoj zabeleži transakcijo, ko je za njo poslana zahteva, vendar pa se transakcija 
zabeleži v bločno verigo šele po okoli 20-60 sekundah. Če bi meritve opravljali v krajšem 
časovnem razmiku (npr. 10 sekund), in jih pošiljali na bločno verigo bi se pravilen vrstni red 
še vedno ohranjal, kar smo tudi testirali. 
Pri klicanju funkcije set_meritev pametne pogodbe prav tako potečejo transakcije, ki 
shranjujejo podatke na bločno verigo (slika 4.2). 
 





Slika 4.2 Transakcije opravljenih meritev. 
 
Opaziti je, da je provizija transakcij dokaj konstantna in dosti manjša od tiste kjer smo 
pogodbo ustvarili (slika 1). Provizija transakcij zavisi od količine in načina shranjevanja 
podatkov v bločno verigo. Kos smo ustvarjali pametno pogodbo funkcij nismo optimizirali 
na manjšo porabo sredstev, saj uporabljamo testno omrežje kjer je eter brezplačen. Pri 
uporabi pametne pogodbe na glavnem Ethereum omrežju bi bilo smiselno, kodo optimizirati 
na manjšo porabo sredstev. Kot že omenjeno v poglavju 3.4.1 je poraba odvisna od tipa 
funkcij, ki jih kličemo. V jeziku Solidity obstajajo 4 tipi funkcij: 
external, public, internal in private . V praksi se izkaže, da funkcija tipa 
external porabi najmanj etra za transakcije in je zato bolj primerna za našo aplikacijo kot 
funkcija tipa public. Slabost funkcij tipa external je ta, da jih ne moremo klicati v 
notranjosti funkcija, kar pa pri naši pametni ni potrebno. Drugi način znižanja provizije bi 








4.3 Preizkus delovanja celotnega sistema 
 
Za preizkus delovanj sistema smo opravili 160 meritev v intervalu 5 minut. Merjenje je 
potekalo približno 13 ur oziroma od 21:02:11 20.8 do 10:17:11 21.8, v zaprtem prostoru z 
zračenjem. Vrednosti merjenih veličin smo s pomočjo pametne pogodbe sproti pošiljali na 
bločno verigo. Vrednosti merjenih veličin smo na koncu iz bločne verige prebrali in jih 











Rezultati meritev temperature: 
 
Graf 4.1 Vrednosti temperature med preizkusom. 
Pričakovano temperatura pada med 21 in 6 uro in nato začne naraščati. Temperatura je v 
celotnem času meritve dokaj konstantna, saj smo merili v zaprtem prostoru, opaziti pa je 
hitrejše spreminjanje temperature prvih 30 minut. Razlog zato je v nekoliko višji senzorja, 
saj smo ga pred začetkom meritev nekoliko segreli, ko smo preizkušali delovanje. 
Temperatura senzorja se nato dokaj hitro zniža do temperature okolice. 
 
Rezultati meritev atmosferskega tlaka: 
 
Graf 4.2 Vrednosti atmosferskega tlaka med preizkusom. 
Vrednost tlaka je dokaj konstantna in primerljiva z vrednostmi, izmerjenih na merilni postaji 




















































Rezultati meritev osvetljenosti: 
 
Graf 4.3 Vrednosti osvetljenosti med preizkusom. 
 
Tudi pri svetilnosti no opaziti nenavadnih odzivov. Ponoči je vrednost enaka 0 okoli 6 ure 
pa začne naraščati. Šum, ki ga je opaziti na koncu je posledica zunanjih pogojev (naravne 






















V diplomski nalogi smo dosegli cilj vzpostavitve sistema, ki meri okoliške spremenljivke in 
jih beleži na bločno verigo preko okolja Ethereum. Z končnim preizkusom celotnega sistema 
smo z uporabo senzorjev DS1631, MAX44009, BP280 merili tri veličine: temperaturo, tlak 
in osvetljenost. Senzorji so preko vodila I2C povezana na mikroračunalnik Raspberry Pi, 
kjer smo rezultate meritev uredili v številske vrednosti. Veličine smo sproti preko pametne 
pogodbe shranjevali v bločno verigo Ethereum. Zasnovali smo tudi vmesnik ukaznega 
poziva preko katerega enostavno izvajamo ali beremo meritve. Cilj preizkusa je bil potrditev 
da sistem v celoti deluje. To dokazujejo rezultati, ki so v skladu s pričakovanji.  Merjenje, 
shranjevanje na bločni verigi in branje iz bločne verige je bilo uspešno. Z preizkusom smo 
dokazali da bi bilo na tak način možno vzpostaviti sledljivost. 
 
Izboljšave sistema bi bile možne na optimizaciji funkcij pametne pogodbe in pa izboljšava 
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pragma solidity ^0.4.25; 
pragma experimental ABIEncoderV2; 
contract Meritve0 { 
 
  struct Meritev { 
    string temperature; 
    string pressure; 
    string luminance; 
  } 
 
  mapping(string => Meritev) meritve; 
  string[] public vse_meritve; 
 
  function set_meritev(string _time, string _temperature, 
string _pressure, string _luminance) public { 
      Meritev storage meritev = meritve[_time]; 
 
      meritev.temperature = _temperature; 
      meritev.pressure = _pressure; 
      meritev.luminance = _luminance; 
 
      vse_meritve.push(_time) -1; 
 
  } 
  function get_vse_meritve() view public returns(string[]) { 
      return vse_meritve; 
  } 
 
  function get_meritev(string _time) view public 
returns(string, string, string) { 
      return (meritve[_time].temperature, meritve[_time].pres 
sure, meritve[_time].luminance); 
  } 
}
  
 
