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Для достижения поставленной цели создана база данных, составляющая основу программной 
системы распределения и учета выполнения нагрузки. В ходе работы над курсовым и дипломным 
проектами на этапе инфологического моделирования построена и нормализована ER-модель базы 
данных [1], [2]. Для создания инфологической модели применялась система автоматизации проек-
тирования и разработки данных AllFusion ERWin Data Modeler (ErWin). В качестве СУБД выбрана 
MySQL. C помощью программной системы SQLyog Community Edition (MySQL GUI) построена 
даталогическая модель базы данных на основе инфологической модели, созданной средствами 
ERWin. Основу даталогической модели составляют отношения и связи между ними (с учетом пер-
вичных и внешних ключей). В таблицы внесены тестовые данные, необходимые для построения 
остальных компонентов программной системы. Такими компонентами являются пользовательская 
часть (User application) и приложение администратора (Admin application). User application – кли-
ентское Web-приложение для получения информации из имеющейся базы данных. Admin 
application – это desktop-приложение для управления построенной базой данных. Для их создания 
выбран язык программирования Java (см., например, [3]). При разработке описанных выше при-
ложений использована библиотека Swing. Это позволяет иметь стандартный пользовательский 
интерфейс (GUI – Graphical User Interface) на различных платформах. Кроме того, активно исполь-
зованы bean-компоненты Java (Java Beans), что позволяет облегчить и ускорить разработку при-
ложений. Для взаимодействия платформ Java и MySQL установлен драйвер mysql-connector-java. 
Дальнейшая работа с базой данных будет вестись с помощью программы Mysql-workbench. 
Для взаимодействия описанных выше частей программной системы с серверной частью (базой 
данных), использована библиотека Hibernate. Эта библиотека реализует отображение объектной 
модели приложения (POJO (Plain Old Java Objects) – простые старые объекты Java) в реляционную 
модель базы данных (ORM (Object-Relational Mapping) – объектно-реляционное связывание). 
Для достижения поставленных целей упор был сделан на такие средства программирования как 
NetBeans и Eclipse. Такой выбор объясняется условиями разработки и использования программной 
системы. 
Компоненты программной системы распределения и контроля за выполнением нагрузки пре-
подавателей кафедры будут продемонстрированы в ходе доклада. 
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Cистема тестирования задач по программированию BM Testing — это комплекс программ, 
направленный на проверку практических навыков студентов в области программирования. Невоз-
можно  достаточно подробно описать всю эту систему за один раз, по этому, здесь описывается 
только использование профилей в системе и применение переменных окружения при настройке 
сервера.    
Идеи профилей применяется почти во всех серьезных приложениях, т.к. на основе их реализо-
вывается многопользовательское их использование. Наша система также позволяет создавать 
профили. Профили выгодны, когда система, например,  применяется несколькими преподавателя-
ми или на нескольких разных дисциплинах. Использование профилей позволяет разделить дан-
ные, что позволяет избежать большого накопления данных в одном месте и не дает запутаться в 
них. Все настройки связанные с профилями также хранятся в реестре, где для каждого из них со-





каждого профиля создаются отдельные базы данных. Какую из них использовать, можно вручную 
настраивать, но в большинстве случаев система все это сделает за вас, что, опять же, упрощает 
настройки и экономит время администратора. Также на сервере реализована возможность импорта 
данных из других профилей, что избавляет администратора от многократного ввода одних и тех 
же данных и опять же сильно экономит его время. На создание профиля также уходит не более 
нескольких минут. Почти всѐ, как сказано выше, сервер может настроить автоматически(это реко-
мендуется). Использование профилей помогает также в ситуациях, когда некоторые мероприятия 
проводятся несколько раз(допустим коллоквиумы или экзамены).  С использованием профилей 
нет смысла создавать эти мероприятия заново, достаточно создать под них профиль и при надоб-
ности просто их загружать, уже не думая о задачах, студентах и компиляторах, которые необхо-
димо добавить в базы данных. Все это очень упрощает работу с программой, позволяет работать 
оперативно, избавляет от рутинных и монотонных действий.  
Из сказанного выше можно подумать, что использование множества различных профилей, мо-
жет привести к сильному увеличению размера программы, однако этого не происходит. Давайте 
разберемся почему. Опять же все связано с самим движком программы, который изначально заду-
мывался для создания универсального приложения, которое будет рационально расходовать ре-
сурсы. При добавлении какой-то задачи к профилю, при условии, что она уже существует где-то в 
другом профиле, она не копируется туда полностью, а система просто создает ссылку на нее, тем 
самым мы сильно уменьшаем размеры программы, увеличиваем производительность системы и 
повышаем мобильность всего комплекса. 
Добавление компиляторов очень сложная процедура вообще в целом, по этому в нашей систе-
ме можно использовать переменные окружения, которые хранят некоторую нужную информацию. 
Например, переменная хранящая директорию тестирования задачи называется «TESTING_DIR», а 
переменная, хранящая имя файла задачи, присланной от клиента, называется «TASK_NAME». Для 
того, чтобы Parser системы смог понять, что это переменная, а не просто текст нужно обрамлять ее 





Из примера видно, как переменные окружения хорошо помогают в случаях, когда некоторые 
данные заранее не известны. 
В системе имеется возможность использовать и настраивать процедуру загрузки. Используя 
процедуру загрузки можно, оградить администратора от монотонных действий, при запуске си-
стемы, например, запуска сервера или смены режима работы. В процедуре загрузке, каждая ко-
манда должна писаться с новой строки, между командами может быть одна или несколько пустых 
строк. Все, что будет написано кроме известных Parser команд, будет им проигнорировано. Parser 
понимает, например, команды: TYPE_E, TYPE_L SERVER_ON, SERVER_OFF. Вот простой при-
мер, который запускает сервер и включает лабораторный режим работы:  
TYPE_L 
SERVER_ON 
Как видно из статьи, комплекс BM Testing является очень гибким в отношении настроек. Про-
думанная система управления серверной части дает возможность настроить систему для различ-
ных ситуаций. Однако, не смотря на все преимущества данного подхода, остается пока много не-
решенных проблем. В ближайшем будущем планируется создание новой системы. Используя 
опыт, полученный при разработке системы тестирования BM Testing, мы будем пытаться создать 
среду, которая будет более мобильной и еще более продуктивной.  
В настоящее время использование профилей и переменных окружения в системе тестирования 
задач по программированию BM Testing сильно облегчают  работу администратора данной систе-
мы на математическом факультете Брестского Государственного Университета имени Пушкина. 
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