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The latest generation of biological sequencing technologies have made it pos-
sible to generate sequence data faster and cheaper than ever before. The growth of
sequence data has been exponential, and so far, has outpaced the rate of improve-
ment of computer speed and capacity. This rate of growth, however, makes analysis
of new datasets increasingly difficult, and highlights the need for efficient, scalable
and modular software tools.
Fortunately most types of analysis of sequence data involve a few fundamen-
tal operations. Here we study three such problems, namely searching for local
alignments between two sets of sequences, clustering sequences, and evaluating the
assemblies made from sequence fragments. We present simple and efficient heuristic
algorithms for these problems, as well as open source software tools which implement
these algorithms.
First, we present approximate seeds; a new type of seed for local alignment
search. Approximate seeds are a generalization of exact seeds and spaced seeds,
in that they allow for insertions and deletions within the seed. We prove that
approximate seeds are completely sensitive. We also show how to efficiently find
approximate seeds using a suffix array index of the sequences.
Next, we present DNACLUST; a tool for clustering millions of DNA sequence
fragments. Although DNACLUST has been primarily made for clustering 16S ribo-
somal RNA sequences, it can be used for other tasks, such as removing duplicate or
near duplicate sequences from a dataset.
Finally, we present a framework for comparing (two or more) assemblies built
from the same set of reads. Our evaluation requires the set of reads and the assem-
blies only, and does not require the true genome sequence. Therefore our method
can be used in de novo assembly projects, where the true genome is not known. Our
score is based on probability theory, and the true genome is expected to obtain the
maximum score.
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Computers are wonderful tools. They have numerous, seemingly different ap-
plications. Most of these applications, however, fall into a few broad categories.
Data analysis is one of these broad categories.
Even though there are many techniques and recipes used in data analysis,
most of them can be grouped into a few fundamental tasks. Looking for a specific
pattern in the data (e.g. finding all patients on record with symptoms (exactly or
approximately) similar to the current patient) or arranging the data in a particular
way (e.g. ordering the chemical elements based on their atomic mass). The most
basic forms of these tasks (sorting, clustering, and searching) are a classic part of
computer science. It is not always possible, however, to use the classic algorithms
directly on different types of data.
In fact all of these fundamental algorithms also have a single underlying theme:
they involve comparison of some parts of the data with other parts.
The data for analysis may come from a variety sources. It may be, for the most
part, gathered by humans, as in the census data. Or it may be mostly gathered by
machines, such as weather measurements. Scientific data in particular, used to be
mostly gathered by technicians. But nowadays, it is increasingly the case that it is
generated by machines. This is particularly true in the field of molecular biology.
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The fact that scientific measurement data can now be almost automatically
generated by machines, means that the quantity (and sometimes, but not always,
the quality) of the data increases every year, as these machines (which are mostly
controlled by computers themselves) are improved. This poses a challenge, because
the old methods for analysis of the same type of data may not scale well to such
large quantities.
Our goal in this thesis is to look at a few well known analysis on biological
sequence data, and try to improve them. (e.g. by improving sensitivity/specificity,
by increasing the efficiency (speed), or by evaluating the quality of the results.)
The main type of data that we are concerned with is DNA sequence data.
The DNA is a long molecule in all living cells that encodes most of the data which
governs how the cell functions and reproduces. The DNA is a polymer, a long chain
of four types of monomers. For our purposes, it is sufficient to consider the DNA
to be a long string over a four letter alphabet Σ = {A, C, G, T}. These are commonly
referred to as DNA bases. The underlying theme of all of our work is comparing
DNA sequences. This task is complicated by the fact that we usually are interested
in discovering similar, but not exactly the same sequences.
The difference between DNA sequences can be due to actual difference be-
tween individuals organisms, or they can be due to measurement errors (commonly
referred to as sequencing errors). Another complication due to the limitations of the
sequencing machines is that they can only sequence relatively short pieces of DNA.
For an overview of classical algorithms on strings see Appendix A.
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1.1 Sequence comparison
The goal of sequence comparison, in general, is to find how similar two se-
quences are. The exact interpretation of “similarity” can vary. A few examples
are the Hamming distance (the number of substitutions necessary to transform one
sequence into the other), the edit distance (the minimum number of insertions,
deletions (indels), or substitutions that transform one string into the other), or
more generally, methods based on probability (e.g. the probability of observing a
sequence, assuming it is a modified version of another sequence based on an under-
lying model for change.)
Sequence similarity as defined above has a close connection with sequence
alignment. A (pairwise) sequence alignment is obtained by shifting, and/or inserting
gaps into a pair of sequences. Each letter from either sequence is aligned (i.e. appears
in the same column) to a letter in the other sequence, or a gap. The score of an
alignment is simply the sum (or the multiplication) of the scores corresponding
to the columns in the alignment. The alignment between two sequences, usually
implicitly refers to the optimal alignment corresponding to the best (maximum or
minimum) score.
In general, we can have any score for aligning a pair of letters, or a letter and
a gap. These scores can be represented by a matrix and are based on the underlying
model that governs the change from one sequence to the other.
All similarity measures mentioned above can be computed using variants of
the same algorithmic technique, called dynamic programming. Simply put, dynamic
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programming allows us to find the best alignment (and the corresponding similarity
measure), without the need to try all possible alignments. This is necessary, because
the number of all possible alignments grows very quickly1 as the lengths of the
sequences grow.
Many popular variants of dynamic programming algorithm used for sequence
comparison have O(n1n2) running time complexity, where n1 and n2 are the lengths
of the two sequences to be compared. Unfortunately, this quadratic running time
is too slow in practice on very large data. However for small data sets, the simple
quadratic algorithm is practical.
1.2 Seeds for local alignment
We discussed alignments of two whole sequences before. This is known as
global alignment. It is sometimes useful to find substrings of a pair of sequences
that are similar to each other. This is commonly referred to as a local alignment.
The two sequences within which we want to find local alignments may be very
long. For example, if we want to find alignments between two sets of sequences,
one possible approach is to concatenate the sequences in each set, and find local
alignments between the two new sequences. The dynamic programming algorithm
can be slightly modified to find all good local alignments.
The quadratic running time of the dynamic programming is too slow for large






possible alignments between two sequences of lengths n and m. This number
grows exponentially as n and m increase.
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alignments are based on seed-and-extend heuristic.
A seed is a relatively short sequence that occurs in both of the sequences to be
compared. The seed can appear exactly in both sequences, or there could be small
differences within the seed itself. In any case, the seeds for finding an alignment
are designed to have higher similarity or a specific structure not found in the full
alignment.
The dynamic programming algorithm (without using seeds) essentially com-
pares every region of one sequence to every region of the other sequence. Therefore
the running time is quadratic in terms of the lengths of the sequences. However, in
most cases, we expect each region of the each sequence to match to zero, one or a
few places in the other sequence. That is, we expect the number of matches to be
roughly linear in terms of the sum of the lengths of the sequences.
If we can predetermine the (possible) positions of alignment and perform the
more time consuming dynamic programming algorithm only on those regions, we
can have a significant speedup over the quadratic approach. Therefore, a seed must
have simultaneously good sensitivity and specificity, and must be possible to find
without comparing every position of one sequence to every position of the other. For
example, exact seeds can be found using a hash table, which removes the necessity
of all-vs-all comparison.
There is an important sensitivity–specificity tradeoff regarding alignment seeds.
For example, in the case of exact seeds, the sensitivity and specificity depend on
the length of the seed. Longer exact seeds have fewer false positives, but they have
more false negatives. Shorter exact seeds have more false negatives, but fewer false
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positives. Depending on the alignments that we are looking for, we can pick a seed
length that has zero false negatives. For example, if we are looking for an alignment
of length greater than or equal to 104, with at most four mismatches, then it is
guaranteed that exact seeds of length 20 (or shorter) will find all such alignments.
However if we are looking for less similar alignments (e.g. alignments of length
104 with up to 20 mismatches), we have to use shorter exact seeds to maintain perfect
sensitivity, which results in many false positives.
To simultaneously keep low false positive, and zero (or provably low) false
negative rate, we have to use approximate seeds.
One type of approximate seeds proposed in literature are spaced seeds. A
spaced seed requires only certain letter within the seed to match, and does not care
about the rest of the letters. For example, the seed 11*11, requires that, out of the
seed of length 5, every letter matches, except maybe the third letter.
Spaced seeds have some limitations however. They do not allow for insertions
or deletions within the seed. Also, it is not straightforward to use spaced seeds if
the alignment score is based on an arbitrary score matrix, rather than simply based
on the number of matches and mismatches.
We propose a new type of approximate seeds which allow us to remove the
above restrictions, and an algorithm based on suffix arrays and dynamic program-
ming for finding these seeds efficiently.
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1.3 Sequence clustering
Another fundamental analysis that depends on sequence similarity is cluster-
ing. Generally, given a set of items, we want to generate a set of clusters (subsets
of items) such that each item belongs to exactly one cluster. A good clustering has
two properties:
1. The items within any cluster are similar.
2. There are as few clusters as possible.
The two criteria above must be simultaneously optimized. Because if we only
consider the first criteria, the trivial clustering that puts each item in a separate
cluster is optimal. Similarly, if we only consider the second criteria, the trivial
clustering that puts all items in one big cluster is optimal.
The notion of similarity is fundamental for clustering analysis. Conventionally,
the distance between the items is either given as part of the input, or it can be
calculated by a given function for any pair of items. We rely on the same definitions
of sequence similarity discussed before. We use the global alignment in this case
(not local alignments).
The main difficulty in our case is that the number of sequences is very large
(several millions), and therefore it is computationally intractable to compute all
pairwise distances between the input sequences. Because of this limitation, many of
the classical clustering algorithms are inefficient for our data.
In order to avoid the all-vs-all comparison, we use a simple greedy clustering
algorithm: We pick one of the sequences as the next cluster center, then we find all
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of the sequences that are “close” to the center, create a new cluster, and remove the
clustered sequences and repeat.
Note that the main component of this clustering algorithm is sequence sim-
ilarity search. Unfortunately, since the sequences to be clustered are expected to
be similar, we can not use any of the earlier sequence alignment search algorithms
directly. For example, the seed and extend heuristic does not work because many of
the sequences to be clustered may have large substrings in common. However, some
of the ideas used for finding the seeds (e.g. building a lexicographically sorted index)
can be used to speed up the search for cluster sequences. We also use additional
heuristics, such as k-mer filtering, to speed up the search.
1.4 Assembly comparison based on likelihood
As we mentioned before, the machines for sequencing DNA can only read
relatively short pieces of DNA continuously. These pieces are called “reads”. The
length of the reads is dependent on sequencing technology, but the newest generation
of sequencing machines can read at most a few hundred bases. In contrast, the
genome of a bacteria is millions of bases long, and the genome of more complex
organisms are billions of bases long. Therefore currently, and in the near future, we
are unable to read the whole genome of these organisms in one piece.
The dominant strategy to overcome this problem is to randomly shear multiple
copies of the long DNA sequence, and to sequence the resulting pieces. This is
commonly known as “whole genome shotgun sequencing”.
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Ideally, we want to reconstruct the original genome from these short read
fragments. This problem is known as the genome assembly problem. To solve the
assembly problem, several formulations have been proposed. Two of the most pop-
ular formulations: de Bruijn and Overlap-Layout-Consensus, are based on graphs.
These formulations restrict the space of possible assemblies to the tours on the
assembly graph. However, finding the “best” tour is still NP-hard and assembly
programs (assemblers) use heuristic methods to find a near optimal solution.
The fundamental question as to which assembly is the best, however, remains
unanswered. Suppose two different assemblers (or the same assembler run with
different set of parameters) generate two assemblies from the same set of reads. We
want to find out which of the assemblies is better.
The set of reads can be thought of as the set of our observations. We also
need a model for the assembly process which generated the observed reads from the
unknown original genome. Note the same set of reads may possibly be observed from
different genomes. Therefore, instead of asking whether an assembly is correct, we
ask how likely it is that an assembly is the unknown genome from which the observed
reads have been generated.
This framework is very similar to the Hidden Markov Models. Similar to
HMMs, we want to estimate the likelihood of observing a sequence of symbols from
an underlying sequence of internal states. The same analogy can be used to describe
the problem of building an assembly, i.e. discovering the most likely sequence of
hidden states, given the sequence of observations from a model.
To calculate the probability of observing a set of reads given a genome or
9
assembly, we use a model of the sequencing process. This model depends on the
sequencing technology. The parameters for the model are things like read length
and error rate (probability of substitution, insertion, deletion, homo-polymer er-
rors, etc.). To model paired-reads, we need a few more parameters. For example,
assuming a normal distribution of insert length, we need the average insert length,
and the standard deviation from the average. The more accurate the model of the
sequencing process, the more accurately the assembly likelihoods can be calculated.
In our work, we start with a very simple model of sequencing process, and
show how it can be extended to be more realistic. We describe efficient algorithms
which generate the probability of a read, given the proposed genome. And finally,
in order to make this evaluation even more practical, we show that the likelihoods
can be estimated accurately based on a small sample of the assembled reads.
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Chapter 2
A new approximate seed
In this chapter we describe a new type of approximate seeds for DNA homology
searches, and an algorithm for finding these seeds efficiently. In contrast to previous
algorithms that find exact seeds or spaced seeds, our approximate seeds may contain
insertions or deletions. We propose a simple algorithm for finding these seeds which
uses only suffix arrays.
2.1 Introduction
Finding local matches between two long sequences is a fundamental problem
in computational biology. For example one might want to find similar regions in
the genome sequence of two organisms. Due to differences in the genome sequence
of different organisms, or to sequencing error, we have to look for approximate
matches. Many algorithms and tools have been created that address this need, yet
finding local alignments still remains one of the most computationally intensive steps
in biological sequence analysis.
We define the local alignment search problem as follows: Given two strings S1
and S2 of lengths n1 and n2, a minimum match length l and a maximum distance
k, find all pairs of substrings of S1 and S2 of length l that are within distance k.
We assume all strings are from a finite alphabet Σ of size σ. A few popular distance
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metrics are Hamming distance, unit-cost edit distance (Levenshtein distance), and
general edit distance based on a substitution cost matrix.
A string matching problem is called offline if we are allowed to pre-process
the text and make an index data structure, and online if we are not allowed to
pre-process the text. The exact alignment problems can be solved optimally (with
running time bounded by a linear function of the size of input strings) using e.g. the
KMP algorithm for the online, and suffix trees for the offline case. In this chapter
we will focus on the offline problem.
The online local alignment problem can be solved in O(n1 ·n2 · l) time by using
each length l substring of S2 as a pattern and using a variation of the well known
Smith-Waterman algorithm [32]. This running time, however, is impractical for the
size of the data-sets commonly encountered in practice.
In practice the most common solution to the inexact local alignment problem
is to find seeds and try to extend them to longer local alignments [2, 5, 7]. A seed is
a short substring of one sequence that matches closely to a substring of the other
sequence. Seed and extend algorithms are fast because they avoid trying to align
every region of the two sequences and only focus on the regions that are likely to
align well. Two most common type of seeds used are exact seeds and spaced seeds.
Exact seeds need to match perfectly, whereas spaced seeds allow mismatches at some
positions. Neither allow insertions and deletions within the seed. In this work we
look at more general inexact seeds that are based on the same notion of similarity
as in Smith-Waterman [32]. We describe an algorithm for finding these inexact
seed, and show that an implementation of this algorithm has good performance
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in practice. Since our algorithm is based on dynamic programming it can use a
general substitution cost matrix for distance computation, allowing its application
to non-standard alignment problems.
Seed finding algorithms are evaluated by their sensitivity and specificity. Sen-
sitivity corresponds to the fraction of true local alignments that are found by the
seeds. Specificity corresponds to the fraction of reported seeds that can be extended
into true local alignments.
In the case of exact seeds, their sensitivity and specificity depends on only
one parameter: seed length. Spaced seeds provide an additional parameter - weight
- the number of characters within the seed that must match within the aligned
strings. For the same weight, spaced seeds achieve better sensitivity than exact seeds
without sacrificing specificity. Finding the most sensitive spaced seed is, however,
NP-hard [19]. Most spaced seed tools use a pre-computed seed or set of seeds,
making it difficult to tune their parameters at run-time in order to achieve the best
trade-off between sensitivity and specificity for a given alignment task.
We will prove that our seed finding algorithm is perfectly sensitive, i.e. if a
good enough local alignment is present it will be detected by our seeds. Furthermore
since we allow inexact seeds, by using longer seeds we can achieve better specificity
too. With our algorithm the user can pick any seed length and similarity at running
time without the need to re-compute the index.
Most of the tools used in practice today are based on one of two index data
structures for large strings; inverted k-mer index and the family of indexes related to
suffix trees (suffix arrays and Burrows-Wheeler index.) BLAST [2] uses an inverted
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Figure 2.1: Sample suffix trie for string ’BANANA’. Each edge is labeled by a
symbol. The labels of the edges leaving each vertex must be different. Each suffix



















index of exact seeds. MUMmer [6] is a whole genome alignment tool that uses suffix
trees. Bowtie [17] uses a Burrows-Wheeler index of the human or other genome and
can align short reads with few differences to the reference. Our algorithm uses a
suffix array index.
2.2 Suffix array search algorithm
Our algorithm systematically tries to compute dynamic programming score
(similar to Needleman-Wunsch [28]) for aligning every pair of substrings of S1 and
S2. We assume the “cost” of aligning two characters is zero if they are identical and
is some positive number otherwise. To achieve efficiency our algorithm gives up as
soon as it notices that the alignment cost is getting “too high”.
2.2.1 Recursive search of suffix trie
It is easier to explain our algorithm using the Suffix Trie data structure. A
suffix trie is a rooted tree data structure that stores every suffix of a string. Unfor-


















(b) Suffix array in mem-
ory
Figure 2.2: The suffix array for a string consists of a list of positions of the suffixes.
Assuming each position number is stored in 4 bytes, the suffix array requires 4 · n
bytes. However, in order to be able to perform search, we need to keep the original
string also. Therefore, in total, the suffix array index requires 5 ·n bytes of memory.
impractical for long sequences. In the next section we will adapt this algorithm to
use a suffix array which requires only linear space. Let us assume we have built a
suffix trie for each of S1 and S2. A representation of an example suffix trie is shown
in Figure 2.1. Each node of the suffix trie corresponds to a substring of the original
string that is spelled out by the labels of the edges on the unique path from root
to that node. An exact search algorithm starts at the root and follows down the
edges labeled with the same character in both trees. In other words, if the search
function is called on some internal node u from the first trie and v from the second
trie, then for each letter of the alphabet if both u and v have a child labeled with
that letter the search function is called recursively on the corresponding child nodes.
After traversing l edges down from the root (reaching depth l) the leaves under the
internal node of each tree represent suffixes from each sequence that share the first
l characters exactly. Thus, we find exact “alignments” of length l.
In the case of approximate search however we may have to follow edges labeled
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Figure 2.3: Our algorithm maintains a dynamic programming table, which contains
the best alignment of the path corresponding to the current node in each suffix trie.
For each edge traversal, only the top row (or last column) need to be recomputed.
This figure shows a sample dynamic programming table when the algorithm is at
depth 3. Only cells marked by ? need be computed when the algorithm follows down
an edge to two children of current nodes (i.e. depth 4).
? ? ? ? ? ?
N 3 2 1 1 ?
N 2 1 0 1 ?
A 1 0 1 2 ?
- 0 1 2 3 ?
- A N A ?
with characters that are different in the two suffix tries. Therefore we have to
call the search function recursively for every pair of children of u and v. Without
limiting the number of mismatches allowed this recursive search (which is called for
every pair of children) will try to align every substring of length l from S1 to every
substring of S2. A simple solution is to stop following down branches from a pair
of internal nodes as soon as the distance between the two strings corresponding to
those nodes is already greater than some threshold. (We also stop when we reach
depth l of course). i.e. As soon as the alignment cost becomes “too high” we simply
return from recursion and will not call the search function for the children of current
nodes. We calculate distance by updating a dynamic programming table on the fly
as illustrated in Figure 2.3. We only need to update one row and one column of the
dynamic programming table for each edge traversal. If the distance is smaller than
the threshold we recursively call the search function for every pair of children of
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the two current internal nodes. When we reach depth l we report all pairs of leaves
under the two nodes. The cost threshold can either be a constant, or for example,
a function of the length of the alignment so far.
A naive choice is to use a constant threshold equal to k, i.e. to stop when
the distance between strings corresponding to the two current nodes is greater than
k. This strategy is slow in practice however, because for most practical sequences
the top levels of the suffix trie are nearly full (each node has nearly σ children),
whereas deep nodes (depth ≥ logσ n) of the trie have about one child on average.
The constant threshold strategy will spend lots of time traversing top levels of the
trie allowing many errors in the first few characters of the alignment. In fact, in
the unit-cost edit distance model, this approach aligns every substring of length
k of the first sequence to every substring of length k of the other sequence. The
main intuition behind our algorithm is that we can look for shorter seeds with the
desirable property that they do not have many differences in the beginning. This
causes the algorithm to backtrack less within the first few levels of the tree and
significantly improves the running time.
We show in Lemma 1 that if L1 and L2 (e.g. substrings of S1 and S2, respec-
tively) of length l match with distance ≤ k then there exists a seed E1 of length e
(1 ≤ e < l) in L1 that matches a substring E2 in L2 in such a way that the cost of
edits necessary to match any prefix of E1 to some prefix of E2 is never more than
k
l−e
times the length of the prefix. This is a generalization of exact seeds. This lemma
proves that our seed heuristic does not affect the sensitivity of the algorithm at all.





Figure 2.4: If L1 and L2 (substrings of the query and reference) have a good align-
ment (of length l, and distance ≤ k), we can prove that this alignment must contain
an approximate seed of length e, such that the distance of any prefix of length j of
the seed is at most j · k
l−e
. The proof is by contradiction: define f(i) as the edit
distance of L1[1..i] from the prefix of L2 to which it is aligned. If no approximate
seeds exist, we can show that the distance between L1 and L2 must be greater than
k.
ments of length l. (It is also possible to use these seed directly in a chaining algorithm
if we desire a global alignment). This can be done in a post-processing step. But
we assume for sufficiently long seeds (e ≥ logσ n) the number of seed hits are small
enough that the running time will be dominated by the seed search phase. Of course
this is not true for highly repetitive sequences.
Lemma 1. If L1 of length l matches L2 with cost ≤ k, then for any seed length e,
1 ≤ e < l there exists a seed E1 a substring of L1 of length e and E2 a substring of







Proof. Given an alignment of L1 to L2 with distance ≤ k let f(i) be a the edit
distance of L1 [1..i] from the prefix of L2 to which it is aligned. See Figure 2.4. It
is easy to see that f is a non-decreasing function, and by definition f(l) ≤ k and
f(0) = 0.
We need to show that there exists an i ∈ {0, . . . , l − e} such that for all
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As a way of contradiction assume for all i = 0 . . . (l − e), there exists j ∈






























, and so on up to some z such that l − e < 0 + j1 +
j2 + . . .+ jz ≤ l. We have:
























Which implies f(l) > k which is a contradiction.
2.2.2 Adapting the algorithm to suffix arrays
A suffix array [24] is the list of indexes of all suffixes of a string in lexico-
graphically sorted order, as illustrated in Figure 2.2(b). A suffix array can be built
in linear time 1 and occupies n log2 n bits. Even though the theoretical asymptotic
memory requirement of suffix arrays and suffix trees is the same, in practice highly
optimized implementations of suffix trees require over 10 bytes of memory per input
1Assuming logn is smaller than the word size of the machine and operations on them takes
constant time
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character [16] whereas a basic suffix array implementations require just 4+1 bytes
per character2. Space requirements of suffix arrays can be further reduced to O(n)
bits using compressed suffix arrays. Finally it has been shown that by storing some
auxiliary tables, Enhanced Suffix Arrays [1] can be used to simulate any type of
traversal of suffix trees in the same time complexity.
Our algorithm over suffix arrays is inspired by the simplest exact search al-
gorithm on a suffix array which is in essence a binary search. Suffix arrays have a
property useful to our algorithm: if some prefix of the suffix pointed to by ith ele-
ment of suffix array is equal to that of the suffix pointed to by jthe element of suffix
array, then for every k ∈ [i . . . j], every suffix pointed to by the kth element of suffix
array shares the same prefix. This property easily follows from the fact that the
suffixes are lexicographically sorted. The recursive algorithm described over suffix
tries can be adapted to work on suffix arrays with at most a log2 n factor increase
in running time as will be shown in Lemma 2. The main algorithm is as follows: we
maintain two windows of the two suffix arrays and the depth (length of the prefix)
that we have aligned so far, if the characters at this depth from both sides of the
current window match (for each window of the two suffix arrays), there is only one
character to follow down in this window so we update the dynamic programming
table and call search for depth+1, otherwise we simply divide the window (for which
the characters from both sides at current depth do not match) in two equal win-
dows and recursively find the matches on both halves. The window size will always
remain greater than or equal to one.
2Assuming length of input string can be stored in a 32 bit integer.
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The main search function
void sa sea r ch ( i n t l1 , i n t r1 ,
i n t l2 , i n t r2 , i n t depth ) ;
recursively finds all approximate matches between two windows of the two suffix
arrays ([l1 . . . r1] in the first suffix array and [l2 . . . r2] in the second) assuming the
first “depth-1” characters in each window are the same. And the distance between
the shared prefix of suffixes in first window and shared prefix of suffixes in the second
window is stored in a global dynamic programming table like Figure 2.3.
Lemma 2. The number of calls to the recursive suffix array search function is at
most log2 n times the number of suffix trie nodes visited by recursive search algo-
rithm, where n is the length of string.
Proof. let p be the number of nodes visited by the suffix trie recursive search algo-
rithm. The key point is to note that each internal node of the suffix trie corresponds
to a window [il . . . ir] on the suffix array. So the p nodes of the suffix trie that contain
every path from themselves to the root can only “cut” the suffix array in at most p
positions. We need to bound the number of times to recursively cut the suffix array
of length n in half that is needed to realize a partitioning of the suffix array in p
given positions. (Note that we are free to e.g. continue cutting one half and leave
the other half alone). Let us denote the number of cuts made by our recursive suffix
array halving algorithm by g (n, p).
g(n, p) is bounded by the following recurrence (where pr and pl are two non-
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We will prove by induction that g(n, p) ≤ p log2 n. Base case is trivial. For the
induction step we have


















= (pl + pr) log2
n
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= p log2 n− p+ 1
≤ p log2 n
2.3 Experimental results
To examine the practical applicability of this algorithm we have implemented
this algorithm in C++. A key advantage of this algorithm is that it is very easy to
implement. For example the “sasearch()” function mentioned is implemented in 50
lines of code and the whole seed searching program is less than 200 lines3. This is
an experimental implementation of our algorithm and is not optimized for running
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(d) Approximate 85% 64bp
Figure 2.5: Comparison with MUMmer exact seeds. Each + is a seed match at the
corresponding coordinates in the genomes of Streptococcus pneumoniae (vertical,
2.5Mbp) and Streptococcus thermophilus (horizontal 1.8Mbp). Long approximate
seeds (d) have better sensitivity (than long exact seeds (c)), and better specificity
(than short exact seeds (a)).
time. All tests were run on a single core of a 64-bit Linux PC.
Figure 2.5 shows the dot plot results of running the algorithm on the full
sequence of genomes of two bacterial organisms: Streptococcus pneumoniae and
Streptococcus thermophilus, in comparison to the exact algorithm of MUMmer [6].
By default MUMmer finds exact matches of length 20 or longer between the two
genomes, as can be seen in Figure 2.5(a). For comparison we have included approx-
imate matches of length 20 with one error Figure 2.5(b). Note that the number
of false positives increases significantly if we allow just one error in a 20 base pair
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Figure 2.6: Comparison of resources used by SASearch and MUMmer for two bac-
terial genomes. Approximate seeds (being more sensitive and precise) require more
computation, compared to exact seeds. Since we use a suffix array index to find
approximate seeds, our program requires less memory compared to MUMmer which
uses suffix trees.
MUMmer exact 20bp SASearch 85% 64bp
Time 2.3s 45s
Memory 35MB 20MB
match. To decrease the number of false positives one can of course increase the
length of the match, an exact match of 64 bases is shown in Figure 2.5(c). It is
clear that we have decreased sensitivity considerably by increasing the length of the
match. Finally our algorithm which looks for approximate (85%) matches of length
64 bases is shown in Figure 2.5(d). It can be seen that our algorithm has simulta-
neously better sensitivity and better specificity than all variations above. Running
time and memory usage for this test are shown in Figure 2.6.
To evaluate the quality of our seeds in a biological sense, we use the ROSETTA’s
test set [3] (also used to validate LAGAN [5]), which contains 117 orthologous an-
notated genes with complete intron sequences from human and mouse. These se-
quences are of interest because they contain conserved coding regions from relatively
distant genomes. Such regions are approximately similar overall but may not contain
long exact seeds because of silent mutations among other differences. We simply con-
catenated the orthologous genes in the same order to make a long sequence of total
length 602Kbp for human and 578Kbp for mouse. We compare our algorithm labeled
SASearch (with different parameters) with MUMmer [7] and nucleotide-BLAST [2]
exact seeds and PatternHunter [22] spaced seed as well as the improved spaced seeds
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ESn GSp OG NOG Ex
PatternHunter spaced seed 99 14 35921 229914 462
BLAST 11bp exact seed 99 9 47918 487846 463
16 spaced seeds weight 11 100 6 165623 2689721 465
MUMmer 20bp exact 51 21 1285 4814 241
Spaced seed of weight 18 78 46 11324 13407 364
SASearch 60bp 85% 64 93 20902 1513 302
SASearch 40bp 80% 92 74 44079 15463 428
SASearch 30bp 70% 99 19 107386 459194 463
Table 2.1: Comparison of different seed finding algorithms on DNA sequence of





), OG: Number of seeds that connect only true Orthologous
Genes (true hits at gene level), NOG: Number of seeds that hit Non-Orthologous
Genes (false hits at the gene level), Ex: Number of human exons (of 465) that
contain at least one hit.
Approximate seeds found by SASearch (at 80% similarity and 40bp length) have
simultaneously better sensitivity and specificity than MUMmer seeds and spaced
seeds (weight 18). Also, approximate seeds (at 70% similarity and 30bp length) have
equal sensitivity but better specificity than BLAST seeds, PatternHunter seeds, and
a set of 16 spaced seeds (weight 11).
suggested in [15]. Default MUMmer and BLAST seeds are exact matches of lengths
20 and 11 respectively. PatternHunter’s spaced seed is 111*1**1*1**11*111. Ilie
et. al. suggest multiple spaced seeds and produce a set of 16 spaced seeds of weight
11 as well as single spaced seed of weight up to 18. The single seed of weight 18
that we picked for comparison is 11111*1*11**111*11*11111.
The seeds found by each algorithm are evaluated using two criteria: exon-
sensitivity and gene-specificity, which loosely capture the biological sensitivity and
specificity of a set of seeds. Exon-sensitivity is the fraction of 465 human exons that
will contain at least one seed. Gene-specificity is the fraction of seeds that connect
only pairs of orthologous genes. (We calculate specificity at the gene level because
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we do not have a one-to-one correspondace between exons.) The results are shown
in Table 2.1.
We observe that BLAST, PatternHunter and weight 11 spaced seeds are all
very sensitive (for this data) but also have a very large number of false positives.
Essentially they are so short (or low weight) that they hit at many positions by
chance. Our inexact seeds of length 30 and with 70% similarity achieve the same
sensitivity with a better specificity, because with our longer seed length random hits
are less likely.
MUMmer exact seeds of length 20 and the single spaced seed of weight 18
(length 24) seem a better choice for these data. However they both miss a large
fraction of exons. Our inexact seeds of length 40 with 80% similarity simultaneously
achieve better sensitivity and specificity that both MUMmer seeds and single spaced
seeds. This is due to the fact that our inexact seeds are longer and less similar and
also allow for insertions and deletions in the seeds.
2.4 Conclusion
For local alignment search there are many different tradeoffs: between speci-
ficity and sensitivity, sensitivity and running time, running time and memory, etc.
Here we proposed an algorithm for constructing inexact alignment seeds and we
show that our algorithm can have better sensitivity (than exact seeds based tools)
and lower memory usage (than suffix trees based tools) for the cost of longer running
time. The suffix array index we use can be built once and reused while allowing
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for full flexibility in the choice of alignment parameters. We have, thus, shown that
full flexibility in the choice of alignment seeds can be achieved without a significant
penalty in terms of running time. The use of a substitution cost matrix makes
our algorithm applicable to seeding protein alignments or for other “non-standard”
alignment tasks such as detecting cross hybridization of probes.
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Clustering is a fundamental operation in the analysis of biological sequence
data. New DNA sequencing technologies have dramatically increased the rate at
which we can generate data, resulting in datasets that cannot be efficiently analyzed
by traditional clustering methods.
This is particularly true in the context of taxonomic profiling of microbial
communities through direct sequencing of phylogenetic markers (e.g. 16S rRNA) –
the domain that motivated the work described here. Many analysis approaches rely
on an initial clustering step aimed at identifying sequences that belong to the same
operational taxonomic unit (OTU). When defining OTUs (which have no univer-
sally accepted definition), scientists must balance a trade-off between computational
efficiency and biological accuracy, as accurately estimating an environment’s phylo-
genetic composition requires computationally-intensive analyses.
We propose that efficient and mathematically well defined clustering methods
can benefit existing taxonomic profiling approaches in two ways: (i) the resulting
clusters can be substituted for OTUs in certain applications; and (ii) the clustering
effectively reduces the size of the data-sets that need to be analyzed by complex
phylogenetic pipelines (e.g., only one sequence per cluster needs to be provided to
downstream analyses).
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To address the challenges outlined above, we developed DNACLUST, a fast
clustering tool specifically designed for clustering highly-similar DNA sequences.
Given a set of sequences and a sequence similarity threshold, DNACLUST
creates clusters whose radius is guaranteed not to exceed the specified threshold.
Underlying DNACLUST is a greedy clustering strategy that owes its performance
to novel sequence alignment and k-mer based filtering algorithms.
DNACLUST can also produce multiple sequence alignments for every cluster,
allowing users to manually inspect clustering results, and enabling more detailed
analyses of the clustered data.
3.1 Background
Clustering of sequences (DNA or protein) is a common and basic analysis in
bioinformatics that underlies many biological analyses. Clustering can be used to
reveal underlying natural groupings of data. Clustering can also be used to simply
reduce the size of a large dataset, such that a slower, more accurate, analysis can be
applied [21]. The results of the slower analysis can then be carried over to the rest
of the sequences. In this dissertation we focus on one application of DNA sequence
clustering; namely the analysis of 16S ribosomal RNA (rRNA) data. The algorithms
and principles underlying our tool should, however, be applicable to a wider range
of sequence clustering tasks.
Sequence analysis of the 16S rRNA is one of the most commonly used meth-
ods for measuring microbial diversity and taxonomic composition of an environment.
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There are two complementary approaches to the analysis of 16S data: comparative
classification, and unsupervised clustering. In the comparative approach, the taxo-
nomic identity of a new sequence can be determined if it is similar to some of the
sequences present in a curated database [37]. This approach, however, can not be
reliably used for the analysis of novel sequences, thus scientists frequently rely on
methods based on the unsupervised clustering of sequences [10,30,31]. Our work is
specifically targeted at unsupervised methods. Note, however, that clustering of 16S
sequences can be used as a pre-processing step even in the case of database-based
methods in order to reduce the size of the datasets being analyzed and to speed up
the classification process.
The traditional approach for clustering 16S rRNA sequences involves building
a multiple sequence alignment (MSA) of all sequences, computing a pairwise distance
matrix based on the MSA and clustering the resulting matrix [38]. The clustering
algorithm is often a greedy hierarchical clustering algorithm which produces a rooted
tree. The tree is then cut at some level, based on a specified similarity threshold, in
order to construct a collection of clusters. Alternatively, if the taxonomic annotation
of some of the sequences is known, the tree can be used in a more elaborate semi-
supervised clustering algorithm [27].
Since the latest DNA sequencing technologies have become faster and cheaper,
we are now faced with very large volumes of sequence data. Newer generations of
sequencing technologies, e.g., 454 Life Sciences sequencing machines, can generate
millions of sequences per run, each of which has a length of hundreds of base pairs.
Such datasets cannot be easily clustered using the traditional approach outlined
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above.
First of all, finding the best multiple sequence alignment is computationally
intractable – this problem falls into the category of NP-hard problems. (NP is the
class of problems for which a solution can be verified in polynomial time. NP-
hard problems are problems to which all other problems in NP can be reduced
in polynomial time. No polynomial time (exact) solution for any of the NP-hard
problems is known. If such a solution is found, however, it means that all NP
problems can be solved in polynomial time.)
Multiple sequence alignment tools rely on heuristic alignment algorithms that
are not guaranteed to generate an optimal alignment (which is not a well defined
concept, anyway). The most common heuristic involves building a guide tree (a pre-
liminary hierarchical clustering of the sequences) that then guides the construction
of the multiple alignment. Often, the guide tree is constructed from a preliminary
distance matrix constructed from pairwise alignments of the sequences – for large
data this matrix is impractical (its size, and therefore time needed to construct it,
grows with the square of the size of the datasets). Furthermore, determining a guide
tree is difficult for large datasets since there could be many trees that fit the distance
matrix equally well.
An alternative to the traditional clustering approaches that rely on multiple
alignments, is a simple, yet effective, greedy clustering strategy. The process starts
by selecting a sequence as a “seed” for a cluster. Additional sequences are added
to this cluster if they fall within a certain distance from the seed. The process
continues by selecting an unclustered sequence as the seed for a new cluster, and
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so on until all sequences have been clustered. This basic approach is employed by
the programs CD-HIT [20], UCLUST [9], and our own work. The main difference
between these programs is in the way the clusters are constructed, specifically, how
a program identifies all sequences that are nearby a cluster seed. As we will describe
in more detail below, both CD-HIT and UCLUST search each sequence against a
database of all previously constructed clusters. If the sequence does not have a good
match against any of the existing clusters, it forms the seed for a new cluster.
The approach we present in this chapter involves searching each cluster seed
against a database of all unclustered sequences, thereby “recruiting” a set of se-
quences to the newly created cluster. We will show that this approach allows us to
leverage an efficient search data structure to rapidly cluster large sets of sequences.
Our approach is particularly well suited for high-stringency clustering (high similar-
ity between the clustered sequences), intended to remove redundancy in the dataset
by co-clustering sequences that are identical or whose differences are primarily due
to sequencing errors. Representative sequences from each cluster can then be used
as input to more computationally intensive analyses.
3.1.1 Related work
There are two popular tools designed for clustering large number of sequences:
CD-HIT and UCLUST. CD-HIT [20] has been widely used in practice and is cited
by hundreds of scientific articles. UCLUST [9] is a newer clustering tool. UCLUST
is based on a fast sequence search algorithm (which is also used in the related
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USEARCH program), and can be more than an order of magnitude faster than
CD-HIT. In the following we briefly review the algorithms used by these tools.
3.1.1.1 CD-HIT
CD-HIT uses a greedy incremental clustering algorithm. First the sequences
are sorted in non-increasing order of their lengths. The first sequence becomes the
first cluster representative. Each consecutive sequence is compared to all previously
discovered cluster representatives, and is added to a cluster if it is within a user-
selected distance threshold from the corresponding representative. Otherwise the
sequence becomes the seed for a new cluster.
CD-HIT uses a “short word filtering” heuristic to avoid computing many of
the costly pairwise alignments. Specifically, each sequence is represented as a k-mer
spectrum (an array containing the number of occurrences of all substrings of length k
in the sequence), and the initial comparison between sequences is performed between
the corresponding spectra. If the k-mer counts differ significantly, it is unlikely that
the sequences match each other well. CD-HIT relies on a statistical analysis to
estimate the minimum number of k-mers that two sequences are expected to have
in common, assuming they have a certain similarity to each other.
This filtering approach can be computationally expensive as it requires count-




UCLUST follows virtually the same algorithm as CD-HIT, with two major
exceptions: (i) sequences can be sorted in different ways, rather than simply by
length (as done by CD-HIT); (ii) the mapping of sequences to existing cluster rep-
resentatives is performed with a new search heuristic called USEARCH.
By default, UCLUST operates in an inexact mode. In the inexact mode each
sequence is not aligned to all cluster centers found so far. Instead UCLUST sorts the
cluster centers based on the number of “words” they have in common with the query.
Each query sequence is thus aligned only with a few of the cluster representatives
(up to a predefined constant), which are presumed most likely to be close to it.
In the exact mode UCLUST operates more or less like CD-HIT, i.e. each query
sequence is aligned to all cluster centers found so far. In this mode the word based
filter is not used.
The inexact heuristic guarantees that the number of pairwise alignments is
linear (and, thus, the algorithm is fast). In practice, this approximation could result
in many more clusters than the exact mode, however the extent of this “blow-up”
depends on the stringency of the clustering.
3.2 Results
We describe the algorithms used by our tool in the following section. In the
Testing section we evaluate the performance and quality of our implementation.
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3.2.1 Algorithm
The main goal in the design of our algorithms is computational efficiency and
scalability. In this section we present a simple greedy clustering algorithm which
avoids most of the pairwise comparisons in practice. The clustering algorithm uses
an alignment search algorithm and a k-mer based filter which are also described in
this section. Some definitions and general concepts are covered first.
3.2.1.1 Definitions
Distance measure: Clustering is intimately interconnected with the definition of
the distance or similarity measure used to compare the objects being clustered.
Several distance measures have been commonly used to compare sequence data,
including edit distance (also called Levenshtein distance) – a measure that counts
the minimum number of insertions, deletions, or substitutions that are required to
transform a sequence into the other; k-mer distance – a measure of the number
of substrings of length k that are shared (or differ) between two sequences; and
evolutionary distance – an estimate of the number of evolutionary events (usually
substitutions) that explain the differences between two sequences. In many cases
more than one distance measure is used during clustering, e.g. a k-mer approach
can be used to quickly discard sequences that should not belong to a same cluster,
then a more precise, but slow, algorithm is applied (this combination is used by our
algorithm as well as by CD-HIT and UCLUST).
Our approach defines the distance between two sequences to be the corre-
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sponding edit-distance where the cost function is simply unit cost for each gap or
mismatch, and zero cost for matches. In the case of sequences of different lengths, we
may want to allow gaps at the end and/or the beginning of the shorter sequence in
the alignment, without penalty. This type of alignment is referred to as semi-global
alignment. The default behavior of DNACLUST is to allow gaps at the end of a
sequence but not at the beginning (aligned sequences are anchored at their 5’ end),
however other alignment policies can be selected through command-line parameters.
Clustering parameters: We define the diameter of a cluster as the maximum dis-
tance between any two sequences in the cluster. Our algorithm (like CD-HIT and
UCLUST) returns one sequence per cluster as cluster representative. There is an-
other related but slightly different concept of the cluster center, usually picked in
such a manner that the maximum or average distance from it to the rest of the
items in the cluster is minimized. In the following we sometimes loosely use the
term cluster center to refer to the cluster representative. Given a cluster represen-
tative, the cluster radius can be defined as the maximum distance from the cluster
representative to any sequence in that cluster. Given that the edit distance measure
is a metric (follows triangle inequality) we also guarantee that the cluster diameter
is at most twice the cluster radius.
Sequence similarity and sequence identity: The criterion used by UCLUST and
CD-HIT to evaluate distance between sequences is the amount of sequence “iden-
tity”, i.e. the fraction of characters that match exactly between the two sequences
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Figure 3.1: The multiple alignment of a cluster produced by UCLUST. Note that
the sequences match at 100% identity, despite the long gaps. (In general, sequence







being aligned. This measure also defines the clustering stringency, e.g. a clustering
threshold of 99% implies that the sequences within a cluster have 99% or higher iden-
tity. In an evolutionary sense identity is a natural definition of the similarity between
two sequences, primarily because insertions and deletions are difficult to fit within
evolutionary models – DNADIST [10] usually ignores any gaps when computing the
distance matrix. The identity measure, however, can lead to unintuitive alignments,
especially when comparing sequences of different lengths. In addition, identity is
not a transitive measure, i.e. the fact that sequence A and B are identical (have zero
distance according to the identity measure), and sequences B and C are identical,
does not imply that sequences A and C are also identical. More generally, identity
does not follow triangle inequality (A distance measure obeys triangle inequality
if, for every three sequences A, B, and C, dist(A,B) + dist(B,C) ≤ dist(A,C)),
implying that even though the cluster radius is small the cluster diameter may be
high, i.e. while the distance between all the sequences in the cluster and the clus-
ter representative is small, individual sequences may differ significantly from each
other. As a result, the cluster is not as “tight” as would be implied by the distance
threshold used. Furthermore, the resulting multiple alignment is of lower quality.
(See Figure 3.1.)
To avoid these problems we rely on a different measure of distance between se-
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quences: the (semi-)global alignment score. In this context, the “similarity” between
two sequences can be defined as:
similarity = 1− edit distance
length of the shorter sequence
Here the “length of the shorter sequence” refers to the length before alignment
and does not include the gaps induced by the alignment.
Note, however, that due to the different definitions of distance, the clusterings
produced by DNACLUST, CD-HIT, or UCLUST cannot be directly compared at a
given clustering threshold.
Clustering properties: The clustering problem that we study in this work has the
following form: given a set of sequences and a threshold on the cluster radius, group
these sequences into clusters, and identify one sequence within each cluster as the
cluster representative.
Given a metric distance between a set of items, any clustering of these items
can have one or more of the following properties:
1. The radius of every cluster is less than or equal to the specified threshold.
2. The distance between any two cluster centers is strictly greater than the thresh-
old.
3. The distance between any clustered item and any cluster center (except the
center of the cluster to which the item belongs) is strictly greater than the
threshold. This implies that the closest center to any item is the center of its
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cluster.
A clustering is valid if it satisfies property 1. A valid clustering with the
minimum number of clusters is called an optimal clustering. Unfortunately, finding
an optimal clustering (assuming a general metric distance between items,) is NP-
hard [36]. A clustering that satisfies property 2 in addition to 1 is called an exact
clustering. Our search and filter algorithms are designed to be able to create exact
clusterings.
A clustering that satisfies property 3 is called a well-separated clustering. (For
illustrations of exact and well-separated clusterings see Figure 3.2.) Note that an
exact clustering does not guarantee that the clusters are well separated. Also it is
not always possible to cluster all of the items into well separated clusters. Below, we
will describe an algorithm (that can be selected through command-line parameters)
that provides well-separated clusterings.
3.2.1.2 Clustering algorithm
The foundation of DNACLUST is a simple greedy clustering algorithm, which
is similar to the algorithms used by CD-HIT and UCLUST.
In practice, the sequences are first sorted based on their length in a non-
increasing order. Then at each iteration the longest remaining sequence is picked as
the new cluster center. We form the largest possible cluster with this cluster center
by searching through the set of unclustered sequences for all sequences that are
less than a user-selected distance threshold from the cluster center. The clustered
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Figure 3.2: Two possible clusterings of a set of points on the plane based on Eu-
clidean distance. The cluster centers are colored in black. In both of these clusterings
no two cluster centers are closer than the cluster radius from each other. The well
separated clustering guarantees that each point is assigned to nearest cluster center,
a guarantee not provided by an exact clustering. Note, however, that while an exact
clustering can cluster every point in the data-set, this may not be possible in the
well separated clustering (gray points in the figure).
(a) Exact clustering (b) Well separated clustering
Algorithm 1 Greedy Clustering Algorithm
i← 1
while Sequences 6= ∅ do
Centeri ← longest(Sequences)
Clusteri ← search(Sequences,Centeri,RADIUS)
Sequences ← Sequences − Clusteri
i← i+ 1
end while
sequences are marked and are not taken into consideration any longer. (Pseudocode
of this algorithm is provided in Algorithm 1.)
Picking the longest unclustered sequence as the cluster center is necessary to
ensure the correctness of clustering when the lengths of the sequences are not equal.
Specifically if two sequences, both of which are longer than the cluster center, are
clustered together, it is not possible to guarantee that they align well to each other,
i.e. these sequences could be incorrectly placed in the same cluster even if they differ
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significantly.
In the case that all the sequences have (or are trimmed to have) the same
length, it has been proposed that ordering the sequences by abundance results in a
better clustering [14,29], especially in the presence of sequencing errors. The abun-
dant sequences can be inferred to be the correct molecules that are surrounded by a
“cloud” of imperfect sequences due to sequencing errors. This approach makes most
sense if the data contain high coverage and relatively well separated sequences (e.g.
data from a low-complexity community). In diverse communities, however, it can
be difficult to distinguish between experimental noise and true genomic variation.
In addition, determining “abundance” requires some form of clustering, either exact
(counting the number of exact copies of each sequence in the data), or by allowing
a small amount of error. DNACLUST is specifically targeted at such high strin-
gency clustering applications, and, thus, could be used as an initial step in a more
elaborate clustering scheme that takes abundance into account.
Note, however, that a full evaluation of the phylogenetic interpretation of clus-
tering strategies is beyond the scope of our work. Our main goal was to develop an
efficient and mathematically well-defined clustering approach. More complex analy-
ses of the data that, e.g., take into account phylogenetic signal, can be performed by
post-processing the output of our software. In order to generate an exact clustering,
the search step must find all the unclustered sequences that are within the specified
radius from the cluster center. In this context we refer to the cluster center as the
query sequence. The distance measure can be based on either global alignment cost,
or semi-global alignment cost, in which case the gap costs at one or both ends of
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the shorter sequence are ignored. Either of these policies can be picked by the user
using the command line options. This search is the most time consuming step of
the algorithm, and is described in more detail in the next section.
This algorithm can be easily modified to construct well separated clusters
(property 3 in the previous section) as follows. Each time a new cluster of radius
r is constructed, we also flag every unclustered sequence within distance 2r from
the center of the new cluster. The flagged sequences can not be picked as cluster
centers in subsequent iterations of the greedy algorithm, but may be included in a
cluster constructed around an unflagged cluster center. This approach ensures that
the distance between two cluster centers can not be less than two times the cluster
radius. In order to implement this algorithm all we need to do is to double the search
radius but only cluster the sequences that fall within the clustering threshold.
3.2.1.3 Alignment search algorithm
Our alignment search algorithm is designed to find all good (semi-) global
alignments of the query sequence to a large set of sequences simultaneously. The
main speed up is achieved by taking advantage of the fact that we are only interested
in alignments that are high-quality: have a cost which is less than or equal to a
certain threshold.
It is easier to explain this algorithm if we assume that all the sequences are
stored in a trie data structure [11]. We traverse the trie using a depth first search
(DFS) algorithm. At each internal node of the trie we compute the cost of best
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alignment of the query sequence (the representative for the current cluster) to the
sequence corresponding to the path from root to the current internal node in the
trie [35]. This corresponds to simultaneously matching the (identical) prefixes of all
the sequences sorted in the trie within the subtree rooted at the current node with
the query.
The pairwise alignment and the cost are computed using a dynamic program-
ming algorithm , a variation of the NeedlemanWunsch algorithm [28].
First we describe the alignment algorithm for two complete sequences. Assume
we are trying to align two sequences S1 and S2 of lengths n1 and n2. We fill an
n1×n2 table of numbers, such that the element at position (i, j) of the table – T(i,j)
– contains the score (i.e. cost) of the “best” alignment of the first i characters of S1
to the first j characters of S2. In our case, the types of differences that are allowed
are insertions, deletions and substitutions, and T(i,j) depends on only three other















T(i−1,j) + cost(S1[i], “gap”)
T(i,j−1) + cost(“gap”, S2[j])
T(i−1,j−1) + cost(S1[i], S2[j])
If the table is filled row-by-row (or column-by-column), the total amount of
computation needed to fill this table (and compute an alignment) is proportional to
n1 × n2.
The table is initialized as follows: If we are interested in a semi-global align-
ment (as in Figure 3.3) the first row is initialized to all zeros. On the other hand,
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Figure 3.3: Partially filled dynamic programming table. The query sequence is
represented on the horizontal axis. At this point the algorithm has computed the
alignment costs for a prefix of length 4 of the data sequences – which is shown on
the vertical axis. Since we are calculating semi-global alignment the first row is
initialized to all zeroes, i.e. The alignment of the shorter data sequence can start
at any position of the longer query sequence without any penalty. In this figure,
the distance threshold is 2, and any values larger than this threshold are set to the
maximum value represented by ∞. To optimize the running time, since there are
only three valid values on the last finished row, only the values for the three gray
cells need to be computed on row right above it.
sequencei
? ∞
G ∞ ∞ 2 1 2 ∞
T ∞ 2 1 2 ∞
C 2 1 1 2 2 2 . .
A 1 0 1 1 1 1 . .
- 0 0 0 0 0 0 0 0
- A T G G T . .
query
if we assume all the sequences start at the same position (i.e. global alignment)
the first row of the dynamic programming table is initialized with the cost of gaps
required at the beginning of the alignment. The first column is always initialized
with the cost of the required gaps.
Since we are trying to simultaneously align a query sequence to a set of se-
quences, we think of one of the sequences as growing (and shrinking) as we backtrack
through the common prefixes of sequences in a suffix trie, and update the table as
necessary. On the horizontal axis of the dynamic programming table (Figure 3.3) the
query sequence is fixed. On the vertical axis we have the prefixes of the sequences
in the trie.
As we go deeper in the trie, the dynamic programming table is filled one row
at a time. Each time the depth-first search of the trie traverses an edge, we only
need to update one row of the table, namely the current top row. Also note that
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at each point the cost of the best semi-global alignment of the current path to the
query is the minimum value on the top row.
Also, assuming unit cost for each gap (insertion or deletion), we do not even
have to update all of the cells on the current row in the dynamic programming table
after traversing an edge in the trie [13]. As is shown in Figure 3.3, the dynamic
programming table updates need be performed only for the cells whose bottom-left
neighbor contains a value no larger than the specified cluster radius.
This is due to the fact that for any two sequences S1 and S2, and any i and j,
dist(S1[1..i], S2[1..j]) ≥ dist(S1[1..i−1], S2[1..j−1]) where dist() is the edit distance.
The main heuristic that speeds up this algorithm relies on the observation that
it is not always necessary to compute the alignments of the query to all paths in the
trie all the way to each leaf. Instead, during the depth-first search, if at any point
the alignment cost of the prefix is too high, the recursive search terminates without
further exploring the children of the current node in the trie.
The trie data structure described above is not explicitly built in our imple-
mentation. Instead we keep a list of the sequences in lexicographically sorted order.
As we proceed to align one of the sequences (S) to the query we are also implicitly
aligning all adjacent sequences that share a common prefix with S. In other words,
each internal node of the virtual trie corresponds to a unique consecutive sub-list of
the sorted list of sequences, in which the shared prefix of the sequences corresponds
to the path from the root of the trie to that internal node.
Effectively we first try to align the first sequence to the query (in our case the
cluster representative). If the alignment is good then the first sequence is added to
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the search results. When aligning the second sequence, and so on, we can avoid re-
aligning its common prefix with the previously aligned sequence, thereby reducing
the cost of computation. Note that if we fail to align the first say α characters of
sequence i (ith sequence in the sorted list), and the common prefix of sequence i
and sequence i + 1 is longer than α, we do not need to try to align sequence i + 1
at all. The search algorithm is very similar to the algorithm in [12], except that the
backtracking threshold is fixed as the given radius of the clusters.
We use the ternary quick sort algorithm [4] once, in the beginning, to sort the
sequences lexicographically. The time spent for sorting the sequences is, however,
much less than the time spent during clustering.
3.2.1.4 Star multiple sequence alignment
One valuable output of a sequence clustering algorithm is a multiple sequence
alignment representing the global relationship between the sequences present in the
cluster. Such a multiple alignment can be used by users to manually inspect the
quality of the clustering, and can also represent the substrate for more complex
analyses (e.g. computation of evolutionary distances between the sequences).
We rely on a “star” multiple alignment heuristic that computes the multiple
alignment from the pairwise alignments between each of the sequences and the
cluster representative. The pairwise alignments between the sequences and the
representative are a byproduct of our search algorithm. To construct the multiple
alignment we reconcile the differences between these pairwise alignments by inserting
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gap characters as necessary.
Consider two consecutive letters of the cluster center sequence; in each pairwise
alignment, there could be different numbers of gaps between these two letters. In
the multiple alignment we need the number of gaps between these two letters to be
the maximum of the numbers of gaps inserted between these characters in any of
the pairwise alignments.
This approach guarantees that the pairwise distance between any two se-
quences in the alignment is at most twice the cluster radius (maximum distance
between any sequence and the cluster representative).
3.2.1.5 Word-based filter
Finding the best pairwise alignment of two sequences using dynamic program-
ming is computationally intensive. It requires quadratic time in the length of the
input sequences, in the general case. In our clustering application, however, it is
possible to avoid calculating a pairwise alignment altogether, if we are certain that
no good alignment exists. We use k-mer based filtering [20] to speed up the search
for sequences with good alignment.
Given a sequence S of length n (e.g. one of the sequences we are trying to
cluster), a k-mer is a substring of S of length k, where k is chosen to be much smaller
than n. Sequence S contains n − k + 1 overlapping k-mers, some of which may be
identical.
The filter is based on the key intuition that if two sequences are within a small
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edit distance from each other, they must share most of their k-mers. In the following
we formalize this idea.
Let us assign numbers from 1 to 4k to the possible k-mers. Given a sequence
s, by counting how many times each one of the 4k k-mers appears in the sequence
we obtain a vector of non-negative integers of dimension 4k. Namely the ith element
of this vector, vi, counts the number of times that k-mer number i appears in s.
We call this vector the k-mer spectrum of the sequence s, and it is is denoted by
spectrumk(s).
Given a vector of integer numbers, v, define pos(v) to be the sum of the positive
values in the vector. Similarly define neg(v) to be the sum of the negative values.
For example, for any sequence s of length n, we have pos(spectrumk(s)) = n−k+1
and neg(spectrumk(s)) = 0.
Consider two sequences, s1 and s2, that are close to each other. The following
observation bounds the maximum difference between their k-mer spectra.
Observation 1. If s2 has edit distance d from s1, then, for all k,
pos(spectrumk(s1)− spectrumk(s2)) ≤ k × d and
neg(spectrumk(s1)− spectrumk(s2)) ≥ −k × d.
Proof. Assume d = 1. Then s2 can be obtained from s1 by one insertion or one
deletion or one substitution. Consider spectrumk(s1). It is easy to check that in all
three cases, at most k new k-mers are created, also at most k existing k-mers are
eliminated.
If d > 1, s1 can be transformed into s2 by applying d edits one after the other.
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During this process a set of d−1 intermediate sequences are obtained. Note that the
edit distance between each consecutive pair of the intermediate sequences is exactly
1. Therefore the total number of new k-mers in s2 is at most k × d. Similarly, the
total number of k-mers eliminated from s1 is also at most k × d.
Since we want to be able to report sequences that might have a good semi-
global alignment to the query sequence, we have to consider the case in which one
sequence is within a small edit distance from a substring of the other sequence. The
following observation helps the handling of this case.
Observation 2. If a sequence s1 is a substring of s2, then, for all k,
neg(spectrumk(s2)− spectrumk(s1)) = 0.
Lemma 3. If s1 has edit distance d from s
∗ and s∗ is a substring of s2, then, for
all k,
pos (spectrumk(s1)− spectrumk(s2)) ≤ k × d.
Proof. By Observation 1 and Observation 2 and algebra:
pos (spectrumk(s1)− spectrumk(s2))
= − (neg (spectrumk(s2)− spectrumk(s1)))
≤ − (neg (spectrumk(s2)− spectrumk(s∗)) + neg (spectrumk(s∗)− spectrumk(s1)))
≤ −(0 + (−k × d))
= k × d
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Using Lemma 3, given a query sequence q, a sequence s, and a distance thresh-
old d, if for any k we have
pos (spectrumk(s)− spectrumk(q)) > k × d
then we can be certain that no semi-global alignment of s to q exists which corre-
sponds to a distance less than or equal to d.
In the following, we will extend Lemma 3 to quickly determine whether none
of the sequences in a collection has a good alignment to the query sequence. We will
then describe how to build a binary search tree of the sequences, and using their
k-mer counts, quickly discard subtrees that do not have any sequence close to the
query.
Given a set of n vectors which have the same dimension define min1(v1, v2, . . . , vn) =
v to be the vector of equal dimension, such that v[i] = min(v1[i], v2[i], . . . , vn[i]), for
all i. Given a set of n sequences, define
min spectrumk(s1, . . . , sn) =
min1(spectrumk(s1), . . . , spectrumk(sn))
Similarly we define max1() and max spectrumk(). The following corollary
follows from Lemma 3.
Corollary 1. Given a query sequence q and a set S = {s1, . . . , sn} of sequences, for
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any k, if
pos(min spectrumk(s1, . . . , sn)− spectrumk(q)) > k × d
Then none of the sequences in S is within edit distance less than or equal to d from
q.
We use this result to quickly discard sequences that could not possibly be
close to a given query sequence. The maximum length of k-mers used is denoted
by kmax. The value of kmax is a parameter that can be specified by the user. At
the beginning of the program, a search data structure is built based on the kmax-
mer spectra of the input sequences. The data structure we use for the filter is a
binary tree, in which the (unique spectra of the) input sequences are the leaves.
The root of the tree represents the set of all of the sequences. For each internal
node let descendants(node) denote all the leaf sequences that are located under this
node. At each internal node of this tree the following information is stored: for
every k = 1 . . . kmax we store two vectors: min spectrumk(descendants(node)) and
max spectrumk(descendants(node)).
Let us first explain how we search for the sequences potentially close to a query
sequence based on their k-mer spectrums, if such a binary tree is already constructed.
We first calculate the k-mer spectrum of the query for every k = 1, . . . , kmax. We
use a recursive search function shown in Algorithm 2. The parameters for the
first call of this function are the root node of the search tree and k = 1. If at
some internal node pos(node.min spectrumk − query spectrumk) > k × d then by
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Algorithm 2 k-mer Filter Search Algorithm
function search(Node node, Integer k)
if pos(node.min spectrumk − query spectrumk) > k × d then
return ∅
end if
if pos(node.max spectrumk − query spectrumk) ≤ k × d then
if k < kmax then





return search(node.left child, k) ∪ search(node.right child, k)
Corollary 1, none of the descendants of this node can be close enough to query.
If pos(node.max spectrumk − query spectrumk) ≤ k × d, then every descendant is
acceptable regarding this k value. If k = kmax we return all descendants, otherwise
we increment k and continue the search. Finally if none of the cases above happens,
we recursively search the two children of the current node, and return the union of
results from each one.
Let us now explain how the binary tree is built, to allow the search algorithm
to quickly find potentially close sequences. Intuitively the sequences with similar
spectra should be grouped together. In case of k-mer spectra we measure similarity
by the L1 distance. We build the tree using a top-down recursive procedure, based
on kmax-mer spectra. At each step if the number of unique k-mer spectra is greater
than one, we divide them into two groups and recursively build a binary search
tree of each group. The set of k-mer spectra is divided into two using the 2-means
clustering algorithm. This is a special case of the k-means (Note that the variable k
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in k-means algorithm denotes the number of clusters, and is unrelated to the variable
which denotes the k-mer length.) algorithm with k = 2. In our implementation of
k-means in L1 distance we define the centroid of a cluster to be the median of the
values in each dimension instead of their mean (which is the more commonly used
definition).
As the greedy clustering of Algorithm 1 progresses the number of sequences not
yet clustered decreases. In practice the clusters created early in the algorithm are
bigger, and most of the clusters created near the end of the algorithm are singletons.
Therefore, to speed up the filter, the binary search tree structure is rebuilt, when
the number of remaining sequences shrinks sufficiently. Specifically, we rebuild our
tree data structure every time the number of sequences not clustered so far drops
to less than half of the sequences in the structure.
3.2.2 Testing
In this section we compare clustering speed of DNACLUST with other cluster-
ing tools on different datasets. We also evaluate the quality of the multiple sequence
alignment that DNACLUST can produce for each cluster.
3.2.2.1 Speed
DNACLUST and UCLUST can produce exact or approximate (i.e. inexact)
clusterings. (The definitions of these terms are provided in the Algorithm section –
clustering properties.) Creating an exact clustering takes more time. For these tools
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we have measured the running time in both settings.
We have created clusterings at different similarity/identity thresholds for each
tool and each setting. (Sequence identity and sequence similarity are discussed in
detail in the definitions part of the Algorithm section.) The radius of the clusters
created range from 0.95 up to 0.995 similarity. (For a list of the parameters that
can be set by the user of DNACLUST see Section 3.2.3.2.)
In order to evaluate and compare the performance of our program, we use
two publicly available datasets. The first dataset is from the gut microbiome of
154 individuals. These data were generated as part of a project to evaluate the
differences in the gut microbiome of obese and lean twins [34]. The dataset contains
1.1 million pyrosequencing reads from the V2 region of the 16S rRNA gene. The
reads have an average length of 231 base pairs. We refer to this dataset as the twins
dataset. The running time of various clustering tools using different setting and
cluster radii on the twins dataset is shown in Figure 3.4. The number of clusters
generated for each setting is shown in Table 3.1.
In exact mode the running time of UCLUST increases rapidly as the radius
of the clusters is decreased. This is because a smaller cluster radius results in a
large number of clusters (and hence cluster centers). In addition, for highly-similar
sequences, the search heuristic used by UCLUST becomes less efficient. DNACLUST
in exact mode is faster than UCLUST for any similarity threshold above 0.95.
UCLUST in inexact mode is much faster than in exact mode, and thus faster
than DNACLUST in most cases. In inexact mode DNACLUST is faster than
UCLUST only for similarity thresholds greater than or equal to 0.98. Both DNA-
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Figure 3.4: Plot of running time as a function of cluster radius for various tools
and settings, on the twins dataset. The dataset contains 1.1 million pyrosequencing
reads from the V2 region of the 16S rRNA gene. The reads have an average length
of 231 base pairs. The running times were measured on a single 1.8GHz processor






















CLUST and UCLUST in inexact mode are roughly an order of magnitude faster
than CD-HIT.
As seen in Table 3.1 the switch from exact to inexact mode leads to a significant
change in the number of clusters generated by UCLUST, leading to up to 75% more
clusters at the same similarity threshold. In other words, the improvement in speed
comes at the cost of reduced cluster quality. In comparison, our k-mer filtering
strategy (DNACLUST in inexact mode) leads to only a small increase in the number
of clusters (< 3%), i.e. our inexact heuristic is more effective in terms of speeding
up the algorithm without significantly affecting the results of the clustering.
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Table 3.1: The number of clusters produced by DNACLUST, UCLUST and CD-
HIT at various identity/similarity thresholds, on the twins dataset. Since each tool
uses slightly different distance measures, the number of clusters can not be directly
compared between different tools. (Namely the identity measure used by UCLUST
and CD-HIT underestimates the distance between two sequences, as computed by
the similarity measure used by DNACLUST). Instead we compare the change in the
number of clusters when switching between the exact and inexact modes of each
tool – a smaller change indicating better performance.
0.99 0.97 0.95
DNACLUST exact 233879 73726 28241
DNACLUST inexact 240125 76391 28661
UCLUST exact 144339 48418 20039
UCLUST inexact 253108 71361 26685
CD-HIT 245851 100280 55208
Table 3.2: The running times (minutes) of DNACLUST and UCLUST with various
similarity thresholds on the RDP dataset. Note the large increase of the running
time of UCLUST in exact mode, compared to inexact mode.
0.99 0.97 0.95
DNACLUST exact 204 372 960
UCLUST exact 7800 5040
DNACLUST inexact 74 76 150
UCLUST inexact 43 29 16
The second dataset contains all full 16S rRNA sequences from the Ribosomal
Database Project [23]. We picked all of the sequences which were between 1300 and
1550 base pairs, covering almost the full length of the gene (480,312 sequences).
This test is meant to evaluate the performance of our algorithm on long se-
quences such as those that may be generated by future sequencing technologies.
The running times of DNACLUST and UCLUST on the RDP dataset are shown in
Table 3.2.
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The sequences in the RDP dataset are almost three times longer than the
earlier dataset, allowing us to evaluate how our approach scales with anticipated
increases in read length. The alignment algorithm is slower on these data since,
at the same level of similarity/identity between sequences, the total number of
differences is higher. The trends in the performance are, however, consistent with the
results observed on the twins dataset. DNACLUST still outperforms UCLUST for
tighter clustering thresholds (> 0.95): UCLUST in the exact mode takes more than
130 hours to cluster this dataset, in contrast to just over 6 hours for DNACLUST.
Please note that the results shown above ignore any connection between clus-
ters and actual biological entities, i.e. we are primarily concerned with whether the
clustering is mathematically consistent instead of whether clustering captures some
underlying biological truth. In general, no fixed clustering threshold adequately cap-
tures the taxonomic structure in the data [38], in part because “biological truth”
is not a well defined concept (at least not in mathematical terms) . Additionally,
sequencing errors can blow up the number of clusters especially if the sequencing
error rate is of roughly the same order of magnitude as the clustering threshold.
To estimate the true taxonomic composition of a dataset we recommend a
two step process that starts by building tight clusters (e.g. at 0.99 similarity) with
DNACLUST, then uses the cluster representatives (and the size of the clusters) as
input for a more sophisticated but slower algorithm which could not otherwise be
applied to the original dataset.
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3.2.2.2 Multiple sequence alignment
In the following we compare the quality of the multiple sequence alignment
(MSA) produced by DNACLUST and commonly-used multiple alignment algo-
rithms. We are defining the quality of a multiple sequence alignment in a very strict
sense, specific to the analysis of 16S rRNA data: we measure how well the distance
matrix computed by DNADIST (a commonly used tool that estimates evolutionary
distances between sequences in a multiple alignment) matches the clustering crite-
ria: i.e. if the clustering threshold (i.e. radius) is 99% identity, we expect the largest
value in the distance matrix (i.e. largest diameter) to be lower than 2%.
To evaluate the quality of the multiple sequence alignment produced by our
program we compare it to two of the most popular MSA tools, ClustalW [33] and
MUSCLE [8]. Neither of these tools can handle as many sequences as our largest
clusters contain (the largest cluster of the twins dataset at 95% similarity contains
74,465 sequences). Both of these tools crash when they fail to allocate enough
memory for an n × n matrix to store the pairwise distances, where n denotes the
number of input sequences.
For n ≥ 38, 000 ClustalW, and for n ≥ 22, 000 MUSCLE could not run on
a machine with 4 GB of RAM. Note that larger datasets could be aligned using
MUSCLE given additional RAM or by specifying the main memory limit (–maxmb
parameter). The total memory requirements, however, grow quadratically as a
function of the number of sequences being aligned, ultimately limiting the size of
datasets that can be analyzed on commodity hardware.
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Table 3.3: Time spent building a Multiple Sequence Alignment of a sample clus-
ter using different tools, and the diameter of the MSA produced, as reported by
DNADIST. The diameter is expected to be less that or equal to 0.10 .
DNACLUST produces the best MSA according to DNADIST. Traditional MSA
tools are slow and produce worse MSAs on this type of data.
MSA method Time (sec.) Diameter (DNADIST)
ClustalW 1545.5 0.251




To compare the multiple alignment routines, we selected one of the clusters
produced by DNACLUST within the twins dataset. This cluster was constructed
with a 95% similarity threshold (5% cluster radius), and contained 1117 sequences.
These sequences were aligned using MUSCLE and ClustalW (with and without the
“-quicktree” option), resulting in three multiple sequence alignments. We compared
these “traditional” MSAs to those generated by DNACLUST and UCLUST. A pair-
wise distance matrix was obtained based on each MSA using DNADIST [10]. The
maximum distance between any pair of the sequences was then reported, which cor-
responds to the diameter of the cluster in terms of evolutionary distances inferred
from the corresponding MSA. The running time and the inferred cluster diameter
for different MSA tools are shown in Table 3.3.
This experiment validates the clusters and corresponding MSAs produced by
DNACLUST using an independent tool for measuring evolutionary distance between
DNA sequences. The DNADIST distance matrices are the underlying data used in
the “traditional” 16S rRNA clustering approaches. The results also demonstrate
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that commonly used multiple sequence alignment tools are not well suited for the
alignment of a large number of sequences.
DNACLUST and UCLUST rely on a star-alignment heuristic, and use the
cluster representative as the one sequence against which all the other sequences are
aligned. This approach guarantees that the distance between any pair of sequences
within the MSA is at most twice the radius of the cluster. Furthermore, this ap-
proach is efficient: building a star MSA only requires time linear in the number of
sequences, in contrast to the quadratic time needed to construct the guide tree in
most traditional multiple alignment approaches.
We further compared multiple sequence alignments produced by DNACLUST
and UCLUST. We built clusterings using both programs (and multiple sequence
alignments for each cluster) from the twins dataset at the thresholds 95%, 97% and
99% (6 clusterings in total). Since computing pairwise distances is computationally
intensive especially for large clusters, from each clustering we randomly selected 50
clusters containing between 100 and 500 sequences. For each cluster we also built a
multiple alignment using ClustalW.
We generated the pairwise distance matrix for each alignment using DNADIST,
then computed the average pairwise distance of the aligned sequences. Figure 3.5
show the distribution (relative frequency) of the alignments based on their average
pairwise distance for each threshold. The clusters produced by DNACLUST are
tighter than the clusters produced by UCLUST at the same threshold because of
the more stringent definition of distance between sequences (we rely on full align-
ment score while, by default, UCLUST uses identity). Closer examination of the
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Figure 3.5: Figures a, b and c show the distribution of sampled cluster multiple
sequence alignments based on their average pairwise distance for thresholds 99%,
97% and 95%, respectively. The figures show that DNACLUST cluster MSAs (thick
blue line) are tighter (i.e. have smaller average pairwise distance) than UCLUST
cluster MSAs (thick red lines). Furthermore computing a “traditional” MSA using
ClustalW from the clusters produced by DNACLUST and UCLUST results in an













































































Table 3.4: The average frequency of gaps in multiple sequence alignments for sam-
pled clusters at various similarity thresholds. For each MSA, the frequency of gaps
is the number of gaps divided by the total number of characters in the MSA. Gaps
before the beginning and after the end of each sequence are excluded. Note that
since an insertion in one sequence results in a gap in all other sequences in the MSA,
the ratio of gaps may be higher than the clustering threshold. Since the sequence
identity measure used by UCLUST does not take gaps into account the number of
gaps in UCLUST MSAs are higher than the gaps in DNACLUST MSAs, specially
at more stringent thresholds.
0.99 0.97 0.95
DNACLUST 0.016 0.071 0.103
UCLUST 0.071 0.117 0.146
multiple sequence alignments produced by UCLUST shows that they tend to contain
more gaps (which is consistent with the UCLUST definition of distance as sequence
identity). Average frequencies of gaps in multiple sequence alignments produced by
DNACLUST and UCLUST at various thresholds are shown in Table 3.4. Note that
the gaps do not affect the pairwise distance computation, as they are not penalized
by DNADIST.
Our results also show that the traditional approach for computing multiple
61
alignments (here using ClustalW) results in an overestimate of the distances be-
tween the aligned sequences (dashed lines in Figure 3.5), confirming the observation
that the star alignment strategy is more appropriate for large sets of highly similar
sequences.
3.2.3 Obtaining and using DNACLUST
3.2.3.1 Availability and requirements
Project name: DNACLUST
Project home page: http://dnaclust.sourceforge.net/
Operating system: Linux – x86/x86-64
Programming language: C++
Other requirements: Boost C++ libraries 1.34 or higher
License: GNU GPL
3.2.3.2 Running DNACLUST:
In its simplest invocation, DNACLUST expects only three parameters: (i) a
multi-FASTA file containing the input sequences; (ii) a similarity threshold; and (iii)
the name of the output file to contain the resulting clustering. The output file is a
simple text file containing one line per cluster. Each line starts with the identifier of
the cluster representative, followed by a space-delimited list of the identifiers of all
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the sequences in the cluster. This file format is augmented with the FASTA records
corresponding to the aligned sequences, if the multiple sequence alignment option
is selected.
DNACLUST can be configured through several command line options, briefly
described below.
1. similarity: Similarity threshold specifies the radius of the clusters created.
The threshold is a numerical value between 0 and 1.
2. k-mer length: The maximum length of k-mers used for filtering. The longer
k-mer lengths require more memory to store k-mer counts and the filtering
will be slower. However with the longer k-mer length, the filter will be more
specific and therefore the sequence alignment search will be faster. If the
median length of the input sequences is l then a good choice (and the default
value) for k-mer length is log4 (l).
3. multiple alignment: Produces a multiple sequence alignment for each cluster.
4. allow left gaps: By default the sequences are anchored at the 5’ end. This
option allows for the cluster sequence to be aligned to any substring of the
cluster center sequence. i.e. The gaps at both ends are not penalized when
computing the alignment score.
5. approximate filter: Use heuristics to speed up the k-mer filter algorithm. The
downside is that the clustering that is produced will not necessarily be an
exact clustering. This may slightly increase the number of clusters created.
63
6. well separated clusters: Use a heuristic clustering strategy that guarantees the
clusters to be well separated, i.e. each clustered sequences is guaranteed to
be closer to the corresponding cluster center than to the center of any other
cluster.
3.3 Discussion
Clustering is a basic problem in computational biology and other sciences. It
is, however, a difficult problem. Finding the optimal solution, even in very simple
models, is computationally prohibitive. Considering the fact that the amount of
data created by sequencing machines is growing at a rapid pace (outpacing, in fact,
Moore’s law at the moment), efficient algorithms for clustering are needed.
In this dissertation we have focused on a simple greedy clustering approach.
Our algorithm’s running time depends on the data and the cluster radius threshold,
and is particularly effective at high clustering thresholds. The efficiency of our
algorithm is due to a new k-mer filtering approach, and to an efficient search strategy
that allows us to quickly recruit sequences that could be assigned to a cluster. The
software implementation is open-source and competitive with other commonly used
clustering tools.
It should be noted that our focus has been simplicity, generality and perfor-
mance. We do not claim to discover the underlying biological “truth”. Such analysis
require more sophisticated algorithms and are much more computationally inten-
sive. Our tool can help in reducing the size of the data so that these, more intensive,
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analyses can be applied. What we provide is a mathematically well defined cluster-
ing, which is the best we can hope for given that the biological truth has yet to be
unambiguously characterized in mathematical terms.
We have compared our tool to state of the art software for clustering large
numbers of sequences. An interesting observation is that the running time of DNA-
CLUST decreases as the radius of the cluster is decreased, whereas the running time
of UCLUST increases. Our search algorithm is more effective at higher stringencies,
while the heuristics used by UCLUST are more effective when sequences are more
dissimilar. This suggests that a faster algorithm could be developed that combines
the best properties of both approaches.
Our k-mer based filter and alignment search algorithms can also be used for
searching against databases that contain a large number of short sequences. In this
scenario, the fact that our filter is completely sensitive is very useful. If the sequence
database is static, our search data structures can be built once and stored on the
disk for subsequent queries. We hope to add this functionality in future versions.
Finally, it is important to point out that there is still the need for even faster
clustering tools. For very large datasets (over several million sequences), such as the
ones produced by Human Microbiome Project, all available tools take more than
a few days to run. Higher performance can possibly be achieved through parallel




The datasets analyzed by biologists are rapidly increasing in size and efficient
clustering algorithms are necessary to help reduce the effective size of these datasets.
Here we presented a novel approach for sequence clustering that is particularly well
suited for high-stringency clustering, outperforming other state of the art clustering
tools in this context. While our focus has been the analysis of 16S rRNA sequences,
the algorithms we describe can be applied in other contexts as well, e.g. to identify
duplicates in high-throughput sequencing data.
While more relaxed clustering thresholds are often used in metagenomic stud-
ies (≤ 97% similarity), using any fixed threshold is not a good approach for creating
biologically meaningful clusters [38]. Here we have focused on creating rigorously
defined, tight clusters. The representatives of these clusters can be used in further
analysis (e.g. to create phylogenetically-informative clusters using more computa-
tionally intensive methods), in effect reducing the size of the original dataset.
The software implementing our clustering approach is freely available under
an open-source license.
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The genome of an organism usually consists of one or a few long DNA se-
quences. Unfortunately, current sequencing technology can only “read” relatively
short pieces of DNA. The goal of genome assembly is to reconstruct the original
genome, given these sequence fragments.
The above definition of genome assembly is somewhat vague. For example,
depending on the sequencing technology and other parameters, some regions of the
original genome may not be sampled (covered) at all. Furthermore, two different
genomes may be indistinguishable based on short read fragments of fixed length.
There have been several attempts at formulating genome assembly as an al-
gorithmic problem: shortest superstring, string graph, De Bruijn graph, etc. Each
formulation tries to optimize a slightly different objective function. Most of these
formulations are hard to solve in general [26]. They belong to the NP-hard class of
problems, which implies that, as the size of the problem increases, finding a solution
becomes intractable. However, given a solution (an assembly), it is relatively easy
(polynomial time) to check whether it is correct (e.g. it contains all of the reads
and achieves certain value of the objective function).
Even though the assembly problem is NP-hard, there are various heuristic
assemblers which produce good solutions for practical instances. The question still
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remains as to which assembly is the best for a given set of reads.
4.1 Theory
In this section, we first formalize the definition of the assembly problem as an
optimization problem. Our objective function is the likelihood of an assembly being
the truth (i.e. the sequenced genome), given our observations (i.e. the set of reads.
However, it is easy to use other types of data, such as optical restriction maps, etc.)
The intuition behind our probabilistic criteria is that given a set of reads, we
can not determine, with absolute certainty, the correct assembly. In fact, the same
set of reads could have been observed from an infinite number of different genomes,
with non-zero probability.
There are many other common criteria for evaluating assemblies such as the
popular N50. (GAGE uses corrected N50. But to calculate corrected N50, one
needs to have the true genome.) These criteria, however, are not suitable because
the solution that maximizes them is not the best assembly. For example the con-
catenation of all of the reads results in an “assembly” with a very large N50, which
is obviously not a good solution. We can prove that the true genome maximizes our
probabilistic criteria.
4.1.1 Likelihood of an assembly
Let A denote the event that a given assembly is the true genome sequence,
and let R denote the event of observing a given set of reads. (We use the same
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symbol to denote the assembly and the event of observing the same assembly. The
same symbol is also used to denote the set of reads and the event of observing the
same set of reads.) Using Bayes’ law, the probability of the assembly given the set
of reads is
Pr[A|R] = Pr[R|A] Pr[A]
Pr[R]
(4.1)
First, we briefly discuss the probabilities Pr[A] and Pr[R], and then explain the com-
putation of Pr[R|A]. Pr[A] is the prior probability of observing the genome sequence
A. In practice, it is hard to approximate the probability of a particular genome. If
we have expert knowledge about the genome (e.g. approximate length, GC-content,
that it must contain certain genes, etc.), it can be included in Pr[A]. However, in
absence of such information, and for relatively similar assemblies, we consider Pr[A]
to be approximately a constant. Similarly, Pr[R] is the prior probability of observ-
ing the set of reads R. Since we want to compare assemblies that are constructed
from the same set of reads, we can treat Pr[R] as a constant also. Thus, we can
give a relative ranking among a set of assemblies by estimating Pr[R|A], that is, the
probability of the observed read set R being produced from the assembly A.
Calculating Pr[R|A] is simple if we assume that the event of observing each
read is independent. That is, given A, after observing k reads, the probability
distribution for observing any sequence as the k + 1 read, is unaffected by the
previous k observations. Then the probability Pr[R|A] of read set R being produced
from genome A, is the product of probabilities pi = Pr[ri|A] of observing reads ri,
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account for different permutations that generate the same set of reads. However,
this is a constant factor for a fixed set of reads.)
To compute the pi probabilities, we need a model for the sequencing process.
We discuss how to calculate pis using increasingly complex models in the remainder
of the chapter.
4.1.2 Sampling the reads
If the set of the reads is too large, we can use a random subset (a sample) of
the reads, R′ ⊆ R, to estimate the probability of the reads given the assembly.
The probability of a sample, decreases as the size of the sample is increased,
because more terms are multiplied in formula (4.2). To counteract the effect of the
size of the sample on our “score”, we take the |R′|th root of the probability of the









The logarithm of this value is reported in our results.






If the sample is too small, then the accuracy of the estimation would be low.
In general, the mean of the reads probabilities over the sample R′ is expected to
be equal to the mean of the reads probabilities over R, and the standard deviation
of the sample mean is proportional to 1√
|R′|
, and approaches zero as the size of the
sample increases.
Proof: Let X be a random variable such that α ≤ X ≤ 0. We want to estimate














be the mean of a sample of size n of X . By the central limit









The probability that µ− a < Sn < µ+ a is therefore:

















The most basic model for the sequencing process is the error-free model. In
the error-free model, the reads have a fixed length (This is technically necessary
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because if the reads have different lengths, then pi should include the probability
of observing a read of that particular length. However, for assemblies of the same
set of reads, these values would amount to a constant factor.), and do not contain
any errors (e.g. insertions, deletions or substitutions). A read may be generated,
starting at any position of the genome, with equal probability. Furthermore, for the
sake of simplicity, we assume that the true genome consists of a single non-circular
contiguous sequence, that our assembly is also a single contig, and that every read
can be mapped to the assembly. Now calculating pi is easy. If a read matches to
one position in the reference, and its reverse-complement does not match anywhere
in the reference, then the probability of the read being produced from the reference
sequence is pi =
1
2(L−l)
where L is the length of the reference sequence, and l is the
length of the reads. The factor 2 is due to the fact that current sequencing technology
produces reads from both strands. Generally, if a read and its reverse-complement




This formulation is identical to the formulation of [25] which was developed
for resolving repeat copy numbers in the context of building assemblies.
4.1.4 Maximizing the likelihood function
In this section we show that the true genome maximizes formula (4.3). Assume
an error-free sequencing model. Also assume uniform coverage, which means that
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the probability of observing a read is proportional to the number of times it appears
in the true genome.
There are 4l possible different reads of length l. Define pi and qi as the prob-










We want to find what pi values maximize (4.3). Let P and Q denote the
probability distributions corresponding to pis and qis, respectively. We want to find
maxP S(Q,P ) where











Observe that S(Q,P ) = −H(Q) − DKL(Q‖P ), where H is the Shannon en-
tropy, and DKL is the Kullback-Leibler divergence. DKL(Q,P ) ≥ 0, with equality
iff P = Q. So S(Q,P ) is maximized when pi = qi.
Therefore the true genome, in expectation, maximizes the probability of ob-
serving the reads. Note that, from the point of view of formula (4.3), the assemblies
that have the same read probability spectrum are the same.
It follows from our proof that an assembly which collapses a repeat, or in
general contains the incorrect number of copies of a (possible) repeat gets a lower
probability.
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4.1.5 Assemblies containing more than one contig
Assemblers usually fail to produce a single contig. In the extreme case, an
“assembler” may return the set of input reads as the assembled genome. We need
to define the probability of observing a read given such a fragmented assembly. This
probability depends on whether contigs are expected to be non-overlapping, in which
case the length of the original genome must be at least the sum of lengths of the
contigs:
∑
Lj , where Lj is the length of the jth contig. Therefore, the probability




. In practice, most assemblers join contigs only if
they overlap by more than a certain number of bases. If the contigs are not supposed
to overlap by more than o bases, the length of the sequence from which the reads
were sampled, must be greater than or equal to
∑
(Lj − o). In this case, we need to
replace L in (4.4) by
∑
(Lj − o).
4.1.6 Read quality values
Quality values are extra information produced by some sequencing technolo-
gies. They estimate the probability that a nucleotide was measured correctly. There-
fore, the probability of observing a nucleotide depends on the reported quality of
that observation.
Thus, for a read sequence ri and corresponding vector of quality values qi, we
extend our definition of probability of each read to
pi = Pr[ri, qi|A] = Pr[qi|A] Pr[ri|qi, A]
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Probability of observing a sequence of quality values must be modeled based
on the sequencing technology and the reference sequence.
Given an alignment of a read with quality values, the probability of each
column of the alignment is easy to compute. The probability of observing the same
nucleotide is q and the probability of a mismatch is 1−q
4
. The probability of a deletion
in the read is not associated with a quality value however, and must be estimated
separately.
4.2 Methods
In this section, we first discuss the necessary considerations for applying our
formulas to real data. Then we present two methods (exact and approximate) for
computing the probabilities of the reads given an assembly.
4.2.1 Practical considerations
Here we relax some of the assumptions we made in previous sections. We
discuss how to handle sequencing errors, and what to do with reads that do not
align to the assembly. We also show how to incorporate mate pair information in
our probability formula (4.2).
4.2.1.1 Sequencing errors
All current technologies for sequencing DNA fragments have a small but signif-
icant probability of error. Depending on the sequencing technology, different types
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of errors occur. Here we focus on three main types of errors: insertion, deletion,
and substitution of a nucleotide.
In the error-free model, the probability of each read having been generated
from any position j in the sequence is either zero or one. We now extend this model
such that the probability of each read having been generated from any position
j of the reference, is a value between zero and one, depending on the number of
differences between the sequence of the read and the sequence of the reference at
position j.
Let us denote the probability that read i is observed by sequencing the refer-





For example, if we only allow for substitution errors with probability ǫ, and do
not model insertion and deletion errors, then pi,j = ǫ
s(1−ǫ)l−s where s is the number
of substitutions needed to match read i to position j of the reference sequence. In
the following sections we describe two methods for computing pi,j for a model that
includes insertions and deletions.
4.2.1.2 Reads that do not align well
In practice, popular assemblers do not incorporate every read in the assem-
bly. Possible reasons include: an assembly error (e.g. insufficient sensitivity of the
assembler), erroneous reads , or contamination of the sequencing sample. In any
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case, the fact that many reads may not align well to the assembly is a problem
for our error-free model, because the probability of any assembly which does not
incorporate every read would be zero.
We argue that for any read that does not align well, the overall probability of
the assembly should not decrease more than the probability of the same assembly
with the missing read appended at the end of its sequence. This is based on the
observation that any assembly that does not incorporate all reads is equivalent to:
the set of assembled sequences, and the set of “unassembled” reads, where each
unassembled read is treated as an individual contig.
Let us calculate the change in the overall probability of an assembly if a new
read (which does not align well to the assembly) is added to the set of reads, and
also appended to the assembled sequence. Adding and appending a new read has






must be multiplied into the product of the probabilities of
all reads. Second, the probabilities of observing any of the other reads are decreased
slightly since the total length of the assembled sequence has increased by the length
of the appended read. For simplicity, let us assume an error-free model where each
read maps to exactly one position on the assembled sequence. Let k denote the
number of the original reads, then the ratio between the new probability for all






















we use (4.5) as its probability. We approximate the probability of exact match
Pr[exact match] by (1− ǫ)l where ǫ is the probability of an error (a mismatch, an
insertion or a deletion).
4.2.1.3 Mate pairs
Many of the current sequencing technologies produce paired reads. Some as-
semblers use these information in building contigs and scaffolds.
If A consists of contigs (or scaffolds), then a pair of mated reads is supported
by A if both reads match to the same contig (or scaffold) with correct orientation
and distance. Some alignment search programs (e.g. Bowtie [18]) can align mated
reads. If a pair of reads does not align in this way, it is considered unassembled.
4.2.2 Probability calculation via dynamic programming
For a model of sequencing process that allows insertions, deletions and substi-
tutions with specific probabilities, we can exactly compute probability, pi = Pr[ri|A],
of observing a read ri given an assembly A using a dynamic programming algorithm.
In general, we want to find the sum of probabilities of all possible alignments of a
read to a position of the assembly.






Figure 4.1: The same read may have multiple alignments to the same region of the
reference, with relatively high probabilities. This figure shows two different optimal
alignments of the same read to the assembly. Our dynamic programming algorithm
calculates the sum of probabilities of all possible alignments, rather than only the
probability of the best alignment.
extremely fast. Most of those alignments will have a very small probability. However,
several alignments may have probabilities that are equal or close to optimal. For
example, the two alignments of the same pair of sequences in Figure 4.1 have the
same probability, and are both optimal alignments.
We use a dynamic programming algorithm (similar to the forward algorithm
in hidden Markov models) to efficiently calculate the sum of probabilities of all











where pi,j and pi,j are the sum of the probabilities of all possible alignments of read
i to, respectively, the reference and its reverse complement, ending at position j.
Let us describe how we use dynamic programming to efficiently calculate the
sum of probabilities of all alignments of a read to the reference sequence.
We define T [x, y] as the probability of observing prefix [1 . . . y] of the read, if y
bases are sequenced from the reference ending at position x. Therefore, pi,j = T [j, l].
T [x, 0] represents the probability of observing an empty sequence if we se-
quence zero bases, and therefore is set to 1. T [0, y] represents the probability of
observing prefix [1 . . . y] of the read, if y bases are sequenced from the reference
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ending at position 0 (before the beginning), and is set to 0.
For x ≥ 1 and y ≥ 1, T [x, y] is defined recursively:
T [x, y] =T [x− 1, y − 1] Pr[r[y]|A[x]]
+T [x, y − 1] Pr[Insert(r[y])]
+T [x− 1, y] Pr[Delete(A[X ])],
where r[y] and A[x] represent the nucleotides at positions y and x of the read
r and the assembly A, respectively. Pr[r[y]|A[x]] is the probability of observing
nucleotide r[y] by sequencing nucleotide A[x].
In our experimental computations, we do not distinguish between different
types of errors and consider their probability to be ǫ, and the probability of observing
the correct nucleotide to be 1− ǫ.
This dynamic programming algorithm has a running time of O(lL), per read.
Even though the running time is polynomial, it is slow in practice. However, we can
speed it up by using alignment seeds. The seeds would give us the regions of the
assembly where a read may align with high probability. We can apply the dynamic
programming only to those regions and get a very good approximate value of the
total probability. We use exact seeds (k-mers) of a given length to build a hash
index of the assembly sequence. Then, each read is compared to the regions where
it has a common k-mer with the assembly sequence.
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4.3 Discussion
There are several underlying assumptions in our framework. We assume the
probabilities of observing any of the reads given that the reads were sequenced from
a fixed genome/assembly, are independent. That is, we assume that the starting
position of the reads, within the true genome, are independent random variables.
This assumption is a reasonable approximation, but considering that the reads are
obtained by shearing a finite number of copies of the genome, it is not totally
accurate. Unfortunately, it is not simple to relax the independence assumption,
because that would considerably complicate the probability formulas.
We also assume that the read coverage is uniform. This is highly unlikely
for any given set of reads, and unfortunately it is theoretically impossible to get
around this problem, assuming finite coverage. However, this is not very critical in
practice, assuming relatively high coverage of reads that are expected to be uniformly
distributed, and assuming that the assemblies are not very degenerate (e.g. some
assemblies several times longer than the true genome.)
Even though expected uniform coverage is a popular assumption, it is not
entirely accurate. All sequencing technologies have known biases, mostly depending
on the sequence of the reads. For example the coverage may depend on the GC
content of the sequence. However if we know these biases, we can incorporate them
into our model for the sequencing process.
Another assumption that we made about the sequencing process is that the
sequencing errors are independent (i.e. uncorrelated). One of the reasons that we
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observe correlation between “errors” in practice, is sequence contamination. That is
some of the reads come from a source which is not the target of sequencing. Again,
theoretically there is no solution for this problem in general. In practice, there are
two popular heuristic solutions: If the sequence of the source of contamination is
known, we can filter those reads out. Otherwise, assuming the amount of contam-
ination is small compared to the target genome, it may be possible to filter those
reads out based on empirical analysis. In any case the filtering is a done prior to
assembly. The evaluation of the assembly must not depend on the quality of the
filtering, therefore if either of these filtering methods is used, we must evaluate the
assembly by the set of filtered reads rather than the original set of reads.
Finally it is straightforward to use some other types of data with our frame-
work. For example, we can evaluate assemblies based on optical restriction map
fragments. Optical restriction map fragments show the (approximate) positions at
which a specific pattern of bases appears in a sequence fragment. The advantage
of restriction maps is that their fragments are much longer than DNA reads, and
therefore can capture some long-range information that is lost if only DNA reads
are used.
In order to calculate the probability of observing a restriction map fragment,
we can simply build an in-silico optical map of the assembled contigs, and use a
dynamic programming algorithm. This algorithm is a little more complex than the
one we used for DNA fragments, because the model of errors for restriction maps is
more complex. But the semantics of the probabilities are the same.
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Algorithms on strings are fundamental in bioinformatics analysis. Many of
these algorithms were developed in different branches of computer science (databases,
artificial intelligence, theoretical computer science, etc.), but they have been adapted,
improved and extended by bioinformatics researchers. In this section, we review a
few of the most basic algorithms and data structures for string search. (We use the
terms string search and string matching interchangeably. Also, the term “sequence
alignment” sometimes, informally, refers to the search for approximate matches, as
well as the computation of the alignment.) For a more detailed description of the
algorithms and data structures in this chapter, see [13].
String search algorithms can be broadly classified by two different criteria: 1.
whether the search is for exact or inexact matches, and 2. whether the data (the
reference string) can be pre-processed before the search.
Before looking at some algorithms for each class, let us elaborate a little on
the characteristics of these classes.
The exact search means we are looking for substrings of the reference which
are equal to the query string (or in some cases, to a substring of the query string).
In the case of approximate search there are multiple definitions however, and
they often depend on some parameters. But in general, an approximate match may
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contain certain amount of different types of “errors” (i.e. differences between the
query and the reference). If more errors are allowed, potentially more matches may
be found, and also more computation is required.
In general, different errors may be weighted differently, and the weights are
part of the input parameters. (For more detail, see the discussion of the dynamic
programming algorithm for sequence alignment.)
The second classification criterion for string search algorithms is whether we
are allowed to pre-process the reference string, before the search. The pre-process
time is not included in the search time. During the pre-processing, auxiliary data-
structures are created which help the search when the query becomes available.
These data structures are collectively referred to as “indexes”. Most index data-
structures are based on either hashing or sorting.
Without an index the exact search time must be at least linear in terms of
the sum of the length of the reference (n), and the length of the query (m). Using
an index allows us to perform search in sublinear time in terms of the length of the
reference (which is usually much longer than the query).
A.1 Exact string search
Exact string search (with or without an index) can be performed optimally.
(i.e. Linear time in terms of the size of the input string(s).) In this section we briefly
review a few algorithms and data structures connected with this problem.
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A.1.1 Exact search without an index
There are several algorithms which can find exact matches in linear time (in
terms of n + m). A classic example is the Knuth-Morris-Pratt (KMP) algorithm.
Given a query and a reference, the KMP algorithm pre-processes the query and
builds a deterministic finite automata in linear time. The reference is then fed
to the automata, which requires constant amount of operations per symbol of the
reference. A match is found if we arrive in a designated state.
A.1.2 Exact search with an index
There are several data structures that can be used for exact string search.
Many of these data structures are based on the idea of pre-computing a lexico-
graphically sorted list of the suffixes of the reference sequence. These suffix indexes
are closely connected to each other, and it is often possible to transform one to the
other, with minimal computation.
In the following we will describe two suffix indexes: the suffix tree and the
suffix array. But first, let us describe a simpler structure, called the suffix trie, that
allows for many of the same operations (but, in general, requires more space).
A suffix trie (for a string) is a rooted tree, with each edge labeled by a single
symbol from the string. Each suffix corresponds to a path from the root of the
tree to a unique leaf (and therefore the number of leaves is equal to the number of
suffixes, which is equal to the length of the string). Note that the edges leaving any
internal vertex must have distinct labels. Therefore, the number of children of each
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vertex is less than or equal to the number of symbols in the alphabet.
Given a suffix trie of the reference string, to perform an exact search for a
query string, we start at the root of of the trie, and follow the edges with labels
corresponding to the symbols in the query. If we get stuck (i.e. there is no edge
with the appropriate label), it means that the query does not have an exact match
in the reference. On the other hand, if we consume all of the query and reach the
end of it while traversing the trie, it means that there are one or more matches in
the reference. The position of these matches are the suffixes which correspond to
the leaves of the subtree rooted at the current vertex.
As we mentioned above, the space required for a suffix trie is, in general,
quadratic in terms of the length of the string. We can decrease the space requirement
by removing those internal nodes which have exactly one child, and by labeling the
edges with substrings instead of single symbols. (Note that we must avoid storing
these labels explicitly, otherwise the space requirement will asymptotically remain
the same. The standard method for representing the edge labels is by storing the
position of the substring within the original string.)
This representation is called a suffix tree, and requires only linear space. (The
constant in the linear function is relatively large however. Because it is necessary to
store several pointers per string symbol.) More importantly, it is possible to build
a suffix tree in linear time also.
Given the suffix tree, the running time for exact search is linear in terms of the
length of the query, and does not depend on the length of the reference. (Assuming
that pointers and array indexes in the reference can be manipulated and accessed
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in constant time.)
Another popular suffix index of a string is the suffix array. A suffix array
is, simply, a list of all of the positions in the original string, such that the suffixes
starting at these positions in the list, are in lexicographical order (i.e. as the words
in a dictionary). The space requirement for suffix array is one pointer (or array
index) per character of the string.
Given the suffix array, we can do exact search using a binary-search algorithm.
Specifically, we compare the query string to the suffix which is at the middle of the
suffix array, and depending on the results of the comparison, continue the search
either within the top or the bottom half of the suffix array. This simple algorithm
requires O(m logn) time. (That is, logn comparisons of strings of length m.) It is
possible to simulate suffix tree operations (and performance, i.e. O(m) search), by
adding auxiliary information to the suffix array. Suffix arrays can also be built in
linear time. (A naive method is to first build the suffix tree, and compute the suffix
array by a depth-first traversal of the tree.)
A.2 Approximate string search
The definition of approximate string search depends on the concept of sequence
similarity. Given a model for change in the sequence, two strings are similar if the
amount of change between them is small.
The model for change may allow different types of changes. Different types of
change may have different weights, which are often based on the probability of the
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change, and are part of the model parameters.
If the model for change includes insertion and deletion of a character, the
number of possible transformations (alignments) that could turn one string into
another becomes exponential (in terms of the lengths of the strings). In this case,
to find the best alignment efficiently, we must avoid trying all possible alignments.
A general algorithmic technique, known as “dynamic programming”, allows us to
find the best alignment in polynomial time.
To illustrate the dynamic programming technique, let us use the classic prob-
lem of computing the “edit distance” between two strings. The edit distance between
two strings is the minimum number of insertions, deletions and substitutions of a
single character that transforms one string into the other. This distance (like most
of the other sequence similarity measures discussed here) has a close relationship
with pairwise sequence alignment. A pairwise sequence alignment is obtained by
(potentially) inserting “gaps”, within the two strings, such that similar characters
from the two strings are “aligned” to each other. The length of the two modified
strings must be equal. The characters that appear in at the same position (col-
umn) in the two modified strings are aligned to each other. We try to make similar
characters appear in the same column of the alignment. The gaps in the alignment
correspond to insertions and deletions. A substitution corresponds to two different
characters aligned to each other.
The edit distance is the minimum distance induced by any alignment between
the two strings. Note that it is possible to have more than one alignment which
corresponds to the edit distance.
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To compute the edit distance between two strings efficiently, we define it in
terms of three smaller problems (of computing the edit distance if we remove either
one, or both of the last characters of the two strings.) Given these three results we
can compute the edit distance, in constant time, by comparing only the last two
characters. The dynamic programming technique solves these sub-problems (edit
distance between the prefixes of the strings) in order of increasing size, and stores
the results in a two dimensional array (a table). Therefore the total running time
is Θ(n1 × n2).
An alignment corresponding to the edit distance can be found by tracing the
cells in the table which lead to the minimum distance.
A.2.1 Alignment search without an index
There are two slightly different variations of this problem: Given a query and
a reference, 1. we want to find all substrings of the reference string that have a
“good” alignment to the query string, (also known as approximate string matching.
The results are called semi-global alignments), or 2. we want to find alignments for
any substring of the query (local alignment).
The scores for substitutions and gaps are provided as input parameter. The
quality of an alignment is defined by the sum of the scores of its columns.
Both of the problems above can be solved using slight variations of the dy-
namic programming algorithm that we described for the edit distance problem. For
example, in the case of semi-global alignment search, we only need to initialize the
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table in the following way: the score of aligning any prefix of the reference to the
empty prefix (of the query) is set to zero. (i.e. The alignment can start at any
position in the reference sequence without penalty.) Once the table is filled, the
best semi-global alignment is found by taking the maximum score for aligning the
complete query string to any prefix of the reference.
These dynamic programming algorithms have running time in O(m× n).
A.2.2 Alignment search with an index
The quadratic running time of the dynamic programming algorithm is slow for
very long query and reference sequences. By building an index of the reference (and,
possibly, also the query), we hope to avoid comparing every region of the reference
to every region of the query.
There are many theoretical algorithms for this problem, which is more com-
monly known to computer scientists as “approximate string matching”. These re-
sults often assume a simple distance (e.g. edit distance), and the running time has
an exponential dependence on the amount of error which is tolerated.
These theoretical results are focused on the worst case running time. They do
not make any assumptions on the structure of the strings. On real life datasets (such
as biological sequences), a simple heuristic known as seed-and-extend algorithm is
faster in practice.
The main intuition behind seed-and-extend is that, if we can quickly identify
potential regions for alignment, we can apply the more time consuming dynamic
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programming algorithm to those regions only. For example, if we want local align-
ments of length 104, with at most 4 errors, then any such alignment must contain
a substring of length 25 that appears exactly in both the query and the reference.
Therefore, if we design the alignment seed parameters carefully, we can guar-
antee that the seeds are completely sensitive. Unfortunately, we can not bound
the number of false positives in general (because it depends on the content of the
reference and the query), which makes it hard to theoretically bound the running
time of the seed-and-extend heuristic.
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