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Chapter 1
Introduction
Assistive Technologies (AT) strive for the application of a wide range of
Artificial Intelligence (AI) methods and tools to support people in their
Activities of Daily Living (ADL). AT define, among others, services and
devices the use of which allows elder or impaired people to increase their
capabilities to perform first necessity actions autonomously. By combining
those with AI techniques it is possible to achieve solutions which significantly
improve the Quality of Live (QoL) of its users.
AT are very common in the medical field, although it is not the only field
where those are applied (e.g., educational field). Often, AT provide informa-
tion analysis and monitorization which it is hard to obtain or even cannot
be obtained by the doctor due to a lack of time and resources. Focusing in
the AT techniques and services applied in the medical field, we can group
them in two main categories: when a patient is being actively treated by a
doctor (e.g., rehabilitation); or when the patient is being passively treated
(e.g., monitoring cardiac signals, reminding to perform actions, monitoring
patient activity, ...). This project focuses on the functionalities within the
second group, so, from now in this project, any reference to AT will refer
to AT applied in the medical field and specifically when a patient is being
passively treated by the doctor.
Nowadays, most elders must follow complex schedules to take their medi-
cation, since most of them follow more than one daily prescription and those
are often independent one from each other. Due to the difference in the pre-
scribed intervals of those medications, it is difficult for them to remember
when to take which medication. At the same time, for the doctors and the
3
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relatives in charge of their well-being it is difficult to continuously supervise
elder’s compliance with their pharmacological schedules. As a result, pa-
tients may take medications incorrectly and doctors may never know about
it, unless the patients health worsens and the doctor is capable of infering
the cause. An inevitable consequence of those situations is a decrease in the
autonomy, independence and health of the patient.
In this context, in this project we propose to improve this situation with
the introduction of a system implemented using AT which includes as a
main component, a physical assistive tool (Pill Dispenser) to facilitate the
task of correctly following a complex medication schedule. Considering the
relevance of the pill dispenser, even though it is not the unique element in
the project, gives the name to this project: Smart Pill Dispenser (SPiDer).
However, in this document, any reference to the Smart Pill Dispenser will
be written SPD to differentiate between the physical pill dispenser and the
whole project.
SPiDer focuses in the specific problems elderly face when trying to follow
a complex schedule of medications (i.e., the low compliance with complex
prescribed medication schedules) and aims to partially solve the aforemen-
tioned problems through the use of AT and AI tools.
1.1 Origin
SPiDer presents an approach to solve the problem about the patient’s com-
pliance with the prescribed medication and has its origin in the SHARE-it
project. SHARE-it developed an application to help individuals suffering
some diseases in their ADLs through the use of Information Technology
(IT), which is conceived as an assistive tool. One of the use cases presented
in SHARE-it tries to help users to properly take their medication [Corte´s
et al., 2010].
This project is inspired in that scenario but presents a different method-
ology to obtain an equivalent goal. SPiDer develops an extensible system.
The use of which expects to obtain excellent results by adding the support
of AT. In the context of the interaction with the user, SPiDer, through the
integration of those AT provides additional skills (like communication chan-
nels among stakeholders and the system itself), has a complex behaviour
and is capable of assume more responsibilities.
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A different approach based on the same scenario was presented in [Go´mez
Sebastia` et al., 2012] based on the development of a similar system through
the use of the API ALIVE.
1.2 Motivation
In the last decades the world population has been rapidly increasing thanks
to a continuous improvement of the population’s Life Expectancy (LE). As
of mid-2012 there were 7.058 M people in the world [(PRB), 2012] whereas
in 2002 were 6.214 M [(PRB), 2002]. It is estimated that the current period
of population growth will continue for at least another 50 years and the
world’s population is expected to reach 9.952 M people by 2050.
Moreover, we must also consider the fact that the population is ageing,
mainly in the developed world, due to an increasing LE together with a
decreasing proportion of young people (under age 15). This fact is unprece-
dented in history, is pervasive and enduring (i.e., we will not return to the
young populations). Furthermore, by 2050, the number of older persons
in the world will exceed the number of young people for the first time in
history. Nowadays a 16% of population is over 65 years whereas by 2050 it
is expected to be approximately a 21% [Nations, 2002].
Currently our society is unprepared for such a situation. Such radical
ageing will have profound consequences for many facets of human life. Most
of them are related and ones are consequences of others [Nations, 2002]
[de Germe`s et al., 2012] the most relevant ones being:
• Retirement pensions and other social benefits tend to extend over
longer periods of time
• Obsolete social security systems
• Rising medical costs
• Increasing demands for health services
• Possibility of shortage of employment opportunities
• Obsolescence of skill and knowledge
As people gets older the amount of medication that they need to stay
in good health grows too (due a variety of common diseases/impairments
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associated with ageing). Those individuals, often, need the assistance of a
responsible person (e.g., nurses, care-givers, relatives, ...) to perform their
ADL. Consequently, this situation leads to the institutionalization of elderly.
Once an elder person is moved to a senior house, their family must face
significant extra costs, sometimes too high for their economical status. Gov-
ernments are also affected by those costs because they usually must subsidize
those families. In the current economic context, governments are struggling
to satisfy those needs, but it is easy to predict that by the year 2050 they
will not be able to do so unless certain control measures are implemented.
Furthermore, when an elder person is moved to senior house, he is loosing
independence, changing their ADLs and often elderly individuals are reluc-
tant to changes. Hence, they can feel upset with the new environment, feel
like they are loosing the control of their lifes, etc. That situation can lead
into the individual to depression.
The quantity of elders that need to be moved to senior houses can be
reduced by increasing their QoL, independence, capabilities to perform ac-
tions, cognitive skills, etc. At the same time, it is really crucial to avoid that
the patients get worse due to bad practises, which would require an early
institutionalization. SPiDer focuses on both aspects at the same time.
Most common problem in elder patients is the low compliance with the
prescribed medications. It is common to see patients who do not properly
follow the treatment prescribed by their doctors. Studies in that regard
show that patients only take 57% of their prescribed medication [Kendrick
and Bayne, 1982]. Also, compliance decreases as the number of drugs to be
taken increases. Indexes rang from an average of 65% (with one drug) to
54% (with four drugs), 47% (with six drugs). There are several reasons for
such phenomenon [Bhattacharya, 2005] [de Germe`s et al., 2012]:
• Drug administration difficulties
• Patient confusion / forgetfulness
• The patient decide to leave the medication because the symptoms
disappear
• Sight impairment
• Treatment regimen
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Nevertheless, what is more important are the consequences which that
families and entities must face specially. These are some of the most relevant
ones:
• Lose of treatment effectiveness
• Worsening of the disease
• Frequent changes of prescribed medication
• Increasing visits to hospital centres
• Increasing number of clinical diagnostics
• Decreasing QoL
SPiDer works to avoid the aforementioned consequences, but also to
obtain results opposed to those consequences. Because of the low compliance
with prescribed medications, elders may lose some of their remaining skills
and QoL, and be moved to a senior house for their own safety. Therefore,
with a better performance at taking their medication the patients’ situation
will, in many cases, stabilize, in fact, in some cases it may even improve,
actively increasing their QoL and independence to live on their own. Thus,
the number of elders that needs to be moved decrease, also the number of
hospitalizations, clinical diagnostics and so on.
1.2.1 Goal
The main goal of SPiDer is to improve the QoL and capabilities of the elderly
to live autonomously. To reach this goal the project focuses on increasing
the compliance with their medical schedule.
To reach a good compliance, SPiDer assists the elder to take his medi-
cation. However, in such a complex and critical subject as pharmacological
treatments, there are several aspects which must be taken into account. For
example, monitoring if a patient takes the medication and communicate it
to the doctor or relatives in case there is a relevant (following a medical
criteria) lack of compliance, it may provide vital information regarding the
elders health. The communication must be made in real time, which requires
an autonomous system, which is capable of dealing with critical situations
in such a vital field. The doctor and relatives will therefore be updated
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instantly in case the patient is dangerously skipping the schedule. This
will allow them to take the appropriate actions and to rectify the situation
quickly before any undesired consequences take place.
To do so, in this project we have designed, implemented and tested a
system able to assist elders to take the correct medication at the right inter-
vals through a smart pill dispenser, detect critical situations due to a lack of
compliance with medical schedules and implement communication channels
between the patient, doctors, relatives and care-givers in both directions.
With the application of the system developed in this project we expect a
dramatical increase in the level of compliance by the patient.
1.3 State of the art
SPiDer approach incorporates a smart and autonomous pill dispenser which
(in conjunction with the whole system) reminds the patient to take the pills,
assist them to take it correctly and monitor that with the objective of arise
a full compliance with the prescribed medication.
Originally related with the line of work which resulted in SPiDer, the
work presented in [Garc´ıa-Va´zquez et al., 2010] proposes working with agents
and AI tools to assist elders in some tasks. However, they are working in
an architecture to make AT applications and not in the application itself.
In the article a use case is described that helps the patient to take correctly
the medication.
The next subsections present some projects which deal with similar prob-
lems. All of them have the same objective, improve the independent skills
of patients to enlarge the period of time that they can live in their houses
before to be moved to a senior house.
1.3.1 CHRONIUS
CHRONIUS [216461 CHRONIOUS, ] addresses a smart wearable platform,
based on multi-parametric sensor data processing, for monitoring people
from chronic diseases in long-stay setting. It uses audio observation meth-
ods, activity sensors and vital sign sensors. Any trait of abnormal health
status raise an alarm.
1.3. STATE OF THE ART 9
1.3.2 COMOESTAS
COMOESTAS [FP7, ] tries to develop an advanced alarm and decision sys-
tem to monitor the patients from the diagnostics and helps the doctors to
manage the therapy. It focuses on Medication Overuse headache (MOH).
1.3.3 HEARTCYCLE
HEARTCYCLE [Reiter and Maglaveras, 2009] offers a closed-loop disease
management solution to serve both Heart Failure (HF) patient and Coronary
Heart Disease (CHD) patients. This will be achieved by multi-parametric
monitoring and analysis of vital signs and other measurements. The sys-
tem contains a patient loop interacting directly with the patient to support
the daily treatment, showing the health development, including treatment
adherence and effectiveness. Also contains a professional loop involving
medical professionals, alerting them of the need to revisit the patient’s care
plan, and of possible adverse events.
1.3.4 QUATRO
QUATRO [QUATRO, ] presents a study that is expected to contribute to
evidence-based practice in the care for people who suffer from schizophrenia,
and their carers, across Europe.
1.3.5 ABC
The aim of the project ABC [ABC Project, ] is to produce evidence-based
policy recommendations for improving patient compliance and subsequent
better use of medicines by Europeans.
However, all this projects focus on a specific disease, monitoring pa-
tients to detect critical situations, presenting studies talking about how the
low compliance to medications have dangerous consequences and offering
systems to change the how-to-do of medications intake. Besides, most of
them focus in systems about which react in front critical situations which
do not have the intention to induce healthy behaviour. Any of the projects
described below have the same skills of SPiDer, in fact, SPiDer has more
capabilities.
SPiDer does not focus on a specific disease. It offers a smart medical
dispenser to assist elderly and to monitor if the patient is following the
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schedule properly. SPiDer also enrolls other actors like doctors, relatives,
pharmaceutics in order to accomplish its main goal: highest compliance with
prescribed medication.
The pill dispenser with the integrated system is the most relevant com-
ponent of this project. However, there are already several medical dispensers
commercially available:
• MedReady
• Pivotell mark 3
• Zuup
• CompuMed e-pill
• e-pill Med Smart
Some of these are automatic, and some include an alarm system. The
most advanced even include monitorization. However, non of them includes
an integration with other relevant actors as SPiDer does.
1.4 Personal Motivation
Once I finished all the subjects of the engineering was the time to find a
project. I always had the principle to make an useful project that implies
working like an engineer and if possible, keep working on it, I mean, should
not be only an assignment for the university. Obviously, I has to add the
requisite that the projects has to accomplish my interest thematics on engi-
neering.
When I was coursing the engineering I always have been thinking that we
are missing an important subject for a informatics engineer, the electronic.
So one of my requisites was that if, can be, my project has to own a part
that implies the use of electronics. On the other hand, the field which I was
more interested on was the Artificial Intelligence.
After searching into the projects offered by the KEMLG Group and the
Enginyeria de Sistemes, Automtica i Informtica Industrial department I
found the offer of this project, that accomplish all my objectives. By One
hand I have an artificial intelligence part and by the other hand I have an
assistive tool, a Pill Dispenser, which implies working with electronics. In
addition, this project, in my opinion, implies an useful tool for help people
to improve their life’s, because the increasing ageing of the population is one
of the increasing problems in society.
Chapter 2
Approach of SPiDer
As described in §1, the SPiDer project aims to help elders to increase their
adherence with the pharmacological schedules prescribed by the doctor,
among other related goals. To do so, the project implements several fea-
tures, which combined permits patients to reach a significantly increased
compliance with their schedules.
This chapter focuses first on the problems that are present in that sce-
nario, with clarity and categorizing them. Later it describes the proposed
solutions for those problems. Specifically, §2.1 presents the problems iden-
tified in real world and §2.2 presents the solutions proposed to solve those
problems.
2.1 Problems to Tackle
In this section we are going to outline the main problems we have identi-
fied, following the descriptions introduced in §1. These problems will be
categorized based on their relations with the patients.
2.1.1 Compliance with medical schedule
To reach the results expected from a medical treatment prescribed by a
doctor it is essential to meticulously follow the schedule. In that regard we
can identify various difficulties related with adherence with schedule which
elders must face daily.
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Schedule
Usually, schedules as prescribed by doctors are quite abstract, they may
require a very detailed set of instructions and their correct interpretation
may need common sense. The lack of formal policies in the supply and
consumption of medication has lead into the use of generic measures (e.g.,
every 8 hours, in the mornings, at nights, after each meal, etc.) instead of
using a more accurate, reliable and effective schedule.
The real problem however, is that when people follow schedules based on
generic measures (e.g., in the morning, before meals, ...) their medication
habits may be affected significantly by their variations in their ADL (e.g.,
gets up later, take the lunch sooner, skips a meal, etc.) and lead into
progressively increasing amounts of variation of their schedule and therefore
losing adherence with the medical treatment prescribed by the doctor. On
the other hand, if the schedule is too specific (e.g., different doses each days,
some days 2 doses and others 3, etc.) the adherence to the schedule will also
be compromised by its implicit complexity.
Forgetfulness
One of the most common causes of non-adherence to prescribed medication
is forgetfulness. Many elders have memory problems and often need to be
reminded that it is the time to take their medication. If no one takes care
of the patient, it is very common that the patient forgets to take the medi-
cation or just remember to take it at a wrong time, decreasing that way the
compliance with the prescribed medication and therefore its effectiveness.
Indecision
Another hurdle to face is indecision, which is another relevant cause of low-
adherence to medical treatments. Often, when it is time to medicate, the
user does not have the certainty of which pill to take, the quantity or even
if it is really the time to take the medication. Consequently, sometimes the
patient takes the wrong medication (by confusion) or does not take it at all
in prevention of failure. Hence, the adherence is affected.
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Overdose
One problem related with the compliance with prescribed medications is the
possibility of overdose. The accumulation of errors in medication schedules
(e.g., time intervals between doses smaller than prescribed, errors in the
quantity of pills to take, wrong medications) can lead into a overdose of the
patient, which may be a threat to the patient’s health depending on the
particularities of the medication.
2.1.2 Critical Situations
In a field so delicate as the medical one, special care has to be taken with
those situations which are considered to be critical, and therefore dangerous
for the patient’s health. The difficulties in knowing if a patient is properly
following his/her medical schedule makes it even more complicated to ac-
curately detect critical situations in that regard. Since it is not feasible to
have a caretaker look over the patient 24 hours seven days at week a set of
additional problems arise.
Next we introduce the problems related with the evaluation needed to
identify critical situations and the problem to know who should be informed
about each of those situations.
Evaluation
Not all the doses/pills have the same importance. There are pills with
stronger effects than others, pills that need more accuracy in terms of in-
tervals of time between doses, pills with more dangerous secondary effects
than others and so on. Accordingly, errors with medication can be more or
less delicate depending on the pills involved in the mistake. So, even if one
correctly identifies that there has been a mistake in the medication in take,
it is still a tricky task to categorize the mistake without certain knowledge
of medicine. This fact is a relevant problem because it adds uncertainty in
how and when to react in that situation.
Communication
Related with evaluation, once a mistake is detected, the lack of knowledge
of patients and relatives regarding that medication may easily suppose a
problem since they may not be capable of evaluating the gravity of the
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mistake. Furthermore, they may not know whom to contact in each case.
Consequently, this could lead to notify no one (i.e., thinking that the mistake
is not important) or call the doctor or care-giver (i.e., thinking that the
mistake is a serious health threat). The problem occurs when the decision
taken is not the right one: unnecessarily notify the doctor when the mistake
is not important or not notify him/her when it is important.
2.1.3 Dynamic Schedule
When a medication schedule is prescribed it is supposed to be static, but in
the real world changes on it are often made. If the timing of the schedule does
not concur with the ADL of patient, that patient can change the schedule
to adapt it to his/her life. This can be caused because the doctor did
not know the patient’s ADL, or because the patient did not communicate
properly with the doctor. This means that to change the schedule and
adapt it to the patient’s life a new meeting between doctor and patient has
to be agreed. The problem here is the doctor’s impossibility to change the
schedule remotely, once it has been agreed. If the doctor could change the
schedule remotely, not only would that fix this problem, moreover, it would
add the possibility to make changes in the schedule in case of a mistake,
adjustment for medical reasons.
2.1.4 Medical Supply
Another problem related with adherence is the bad prevention of medication
stock. If the patient is not carefully taking care of its medication supply it
can happen that the patient runs out of medication. This is a serious issue
because he/she will need a meeting with the doctor or visit a care center for
obtain new prescriptions with the consequent waste of time and resources
by both the doctor and the patient.
2.2 Proposed Solutions
In this section we outline the solutions proposed by SPiDer to the problems
mentioned previously. First of all, we are going to explain what is the
SPD, its components and the problems it helps to solve. Similarly, we
will introduce another main element that incorporates this project which
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is the Identification Access Management (IAM). We will detail what is,
its components and also the problems it solves. Finally, we are going to
explain the software that SPiDer incorporates, the logic needed to control
the SPD and the IAM, and also various skills the system provides in order
to accomplish the main goals of the project.
We can distinguish three main modules of SPiDer :
• Smart Pill Dispenser
• Identification Access Management
• Software - Multi Agent System (MAS)
2.2.1 Smart Pill Dispenser (SPD)
The main component of SPiDer is the SPD. The SPD is an AT tool designed
to assist the patient in the task of taking its medication, and its principal
aim is to notably increase the compliance with the prescribed medication
schedule. It is capable of interacting with the patient and to sense its envi-
ronment and react to it.
Its two main functionalities are reminding when it is time to medicate
and assist the patient by dispensing the correct doses of medication at those
times. To reach those goals SPiDer uses the following list of components.
2.2.2 Components of the SPD
On one hand, the SPD is capable of interacting with the patient, hence, it
needs certain mechanisms to make that interaction possible. The mecha-
nisms which are used by SPiDer to interact are a list of sensors and actu-
ators. The SPD is equipped with three LEDs, which have inherent conno-
tative meanings depending on the colours of the LEDs (e.g., green means
good, red means bad). It also has a buzzer to gain the patient’s attention
by producing sounds, a button which can be used by the patient to interact
with the SPD, and several other sensors (specifically a sensor of movement
and a weight sensor) to interact passively with the user (i.e., through their
use the patient interacts with the SPD unconsciously). The movement sen-
sors allows SPiDer to know when the patient is in front of the dispenser
and the weight sensor allows SPiDer to know when a dose that has been
dispensed by the SPD has been picked up by the patient.
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Therefore, the sensors and actuators used to interact are:
• LEDs
• 30 mm Piezo Buzzer
• Grove - PIR Motion Sensor
• Force Sensitive Resistor -
Square
On the other hand, the SPD must be capable of dispensing the correct
doses to take. To reach that goal SPiDer uses few engines based on the
use of a servo mechanism that provides the required movement to deliver
medication doses (we will see the device in detail in §3.2). The actuators
and sensor used to move and control that mechanism are:
• 3 SpringRC SM-S4303R Continuous Rotation Servo
• Small DC Motor 4.5V
• Piezo Vibration Sensor LDT0-028K.
All these sensors and actuators need to be controlled by a device. To
do so, SPiDer uses the well known micro-controller Arduino Uno (Official
website: www.arduino.cc).
Arduino Uno
Arduino is an open-source electronics prototyping platform based on a flex-
ible, easy-to-use hardware and software. Arduino can sense the surrounding
environment through a variety of sensors. It also can influence on that
environment through a variety of actuators (lights, motors, buzzers, ...).
Arduino Uno is a micro-controller board based on the ATmega328. It has
14 digital input/output pins to control sensors and actuators, 6 analog in-
puts, a 16 MHz ceramic resonator, a USB connection, a power jack, an ICSP
header, and a reset button. It is designed in such a way that is very easy to
accurately control a variety of sensors and actuators.
2.2.3 Solutions offered by SPD
Next, we discuss the problems SPD helps to solve. The SPD notifies the
user when it is time to intake the medication. Accordingly, one of the main
problems that affects the compliance with prescribed medication, forget-
fulness, can be solved if the patient is notified of when to take the medical
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doses. The other main functionality of the SPD is to assist the patient into
taking its medication by dispensing the correct dose to take. With that
functionality SPiDer eliminates any indecision about the medication and
mistakes are avoided (i.e., no quantity mistakes and correct time intervals
between doses).
Through the use of the SPD, combined with the software of SPiDer
(which we are going to present later on) an specific, adaptable and accurate
schedule can be provided. The schedule complexity is no longer an issue
for the patient because the SPD will assist him/her in precisely following
it. The fact that the schedule is flexible allows the doctor to make changes
in real time (due to medical reasons) or by the family (e.g., in the case
that the patient has to leave house for several days, the system permits to
dispense several doses). The SPD also can detect when the patient does not
take the pills (forgetfulness), and through the use of software (which we will
present in §2.2.6) it can detect a critical situation (e.g., the patient did not
take an important pill). Hence, the SPD needs to send information (e.g., to
alarm the doctor of a critical situation) and receive information (e.g., apply
changes in the schedule due to medical reasons). In §2.2.7, we will review in
detail the solutions proposed by SPiDer to perform that communication.
2.2.4 Identification Access Management & Components
SPiDer incorporates an Identification Access Management (IAM) system
to monitor the entrance and exits in the house. This system will be placed
at the door, the use of which permits to know who is going in and out of
the house. This system is composed by a PhidgetRFID and a mechanism
capable of automatically open the door depending on who requests access.
PhidgetRFID
RFID (Radio Frequency IDentification) systems use data strings stored in-
side RFID tags or transporters to uniquely identify people or objects when
they are scanned by an RFID reader. These type of systems are found in
many applications such as passport protection, animal identification, inven-
tory control systems, and secure access control systems.
The PhidgetRFID is a board that reads RFID tags that are brought in
close proximity to the reader and returns the tag identification number. The
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PhidgetRFID works with the EM4102 protocol. All the tags that use the
EM4102 protocol can be used with the PhidgetRFID reader.
The distance over which the RFID tag is usable is affected by such things
as the tag shape and size, the materials being used in the area near the
reader, and the orientation of the reader and tag in respect to each other
and in their operating environment. The smaller the tag, the closer it must
be to the reader to operate.
The features of the PhidgetRFID are:
• Reads tags brought within 7,6 cm of the reader
• Reads any tag with EM4102 protocol
• Provides 2 Digital Outputs to drive LEDs, relays, etc.
• On-board LED
2.2.5 Solutions offered by IAM
SPiDer, through the use of the IAM system, can detect when the patient
is going in and out of the house. With that information available, SPiDer
can be aware of when the patient is usually at home, which is interesting
because the doctor can adapt the schedule for a better performing increasing
the adherence, thanks to the dynamic schedule which uses SPiDer.
SPiDer can also work to involve the pharmacies and the doctors in a
innovative way. If the doctor wants to make the prescription a medicine
remotely (i.e., digital prescriptions) and the pharmacies would be respon-
sible of sending a qualified person to refill the SPD SPiDer could partially
solve the problem of medical supply thanks to the IAM. In such a way, when
the system detects that the SPD is in short supply advises the doctor and
the pharmacies. Consequently a simple protocol can be triggered which, on
one hand, the doctor prescribes remotely an electronic prescription and, on
the other hand, the pharmacy, once it receives the electronic prescription,
sends to the house a qualified person to refill the SPD. Such interaction
may be performed without the patient’s intervention and be empowered by
the IAM, granting access when an to whom is going to refill the SPD. This
requires certain software that is presented in the following section.
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2.2.6 Software - Multi Agent System (MAS)
The last part we present regarding the SPiDer approach is the software on
which the project will be based upon.To satisfy the requirements established
in this section, certain software components are needed. Next we will de-
scribe our approach to that software. On one hand the SPD is able to alarm
the patient and dispense correct doses of pills, but it also manages informa-
tion (e.g., when a patient does not take a pill, the schedule to follow) and
needs to communicate with external actors to reach certain functionalities
(e.g., changes in the schedule, alarm the doctor about a critical situation).
Finally, it also needs to include some smart logic (e.g., detect a critical situ-
ation in order to fulfill its most complex responsibilities). On the other hand
the IAM is able to identify who (e.g., doctor, relative, person in charge of
refill the dispenser, ...) is going in and out of the house but needs to validate
that information (e.g., mapping the identification Id with roles/stakehold-
ers) and also to communicate (e.g., send information of unauthorized entry
attempts to the caregivers). All the aforementioned functionalities which
were not clearly defined are clarified with the incorporation of the software
presented in this section.
Moreover, the software will also add some skills to reach the objectives
still unsolved by the SPD and the IAM. The software that uses SPiDer to
perform that task is a Multi Agent System (MAS).
MAS
Agent-Oriented Programming (AOP) essentially models an application as
a collection of components called agents that are characterized by, among
other things, autonomy, pro-activity and ability to communicate. A MAS is
a system composed by more than one agent. Although there is no definition
of an agent, all definitions agree that an agent is essentially a special software
component that has autonomy that provides an inter-operable interface to
an arbitrary system and/or behaves like a human agent, working for some
clients in pursuit of its own agenda.
MAS can model complex systems and introduce the possibility of agents
having common or conflicting goals. These agents may interact with each
other both indirectly (by acting on the environment) or directly (via com-
munication and negotiation). Agents may decide to cooperate for mutual
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benefit or may completely serve their own interests.
An agent is:
• Autonomous: it operates without the direct intervention of humans or
others and has control over its actions and internal state.
• Social: it cooperates with humans or other agents in order to achieve
its tasks
• Reactive: it perceives its environment and responds in a timely fashion
changes that occur in the environment
• Proactive: it does not simply act in response to its environment but
is able to exhibit goal-directed behaviour by taking initiative
• Truthful: provide the certainty that it will not deliberately communi-
cate false information
• Adaptive: adapts itself to fit its environment
• Benevolent, rational and can learn [Wooldridge, 2002]
One of the key components of multi-agent systems is communication.
In fact, agents need to be able to communicate with users, with system
resources, and with each other if they need to cooperate, collaborate, nego-
tiate and so on. In particular, agents interact with each other by using some
special communication languages, called Agent Communication Languages
(ACL), that rely on speech act theory and that provide a separation between
the communicative acts and the content language [Fipa, 2002].
MAS can be realized by using any kind of programming language. In
particular, object-oriented languages are considered a suitable means be-
cause the concept of agent is not too distant from the concept of object.
In fact, agents share many properties with objects such as encapsulation,
and frequently, inheritance and message passing. However, agents also differ
from objects in several key ways; they are autonomous; they are capable of a
flexible behaviour; and each agent of a system has its own thread of control.
2.2.7 Solutions offered by MAS & Components
Once introduced what a MAS is, we can see that it provides several skills
which SPiDer can use to reach its objectives. SPiDer has several compo-
nents, the SPD, the IAM and a MAS. The taxonomy of three platforms
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which SPiDer defines will be see in more depth in §3.1. In SPiDer agents
rarely have conflicting goals, since all of them work in the same direction.
Additionally to the functionalities already presented other agents will be
required within SPiDer in order to solve all of the identified problems. The
details of which agents are needed and how those accomplish the remaining
objectives (i.e., detecting that the system partially crash) are explained in
§3.
First of all, it is relevant to mention that for programming the MAS this
project uses the JADE framework [Bellifemine et al., 2007] that allows to
construct a MAS and the programming language used is JAVA. With the
use of this framework, SPiDer incorporates an adaptable, extensible and
accurate schedule to keep the patient’s medication calendar and it allows to
keep it updated. As said before this schedule can be modified remotely by
the doctor, so, this allows the use of a dynamic schedule. The system
also incorporates a logic part that is able to detect critical situations from
the information extracted from the SPD.
The system manages different pieces of information which should often
be sent to external actors. Accordingly, the system has two functionalities
related with that fact. One, is a logic that is capable of deciding who should
receive the information and, the other, are the communication functionalities
with the outside world (in both directions).
To communicate SPiDer uses the API proportioned by the popular social
network Twitter.
Twitter
Twitter is an social information network that permits communication in
real-time. At the heart of Twitter are small messages called Tweets. Each
Tweet can be up to 140 characters long.
Twitter allows to send private messages between users. So, SPiDer will
have its own Twitter user. SPiDer also requires that the doctor and the rest
of the stakeholders of the system also have a twitter account. Hence, the in-
terchange of information is through Tweets between the different users. The
reason why we have chosen Twitter for SPiDer is because it is a functional
system and in most of the cases no instruction will be needed to their use
due to the popularity of this system (big percents of people are using it).
Furthermore, it can be easily used from any type of device (e.g., smartphone,
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tablet), it provides an easy API for programming, and its short messages
are perfect for the SPiDer requirements.
One of the more important characteristics of the MAS from SPiDer ’s
point of view is its extensibility. The system is able to keep several his-
tories about a wide range of information (e.g., history of access at house,
history of medication taken, history of faults, etc.) to make studies or just
to monitoring the patient’s compliance. Also, in SPiDer, we intend to make
the process of dispense the pill an adaptable step-by-step process with the
aim of maintaining the patient’s cognitive residual capabilities as intact as
possible (e.g., if the dispenser give so much help to the patient he/she can
relax and lose skills, patients that suffer a stroke can be trained to progress
giving less help with the process of dispense a pill with the aim of improve
their capabilities, etc.). And all of this is possible thanks to the features
provided by a MAS.
Therefore, SPiDer is composed by several agents. As said before, the
agents need to cooperate, i.e., need to communicate. The language used
by this project is composed by 2 parts: the communicative act, based in
the FIPA standards, and the content part, which is an ontology developed
specifically for SPiDer.
Ontology
In the context of knowledge sharing, the term ontology is used to mean a
specification of a conceptualization. That is, an ontology is a description
(like a formal specification of a program) of the concepts and relationships
that can exist for an agent or community of agents. This definition is con-
sistent with the usage of ontology as set-of-concept-definitions, but more
general [Gruber, 2008].
We can see that SPiDer is composed by several components that need to
cooperate and are managed for several agents that conform a MAS. These
agents however, need to be in different devices which can communicate with
each other. This project uses the Raspberry Pi board with the aim of allow
it.
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Raspberry Pi
The Raspberry Pi is a credit-card sized computer that plugs into your TV
and a keyboard. It is a capable little PC which can be used for many of the
things that any desktop PC does, like spreadsheets, word-processing and
games. It also plays high-definition video. It has a Broadcom BCM2835
system on a chip (SoC), which includes an ARM1176JZF-S 700 MHz pro-
cessor, VideoCore IV GPU, and originally shipped with 256 megabytes of
RAM, later upgraded to 512 MB. It admits HDMI and RCA, has 2 USB
ports and one Ethernet port. It uses an SD card for booting and long-term
storage and is powered through a micro USB connection. It is capable to run
several Linux distributions which are built specially for this architecture.
In SPiDer we have decided to use the official distribution Raspbian of-
fered by the Raspberry Pi foundation. Raspbian is a free operating sys-
tem based on Debian optimized for the Raspberry Pi hardware. However,
Raspbian provides more than a pure OS: it comes with over 35.000 pack-
ages, pre-compiled software bundled in a nice format for easy installation
on your Raspberry Pi. This fact will facilitate the integration of the various
technologies SPiDer will include, and makes it a perfect solution for our
requirements.
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Chapter 3
Specification
This chapter specifies all the tasks and functionalities that SPiDer will im-
plement. As introduced in §2.2, we can organize the system in three com-
ponents: the SPD, the IAM and the MAS. First, we will see the three
components in detail. In the following sections, the specific functionalities
that each component has independently are presented, even with the fact
that to be executed needs cooperation with the others. Once presented the
specific functionalities, in section §3.4 we outline the list of use cases of the
system, which are using the functionalities of the three components in a
cooperative way.
In order to better understand first we explain the MAS components. This
is because the MAS is like a layer that is extended over the whole system.
All the functionalities of the system are known by the MAS. Accordingly,
to specify the SPD and the IAM is better to know the paper that the MAS
is playing on the system and therefore the functionalities presented in those
sections will have more sense to the reader.
Then, once the three components are explained, also the individual
objectives are presented and the relations between the three components.
Then, in §3.4 we will outline all the use cases that covers SPiDer, which will
be easy to understand with all the knowledge presented before.
3.1 MAS
MAS is the component which incorporates all the logic in the system. SPi-
Der organizes all the responsibilities of the MAS in three groups: tasks
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intimately related with the physical SPD; tasks related with the IAM; and,
finally, the rest of tasks needed to satisfy the objectives that SPD and IAM
cannot perform (which are almost all of them communicative tasks). Hence,
the MAS taxonomy is based in three platforms that contains the logic that
implements the required functionalities:
1. SPD Agent Platform
2. IAM Agent Platform
3. Communication Agent Platform
These platforms are composed by a set of agents. Each agent has one
or more behaviours, the functionalities of which allows the agent to reach
its goals. Before detailing the three platforms we introduce the concepts
service and subscription in the context of a MAS to understand the func-
tionalities of the agents.
Each agent knows how to perform certain tasks/functionalities. Some
of those tasks may be known by the others to perform their owns tasks.
Accordingly, these functionalities are the services. As we just said, an agent
also may need to know that another agent executed a functionality (service)
to performs its own. To know this it is needed to own a subscription to
the service.
In SPiDer each agent provide certain services which at the same time are
the logic that implements their functionalities. Also each agent is subscribed
to certain services offered by other agents that inform about information
required to perform its own functionalities.
In the next sections we specify each platform by defining the objec-
tives/functionalities of each agent outlining their services. We also index
the services which are subscribed. To a better understand of §3.1.1 §3.1.2
and §3.1.3 see Figure 3.4.
3.1.1 SPD Agent Platform
This platform is in charge of the functionalities directly related with the
SPD (e.g., dispense a pill). It is composed by 3 agents (see Figure 3.1):
• Smart Pill Dispenser Agent (SPDA)
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• Medical Scheduler Agent (MSA)
• Stock Manager Agent (SMA)
Figure 3.1: SPD Agent Platform
Pill Dispenser Agent
This is the only agent in the system that is directly connected to the SPD,
it manages when the SPD has to perform certain action and it is also who
receive the information sensed by the SPD. Its objectives/functionalities
are:
• Notify the user when is time to medicate through the SPD
• Initiate the dispense process
– Detect if the patient is in front of the SPD
– Detect if the patient pushes the button
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– Dispense dose
• Detect if the patient picked up the dose (i.e., detect if the process of
dispense the correct medical doses finish well).
• Notifies to whom is interested in case of the medication was not picked
up
• Detect when is refilled
The services offered by this agent are:
• Patient did not come: sends to the subscribers that the patient did
not come in front of the dispenser
• Pill taken/hidden/no dispensed: sends to the subscribers information
about the process of dispense a dose (e.g., dose not dispensed, dose
delivered, dose hidden)
• SPDA alarm: in case that patient did not come to the SPD or came
but did not take the dose notifies the subscribers
• SPD refilled: notifies the subscribers that is full of supplies
And it is subscribed to the following services:
• Current event: to know when it is the moment to raise the alarm and
consequently to medicate
Medical Scheduler Agent
The medical scheduler agent is in charge of the dynamic schedule. It contains
the year program calendar of medications that has to be accurately followed
by the patient. Is relevant that it is dynamic, it means that changes are
admitted in real time. Their objectives/functionalities are:
• Advise when it is the exact time to medicate (to follow precisely the
schedule established by the doctor)
• Keep the schedule updated in real time
• Alarm to subscribers when the patient did not follow the schedule
3.1. MAS 29
• Maintain a history with information about the compliance of the pa-
tient with the prescribed medication
The services offered by this agent are:
1. Current event: this service, using the calendar knows when is the exact
moment to medicate. When is time to medicate advise the subscribers.
2. Month schedule: this service offers to subscribers a reduced part of
the calendar that contains the schedule, concretely, one month.
3. MSA alarm: informs the subscribers when there are some irregularities
with the adherence to the medical schedule.
4. Medical history: service that sends the history of adherence with the
medical schedule under petition
And it is subscribed to the following services:
• Patient did not come: to know if the patient did not come in front of
the dispenser and to write that information in the history
• Pill taken/hidden/no dispensed: to have a feedback of the process of
medicate and keep the history of the schedule
• Patient home: to be advised when the patient goes in or out of the
house
• Update medical schedule: to be informed in real time if some modifi-
cation has to be applied to the schedule.
Stock Manager Agent
This agent supervises the supplies of the SPD.
For security reasons it replicates one of the tasks of the previous agent:
the task that has the objective to follow precisely the schedule established by
the doctor. To do that, this agent has a reduced part of the year schedule,
specifically a monthly schedule. If some of the two agents has an error the
SPD will keep working correctly thanks to the replication.
The objectives/functionalities of this agent are:
• Advises when the SPD is in short supply (with the objective of never
runout supplies)
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• Advises when it is the exact time to medicate (to precisely follow the
schedule established by the doctor)
The services offered by this agent are:
• Refill needed: this service informs to the subscribers that is time to
refill the SPD. It informs about the doses remaining to finish the sup-
plies and the deadline to refill assuming that there will be no changes
in the schedule.
• Current event: this service, using the calendar knows when is the exact
moment to medicate. When is time to medicate advise the subscribers.
• SMA Alarm: advise to subscribers in case that the supplies are over.
And it is subscribed to the following services:
1. Patient did not come: to know if the patient did not come in front of
the dispenser
2. Pill taken/hidden/no dispensed: to know if the dose has been dis-
pensed, and in this case, if it has been picked up or hidden.
3. Month schedule: to obtain a month calendar with the pertinent sched-
ule to follow.
4. Patient home: to be advised when the patient goes in or out of the
house
5. SPD refilled: to know when the SPD is full of supplies
3.1.2 IAM Agent Platform
This platform is in charge of the the tasks related with the accesses to the
house. It is composed by 3 agents (see Figure 3.2:
• Door Manager Agent (DMA)
• Entrance Manager Agent (EMA)
• ACcess Manager Agent (ACMA)
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Figure 3.2: IAM Agent Platform
Door Manager Agent
This agent is responsible of the domotic door.
The objectives/functionalities of this agent are:
• To open the door
• Advise if the mechanism is not working properly
The services offered by this agent are:
• DMA alarm: advises the subscribers when the mechanism at door fails
And it is subscribed to the following services:
• Door to open: to know when has to open the door
Entrance Manager Agent
This agent is responsible of the identification system installed next to the
entrance door. It is handling the PhidgetRFID to be capable of sense iden-
tification. Their objectives/functionalities are:
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• Detect when some person wants to go in or out of the house, sense it
The services offered by this agent are:
• Access request: informs the subscribers about the identification de-
tected to go in or out the house
This agent is not subscribed to any service from other agent (i.e., does
not need information from other agents).
Access Management Agent
It is responsible of identify the person that has been sensed by the EMA. It
senses when somebody is being identified through subscribing to the service
offered by the EMA, processes the identifications and in case that the door
has to be opened communicates with the DMA to open the door.
Their objectives/functionalities are:
• Communicate if a person can go into the house (i.e., to allow the
entrance to the stakeholders with the corresponding permissions)
• To alarm the appropriate person about incorrect accesses trials
• Build a history of the entrances and exits at house
The services offered by this agent are:
• Patient at home: to inform the subscribers when the patient goes in
or out of the house
• Refiller home: to inform the subscribers when the person in charge of
refill the SPD is going in of the house
• Door to open: to inform the subscribers when the door has to be open
• ACMA alarm: to alarm the subscribers if an invalid access had place
• Access history: service that sends the history of accesses to the house
under petition
And it is subscribed to the following services:
• Update access permissions: to keep update about the access permis-
sions of the different stakeholders.
• Access request: to know when somebody is sensed at door.
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3.1.3 Communication Agent Platform
This platform manage all the communication made with the world outside.
All the information that have to go out of the system (e.g., alarming about
a critical state to the doctor) and also the information that comes to the
system from outside (e.g., the doctor is changing the schedule to fix a critical
state) is managed by this platform. It has two agents (see Figure 3.3):
• Communication Manager Agent (CMA)
• Alarm Manager Agent (AMA)
Figure 3.3: Communication Agent Platform
Communication Manager Agent
This agent is responsible of the communication with outdoors, i.e., when
certain agent has to send information outside is this agent who cares to send
it and reciprocally when some stakeholder wants to send some information
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to the system, the CMA is who receives that information and sends it to
the appropriated agent.
Their objectives/functionalities are:
• Notify the different stakeholders about important information in real
time
– To notify the doctor when a critical state is detected
– To notify the doctor and the pharmacy when the SPD is short of
supply
– To notify the pharmacy to send the person in charge to refill the
SPD
– To notify relatives about the information that they want (pre-
configured)
• Allow to the different stakeholders that have the corresponding per-
missions to make changes in the system
– Changes in the schedule
– Changes in the permissions of the people that can access to the
house
– Changes in the configuration of the level that decides when a
situation is critical
– Changes in which information has to receive each stakeholder
• Send information to the different stakeholders under demand (and
depending in the permissions of the stakeholder)
– Doctor asks for the history that keeps the user’s compliance with
the schedule
– A relative asks for the history of entrances and exits in the house.
The services offered by this agent are:
• Update medical schedule: the subscribed agents are notified about
the changes in the medical schedule inserted by the doctor at that
moment.
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• Update access permissions: to inform the subscribers about the changes
that has to be applied to the system at that moment related with the
permissions of the different stakeholders to go in and out of the house.
• Update alarm configuration: to inform the subscribers which level is
established for the evaluation of critical states.
And it is subscribed to the following services:
• Critical state: to know immediately when a critical state arises and
then communicate outdoors
• Medical history: to know who has the medical history and ask for it
when a stakeholder request it
• Access history: to know who has the access history and ask for it when
a stakeholder request it
• Alarm history: to know who has the alarm history and ask for it when
a stakeholder request it
Alarm Manager Agent
This agent is responsible to evaluate if a situation is critical or not, i.e., to
detect critical situations. It is receiving notification from the others agents
about irregularities in the perfect behaviour of the system and with the logic
that incorporates this agent is able to evaluate this irregularities. Their
objectives/functionalities are:
• Detect and evaluate if a situation is critical or not
The services offered by this agent are:
• Critical state: notifies immediately the subscribers if a critical situa-
tion arise
• Alarm history: service that sends the history of alarms under petition
And it is subscribed to the following services:
• SPDA alarm to be notified when the SPDA raises an alarm
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Figure 3.4: MAS Scheme
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• SMA alarm to be notified when the SMA raises an alarm
• MSA alarm to be notified when the MSA raises an alarm
• DMA alarm to be notified when the DMA raises an alarm
• ACMA alarm to be notified when the ACMA raises an alarm
• Update alarm configuration: to know which level of evaluation has to
be used to evaluate if a state is critical or not
3.2 Smart Pill Dispenser SPD
The SPD component is a piece of furniture, the physical tool that SPiDer
uses. Its responsibility is to interact with the user, make possible the func-
tionalities of the system that needs to interact with the user.
The SPD, as we commented reiteratedly has two main tasks:
• To notify the user when is time to medicate
• To dispense the correct medical dose to take at the correct moment
Before to explain their specific functionalities we consider relevant to
know its shape. To know it we present their design, which was built with
the tool Google Sketch Up
Google SketchUp intuitive and free tool to model anything that you can
imagine. With their use you can model a small object, invent a new
piece of furniture, decorate spaces, model a car, even a city. This is
possible because it is a powerful tool with a several intuitive tools that
allows the modelling. Also offers quite big information and examples
to learn how to use.
Well, the SPD is a piece of furniture designed with the propose of accom-
plish the aforementioned tasks. In this design we distinguish the following
components:
1. Set of user interfaces
2. Rolls
3. Tray
4. Drawer
5. Envelope
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Next we are going to see with more detail these components.
3.2.1 Interfaces
To interact with the patient the SPD has a set of input and output interfaces
(see Figure 3.5).
• The main output interfaces are the LEDS and the buzzer. This inter-
faces makes signals (luminous and sonorous respectively) to notify the
patient about the state of the SPD.
• The main input interface are the button, the movement sensor, and the
weight sensor. The button is the only element that the patient can use
to actively communicate directly with the dispenser. The movement
sensor is needed to detect when the patient is in front of the SPD and
the weight sensor is needed to detect when the patient has picked the
dose from the tray (which we will see in §3.2.3).
3.2.2 Rolls
The rolls are an internal component of the SPD which is completely hidden
from the patient (see Figure 4.2). The main functionality of the rolls is
to store the doses and to dispense them at the correct time by using a
rotating engine. In this design, the SPD has three doses components, each
one containing the medications prescribed for three different moments of the
day (e.g., morning, midday, night). The rolls keep the doses in a conveyor
belt and when is time to dispense one dose the conveyor belt is turned on
by a motor a certain amount of degrees, so the dose drops from the roll and
falls on the tray.
In order to fill the dispenser, the various doses must be introduced into
the correct rolls. That filling action must be performed by someone trust-
worthy.
3.2.3 Tray
The tray is the place where the doses will be dispensed (see Figure 3.7).
Once the dose have been placed there, the patient has to pick them from
the tray. When the patient does so, the SPD is capable of noticing it by
detecting a reduction in the weight on the tray.
3.2. SMART PILL DISPENSER SPD 39
Figure 3.5: SPD interfaces
3.2.4 Drawer
The drawer is the component used to store the doses dispensed but not
taken by the patient. When doses are supplied but the patient does not
pick them after a certain time, the dose will be hidden into the drawer (see
Figure 3.8). This is performed for safety reasons, so that the patient does
not get confused, take medications at the wrong time or even overdose by
taking pills previously dispensed.
3.2.5 Envelope
All these components are conforming the SPD. Since they need to stay
together, a piece of furniture is build to obtain the SPD (see Figure 3.9).
The envelope is that piece of furniture.
Accordingly, the SPD, with the aim of accomplish their tasks present
the following functionalities:
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Figure 3.6: SPD rolls
• Turn on the LEDs
• Turn on the Buzzer
• Detect a person when is in
front.
• Dispense a dose
• Detect a dose on the tray
• Detect when a dose is picked
• Detect when the patient pushes
the button
3.3 IAM
The IAM is responsible of the accesses to get in and out of the house. To
do that it contains the PhidgetRFID (mentioned in §2.2.4) and a domotic
door that is able to open and close itself without need of push anything.
Regarding to the domotic door, due to the fact that has not any interesting
feature related to the system (only has to open and close) we did not selected
any particular domotic door. Hence, we are not going to see more in deep
this particular element (we only assume that we are capable of open/close
it remotely from the system).
Nevertheless, this project is implementing the part corresponding to
identify and to decide if a person can go in and out of the house because
has relevant importance to take care of it. So, the PhidgetRFID has the
capability to identify and difference the different stakeholders. As we ex-
plained in §2.2.4 the PhidgetRFID is a reader of RFID tags. Hence, SPiDer
provides several tags to the different stakeholders that are involved in the
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Figure 3.7: SPD Tray
system which has an unique Id. Accordingly, when a stakeholder wants to
identify the only thing that has to do is put in close proximity the tag and
the reader and the reader will identify the stakeholder and let go in or not
depending of the system decision.
Accordingly the functionalities of this component are:
• To detect when a stakeholder is identifying himself (i.e., when a tag
is in close proximity with the reader)
• To evaluate if an identification at door is correct
• To open the door
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Figure 3.8: SPD Drawer
• To close the door
3.4 Use Cases
This section outlines SPiDer use cases. For each use case we will specify
the name of the use case, description, components of the system that are
involved (MAS, SPD, IAM) and if the MAS is involved also we specify the
platforms involved (SPD Agent Platform (SPDAP), IAM Agent Platform
(IAMAP) and Communication Agent Platform (CAP)), the agents and the
services that are intervening in the use case.
First of all we present the diagram with all the use cases of SPiDer (see
Figure 3.10).
Now we are going to specify each use case with the respective contracts
and a full description of the whole use case execution.
3.4.1 Use case “Dispense dose”
Name: Dispense dose
Actors: Patient, System
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Figure 3.9: SPD
Brief description: The full process of dispense a dose.
Components: SPD, MAS
Platforms: SPDAP, CAP
Agents: SPDA, MSA, SMA, AMA, CMA
Services: Current event, Dose taken/hidden/not dispensed, Pa-
tient did not come
Textual Description
In this use case, which is the most complex we show an activity diagram
(see Figure 3.11) to a better understand of the full description. To the rest
of use cases we consider that the full description is clear enough for a good
understanding.
Initial State
MSA and SMA, both know when it is time to take the medication, raises the
event Current event. Therefore, these agents notify the subscribers (SPDA)
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Figure 3.10: Use Case Model
that it is time to medicate.
Normal Iteration
1. SPDA receives the notification of the MSA and/or SMA. This use
case has two notifications for security reasons. If the MSA or the
SMA brokes the same event is replicated so the possibility that this
use case fails decrease considerably. Hence, the SPDA needs only one
notification to actuate. The next step is notify the user through the
buzzer (sonorous signals) and the LEDs (luminous signals) and waits
the patient to come. From here, two scenarios are possible. First we
are going to see the normal scenario [Normal 2]. Then we will see the
alternative one [Alternative 1]
2. SPDA detects that the patients is in front of the SPD. Enable the
button and again two scenarios are possible: if the patient pushes the
button [Normal 3] or if not [Alternative 1]
3. SPDA detects that the patient pushes the button, then, SPDA dis-
pense the dose and waits for the patient to pick up the dose. Again
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Figure 3.11: Activity Diagram [Dispense Dose]
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two scenarios are possible: if the patient picks up the doses [Normal
4] or if not [Alternative 1]
4. SPDA detects that the dose has been picked up, so, raise the event
Dose taken and notifies the subscribed agents (MSA and SMA)
5. On one hand, the MSA is notified that the dose has been picked, then
save that fact to the medical history and the use case ends. On the
other hand, the SMA is also notified that the dose has been picked
and the user case ends. This replication, as aforementioned, is only
per security reasons
Alternative Iteration
1. The SPDA, after a certain time, detects that or the patient does not
come in front of the dispenser, or does not pushed the button or does
not picked up the dose. Consequently, raise the respective event (Dose
not dispensed/hidden or Patient did not come) and notifies the sub-
scribed agents (MSA and SMA)
2. On one hand, the MSA is notified that the patient did not come in
front of the dispenser or the patient came but did not push the button
or did not pick up the dose. The MSA saves this information to the
medical history and notifies about this irregularity to the subscribers
of the event MSA Alarm (AMA). On the other hand, SMA is also
notified, and also notifies about this irregularity to the subscribers of
the event SMAAlarm (AMA)
3. AMA is notified about about an irregularity. Evaluates the situation
and save the result to the alarm history. If the situation is not critical
the use case ends. If it is critical notifies the subscriber of its service
Critical situation (CMA)
4. CMA is notified about a critical situation. Hence, notifies about this
critical situation to the doctor immediately and the use case ends.
3.4.2 Use case “Refill SPD”
Name: Refill SPD
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Actors: Specialized person
Brief description: A person comes to the house, he/she must identify him-
self/herself at door, go in and proceed to manually refill the SPD, then
go out by identifying himself again.
Components: SPD, IAM, MAS
Platforms: IAMAP, CAP
Agents: DMA, EMA, ACMA, AMA, CMA
Services: SPD refilled, Access request, Door to open, ACMA
alarm, Critical situation
Textual Description
Initial State
The person in charge of refill the dispenser comes at home and to go in
identifies at door.
Normal Iteration
1. EMA detects that a person is identifying at door and raises the event
Access request. Therefore, it notifies the subscribers (ACMA)
2. ACMA evaluates if the person who is identifying at door has permis-
sions to go in. Here, two scenarios are possible: if the person has
permissions [Normal 3] or if has not [Alternative 1]
3. The person has permissions, hence, ACMA notifies to the Door to open
service subscribers (DMA) that the door has to open [Normal ]. Also
detects that the person who is identifying is the person in charge of
refill the SPD. Accordingly, notifies at the subscribers of the service
Refiller home (SPDA) that the person in charge of refill the SPD is at
home.
4. DMA receives the notification to open the door
5. SPDA is notified that the person in charge of refill the SPD is at home.
Therefore, disable the functionalities of the SPD.
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6. The person in charge of refill the SPD manually refills it and push the
button when is refilled.
7. The SPD detects that is full of supplies and consequently SPDA knows
that. Enable again the functionalities of the SPD and notifies the
subscribers of the service SPD refilled (ACMA) that the SPD is full
of supplies.
8. EMA detects that a person is identyfying at door and raises the event
Access request. Therefore, notifies the subscribers (ACMA).
9. ACMA detects that the person who is identifying at door is the person
in charge of refill the SPD. If the SPD is full of supplies notifies to the
Door to open service subscribers (DMA) that the door has to open.
10. DMA receives the notification to open the door. The use case ends.
Alternative Iteration
1. The person has no permission to go inside the house. Then, ACMA
raise the event ACMA alarm and notifies the subscribers (AMA).
2. AMA is notified about the incorrect access try and evaluate it. Again,
two scenarios are possible: if the evaluation ends in a critical state
[Alternative 3] or not [Alternative 5].
3. AMA evaluates that the situation is critical. Then save the alarm
notification to the alarm history and notifies the subscribers of its
service Critical situation (CMA).
4. CMA is notified about the critical situation and notifies the corre-
sponding stakeholder (e.g., pharmacy, relative). The use case ends.
5. AMA evaluates that the situation is not critical. Then save the false
alarm notification to the alarm history and the use case ends.
3.4.3 Use case “Set schedule”
Name: Set schedule
Actors: Doctor
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Brief description: Set the schedule to follow
Components: MAS
Platforms: SPDAP, CAP
Agents: MSA, SMA, CMA
Services: Update medical schedule, Month schedule
Textual Description
Initial State
The doctor wants to set the medical schedule. Therefore, it sends a Tweet
to the system with the required information.
Normal Iteration
1. CMA receives the Tweet, process it and notifies the subscribers of its
service Update medical schedule (MSA) about the schedule to follow.
2. MSA is notified with the medical schedule to follow. It save it and
sends a copy with the medical schedule for the following month to the
subscribers of its service Month schedule (SMA).
3. SMA receives an updated copy of the medical schedule for the following
month. Then the use case ends.
3.4.4 Use case “Update schedule”
Name: Update schedule
Actors: Doctor
Brief description: Updates the schedule to follow
Components: MAS
Platforms: SPDAP, CAP
Agents: MSA, SMA, CMA
Services: Update medical schedule, Month schedule
Textual Description
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Initial State
The caregiver wants to update the medical schedule (e.g., add a dose/s,
modify dose/s, remove a dose/s). Accordingly, it sends a Tweet to the
system with the required information.
Normal Iteration
1. CMA receives the Tweet, process it and notifies the subscribers of
it service Update medical schedule (MSA) about the changes in the
medical schedule if the caregiver has the respective permissions.
2. MSA is notified with the changes to immediately apply to the medical
schedule. It applies the changes and sends a copy with the medical
schedule for the following month to the subscribers of its service Month
schedule (SMA)
3. SMA receives an updated copy of the medical schedule for the following
month. Then the use case ends
3.4.5 Use case “Advance Dose”
Name: Advance Dose
Actors: Relative
Brief description: Advance the dispense of one ore more doses
Components: MAS, SPD
Platforms: SPDAP, CAP
Agents: MSA, SMA, CMA, SPDA
Services: Update medical schedule, Month schedule
Textual Description
Initial State
A relative wants to advance a certain number of doses because the patient
will be some days out of the house. Accordingly, he sends a Tweet to the
system with the required information.
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Normal Iteration
1. CMA receives the Tweet, process it and notifies the subscribers of it
service Current event (SPD).
2. SPD is notified about what doses has to dispense. It dispense the
required doses and notifies the subscribers of it service Dose taken
(MSA, SMA).
3. SMA receives the information, but does nothing. MSA also receives
the information, keep the results on the medical history and the use
case ends.
3.4.6 Use case “Set information alerts”
Name: Set information alerts
Actors: Administrator
Description: Configuration of which information has to be sent, and to
whom
Components: MAS
Platforms: CAP
Agents: CMA
Services: None
Textual Description
Initial State
The administrator of the system wants to establish the configuration of the
alerts (i.e., for each information to send, to whom has to be sent it). Hence,
sends a Tweet to the system with the corresponding information.
Normal Iteration
1. CMA receives the Tweet, process it and update its own policies about
whom to send each kind of information. The use case ends here
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3.4.7 Use case “Set critical level”
Name: Set critical level
Actors: Administrator/Doctor
Description: Configuration of the level to evaluate whether a situation is
critical
Components: MAS
Platforms: CAP
Agents: CMA, AMA
Services: Update alarms configuration
Textual Description
Initial State
The system administrator or the doctor wants to establish or change the
level which is using AMA in its algorithm to evaluate if a situation is critical
or not. Therefore, it sends a Tweet to the system with the corresponding
information.
Normal Iteration
1. CMA receives the Tweet, process it and sends the information to the
subscribers of its service Update alarm configuration (AMA)
2. AMA receives the notification with the new level to use in its algorithm
to evaluate if a situation is critical. The use case ends
3.4.8 Use case “Set information permissions”
Name: Set information permissions
Actors: Administrator
Description: Configuration of which stakeholder should receive each kind
of information (e.g., in case that a dose has been missed by the patient
the system should advert the doctor, may also advert the relatives,
etc.)
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Components: MAS
Platforms: CAP
Agents: CMA
Services: None
Textual Description
Initial State
The system administrator wants to establish or change the information per-
missions (i.e., for each piece of information to whom it should be sent).
Accordingly, sends a Tweet to the system with the corresponding permis-
sions.
Normal Iteration
1. CMA receives the Tweet, process it and save in its configuration to
whom has to sent each information. The use case ends here.
3.4.9 Use case “Ask for a report”
Name: Ask for a report
Actors: Doctor, relative, pharmacy.
Description: Request to the system to obtain a given information (e.g.,
asking for the history of the adherence with the schedule)
Components: MAS
Platforms: CAP
Agents: MSA, AMA, CMA, ACMA
Services: Medical history, Access history, Alarms history, CMA
Alarm, Critical Alarm
Textual Description
54 CHAPTER 3. SPECIFICATION
Initial State
Some stakeholder asks for a given piece of information from the system
(e.g., the doctor asks for the history of alarms history, a relative asks for the
access history). Therefore, the stakeholder sends a Tweet asking for that
information.
Normal Iteration
1. The CMA receives the Tweet, process it and checks the information
permissions. Two scenarios are possible depending if the stakeholder
has the permissions to access to that information [Normal 2] or not
[Alternative 1].
2. The stakeholder has the corresponding permission. The CMA knows
which agent has each information because is subscribed to the respec-
tively services (e.g., Medical history, Accesses history, Alarms history).
Depending of the requested information the CMA asks for the informa-
tion to the appropriate agent (e.g., MSA, ACMA, AMA respectively).
3. The agent that knows the requested information solicited receives the
request for its subscriber CMA for a given piece of information and
sends it as an answer.
4. CMA receives the correct information and sends a Tweet to the stake-
holder answering to the petition. The use case ends.
Alternative Iteration
1. The CMA detects that the stakeholder has not the respective permis-
sions. Hence, CMA notifies the subscribers of its service CMA Alarm
(AMA) about the incorrect request.
2. AMA is notified that a incorrect request had place and evaluate if that
fact leads into a critical state [Alternative 3] or not [Alternative 5].
3. AMA evaluates that the incorrect request leads into a critical state
and saves the information to the alarms schedule. Therefore, informs
the subscribers of its service Critical situation (CMA).
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4. CMA is notified about the critical state and forwards the notification
to the corresponding stakeholder. The use case ends
5. AMA evaluates that the incorrect request does not suppose a critical
state and saves the information to the alarms schedule. The use case
ends.
3.4.10 Use case “Set access permissions”
Name: Set access permissions
Actors: Administrator
Description: Set the permissions to go in and out of the house
Components: MAS
Platforms: CAP
Agents: ACMA, CMA
Services: Update access permissions
Textual Description
Initial State
The administrator or the caregiver wants to set or update the access per-
missions to the house. Consequently, it sends a Tweet to the system with
that information.
Normal Iteration
1. The CMA receives the Tweet and process it. Sends the information
to the subscribers of its service Update access permissions (ACMA).
2. ACMA receives the new access permission to the house and implement
it. The use case ends.
3.4.11 Use case “Stakeholder identifies”
Name: Stakeholder identifies
Actors: Stakeholder who comes to the house
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Description: Stakeholder want to come to the house
Components: IAM, MAS
Platforms: IAMAP, CAP
Agents: DMA, EMA, ACMA, AMA, CMA
Services: Access request, Door to open, ACMA alarm, Critical
situation
Textual Description
Initial State
A stakeholder comes to the door and to go in or out the house identifies at
door.
Normal Iteration
1. EMA detects that a person is identifying at door and raises the event
Acess request. Therefore, notifies the subscribers of its service Access
request (ACMA).
2. ACMA evaluates if the person who is identifying at door has permis-
sions to go in. Here, two scenarios are possible: if the person has
permissions [Normal 3] or not [Alternative 1].
3. The person has permissions, hence, ACMA notifies to the Door to open
service subscribers (DMA) that the door has to open. If the person is
the patient it also notifies to the subscribers of its service Patient at
home (SPDA) that the patient is who has been identified.
4. SPDA receives information about the fact that the patient has been
identified. Consequently, if the patient was at home means that is
going out, and otherwise means that is coming. The SPDA stores
that information to keep updated if the patient is at home or not.
5. DMA receives the notification to open the door. It open the door and
the use case ends.
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Alternative Iteration
1. The person has no permission to go inside the house. Then, ACMA
raise the event ACMA alarm and notifies the subscribers (AMA).
2. AMA is notified about the incorrect access try and evaluates it. Again,
two scenarios are possible: if the evaluation ends in a critical state
[Alternative 3] or not [Alternative 5].
3. AMA evaluates that the situation is critical. Then save the alarm
notification to the alarm history and notifies the subscribers of its
service Critical situation (CMA).
4. CMA is notified about the critical situation and notifies the corre-
sponding stakeholder (e.g., relative). The use case ends.
5. AMA evaluates that the situation is not critical. Then, save the false
alarm notification to the alarm history and the use case ends.
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Chapter 4
Implementation
In this chapter we are going to explain the system implementation. The
MAS is the component which incorporates the intelligence to the system,
i.e., the logic. However, the MAS needs interaction with the environment
and to do so it uses the two external components: the SPD and the IAM.
It also needs to communicate with the stakeholders who are outside of the
house. As said before, with that purpose we will use the popular social
network Twitter.
Accordingly, in this chapter will first outline the SPD and IAM imple-
mentations. Then we will focus on the explanation of the Twitter API used
by the system to communicate outdoors, and before presenting the MAS
implementation we will see how the connection between the different com-
ponents is made. Finally, we will explain the implementation of the MAS.
4.1 SPD
Inhere we will first present how the SPD is actually built, but we will also
outline how it works. That is, the hardware that it uses and the code to
make the SPD work to accomplish its functionalities.
4.1.1 Construction
So far we have defined what the SPD is, which are its functionalities and
how is it designed. The next step is therefore to build it. To build the
SPD, as presented in §3.2, we built a piece of furniture to package all the
SPD components. To build that piece of furniture we used wood and to do
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all the cutting, sanding and pasting processes we used professional tools
and machines. Accordingly, we required of a professional wooden factory for
that purpose. The first task was to cut the wooden following the measures
of the design showed in §3.2. The second step was to sand the pieces and
finally fit those pieces in such a way that all of them composite the SPD1.
Next, we outline some pictures about the factory where the SPD was built
and of different phases of the construction process.
Figure 4.1: Factory where we built the SPD
4.1.2 Hardware
As said before, the SPD is built with the aim of interacting with the
surrounding environment. To do so, it is equipped with several sensors
and actuators, as presented in §2.2.2. Just as a reminder, the next list
shows the sensors and actuators used by SPiDer (see Figure 4.6 and Figure
4.7):
1The process of building the SPD was more complicated, taking care of more details in
order to fit the pieces, several precautions had to be taken to use the machines and some
tools, etc. However, that information is not interesting in the scope of this project
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Figure 4.2: Some pictures of the building process of the SPD rolls
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Figure 4.3: Some parts of the construction of the SPD top module
• LEDs
• Button
• 30 mm Piezo Buzzer
• Grove - PIR Motion Sensor
• Force Sensitive Resistor Square
• 3 SpringRC SM-S4303R Con-
tinuous Rotation Servo
• Small DC Motor 4.5V
• Piezo Vibration Sensor LDT0-
028K
Those sensors and actuators are embedded into the SPD in order to
accomplish its goals. To manage all of this sensors and actuators Arduino
Uno is used (see Figure 4.8).
The SPD is a component that is intimately related with the MAS because
it is managed by one of the agents of the MAS, concretely by the SPDA
from the platform SPDAP (in fact, the SPD can be considered part of the
SPDA). Later on, we will see how the platform SPDAP runs on a Raspberry
Pi. Consequently, the SPD is also equipped with a Raspberry Pi, which
directly communicates with the Arduino Uno with the goal of managing the
SPD from the MAS. In other words, the sensors and actuators are connected
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Figure 4.4: Some parts of the construction of the SPD bottom module
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Figure 4.5: SPD drying
to the Arduino board. The Arduino receives and sends data from those. At
the same time the Raspberry Pi communicates with the Arduino Uno, in
order to control the actuators and sensors. Such control will be ruled by the
behaviour of the agent SPDA, which is ultimately the one controlling all the
devices of the dispenser.
4.1.3 Code - Arduino Uno
In this section we present some code snippets which show how the SPD
works. To make the SPD work, we need to program the control of the
hardware components. As said in §4.1.2, the SPD contains sensors, actua-
tors, an Arduino Uno and a Raspberry Pi. The sensors and actuators are
directly connected to the Arduino and are controlled through the program-
ming of the Arduino. The Raspberry Pi is in charge of allocating a part of
the MAS, we will see its programming later on in §4.4.
Hence, in this section we focus on explaining the programming of the
Arduino Uno. First of all we will see the general programming of an Arduino.
Next we will see some code snippets to show how the sensors and actuators
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(a) LDT0-028K (b) Force Sensitive
Resistor
(c) PIR Motion Sen-
sor
(d) Button
Figure 4.6: Sensors
(a) Piezo Buzzer (b) DC Motor 4.5V (c) LEDs (d) SM-S4303R
Figure 4.7: Actuators
Figure 4.8: SPD with the related hardware
66 CHAPTER 4. IMPLEMENTATION
are activated and controlled (we are not going to see all of them because
their behaviour is quite similar). Finally, we will present the code used by
SPiDer.
General coding
The Arduino Uno is programmed using the Arduino programming lan-
guage (based on Wiring) and through the Arduino development environ-
ment (based on Processing). The way Arduino Uno works is by executing
repeatedly a single loop until it is turned off. However, it offers some pre-
defined functions to program specific actions. For all the programs two of
those functions are always used:
• setup(): Called when the Arduino board is turned on or has been
restarted. This is the function where the code to set up the board
must be located (which pins are for input, which pins are for output,
which port to use for the external communications, variables initial-
ization, etc.). This function is executed once.
• loop(): After the execution of setup() this function is called repeat-
edly. This is the function where the code to interact with the different
sensors/actuators plugged into the board will be located (e.g., read a
sensor, process the data, control the actuators, etc).
In the context of this project another predefined function is used:
• serialEvent(): Called each time that the code of the loop() function
is executed only and strictly only if there is any data on the serial
buffer (due to the fact that the Raspberry Pi, as we will see later on
in §4.4.1 is using this channel to manage the Arduino Uno).
The next code snippet shows the usual taxonomy of Arduino code:
// Includes
// Place to put the global variables and constants
void setup() {
// Place to put the initialization code
}
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void loop(){
// Place to put the main code
}
void serialEvent() {
// Place to deal with the data from the Serial channel
}
Sensors & Actuators coding
Here we present some code snippets to show how Arduino controls the sen-
sors. Both the sensors and the actuators can work with digital and analog
values. In this section we outline one example for each case. For the sensors,
we are going to see an example of how a button works (digital sensor) and
how a movement sensor works (analog sensor). For the actuators we are
going to see how a LED works (digital actuator) and how a servo works
(analog actuator).
Button
First, we are going to present how a button works with Arduino. A button
is a sensor that sense when it is pressed. When we read its value through the
Arduino hardware it may have two values: pressed or not. To know if the
button is pressed we check their value each time that the loop is executed.
So, when the button is pressed we will read a 1, 0 if it is not. Due the
fact that the button is pressed only an instant, it can happen (it is very
weird but can happen) that the patient is faster than a loop iteration so the
pulsation can be missed. To avoid that, the following snippet shows the use
of the interruptions.
Interrupt is an event that launches a function to be immediately executed
when some action take place, regardless of the part of the code we
being computed at the moment. The number of interrupts are limited
to two, in the case of Arduino Uno, so its important to use them
strictly.
To avoid missing the button pulsation we configure the button as an
interruption. Hence, when the button is pressed a function is called (i.e.,
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the interruption raises) and we mark a flag (boolean variable). Then, at
the next iteration of the loop we will see that the button was pressed. The
following code shows how such code works (explained with comments).
// Flag to know if the button has been pressed
volatile boolean buttonPressed = false;
void setup() {
/**
* The interrups are always input events
* 0 means that is attached at pin 2 which
* Arduino associates with interrupt 0
* buttonRising is the name of the interrupt function
* RISING specifies that we want to raise the
* interrupt when the value change from 0 to 1
**/
attachInterrupt(0, buttonRising, RISING);
}
void loop(){
//we read the flag to know if the button is pressed
if (buttonPressed) {
//Button has been pressed
buttonPressed = false;
delay(1000);
} else {
//Button has not been pressed
}
}
//Function that raises when the button is pressed (interruption)
void buttonRising() {
//flag activated
buttonPressed = true;
}
Pir Motion Sensor
The movement sensor detects when anything is moving in front of it. It
works with a range of values from 0 to usually 1024 (anyway, it can be
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mapped to a range from 0 to 100). To know if there is something moving in
front of the sensor we check its value at each iteration of the loop. This case
is different from the case of the button in terms of how it gets activated.
With the button exists the possibility that the button is pressed faster than
one iteration of the loop (more possible if the loop contains delays), on the
contrary, its impossible that something moves in front of the dispenser and
goes out of the range of sensing of the sensor faster than one iteration of
the loop. Hence, it is enough to read the value of the sensor at each loop
iteration in order to detect if something/someone is in front. The following
code snippet shows how to use an analog sensor:
// Variable that contains the analog pint where is connected
// the analog sensor
// Analog sensor connected to analog pin 0
const int aSensor = A0;
// Value of the analog sensor
int analogValue;
void setup() {
// Analog value initialized to 0
analogValue = 0;
}
void loop() {
// Reading of the analog sensor value
// analogValue contains 0 (if is the first iteration)
// analogValue contains the value of the previous iteration
analogValue = analogRead(aSensor);
// now analogValue contains the readed value in this iteration
}
However, in the case of the digital sensors, most of them can be used
like a digital sensor. Such is the case of the movement sensor for SPiDer
is used in such way. When an analog sensor is used like a digital one, any
value greater than 0 is mapped to 1. The following code snippet shows how
the PIR Motion Sensor is used in SPiDer
// Variable that contains the digital pin where is connected
// the movement sensor
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const int pinSensorPIR = 4;
int PIR_value; //value of the movement sensor
void setup() {
pinMode(pinSensorPIR, INPUT) //digital pin ‘‘pinSensorPIR’’
// is for input
PIR_value = 0; //sensor movement value initialized to 0
}
void loop() {
PIR_value = digitalRead(pinSensorPIR); // PIR_value contains
// the value sensed
if (PIR_value == HIGH) { //HIGH = 1
// if is detecting movement we add a delay to verify
// the movement
delay(2000);
if (PIR_value == HIGH) {
// if after waiting 2 seconds still there are movement
// we can verify that something is in front of the
// sensor in movement
}
} else {
// nothing in front
}
}
Later on, in the main code we will see how the use of another analog
sensor used by SPiDer is implemented.
LED
The LED is one of the simplest actuators, it just can be turned on (value
1) or turned off (value 0). It is very easy to control it using Arduino. The
code snippet below shows an example.
// Constant that contains the digital pin where is connected
// the LED
const int led = 13;
void setup() {
pinMode(led, OUTPUT); // initialize the digital pin as
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// an output.
}
void loop() {
digitalWrite(led, HIGH); // turn the LED on
digitalWrite(led, LOW); // turn the LED off
}
Servo
The servo is an analog engine that allows both its activation and the velocity
control of the rotation. The following code shows how it works:
#include <Servo.h> //needed to use the servo
Servo myServo; // create servo object to control a servo
int v; // variable to store the servo velocity
// 90 --> stopped
// 0 --> full velocity in counter-clockwise
// 180 --> full velocity in clockwise
void setup()
{
myservo1.attach(9); // attaches the servo on digital pin 9
// to the servo object
}
void loop()
{
v= 180;
myServo.write(v); // tell servo to go at maximum velocity
// in clockwise
}
We can also put a medium value to tell the servo to go slower.
SPiDer code
In the context of the SPiDer system, the Arduino Uno has no responsibilities
regarding when to act. It does not have the necessary information, and it
only knows how to perform certain actions, and how to sense its direct
environment. The one in charge of knowing when to perform the different
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tasks is the MAS. Hence, the Arduino code has the necessary knowledge to
perform all the functionalities (related to the SPD) but it has no idea about
when to perform it, or why. The one actually controlling the Arduino Uno,
and ordering it to obtain data through its sensors or activate its actuators
is the Raspberry Pi, which contains the SPDA which communicates to the
Arduino Uno when to act.
Previously we saw how to independently use the sensors and actuators,
which is relatively straightforward. Putting the functionalities together,
however, is not so easy. The Arduino has only one execution thread, one
loop that is executed indefinitely time after time, but we want to execute
different things depending on the state we are in the context of SPiDer. For
example, if it is not time to medicate we want the SPD to do nothing. On
the contrary, if it is time to medicate we want the SPD to start the process
of dispensing a dose, which is a process that contains several steps, each step
working with different sensors/actuators. This section shows the main code
used by SPiDer to dispense a dose. We will outline the code by parts to
make it easier to understand. We will also explain the relevant components
of the code in-line through comments, however, a paragraph will be written
above/below of each part of code if an explanation is needed.
First of all, before going any further with the code, we introduce a textual
description of the principal features of that code. When the SPD (Arduino)
receives the notification from the SPDA that it is time to dispense a dose it
has to start a process that has several steps. Hence, we define several states
that defines the phases through which the SPD must go. These states are:
• IDLE: the Arduino does nothing
• NOTIFYING USER: the Arduino notifies the patient through sonorous
(alarm through the buzzer) and visual (red LED) signals
• WAITING FOR BUTTON: the Arduino is waiting for the button to
be pushed
• DISPENSING: the Arduino is dispensing the dose. Now the red LED
is off and the orange LED is on
• WAITING FOR PICK DOSE: the Arduino is waiting for the dose to
be picked up
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• WAITING FOR FINISH: the Arduino is waiting to be alone (i.e., wait
for the patient to go out of its range of sensing for a while) to go back
to IDLE mode. Now the orange LED is off and the green LED is on
This states covers the different states over the process of dispensing a
medical dose. Now, we list the events that makes the transitions between
states to understand the logic process of dispense a dose:
• IDLE - NOTIFYING USER : the Arduino receives a signal (through
the serial channel) from the SPDA to start the process
• NOTIFYING USER - WAITING FOR BUTTON: the Arduino senses
that the patient is in front of the SPD through the movement sensor
• WAITING FOR BUTTON - DISPENSING: the Arduino detects that
the button has been pushed
• DISPENSING - WAITING FOR PICK DOSE: the dose has been dis-
pensed
• WAITING FOR PICK DOSE - WAITING FOR FINISH: the dose has
been picked up
• WAITING FOR FINISH - IDLE: the patient is gone
Now that we know all the states that take place in the process of dispens-
ing a dose and the transitions between those states we are going to show the
different code snippets that conforms the main code. First, in the following
code snippet we can see the constants and variables needed:
// Libraries
#include <Servo.h>
#define NOTE_1 262 // specifies one note of the sonorous alarm
#define NOTE_2 196 // specifies one note of the sonorous alarm
#define NOTE_3 400 // specifies one note of the sonorous alarm
#define FLEX_THRESHOLD 12 // threshold of the flexibility sensor
#define WEIGHT_THRESHOLD 100 //threshold of the weight sensor
#define TIME_BETWEEN_NOTES 200 //time to change the note of
// the melody
// States of the SPD
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#define IDLE 500
#define NOTIFYING_USER 501
#define WAITING_FOR_BUTTON 502
#define DISPENSING 503
#define WAITING_FOR_PICK_DOSE 504
#define WAITING_FOR_FINISH 505
// Constants
// orders
const int DISPSENSE_DOSE = 0;// order definition
// pins definition (where is connected each sensor)
const int pinGreenLED = 12;
const int pinOrangeLED = 11;
const int pinRedLED = 10;
const int pinBuzzer = 8;
const int pinSensorPIR = 4;
const int buttonInterrupt = 0;
const int pinFlexSensor = A0;
const int pinWeightSensor = A1;
const int weightInterrupt = 1;
const int pinServo = 9;
//Variables
Servo myServo; // object to control the servo
int STATE; // variable that represents the current state
long time;
long timeOld;
int note;
int movementCount;
boolean buttonPressed;
int flexValue;
boolean doseDispensed;
boolean dosePickedUp;
The following code shows the setup function where all the variables are
initialized, the configuration of the pins and the interruptions.
void setup() {
// configuration of the serial channel to receive orders
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Serial.begin(9600);
// the pins where are connected the LEDs are an OUTPUTs
pinMode(pinRedLED, OUTPUT);
pinMode(pinOrangeLED, OUTPUT);
pinMode(pinGreenLED, OUTPUT);
pinMode(pinSensorPIR, INPUT);
// configuration of the interrupts
attachInterrupt(buttonInterrupt, i_buttonRising, RISING);
attachInterrupt(weightInterrupt, i_doseDetected, RISING);
// initial state is IDLE
STATE = IDLE;
// variables to control time between actions
time = millis();
timeOld = millis();
// the initial note is NOTE_1
note = NOTE_1;
// initial values of the rest of the variables
movementCount = 0;
buttonPressed = false;
flexValue = 0;
doseDispensed =false;
dosePickedUp = false;
}
The next snippet shows the loop that is executed time after time indef-
initely:
void loop() {
// acts in function of the STATE
switch (STATE) {
case IDLE:
// if the current state is IDLE does nothing
break;
case NOTIFYING_USER:
// has to notify the user
f_notifyPatient(); // function to notify the user
f_checkMovement(); // function to check if the patient
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// is in front
break;
case WAITING_FOR_BUTTON:
// has to wait that patient pushes the button
f_checkButton(); // function to know if the button has
// been pushed
break;
case DISPENSING:
// has to know when to stop the motor that is dispensing
// the dose
f_checkFlexSensor(); // function to know when the dose
// has been dispensed
break;
case WAITING_FOR_PICK_DOSE:
// has to know when the dose has been picked up
f_checkDosePicked(); // function to know if the dose
// has been picked up
break;
case WAITING_FOR_FINISH:
// has to know when the patient’s gone to go back to IDLE
f_checkPatientGone(); // function to know if the
// patient’s gone
break;
}
}
The code above shows the main workflow of the SPiDer Arduino code.
This code, however, is using several functions, which are explained in the
snippets below.
The function f notifyPatient makes the buzzer sound and turns on the
red LED. The sonorous notification (alarm) uses different notes. To make
a melody each note sounds certain period of time. To make a note sound
along a certain period of time in order to build a melody we could use a
delay. However, that option causes the code to be blocked, which is a risk
of missing the reading of other sensors. We cannot execute the melody in
another thread due hardware limitations. Hence, to handle this problem two
variables are used (time and timeOld) in order to control at each loop cycle
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how much time has been ringing the note assuring at the same time that the
rest of the code is executed. Accordingly, we need to work with independent
measures (save the milliseconds to calculate time intervals) to be efficient
and react in time, avoiding delays sensing the environment. Such delays
could lead to unexpected or undesirable results (which is one of the typical
problems working with micro- controllers that are using multiple sensors
and actuators and some of its functionalities need delays).
void f_notifyPatient() {
// Alarm
time = millis(); // actual time in milliseconds
if ((time - timeOld) > TIME_BETWEEN_NOTES) {
// if it is time to change the note we change it
// sequentially
if (note == NOTE_1) {
note = NOTE_2;
} else if (note == NOTE_2) {
note = NOTE_3;
} else {
note = NOTE_1;
}
tone(pinBuzzer, note); // Arduino function to make
// sound the buzzer
timeOld = time; // we save the actual time for
// the next iteration
// Red LED
digitalWrite(pinRedLED, HIGH); // turn on the red LED
}
}
The next function checks if the patient is in front of the SPD and is called
when the current state is NOTIFYING USER. When the patient arrives
(i.e., the movement sensor detects movement within a minimum interval of
time) it makes the transition to the WAITING FOR BUTTON state and
stops the sonorous notification.
void f_checkMovement() {
if (digitalRead(pinSensorPIR) == HIGH) {
78 CHAPTER 4. IMPLEMENTATION
movementCount++;
if (movementCount == 10) {
// if we detect movement 10 consecutive iterations we
// change the state
STATE = WAITING_FOR_BUTTON; // change the current state
noTone(pinBuzzer); // stops the notification
movementCount == 0;
}
} else {
movementCount = 0;
}
}
The f checkButton checks if the button has been pressed and it is called
when the current state is WAITING FOR BUTTON. When the button has
been pressed it makes the transition to the DISPENSING state, and also
starts the engine to start the physical dispensation of the dose.
void f_checkButton() {
if (buttonPressed) {
// if the button has been pressed
buttonPressed = false;
// Orange LED
digitalWrite(pinRedLED, LOW); // turn off the red LED
digitalWrite(pinOrangeLED, HIGH); // turn on the orange LED
// Time to dispense
f_startDispensing(); // function to start the dispensing
STATE = DISPENSING; // change of state
}
void f_startDispensing() {
myServo.attach(pinServo); // attach myServo to the servo
// connected at pinServo
myServo.write(20); // turn on the servo to dispense the dose
}
}
The function f checkFlexSensor is used to know when to stop the servo
that is dispensing the dose (i.e., rotating the engine). The engine that dis-
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pense a dose activates a flexibility sensor when the rotation needed to dis-
pense a dose is finished. Thus, when the flexibility sensor detects such input,
it the servo is stopped and the transition to the state WAITING FOR PICK DOSE
is made.
void f_checkFlexSensor() {
flexValue = analogRead(pinFlexSensor);
if (flexValue > FLEX_THRESHOLD) {
// Stop Dispensing
myServo.write(90); // stop the servo
myServo.detach(); // detach the servo
STATE = WAITING_FOR_PICK_DOSE; // change the current state
flexValue = 0;
}
}
The next function changes the current state once the dose has been
taken. It also turns the orange LED off and the green LED off.
void f_checkDosePicked() {
if (dosePickedUp) {
// Dose picked
// Green LED
digitalWrite(pinOrangeLED, LOW);
digitalWrite(pinGreenLED, HIGH);
STATE = WAITING_FOR_FINISH;
dosePickedUp = false;
doseDispensed = false;
}
}
The next function detects when the patient is gone and makes the change
back to the IDLE state.
void f_checkPatientGone() {
if (digitalRead(pinSensorPIR) == LOW) {
movementCount++;
if (movementCount == 500) {
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STATE = IDLE;
noTone(pinBuzzer);
movementCount == 0;
// Green LED off
digitalWrite(pinGreenLED, LOW);
}
} else {
movementCount = 0;
}
}
The next snippet shows the two interruptions used by SPiDer on the
Arduino code. The first is to activate a flag (which is consulted in the
corresponding function) when the button is pressed, and the second one
does the same but with the weight sensor (to detect when the dose is picked
up from the tray of the SPD).
void i_buttonRising() {
if ((STATE == NOTIFYING_USER) ||
(STATE == WAITING_FOR_BUTTON)) {
buttonPressed = true;
}
}
void i_doseDetected() {
switch (STATE) {
case DISPENSING:
doseDispensed = true;
break;
case WAITING_FOR_PICK_DOSE:
dosePickedUp = true;
break;
}
}
Finally, the next snippet shows how the orders sent by the SPDA are
interpreted by the Arduino. When a DISPENSE DOSE order arrives, the
Arduino will start the process of dispensing a dose by the transition from
the IDLE state to NOTIFYING USER state.
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void serialEvent() {
int n = Serial.read() - ’0’;
switch (n) {
case DISPSENSE_DOSE:
STATE = NOTIFYING_USER;
time = millis();
timeOld = millis();
break;
}
}
More code is implemented to manage abnormal situations but is not
presented here. The returns of this code related with the abnormal situations
is not presented either for reasons of space and scope (this code will return
an integer through the serial channel which will be received by the SPDA
and that code represents different possible ends of the process: the dose
has been hidden; the dose has been taken; etc.). Be as it may, the code
presented here is enough to understand all the methodologies used in terms
of Arduino programming.
4.2 IAM
IAM is composed by the PhidgetRFID (to identify the stakeholders going in
and out of the house) and by the domotic door (door capable of opening and
closing automatically). This section outlines how the PhidgetRFID works
with the goal of identifying the different stakeholders. However, we are not
going to see how the domotic door works at a physical level because we leave
the final user to decide which door to install into the house. In any case, we
assume that the door has two implicit functionalities: one to open it and
another one to close it (to be able to control that actions from the MAS).
4.2.1 PhidgetRFID
The PhidgetRFID is a hardware capable of identifying and differentiating
several tags which use RFID technology, however, since it is only a sensor
we need some underlying logic to control it. As a matter of fact, it will be an
agent the one taking care of the functionalities we present here to manage
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the PhidgetRFID (see Figure 4.9). We would like to emphasize that the
code presented in this section will be included in EMA.
Figure 4.9: PhidgetRFID, TAGs and Raspberry Pi related with IAM
We use Java to program it. To use the PhidgetRFID we just have to
create an object of the type RFIDPhidget and attach some listeners to it.
The listeners used are:
• AttachListener: is raised when a PhidgetRFID is connected to the
system that is running the code
• DetachListener: is raised when a connected PhidgetRFID is discon-
nected from the system
• ErrorListener: is raised when some error related to the PhidgetRFID
occurs
• TagGainListener: is raised when a TAG is detected by the physical
PhidgetRFID attached. It gives the ID of the TAG detected
• TagLossListener: is raised when a detected TAG goes away from the
detection rang of the PhidgetRFID attached
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Hence, the only thing to do is to add those listeners to the RFIDPhidget
class object. The important code is located in the TagGainListener where
we obtain the ID of the TAG (which is associated to some stakeholder in
the system). As said previously, the EMA will contain this code to map
the TAG with its list of stakeholders in order to know who is identifying,
to open or not the door. It will also advertise that information to whom is
interested, and will store that information into the history. The next code
snippet shows the code to perform the aforementioned task:
package phidgetprobe;
import com.phidgets.*;
import com.phidgets.event.*;
import java.util.logging.Level;
import java.util.logging.Logger;
public class PhidgetProbe {
public static void main(String[] args) throws PhidgetException {
final RFIDPhidget rfid; // reference to PhidgetRFID
rfid = new RFIDPhidget(); // creation of the PhidgetRFID
rfid.addAttachListener(new AttachListener() {
@Override
public void attached(AttachEvent ae) {
...
}
});
rfid.addDetachListener(new DetachListener() {
@Override
public void detached(DetachEvent ae) {
...
}
});
rfid.addErrorListener(new ErrorListener() {
@Override
public void error(ErrorEvent ae) {
...
}
});
rfid.addTagGainListener(new TagGainListener() {
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@Override
public void tagGained(TagGainEvent ae) {
// TAG detected
// Place to put the code to do whatever with the Id
// of the detected TAG ae.getValue()
}
});
rfid.addTagLossListener(new TagLossListener() {
@Override
public void tagLost(TagLossEvent ae) {
...
}
});
// Enable the PhidgetRFID
rfid.openAny();
// Waiting to the Phidget to be attached to the system
rfid.waitForAttachment();
while (true); // loop doing nothing, the listeners will
// automatically be raised
}
}
4.3 Twitter Communication
To communicate with the different stakeholders SPiDer uses Twitter. The
code presented in this section will be included in an agent (as the code
presented in §4.2.1), concretely in CMA. However, to a better understanding
of how it works we explain here part of that code. We used Java to program
it through the use of the library twitter4j. Twitter allows to create an
application capable of interacting with user accounts and perform the same
actions than a user can do (the application can itself be viewed as another
Twitter user). Hence, SPiDer builds an application which sends and receives
Tweets to the stakeholder. The security offered by Twitter API consists in
a list of keys and tokens that guarantees the identity of the system which
is acting as the SPiDer application user. The following code shows how to
authenticate the application:
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// Authentication configuration
ConfigurationBuilder cb = new ConfigurationBuilder();
cb.setOAuthConsumerKey(CONSUMER_KEY)
.setOAuthConsumerSecret(CONSUMER_SECRET)
.setOAuthAccessToken(ACCESS_TOKEN)
.setOAuthAccessTokenSecret(ACCESS_TOKEN_SECRET);
// Object to authenticate with twitter
TwitterFactory tf = new TwitterFactory(cb.build());
// Authenticated instance of Twitter
twitter4j.Twitter twitter = tf.getInstance();
Where the variables CONSUMER KEY, CONSUMER SECRET, AC-
CESS TOKEN and ACCESS TOKEN SECRET contains the strings given
by Twitter to verify the identity of our application. The variable twitter
contains an instance of an authenticated Twitter object used to perform the
different tasks.
The next snippet shows how to send a private message:
DirectMessage message = twitter.sendDirectMessage(STAKEHOLDER,
messageContent);
Where STAKEHOLDER is the Twitter username of the stakeholder to
whom we want to send the message and messageContent is the message
that we want to send and to send it we use the Twitter object twitter au-
thenticated before. Finally, the next snippet shows how to receive private
messages:
//First we obtain all the messages
ResponseList<DirectMessage> rMessages = twitter.getDirectMessages();
int length = rMessages.size();
DirectMessage msg;
// If there are message we handle individually
if (length > 0) {
for (int i = 0; i < length; i++) {
msg = rMessages.get(i); // msg contains the message
// once obtained we delete it
twitter.destroyDirectMessage(msg.getId());
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}
}
To allow the understanding between system and the stakeholders SPiDer
will establish a textual protocol to send the orders in both directions.
4.4 MAS
As previously commented, the MAS is connected with the SPD and the
IAM. Regarding that, first of all we will see the hardware over which the
MAS runs and how it is connected with the other components. Therefore,
before explaining the MAS we focus on how the communication between
agents is performed. Next we will introduce the FIPA-ACL and the Ontology
used. Once we present how the system is connected and how communication
is performed, we will present the MAS system.
To explain the MAS system, first we will see its initialization and the use
of the DF (e.g., services registration, services subscriptions, federation, etc.).
After that we will see some parts of the SPiDer MAS system, explaining
how the agents works presenting some behaviours through code snippets.
4.4.1 Hardware & Connection with components
As said in §3.1, the MAS is composed by three platforms: SPDAP, IAMAP
and CAP. It is distributed by the fact that the SPDAP is intimately related
with the SPD (and needs to stay in contact with it in order to communi-
cate) and the IAMAP is intimately related with the IAM. The CAP is not
related to any physical component. Accordingly, we could integrate it in the
same hardware that SPDAP or IAMAP, but from the logic point of view its
responsibilities are quite different, so we decided to separate them (i.e., due
to the physical reasons plus the logical ones plus reliability and failure resis-
tance the MAS is distributed in three platforms). In SPiDer we decided to
distribute the three platforms in three different hardware components, influ-
enced by the fact that the SPD and the IAM have to be placed in different
parts of the house, and also to add robustness to the system ( the probabil-
ities that the three platforms fails due a hardware problem simultaneously
are insignificant). As presented in §2.2 each platform runs on a Raspberry
Pi, thus, we have three Raspberry Pi that need to communicate in order
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to accomplish the individuals goals of the different agents placed in each
platform. In order to communicate, JADE, which is the framework that
we use, allows the communication between agents. In our design, the three
Raspberry Pi are connected to the same router (see Figure 4.10), although
that is not a requirement of JADE.
Figure 4.10: Raspberry’s and router
Connection with SPD
The MAS, and concretely the SPDAP, needs to communicate with the SPD.
As seen in §2.2 the SPD is managed by an Arduino Uno, which knows how
to perform the tasks but not when to act. Thus, the SPDAP is in charge of
telling the Arduino Uno when to act. The Arduino Uno receives the orders
through the serial port, we already saw the code to receive orders regarding
when to start the dispense process. The next code snippet shows how a
python code sends through the serial port the order of start the process of
dispense a dose.
import serial
import time
import sys
port = ’/dev/ttyACM0’; //serial port where is plugged in the Arduino
DISPENSE_DOSE = ’0’;
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ser = serial.Serial(port, 9600) // to open the serial channel
//code needed to make work the serial connection
time.sleep(1)
ser.setDTR(level=0)
time.sleep(1)
ser.write(DISPENSE_DOSE)
exit()
But the MAS is implemented in Java. The next code snippet shows how
to execute this Python code from java:
Runtime app = Runtime.getRuntime();
app.exec("python2.7 path/dispenseDose.py");
Where path contains the path where the python file is placed in the
system and dispenseDose.py contains the aforementioned code. However,
to make this communication possible the Raspberry Pi which contains the
SPDAP and the Arduino Uno must be physically connected. Thus, the
Arduino Uno is plugged into the Raspberry Pi which contains the SPDAP
and the SPDA contains the Java code to send the order to the SPD (see
Picture 4.11).
Figure 4.11: Arduino and Raspberry Pi connection
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Connection with IAM
The MAS, and concretely the IAMAP needs to communicate with the IAM.
We are not going to see how the connection with the domotic door is im-
plemented because it depends of which domotic door is choosen by the final
user. In the case of the PhidgetRFID we saw the code to manage it in
§4.2.1. To make this code work, some connection has to be made. Thus,
the PhidgetRFID is plugged into the Raspberry Pi (see Figure 4.12) which
contains the IAMAP, and the EMA contains the code presented in §4.2.1.
Figure 4.12: Raspberry Pi and PhidgetRFID connecion
4.4.2 Communication between agents
Before seeing in detail the how the system works this section presents how
the communication between agents is made. As commented in §2.2.7 the
JADE framework allows to communicate agents using a standard language
based in two parts: the communicative act, based in the FIPA-ACL stan-
dards, and the content part, which uses an Ontology.
FIPA Agent Communication Language
ACL is a standard agent communication language adopted by FIPA. FIPA
offers it as a standard way to communicate agents to help ensure inter-
operability by providing a standard set of ACL message structure, and
to provide a well-defined process for maintaining this set. It offers a set
of parameters that are used to communicate agents (in this project we
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are not going to see in detail all the ACL possibilities, more information
of the ACL specification can be found at http://www.fipa.org/specs/
fipa00061/SC00061G.html). The parameters used by SPiDer to commu-
nicate agents are:
• performative: specifies type of the communicative act
• sender: specifies the sender agent
• receiver: specifies the receiver agent
• reply-to: specifies the agent to whom an agent is responding
• content: specifies the content of the message
• language: specifies the language of the message
• ontology: specifies the ontology required to understand the message
Ontology
As a content, the messages that the agents sends to each other to com-
municate uses an Ontology. Hence, they send between them actions and
predicates (well-formed with concepts) presents in such Ontology. The On-
tology is used to eradicate the problem that might arise due to heterogeneity
of the data managed by each agent. In the scope of this project, the Ontol-
ogy is used for the explicit description of the information source semantics,
even that Ontologies offers more features.
Figure 4.13 shows a model that represents the knowledge of the ontology
used. It is formed with concepts, predicates and actions:
Concepts
• OK
• KO
• History
• Medical History
• Alarm History
• Accesses History
• Schedule
• Month
• Day
• Medical History Day
• Alarm History Day
• Accesses History Day
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• Schedule Day
• Alarm
• Access
• Service
• Task
• DoseToDispense
• Dose
• Pill
Predicates
• doseDelivered
Actions
• dispenseDose
• updateSchedule
Figure 4.13: Ontology knowledge model
The next code snippet shows how a message is sent using our ontology:
// msg with the performative REQUEST
ACLMessage msg = new ACLMessage(ACLMessage.REQUEST);
msg.addReceiver(provider); // receiver
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// SL Codec -- codec class for the FIPA-SLn languages
msg.setLanguage(codec.getName());
msg.setOntology(onto.getName()); // our ontology
// an action of our ontology
subscribeToService action = new subscribeToService();
action.setService(service); // a concept of our ontology
Action act = new Action();
act.setActor(myAgent.getAID()); // who sends the message
act.setAction(action);
//sending the message
myAgent.getContentManager().fillContent(msg, act);
myAgent.send(msg);
4.4.3 System Initialization
This section presents the initialization of the SPiDer MAS. The MAS has
three platforms, each of them running in a Raspberry Pi. To start the
whole system we execute SPiDer on each Raspberry Pi once the hardware
is powered up and connected. The system is correctly set up when the
three Raspberry Pi are turned on, have the Raspbian OS running and are
connected to the same network. Also the Raspberry Pi which will contain
the SPDAP has to be connected to the SPD (and the Arduino Uno has to
be powered up) and the Raspberry Pi which will contain the IAMAP has to
be connected to the PhidgetRFID (and the PhidgetRFID has to be powered
up). At that point we are capable of starting SPiDer on each Raspberry Pi.
Once the system is started it auto-configures itself. When we execute
SPiDer on a Raspberry Pi we must specify which platform we want to
execute on it (i.e., P1, P2, P3). Based on that selection, the platform will
be created with all its predefined agents. In the case of SPDAP, for example,
when the system is executed, SPDA, MSA and SMA are created.
To execute SPiDer, the system offers a jar package which can be deployed
autonomously. Thus, to execute the system on a Raspberry Pi it is enough
with the following single shell command:
java -jar SPiDer_PACKAGE.jar platformNumber IP_SPDAP IP_IAMAP IP_CAP
For example, in the case of SPDAP we will execute the following shell
command:
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java -jar SPiDer_PACKAGE.jar 1 ownIP IP_IAMAP IP_CAP
Once the platform is initialized several actions must be performed in
order to configure the system. Those tasks are mainly DF Federation,
Resgistration of agent services, Subscription of Services and next
we will present them in detail.
Registration & Subscription
Each agent has a list of services to offer and a list of services to which it
is interested to be subscribed. To subscribe to a service, an agent needs to
find it through the use of the DF. In SPiDer each platform has its own DF.
Hence, when an agent is created, it must register its services to the local DF
in order to be found by the other agents.
The next code snippet shows how to register the services to the local
DF :
//Create the Agent Description
DFAgentDescription dfd = new DFAgentDescription();
dfd.setName(a.getAID());
dfd.addLanguages(language);
dfd.addOntologies(ontology);
//Add all the services to the agent description
ServiceDescription sd = null;
Service service;
for (int i = 0; i < services.size(); i++) {
sd = new ServiceDescription();
service = (Service) services.get(i);
sd.setType(service.getType());
sd.setName(service.getName());
// Agents that want to use this service need to understand
// the ‘‘ontology’’ ontology
sd.addOntologies(ontology);
// Agents that want to use this service need to "speak"
// the codec language
sd.addLanguages(language);
dfd.addServices(sd);
}
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// Once the dfd contains all the service we call
//the function register to register the services
DFService.register(a, dfd);
Where a is the agent who is registering its services and services is a list
that contains the different services that the agent a is offering. Hence, all
the agents of the system are registering its services to its local DFs. Once
all the agents have registered its services, the different DFs will store all
the services available in the system. Each agent has a behaviour with the
goal of receiving petitions to so subscriptions to the services it offers. This
behaviour, named ServiceRequestServer, is always running and captures the
messages which have as a content an action of the type subscribeToService.
When it receives a petition of an agent that wants to subscribe to a service,
the agent checks that the petition is correct (i.e., if we have the service
that the agent is looking for). If the petition is correct, the agent answers
OK to the petitioner, and processes the petition by subscribing the agent
to the requested service. The next code snippet shows the content of the
ServiceRequestServer behaviour performing such task:
MessageTemplate template = new MessageTemplate(new
MessageTemplate.MatchExpression() {
@Override
public boolean match(ACLMessage msg) {
Action act = (Action) getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
if (ce instanceof subscribeToService) {
return true;
} else {
return false;
}
}
// Receive only the messages accordingly to the template
ACLMessage msg = myAgent.receive(template);
if (msg != null) {
Action act = (Action) getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
if (ce instanceof subscribeToService) {
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subscribeToService action = (subscribeToService) ce;
Service service = action.getService();
if (isInOwnServices(service)) {
//we have the service
ACLMessage reply = msg.createReply();
reply.setPerformative(ACLMessage.INFORM);
reply.setLanguage(codec.getName());
reply.setOntology(onto.getName());
OK ok = new OK();
Action replyAction = new Action();
replyAction.setActor(myAgent.getAID());
replyAction.setAction(ok);
getContentManager().fillContent(reply, replyAction);
// Adds the subscription
addSubscription(action.getService(), msg.getSender());
send(reply);
}
}
} else block();
Each agent, as well as its list of provided services, has a list of subscribers
to each of its offered services. To add an agent to such list, the agent will
use the addSubscription, as we can see in the next code snippet:
Subscription subscription = new Subscription();
subscription.setService(service);
subscription.setAgentSubscribed(sender);
Subscription aux;
boolean contains = false;
// we check if the agent is already subscribed
for (int i = 0; i < subscriptors.size(); i++) {
aux = (Subscription) subscriptors.get(i);
if (aux.getService().getName().equals(
subscription.getService().getName())) {
if (aux.getAgentSubscribed().equals(
subscription.getAgentSubscribed())) {
// the agent is already subscribed
96 CHAPTER 4. IMPLEMENTATION
contains = true;
}
}
if (contains) break;
}
// adding subscription if needed
if (!contains) subscriptors.add(subscription);
To guarantee that all of an agent’s subscribers are kept updated regard-
ing the data they are interested in, when an agent performs a task related
with one of the services it offers it will check the subscribers list of that
service and will inform about the results to the agents that are subscribed
to the related service.
Furthermore, each agent also has a list of the services that it is interested
in i.e., the services offered by other agents to which it wants to be kept
updated. In order to make a subscription to the services, an agent has to
search for the available services in the local DF. The next code snippet shows
how to perform the search of a service:
DFAgentDescription template = new DFAgentDescription();
ServiceDescription templateSd = new ServiceDescription();
templateSd.setType(service.getType());
templateSd.setName(service.getName());
template.addServices(templateSd);
SearchConstraints sc = new SearchConstraints();
sc.setMaxDepth(new Long(1)); // depth of the search in terms
// of DFs jumps
sc.setMaxResults(new Long(-1)); // no restriction in results
//Searching
DFAgentDescription[] results = DFService.search(this,
getDefaultDF(), template, sc);
if (results.length > 0) {
// for each service we added to our list of interests
for (int i = 0; i < results.length; i++) {
DFAgentDescription dfd = results[i];
AID provider = dfd.getName();
addInterest(provider, service); // add the service found
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}
}
When requested for services, the DF returns a list with the agents that
offer the service the requesting agent is interested in (it can happen that
more than one agent offers the same service). Therefore, each agent will
make this search for all the services to which it wants to be subscribed. For
each found service the agents adds it in its local list (which we will refer as
list of interests) if it is not in the list yet. The next code snippet shows the
function addInterest(provider, service).
Interest interest = new Interest();
interest.setProvider(provider);
interest.setService(service);
Interest aux;
boolean contains = false;
for (int i = 0; i < this.interests.size(); i++) {
aux = (Interest) this.interests.get(i);
if (aux.getService().getName().equals(
interest.getService().getName())) {
if (aux.getProvider().equals(interest.getProvider())) {
// known service
contains = true;
}
}
if (contains) break;
}
if (!contains) {
// we found new provider of the service
this.interests.add(interest);
addBehaviour(new SubscriptionToService(service, provider));
}
Where service is the found service and provider is the agent who is
offering the mentioned service. So, first we check if the agent who is looking
for the service already has in its list of interests the found service to not add
it twice. If it already has it, it does nothing. If it does not, it communicates
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with the agent provider of the service in order to subscribe to it. Then, once
the subscription is made, the subscriber can assume that it will be notified
whenever there is new information related with that service.
To make a subscription to the service, the SubscriptionToService be-
haviour is used. The SubscriptionToService behaviour sends a message to
the provider of the service to request for a subscription to that service. The
following code snippet shows that:
ACLMessage msg = new ACLMessage(ACLMessage.REQUEST);
msg.addReceiver(provider);
msg.setLanguage(codec.getName());
msg.setOntology(onto.getName());
subscribeToService action = new subscribeToService();
action.setService(service);
Action act = new Action();
act.setActor(myAgent.getAID());
act.setAction(action);
myAgent.getContentManager().fillContent(msg, act);
myAgent.send(msg);
At this point, the agent waits for the response of the provider agent
(which we saw in this same section in the ServiceRequestServer behaviour).
The next code snippet shows how to do it:
MessageTemplate template = new MessageTemplate(new
MessageTemplate.MatchExpression() {
@Override
public boolean match(ACLMessage msg) {
Action act = (Action) getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
//ContentElement ce = getContentManager().extractContent(msg);
if (ce instanceof OK) return true;
else return false;
}
});
//wait for OK
ACLMessage response = myAgent.blockingReceive(template);
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At this point, it is necessary to establish a blocking template for receiving
messages. This is so because the agent can receive many messages from
different behaviours, and to avoid receiving messages from another behaviour
(i.e., we can receive answers related to another interactions, which can lead
to miss-understanding) in which the same agent is involved we need to block
the agent workflow. As a result, the agent will remain waiting until it
receives the message. In the aforementioned code we only require that the
message must be an instance of the OK class. However, the template can
be more restrictive. As an answer, the provider will send to the requesting
agent a instance of the class OK informing that the subscription process is
completed.
So far we have seen how each agent has three lists: one for the services
that it offers, which is registered to the DF ; one for the services that is
interested it, which will be looked for in the DF ; and one for the subscribers
to its own services, to whom it has to inform when some task related with
the service is performed. We also saw how an agent registers its services to
the DF, how it performs the search of the interested services through the
DF, and how the subscriptions are made. As a summary, when an agent “is
born” it perform two main tasks:
1. Register its services
2. Subscribe to the services to which it is interested
Regarding the process of an agent looking for services, it may be the
case that no agent offering such services is currently present in the system.
Similarly, it may happen that an agent die, which leaves unattended all
those agents that were subscribed to it. To tackle these issues, each agent
implements a periodic behaviour that is in charge of maintaining the service
subscriptions updated.
The local DFs are involved in most of the cases related with searches of
services. However, it is important to mention that when an agent ask the
DF for a service, the DF only knows about the services allocated in its own
platform. In order to expand the search to the others platforms, the DFs
has to make a federation.
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Federation
The federation is the first task that has to be executed when the SPiDer
platforms are started. That is so because, once the agents are initialized,
they will start requesting for subscriptions and registering of its own services
to the DFs. In the process of federating the three platforms two agents are
involved:
1. Ping Agent
2. Federating Agent
The Ping Agent is an agent which listens for messages with a “ping”
string as a content. When it receives a ping message from an agent it replies
with a “pong” string. The goal of this behaviour is to let agents know when
the platform is up and running. The next code snippet shows its behaviour:
ACLMessage msg = myAgent.receive();
if (msg != null) {
ACLMessage reply = msg.createReply();
if (msg.getPerformative() == ACLMessage.REQUEST) {
String content = msg.getContent();
if ((content != null) && (content.indexOf("ping") != -1)) {
reply.setPerformative(ACLMessage.INFORM);
reply.setContent("pong");
} else {
msg.getSender().getLocalName());
reply.setPerformative(ACLMessage.REFUSE);
reply.setContent("( UnexpectedContent (" + content + "))");
}
} else {
reply.setPerformative(ACLMessage.NOT_UNDERSTOOD);
reply.setContent("( (Unexpected-act "
+ ACLMessage.getPerformative(msg.getPerformative()) + ") )");
}
send(reply);
} else block();
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The federating agent is in charge of building the DF federation. It works
with a composite behaviour that implements a finite state machine (FSM)
the states of which correspond to the FSM behaviour children, i.e., we have
a list of behaviours that form the composite behaviour of the Federating
Agent. Each behaviour represents a state of the FSM (see Figure 4.14). The
next code snippet shows the configuration of the behaviours:
FSMBehaviour receiversFSM = new FSMBehaviour(this);
receiversFSM.registerFirstState(first_state, "A");
receiversFSM.registerLastState(last_state, "D");
receiversFSM.registerState(state_B, "B");
receiversFSM.registerState(state_C, "C");
receiversFSM.registerTransition("A", "B", 1);
receiversFSM.registerTransition("A", "C", 2);
receiversFSM.registerTransition("A", "D", 0);
receiversFSM.registerDefaultTransition("B", "A",
new String[]{"A", "B"});
receiversFSM.registerDefaultTransition("C", "A",
new String[]{"A", "C"});
addBehaviour(receiversFSM);
The first state is represented by the letter A. After the execution of A
state B can be executed (if A returns “1”), state C (if A returns “2”) or
state D (if A returns “0”), which is the final state. The FSM also has two
automatic transitions from B to A and from C to A, which means that after
the execution of either B or C, A will be executed again. Now we are going
to explain what is performed at each state.
Each platform has to federate with the other two platforms. The first
state (A) checks if the current platform is already federated with the other
platforms. The Federating Agent has two variables that represent if the
current platform is federated with the others. The next code shows the first
state behaviour:
private OneShotBehaviour first_state = new OneShotBehaviour(this) {
private int evaluation;
/**
* Main code of the behaviour first_state Cheks how many platforms
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Figure 4.14: FSM graphic
* are federated yet
*/
@Override
public void action() {
evaluation = 0;
if (!p1_federated) evaluation++;
if (!p2_federated) evaluation++;
}
/**
* 0 --> all platforms federated (2)
* 1 --> need to be federated with 1 platform still
* 2 --> need to be federated with 2 platforms still
*/
@Override
public int onEnd() {
return evaluation;
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}
};
As we can see in the code, if A returns “0” it means that the current
platform is already federated with the two others. If it returns “1” it means
that the platform is federated with only one of the others platforms, and if
it returns “2” it means that the platform is not yet federated with any other
platform.
In the case that A returns “1”, B will be executed. B initializes the
process of federating (through the use of sendPing() and receiveResponse()
functions and which we will explain the steps of it some paragraphs below)
the current platform with the corresponding platform as we can see in the
next code snippet:
private OneShotBehaviour state_B = new OneShotBehaviour(this) {
private String CLASS = "state_B";
/**
* Main code of the behaviour state_B
*/
@Override
public void action() {
if (!p1_federated) sendPing(1);
else sendPing(2);
receiveResponse();
}
@Override
public int onEnd() {
return super.onEnd();
}
};
In case that A returns “2”, C will be executed. C initializes the process
of federating the current platform with the other two as we can see in the
next code snippet, which is quite similar to the previous one:
private OneShotBehaviour state_C = new OneShotBehaviour(this) {
private String CLASS = "state_C";
/**
104 CHAPTER 4. IMPLEMENTATION
* Main code of the behaviour state_C Send Ping (0 means to
* both platforms) Receive responses
*/
@Override
public void action() {
sendPing(0);
receiveResponse();
receiveResponse();
}
@Override
public int onEnd() {
return super.onEnd();
}
};
Finally, in the case that A returns “0”, D, which is the final state, will
be executed. When D is executed the current platform is federated with all
the others platforms. At this point, the agent kills itself (i.e., the Federating
Agent dies) because it has accomplished its purpose. The next code snippets
shows the behaviour of the final state (D):
private OneShotBehaviour last_state = new OneShotBehaviour(this) {
private String CLASS = "last_state";
/**
* Maing code of the behaviour last_state
*
*/
@Override
public void action() {
myAgent.doDelete();
}
@Override
public int onEnd() {
return super.onEnd();
}
};
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Now that we saw the Ping Agent and the Federating Agent we are going
to see the content of the functions sendPing() and receiveResponse() which
are the ones that are performing the federation. As we saw in the B and C
behaviours, the federating process is started with the function sendPing(int)
followed by the function receiveResponse(). The function sendPing(int) only
sends a ping to the platforms which the current platform want to federate
to, as we can see in the next code snippet:
ACLMessage msg = new ACLMessage(ACLMessage.REQUEST);
switch (i) {
case 0:
msg.addReceiver(aid_1);
msg.addReceiver(aid_2);
break;
case 1:
msg.addReceiver(aid_1);
break;
case 2:
msg.addReceiver(aid_2);
break;
default:
return;
}
msg.setContent("ping");
send(msg);
Where i is a value to differentiate if the function is called from the
state B or C, and in the case of B to know to which platform it has yet
to federate. aid 1 and aid 2 are the addresses of the platforms to which
the current platform has to federate. The goal of this call is to know if
the platform to which the current platform wants to make the federation is
alive. Accordingly, the next step is receiving the response of the ping. The
next code snippet shows the content of the function receiveResponse():
ACLMessage msg = blockingReceive();
if (msg != null) {
if (msg.getPerformative() == ACLMessage.INFORM) {
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String content = msg.getContent();
if ((content != null) && (content.indexOf("pong") != -1)) {
switch (msg.getSender().getHap()) {
case "PillDispenserAgentPlatform":
federate(1);
break;
case "CommunicationAgentPlatform":
federate(2);
break;
case "AccessControlAgentPlatform":
federate(3);
break;
default:
break;
}
}
...
}...
}
If the platform to which the current platform wants to subscribe is alive,
its Ping Agent will response with a pong. In that case, the Federating Agent
of the current platform will receive the message (as seen in the code above)
and will call the function federate in order to establish the federation. To
make the federation, the system uses a function offered by JADE that allows
the Federating Agent of the current platform to request to its local DF to
make the federation providing all the information that this function needs.
This call is showed in following code snippet:
DFAgentDescription dfd = new DFAgentDescription();
dfd.setName(aid);
ServiceDescription sd = new ServiceDescription();
sd.setName("df");
sd.setType("fipa-df");
sd.addProtocols(FIPANames.InteractionProtocol.FIPA_REQUEST);
sd.addOntologies("fipa-agent-management");
sd.setOwnership("JADE");
4.4. MAS 107
dfd.addServices(sd);
ACLMessage msg = DFService.createRequestMessage(this,
this.getDefaultDF(), FIPAManagementVocabulary.REGISTER,
dfd, null);
send(msg);
receiveFederationConfirmation();
After requesting the DF to make the federation the agent waits for its
response which can be that the federation is made or that some error oc-
curred. In the case that the federation is made the Federating Agent will
store that information and when the state A is executed again it will act
in consequence. In the case that some error occurred the Federating Agent
does not need to deal with the problem since when the state A is executed
it will perform another try to make the federation. The next code snippet
shows how the Federating Agent receives the response of the DF :
ACLMessage msg = blockingReceive(
MessageTemplate.MatchSender(this.getDefaultDF()));
if (msg != null) {
if (msg.getPerformative() == ACLMessage.INFORM) {
String content = msg.getContent();
if ((content != null) && (content.indexOf("done") != -1)) {
content = content.split(":name df@")[2];
content = content.split(" ")[0];
if (content.equals(aid_1.getHap())) p1_federated = true;
if (content.equals(aid_2.getHap())) p2_federated = true;
}
}
}
To reach the complete federation the three DFs has to be federated
in both directions (i.e., if we have DF1 and DF2, DF1 has to be federated
with DF2 and DF2 with DF1 ). Hence, each platform will have one Ping
Agent and one Federating Agent in order to make the system completely
federated.
In conclusion, in this section we saw the different steps to initialize the
system. First, each platform has a Ping Agent and a Federating Agent to
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make the federation among DFs to allow the agents finding the services
located in other platforms. On the other hand, all the agents register its
services to its DF and look for the services in which are interested and make
the subscriptions. As a result, we obtain a system where all the subscriptions
are made, as the federation among DFs and with all the existing services
registered. In addition, also behaviours are in charge of maintain the services
and subscriptions updated. At this point, each agent can execute its specific
behaviours to accomplish its own goals.
4.4.4 Agents workflow
Once the system is initialized and all the “relations” (services and subscrip-
tions) among agents are established, agents can start performing their tasks.
The cooperation among agents, through services and subscriptions, can pro-
ceed in two different ways:
• An agent may be asked by another to perform certain task (e.g., an
agent that knows how to perform a task but not when to perform it).
This request can lead to the execution of a behaviour.
• An agent may need some information from another agent, and can
proactively request for such information (e.g., when the CMA ask for
the history of medication) at any point in time.
The agents of the system are characterized by the fact that they have
several behaviours in order to accomplish different goals. For example, as
seen before, each agent has a behaviour that periodically checks if the sub-
scriptions are updated (e.g., if they are alive, if appears a new agent that
offers a service in which we are interested, ...). In the particular case of the
agents and services implemented in SPiDer, once the system is initialized,
DFs are federated and agents are subscribed, several specific settings will
automatically be performed. Those are the following ones:
• The schedule to follow, which is a responsibility of MSA
• The access permissions, which is a responsibility of ACMA
• The information access permissions, which is a responsibility of CMA
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• The configuration of the receivers for each information, which is a
responsibility of CMA
This initial information is introduced by the administrator through Twit-
ter. All the messages received from Twitter are handled by the CMA which
will process the Tweets and notify the respective agents in order to configure
the system (which is one CMA’s goals).
Once the system is configured, all agents have their required data to
proceed in their normal operation. At that point, each agent will execute
the different behaviours they implement as required by their internal logic.
As an example, consider the EMA agent. This agent has a logic that reacts
when a RFID TAG is detected at the domotic door. When this happens a
behaviour is triggered in order to communicate that fact to the subscribers
of that information. The ACMA, which has the goal of knowing if some-
body who attempts access to satisfy such goal, which activates when an
entry attempt is notified by the EMA. Thus, once it knows if the stake-
holder represented by the RFID TAG detected has permissions, this goal
will be accomplished. At that point, it will inform the subscribers of that
information (e.g., whether an attempted entry is authorized) of the result.
Such subscribers will be the DMA agent. The DMA which has the goal of
opening the door when requested , will open the door once it receives the
information from EMA accomplishing in that way its own goal. This is only
one brief example on how the multiple interactions found within the system
work, and how agents execute their behaviours accordingly.
Next we are going to present how the use case updateSchedule presented
in §3.4 is performed. We are going to show the particular use case that
starts with the doctor sending a Tweet to the system until this Tweet leads
with an actual change in the schedule stored in agent MSA. Furthermore, we
will see the effects of such use case to another use case, that of dispensing a
dose. That will provide us with a general perspective of SPiDer’s execution
flow.
Update Schedule
The use case starts when the doctor sends a Tweet to the system. In this
example we are going to present the specific task of adding a Dose to the
schedule. Thus, the doctor sends a Tweet with the content “schedule ad-
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dDose yy/mm/dd hh:mm” (the message has to specify also which medication
has to be dispensed but in order of simplify the explanation we omit it here).
One of the behaviours of the CMA checks every minute if new messages have
arrived to the system from Twitter. We are going to see this behaviour by
steps in order to explain the full process. The first thing to do is to re-
ceive the Tweets and to handle each of them. The next code snippet shows
the behaviour used, TickerBehaviour2 that is configured to be called every
minute. The code to check the Tweets will be on the onTick() function.
Some part of the code is omitted here because it was previously presented.
private TickerBehaviour checkTwitterMessages = new
TickerBehaviour(this, 60000) {
@Override
protected void onTick() {
ResponseList<DirectMessage> rMessages = twitter.getDirectMessages();
int length = rMessages.size();
DirectMessage msg;
if (length > 0) {
for (int i = 0; i < length; i++) {
msg = rMessages.get(i);
System.out.println(msg.getText() + "\n");
handleTwitterMessage(msg);
twitter.destroyDirectMessage(msg.getId());
}
}
}
...
}
In the function handleTwitterMessage the Tweet is parsed in order to
know which type of task it specifically refers to. The CMA has a list with
all the tasks understood by the system. If the task received through the
Tweet is one understood by the system. If understood, the system checks if
the stakeholder who is sending the message has permissions to ask for such
task. If the stakeholder has the corresponding permission the CMA will call
the function performTask. If the user does not have permissions to ask for
2Behaviour that is executed once
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the specific task the system notifies a responsible agent of such potentially
dangerous situation by sending a Tweet. If the task was not understood the
CMA will notify the sender of the problem. To send the Tweet the function
sendTweet(receiver, message) is used which code was shown in §4.3.
private void handleTwitterMessage(DirectMessage msg) {
//extract message
String message = msg.getText();
StringTokenizer tokens = new StringTokenizer(message);
String type = null;
String name = null;
if (tokens.hasMoreTokens()) type = tokens.nextToken();
if (tokens.hasMoreTokens()) name = tokens.nextToken();
//identify task
Task task = null;
for (int i = 0; i < tasks.size(); i++) {
task = (Task) tasks.get(i);
if (task.getType().equalsIgnoreCase(type)) {
if (task.getName().equalsIgnoreCase(name)) break;
else task = null;
} else task = null;
}
if (task != null) {
boolean hasPermissions = checkPermissionsMessage(task,
msg.getSender().getName());
if (hasPermissions) {
Task taskToAdd = new Task();
taskToAdd.setContent(task.getContent());
taskToAdd.setName(task.getName());
taskToAdd.setStakeholders(task.getStakeholders());
taskToAdd.setType(task.getType());
performTask(taskToAdd, msg);
} else sendTweet(msg.getSenderScreenName(),
"Has no permissions");
} else sendTweet(msg.getSenderScreenName(),
"Not understood");
}
112 CHAPTER 4. IMPLEMENTATION
The next code snippet shows the part of the function performTask in
which the specific task for this use case is identified. The function identifies
the action the stakeholder is asking for, in order to find the agent to whom
the task regards. To do so the CMA will check its list of subscribers. In this
example, the type of the task is schedule, then, the CMA has to advise the
agents subscribed to its service updateMedicalSchedule.
private void performTask(Task task, DirectMessage msg) {
String message = msg.getText();
StringTokenizer tokens = new StringTokenizer(message);
String type = tokens.nextToken();
if (type.equalsIgnoreCase("schedule")) {
for (int i = 0; i < subscriptors.size(); i++) {
Subscription s = (Subscription) subscriptors.get(0);
String nameS = s.getService().getName();
if (nameS.equalsIgnoreCase("updateMedicalSchedule")) {
AID a = s.getAgentSubscribed();
task.setContent(msg.getText());
sendTaskMessage(a, task);
}
}
}
}
Once we processed all the information (check the message, identify the
task, check the permissions and find the subscribers) a new behaviour is
started to actually notify the subscribers.
private void sendTaskMessage(AID a, Task t) {
informSubscribers = new informToSubscriptor(a, t);
myAgent.addBehaviour(informSubscribers);
}
private class informToSubscriptor extends Behaviour {
private AID subscriptor;
private boolean complete;
private Task task;
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private informToSubscriptor(AID a, Task t) {
this.subscriptor = a; // Subscriber to notify
this.task = t; // Task to notify
this.complete = false;
}
...
}
At this point, the function action (see below) will be automatically ex-
ecuted. This function sends a message to the subscriber notifying it about
the information received from the stakeholder. Notice how the CMA does
not know what to do with that information, it only knows who is inter-
ested in that information. Thus, to satify its goals it only has to notify the
subscribers of that information. In this example, it will notify the MSA. Ac-
cordingly, it sends a message to the MSA and waits for the response, which
may be an OK (if the message is understood) or an KO (if the message is
not understood). The next code snippet shows that:
@Override
public void action() {
// Sending the message
ACLMessage msg = new ACLMessage(ACLMessage.INFORM);
msg.addReceiver(this.subscriptor);
msg.setLanguage(codec.getName());
msg.setOntology(onto.getName());
updateScheduleAction action = new updateScheduleAction();
action.setTask(this.task);
Action act = new Action();
act.setActor(myAgent.getAID());
act.setAction(action);
myAgent.getContentManager().fillContent(msg, act);
myAgent.send(msg);
// Template for receive the correct message
MessageTemplate template = new MessageTemplate(new
MessageTemplate.MatchExpression() {
@Override
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public boolean match(ACLMessage msg) {
Action act = (Action)
getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
if (ce instanceof OK) {
if (msg.getSender() == subscriptor) return true;
else return false;
} else if (ce instanceof KO) {
if (msg.getSender() == subscriptor) return true;
else return false;
} else {
return false;
}
}
});
//wait for the response
ACLMessage response = myAgent.blockingReceive(template);
Action responseAction = (Action)
getContentManager().extractContent(response);
ContentElement ce = (ContentElement) responseAction.getAction();
if (ce instanceof OK) this.complete = true;
else if (ce instanceof KO) this.complete = true;
else // Code to manage error
}
...
Finally, when an OK is received the variable complete is set to true and
the behaviour ends.
...
@Override
public boolean done() {
return complete;
}
Now we are going to explain what the MSA does, ones it has received the
message from the CMA. The MSA has a behaviour to receive and manage
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the messages that it receives from the others agents. Thus, when the CMA
sends the aforementioned message this behaviour will be triggered. The next
code snippet shows that behaviour:
private CyclicBehaviour handleSubscriptionsMessages =
new CyclicBehaviour() {
@Override
public void action() {
MessageTemplate template = new MessageTemplate(new
MessageTemplate.MatchExpression() {
@Override
public boolean match(ACLMessage msg) {
Action act = (Action)
getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
if (ce instanceof updateScheduleAction) return true;
else return false;
}
});
ACLMessage msg = myAgent.receive(template);
if (msg != null) {
Action act = (Action)
getContentManager().extractContent(msg);
ContentElement ce = (ContentElement) act.getAction();
if (ce instanceof updateScheduleAction) {
// response with OK
updateScheduleAction action = (updateScheduleAction) ce;
Task task = action.getTask();
// call to the function to manage the task
performTask(task);
// reply
ACLMessage reply = msg.createReply();
reply.setPerformative(ACLMessage.INFORM);
reply.setLanguage(codec.getName());
reply.setOntology(onto.getName());
OK ok = new OK();
Action replyAction = new Action();
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replyAction.setActor(myAgent.getAID());
replyAction.setAction(ok);
getContentManager().fillContent(reply, replyAction);
send(reply);
} else {
// response with KO
// reply
ACLMessage reply = msg.createReply();
reply.setPerformative(ACLMessage.INFORM);
reply.setLanguage(codec.getName());
reply.setOntology(onto.getName());
KO ko = new KO();
Action replyAction = new Action();
replyAction.setActor(myAgent.getAID());
replyAction.setAction(ko);
getContentManager().fillContent(reply, replyAction);
send(reply);
block();
}
} else block();
}
...
If the received message is correct, the function performTask is invoked.
This function identifies the task, which in this case is to add a dose to the
schedule to follow. Then, the MSA will add the new dose to its stored
schedule. Once introduced, the agents calls the function updateAlarms()
which we will see later on. The next code snippet shows the respective part
of the function performTask to manage the task of this example:
private void performTask(Task task) {
String message = task.getContent();
StringTokenizer tokens = new StringTokenizer(message);
String type = tokens.nextToken();
String name = tokens.nextToken();
if (type.equalsIgnoreCase("schedule")) {
if (name.equalsIgnoreCase("addDose")) {
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String date = tokens.nextToken();
StringTokenizer tokensDate = new StringTokenizer(date, "/");
int year = Integer.parseInt(tokensDate.nextToken());
int month = Integer.parseInt(tokensDate.nextToken());
int day = Integer.parseInt(tokensDate.nextToken());
String time = tokens.nextToken();
StringTokenizer tokensTime = new StringTokenizer(time, ":");
int hour = Integer.parseInt(tokensTime.nextToken());
int minutes = Integer.parseInt(tokensTime.nextToken());
//add the dose information included in the message
// to the schedule
schedule.addDose(hour, minutes, month, day);
updateAlarms();
}
}
}
The function updateAlarms() configure the alarms that have to be raised
each time that the user has to medicate. It configures the alarms daily based
on its updated schedule. However, when a change is made on the schedule
this function will be called to update the alarms accordingly. The respective
code is showed here:
private void updateAlarms() {
if (alarms != null) {
for (int j = 0; j < alarms.size(); j++) {
alarmsTasks.get(j).cancel();
alarms.get(j).cancel();
alarms.get(j).purge();
}
alarmsTasks.clear();
alarms.clear();
alarmsTasks = null;
alarms = null;
}
alarms = new ArrayList<Timer>();
alarmsTasks = new ArrayList<TimerTask>();
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Calendar c = Calendar.getInstance();
List<DoseToDispense> lDoses = schedule.getDoses(c.get(Calendar.MONTH)
+ 1, c.get(Calendar.DAY_OF_MONTH));
Timer t;
TimerTask tTask;
int indexAlarms = 0;
for (int i = 0; i < lDoses.size(); i++) {
if (lDoses.get(i).getHour() < c.get(Calendar.HOUR_OF_DAY))
continue;
if (lDoses.get(i).getMinutes() < c.get(Calendar.MINUTE))
continue;
t = new Timer();
Date d = new Date();
d.setHours(lDoses.get(i).getHour());
d.setMinutes(lDoses.get(i).getMinutes());
alarms.add(t);
tTask = new dispenseDoseTask();
alarmsTasks.add(tTask);
alarms.get(indexAlarms).schedule(
alarmsTasks.get(indexAlarms), d);
indexAlarms++;
}
}
Although we will not detail the code here, notice how the MSA also sends
an updated copy of the schedule for the following month to the subscribers
of its service Month Schedule.
The use case Update Schedule ends here. However, in order to present
how this process ends up with an actual dispensation of a dose, next we will
briefly introduce the related use case Dispense Dose.
Dispense Dose
This use case starts when the MSA detects that it is time to medicate. As we
have seen in the previous use case, as a result of adding doses to the schedule,
alarms are programmed. Thus, when this alarm raises, the MSA looks for
the agents interested in its service Current Event in order to inform them
4.4. MAS 119
that is time to dispense a dose (this agent knows that is time to medicate,
but it does not know how to do it). Nevertheless, it knows who does. The
next code snippet shows the code that is raised when the alarm raises:
private class dispenseDoseTask extends TimerTask {
@Override
public void run() {
//notify subscribers
for (int i = 0; i < subscriptors.size(); i++) {
Subscription s = (Subscription) subscriptors.get(0);
String nameS = s.getService().getName();
if (nameS.equalsIgnoreCase("currentEvent")) {
AID a = s.getAgentSubscribed();
sendTaskMessage(a);
}
}
}
private void sendTaskMessage(AID a) {
informToSubscriptor informSubscribers = new
informToSubscriptor(a);
addBehaviour(informSubscribers);
}
}
As we can see in the code above, the behaviour informToSubscriptor
is created and executed to inform the respective subscriber (which in this
example is the PDA). We are not going to discuss the code executed for
sending the information to the interested agents, since that is quite similar
to the informToSubscriptor behaviour of the MSA showed above. The only
difference in this case will be the content, which will be the specific dose to
be dispensed. However, one important difference is that instead of receiving
an OK or an KO, the MSA will receive a predicate3 which will contain
information referent to the outcome process of dispensing a dose (i.e., if the
dose has been picked, if the dose has been hidden, if the patient did not
come, if the patient was not at home, etc). The next code shows how to
3A predicate is an element of the ontology that represents a state of the world (e.g.,
the dose has been taken)
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obtain that information:
Action responseAction = (Action)
getContentManager().extractContent(response);
ContentElement ce = (ContentElement) responseAction.getAction();
if (ce instanceof doseDelivered) {
doseDelivered dose = (doseDelivered) ce;
switch (dose.getState()) {
case DOSE_HIDDEN:
// write to the medical history
break;
case DOSE_TAKEN:
// write to the medical history
break;
...
}
At each case the MSA will store the information in its medical history.
To end this use case example, we will present the part related with the
SPDA, which, as aforementioned, receives the notification that it is time to
dispense a dose, and after perform the dispensing process will respond with
the information about the process to the MSA agent.
The SPDA, as all the other agents, has a behaviour that is in charge of
receiving the messages that others agents sends to it. The message reception
code is basically the same as in the examples shown above. In this case, when
the message is received and processed, the function dispense(Dose dose) is
called. This function executes the python code showed in §4.4.1 which will
perform the actual dispensing of the dose, and which returns an int that
represents the result. The next code snippet shows this function:
private doseDelivered dispense(Dosis dosis) {
Runtime app = Runtime.getRuntime();
int result = app.exec("python2.7 path/dispenseDose.py");
switch (result) {
case DOSE_HIDDEN:
raiseAlarm();
case PATIENT_DID_NOT_COME:
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raiseAlarm();
case DOSE_TAKEN:
...
}
doseDelivered d = new doseDelivered();
d.setDosis(dosis);
d.setState(result);
return d;
}
All the code and explanations showed along this section shows agents
collaborate and communicate. As a summary, each agent has a list of be-
haviours and each of them has some responsibilities in terms of logic to
execute. In the example described in this section we have shown how re-
sponsibilities and information are passed from one another agent, such that
communications are automatically triggered and critical situations are mon-
itored. We have also presented how SPiDer is capable of interacting with
the external stakeholders of the system, receiving updates and at the same
time keeping them updated. The rest of behaviours and use cases found in
the system (see §3.4) are not described here for space reasons, but follow
the same basic procedure.
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Chapter 5
Discussion
This section presents some points of discussion related to this project. It
is organized in three main sections: SPiDer features from a technological
point of view; environment characteristics from a MAS point of view; and
general discussion about the scope of this project.
5.1 SPiDer features
In this section we outline the most important features of SPiDer, why we
need those features and the benefits of its use. The features presented are:
• Extensibility
• Dynamism
• Distributivity
• Robustness
• Deliberativeness
5.1.1 Extensibility
SPiDer considers extensibility as an important feature to take into account
in order to allow the system to keep growing. It can incorporate new compo-
nents with the aim of introduce new functionalities adapting it to new needs.
Accordingly, SPiDer is extensible because it is designed and developed in
such a way that allows to add/modify/remove agents, platforms, and even
components from its original design. Thus, in case that the methodology or
the features provided by the system once implemented in real cases suffers
changes, SPiDer will be able to adapt to those changes without big efforts.
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5.1.2 Dynamism
Through the use of a MAS, SPiDer resulted in a dynamic system. In the
scope of this system we understand dynamism as the possibility of modi-
fying, on-the-fly, the information holds by the system (i.e., while it is ac-
tually running), without need of restarting it. As a result, any change to
the system provided by extensibility (§5.1.1) will be handled life, without
the system ever being down. Such capability is key in a system assuming
relevant responsibilities as SPiDer does.
5.1.3 Distributivity
SPiDer not only manages drugs dispensing task, it also contemplates other
features such as monitoring the access to the user’s house, implementing
communication methodologies with the world outside, etc. SPiDer is de-
signed as a system with a wide variety of capabilities. Due to the diversity
of its components, SPiDer opts for a distributive solution which distributes
its different computation entities based on their relatedness, allowing each
particular entity to focus on its own tasks, increasing efficiency.
By doing so SPiDer achieves the main advantages that a distributive
system entails. The three main advantages in the scope of this project are:
• Reliability: since the system is composed by more than one autonomous
component, if one of those components crashes the rest of the system
will continue operating normally. Due to a partial independence in
the performance of each platform of the SPiDer MAS (each platform
is capable of working for a certain time at an acceptable level of per-
formance without communicating with the others) the system is more
resistant to failures. At the same time, thanks to that distribution,
the various entities of SPiDer can detect that potential crashes on
other entities, and consequently notify the responsible person to react
as soon as possible to fix the problem(s).
• Speed: due to by having multiple computing entities, the distribu-
tion of responsibilities allows the consequent distribution of compu-
tational requirements among platforms. We are therefore capable of
using a Raspberry Pi, which has enough computing capabilities to
hold 3 agents easily while having a small power consumption (3.5W).
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Distributivity also allows scalability by adding more computational
entities (replicating or expanding functionalities) and accordingly in-
creasing the power capabilities of the system as a whole.
• Open System: The system has different components capable of com-
municating among themselves. This architecture allows the system to
further integrate additional components, as well as enabling the re-
quired communication with those. If the system had been designed as
a centralized one, the addition and setting of other components would
be significantly more complicated.
5.1.4 Robustness
Robustness is a key feature for any system performing in such a critical field
as the medical one. Accordingly, SPiDer which takes responsabilities in that
regard (dispensing drugs), must include a significant level of robustness.
SPiDer has some logic dedicated to ensure that the main tasks (such as
dispensing a dose) are performed correctly. It also is capable of notifying
the appropriate responsible person if something goes wrong or does not go
as expected. Furthermore, the system can detect when system crashes and
some others problems that can arise to the system (e.g., unauthorized access
attempt to the house, patient is not at home for a dangerously long amount
of time, medication stock break, etc.). Finally, let us notice how the most
critical features of the system are replicated (e.g., month schedule stored,
schedule replicated), such that the most important task of SPiDer (i.e.,
dispensing medications) can be achieved even under extreme circumstances.
5.1.5 Deliberativeness
In several cases agent’s behaviour must be reactive due to the nature of
the task to be performed (e.g., when is time to medicate lateness is not
admissible, if a RFID Tag is detected the system must react immediately,
identifying the person and deciding if the door must be opened or not based
on that individual’s permissions). However, the system can be deliberative
in some other aspects. For example, if the system detects that the patient
goes away from the house all the days at 11:00am but knows that the patient
must take a medical dose at 11:10am, it can proactively advance 10 minutes
the intake if the medication properties allow it or it can ask the patient
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to wait 10 minutes before leaving, or it can notify that fact to the doctor,
requesting a change in the schedule in order to make it more comfortable
for the patient. At the same time, the process of evaluation if a situation is
critical or not is a deliberative process.
5.2 Environment characteristics
In this section we discuss the environment in which SPiDer operates from
the MAS point of view. The main characteristics to take into account about
the environment in a MAS design are:
• Accessible/Inaccessible
• Deterministic/Non-deterministic
• Episodic/Non-episodic
• Static/Dynamic
• Discrete/Continuous
Next we give a brief description of each characteristic and the premises
assumed in the scope of SPiDer.
5.2.1 Accessible/Inaccessible
An accessible environment is that in which one can perceive all the available
information. By definition, the real world is inaccessible (for example, a
human cannot hear all the sound frequences). In the scope of SPiDer,
however, we need to enclose the definition of accessible environment within
that information which is relevant to the system (the frequencies of the
sound are not relevant to SPiDer). However, even with that configuration,
the environment in which SPiDer works is inaccessible (e.g., maybe the
dose is picked by someone else that is in the house and not by the patient.
Be as it may, the inaccessible information is so due to current technological
limitations and budget restrictions (e.g., better, more sensitive sensors could
be purchased), and within the limited resources SPiDer tries to guarantee
always a coherent and safe behaviour.
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5.2.2 Deterministic/Non-deterministic
An environment is deterministic when an action always has the same pre-
dictable result, there are not external factors, various possible outcomes or
uncertainties. To give an example in the scope of SPiDer, when a pill is dis-
pensed, if the environment is deterministic it will always fall onto the tray.
Nonetheless, the environment is non-deterministic. To give an example, a
skilled cat could stay in front of the dispenser and pick the dose before it
falls on the tray, or maybe the windows is open and the wind causes that the
dose falls out of the tray. Obviously, this is hard (if not impossible in some
cases) to be controlled by the system. In any case, SPiDer tries to enclose
the environment in a limited deterministic assumptions, one knowing that
this kind of problem could take place. Accordingly, even if SPiDer does not
detect that the dose has fallen into the tray, it still knows that it was dis-
pensed, and it can notify about that unexpected behaviour to a responsible
person.
5.2.3 Episodic/Non-episodic
An episodic environment is one in which an action is independent of the
previous actions. SPiDer environment is non-episodic. For example, the
SPD has the capability of adapting its process of dispensing a dose to the
skills of the patient in order to maintain its cognitive capabilities. To adapt
the process, the SPD needs to analyse previous iterations. Another example
is when a dose is missed. Such case may not result in a critical state if it
only occurred once but it may lead into a critical state if it happens several
consecutive times. Again, the decision depends of previous iterations.
5.2.4 Static/Dynamic
An environment is static when it remains unchanged except by the perfor-
mance of actions by the agent. The environment, by definition, is dynamic
in the case of SPiDer by the fact that it is placed in the real world, which
is obviously dynamic. Since several actors are modyfing the environment,
an agent assuming a static environment would be proven wrong as soon as
another agent or stakeholder performed some change on it (e.g., a doctor
making a change in the medical schedule of the patient).
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5.2.5 Discrete/Continuous
An environment is discrete when there are a finite number of input values.
As an example, the chess game is finite. On the other hand, driving a car is
a continuous environment, since there are infinite number of ways of turning
a steering wheel. The environment of SPiDer is a discrete environment due
to the finite number of action, and those inputs which could be considered as
continuous (e.g., sensor data) are discretized for the sake of computability.
5.3 Scope of the project
The scope of this project was that of developing a proof of concept pro-
totype to test and validate certain methodological assumptions. The goal
of such prototype was that of demonstrating the feasible development of a
functional system capable of realizing tasks relevant for the current state of
society and health care assistance. Of the methodologies and functionali-
ties originally designed for the complete system, only a part of them have
been physically implemented and tested. In this section we will discuss and
motivate the final range of the prototype.
First of all, we need to consider the limited resources available. This
project had a limited number of development hours and resources to its pro-
duction . However, beyond what was physically possible to do considering
those resources, we considered it relevant to describe the system completely
in order to give a general overview of the system potential and applicability.
In this context, and as we will discuss in the future work (§6.2), the unim-
plemented parts of the presented system can and will be easily added given
the work already done.
At the time of starting this project one requirement was clear, that of ex-
plaining and representing a complete system. As seen along the document
the different components of the system were presented, designed and de-
scribed in detail. The platforms of the MAS, the agents, its functionalities,
services and subscriptions, communication methodologies, interactions with
outside agents, etc. Once all the system was designed, we had to decide the
level of implementation of the final prototype. In this regard, we considered
key to implement the full skeleton and performance flow, between agents
and the outside world. We decided to implement the most characteristic
parts related to this system and not explain the trivial ones, such as the
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definition of all the messages sent through Twitter to request the system
for performing actions. A relevant part which was not implemented, al-
though the system is built to integrate it, is that of the evaluation of critical
situations. For implementing that, the cooperation of an expert (i.e., the
cooperation of doctors) was needed, and additional reasoning methodologies
would have to be added. Those however would be completely independent
of the rest of the system as it is designed here.
Of the final prototype, the phisical devices are all built, implemented
and integrated. The SPD with all its sensors as described in §4.1, the RFID
identification management, the Twitter interfaces, the Arduino board and
the Raspberry Pi computers. Of the software components, all the MAS
framework was built, its platforms, agents , and operational components.
Services, subscription policies, DF federations and agent communication
and cooperation.
Similarly, some use cases of the system, that of modifying the schedule,
providing doses, detect a stakeholder at door, send an alarm about a critical
state, are also implemented and tested. However, other use cases such as
asking for a report were not coded, even though they were designed, due to
time restrictions. Be as it may, we consider those unimplemented use cases
to be relatively trivial to add to the final prototype, once the complex and
transversal use cases, as the ones explained in §4.4, were coded and tested.
Others non implemented use cases are those were the histories of information
are involved due to the uncertainty between the use of a database to store it
or the use of the ontology itself allowing us to use some techniques to infer
information from it (the ontology used by SPiDer aims purely to organize
the different concepts, actions and predicates). As said before the other
main component which was not implemented was that of evaluating and
reasoning with critical situations.
Regarding to communications with the external stakeholders (i.e., doc-
tors, pharmacies, relatives, etc.) the system is capable to communicate with
them but due to lack of acceptance in the methodologies a final communica-
tion protocol was not established, only a dummy component to demonstrate
its feasibility (e.g., the messages that the system sends and receives through
Twitter).
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Chapter 6
Conclusions
In this chapter we outline the SPiDer conclusions and contributions, and
some discussion is made about future work.
6.1 Conclusions
The main goal of SPiDer is to improve the QoL and capabilities of the el-
derly to extend their autonomy. To accomplish that goal the project focuses
on increasing the compliance with their medical schedule. As commented in
§2.1 the main common problems regarding medical compliance are forget-
fulness and indecision. The incorporation of a dynamic schedule in the
system allows the tackling of those problems. On one hand the forgetfulness
is avoided cause based on the medical schedule the system can notify the
patient about when is time to medicate. On the other hand, the SPD always
provides the correct doses, completely avoiding indecision/confusion.
Additionally, the system offers other capabilities. Through the commu-
nicative features and its monitoring functionalities SPiDer can produce a
continuous benchmark of the compliance of the user regarding its medica-
tion, as well as dynamically make changes on the schedule in order to im-
prove that performance. Hence, the continuous monitorization also allows
the quick reaction in front a bad compliance with the prescribed schedules
immediately, i.e., it allows to detect the problem before that it appears hav-
ing the possibility of avoid health issues due to low adherence. Another
characteristic of the system, is that it could offer the possibility of recording
anonymous data of the patient’s behaviour, with the goal of analysing it
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and identifying potential common problems for similar patients, detect the
best schedules giving to the doctors the chance of establish a good schedule
from the begining decreasing the possibilities of the need of changes over the
schedule. Moreover, the detection of critical states allows the system and
the responsible persons to react immediately to it, avoiding the potential
side effects caused by bad medication (e.g., in the case of SPiDer, taking an
incorrect dose cannot happen but an important dose can be missed), even
reacting before the effects of a bad compliance arises.
Finally, through involving the doctors and pharmacies in the system,
this project tries to add new methodologies into the medical system related
with the prescription of medication with the goal of making it it more effi-
cient. By monitoring the stock of medication, the system can detect when
a new prescription has to be made. Accordingly, the system can advert the
doctor that a new prescription is needed. If the doctor is allowed to make
electronically the prescription, the pharmacies could be in charge of sending
a person to refill the SPD once the electronic prescription is made. The sys-
tem has the feature of providing temporal access permissions to a trusted
person, for example to refill the SPD. Furthermore, by digitally controlling
the stock of medications, the system provides more efficacy and organization
in the schedule of doctors and pharmacies, and allows the prescription of
the doses required by the patient, i.e., allows the control of the quantity
of medications that the patients have at house ( nowadays it is very com-
mon that elders has lots of medication in house, medications with may be
expired, and the effects of which they may not known) allowing to reduce
costs in medication that will go to the garbage in most of cases.
Hence, SPiDer contributions are many. We summarize in the following
list the most important ones from our point of view:
• Introduce hight levels of adherence to the medical schedule (i.e., com-
pliance with the prescribed medication)
• Eliminates the possibility of taking wrong medication
• Presents procedures to avoid, detect and communicate dangerous sit-
uations in real time
• Adds improved medication prescription and distribution methodolo-
gies
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• Allows the recopilation of anonymized data to analyse and detect bet-
ter solutions in the medication schedules
• Allows the addition of more modules in order to store more data or
add new functionalities
• Is open to communicate with other systems
• Is thought to be extensible to be adapted to new environments (e.g.,
can be placed to seniour houses)
• Allows scalability just by replicating agents
6.2 Future work
Several things can be considered as part of the future work. First of all, some
implementation is needed in order to complete some parts of the system.
Some non-key use cases were not implemented and would have to be if the
prototype is to be tested in real situations. Then, some testing in real
environment has to be done in order to get feedback about the performance
of the project. Through the testing in real environments we can get the data
of the results knowing the exact impact of SPiDer into adherence.
The features of SPiDer presented in §5.1 allows the project to grow in
several directions. On one hand, by the nature of the MAS the system
can be extended with new component that incorporates to the system new
features. Two relevant extensions which we have in mind are:
1. Introduce a list of sensors to detect the movement around the house.
With those sensors, the capabilities of the system can be increased
by also monitoring the activity of the user, even detecting abnormal
situations based on the regular activity of the user. The introduction
of sensor can keep growing up, also we can put sensors on couches and
bed through which we could for example infere that some medication
is influencing the patient to lie more time on bed or in the sofa, etc.
Another important agent who we could integrate in the system is the
smartphone. Nowadays, it is possible to prepare the smartphone as
an agent due it extense capabilities (e.g., internet connection, gps,
mobile signal, etc.) and we could notify patient about important facts
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like that is time to go home because based on his position he will not
arrive at home at time to medicate, etc.
2. Extend the clients of the project by adapting it to a senior houses.
Through the scalability, extensibility and adaptability of SPiDer it is
possible to introduce several dispensers on the senior houses facilitating
the dispense of doses to the elders living there. In those houses where
there are many elders and many different medication schedules, such
system could facilitate the nurses task and improve adherence.
Chapter 7
Gant and Economical
Summary
This chapter shows the schedule followed to make this project and an eco-
nomical estimation of the costs of the project.
7.1 Gantt
Figure 7.1 shows the tasks of the schedule followed along the performing
of this project and Figure 7.2 shows a graphic representation of the time
dedicated to those tasks.
7.2 Economical Analysis
Next we outline an estimation of the costs of the work made. However we
need to remark some details. The costs showed in the table 7.1 specifies the
role of the actor who performs each task. In the case of this project all the
tasks were made by the author of this document. Nevertheless, the author
has not the skills of a designer of a specialist worker (e.g., the time for the
graphic design is quite bigger because the learning time). Consequently, the
time estimated in that table also includes the learning time to be able to
perform the tasks correctly. Thus, the table 7.1 shows the estimated tasks
organized in big sections.
In the development of this project some resources were needed. The
table 7.2 outline the main materials and hardware bought and used with
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Task Role Time(h) Cost/h Cost (e)
Design
SPD design Graphic Designer 100 20 2000
System design Engineer 150 25 3750
Specification Engineer 120 25 3000
Implementation Engineer 300 25 7500
SPD construction Worker 50 10 500
Documentation Engineer 170 25 4250
Total 790 21000
Table 7.1: Timing estimation and cost
Component Cost (e)
Dispenser wooden 50
Sensors & actuators 150
1 Arduino 20
3 Raspberry Pi 150
Others (cables, screws , glue, paints, ...) 50
Renting machines & tools 30
Software 0
Total 450
Table 7.2: Cost of Materials & Hardware
the respective costs associated.
Concept Cost (e)
Design & Implementation 19650
Materials & Hardware 450
Total 21450
Table 7.3: Total costs
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Figure 7.1: Tasks of the Gant
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Figure 7.2: Gant
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