Independently developed codebases typically contain many segments of code that perform same or closely related operations (semantic clones). Finding functionally equivalent segments enables applications like replacing a segment by a more efficient or more secure alternative. Such related segments often have different interfaces, so some glue code (an adapter) is needed to replace one with the other. We present an algorithm that searches for replaceable code segments at the function level by attempting to synthesize an adapter between them from some family of adapters; it terminates if it finds no possible adapter. We implement our technique using (1) concrete adapter enumeration based on Intel's Pin framework (2) binary symbolic execution, and explore the relation between size of adapter search space and total search time. We present examples of applying adapter synthesis for improving security and efficiency of binary functions, deobfuscating binary functions, and switching between binary implementations of RC4. We present two large-scale evaluations, (1) we run adapter synthesis on more than 13,000 function pairs from the Linux C library, (2) using more than 61,000 fragments of binary code extracted from a ARM image built for the iPod Nano 2g device and known functions from the VLC media player, we evaluate our adapter synthesis implementation on more than a million synthesis tasks . Our results confirm that several instances of adaptably equivalent binary functions exist in real-world code, and suggest that adapter synthesis can be applied for reverse engineering and for constructing cleaner, less buggy, more efficient programs.
I. INTRODUCTION
When required to write an implementation for matrix multiplication, the average programmer will come up with a naive implementation in a matter of minutes. However, much research effort has been invested into creating more efficient matrix multiplication algorithms [56] , [8] , [16] . On attempting to replace the naive implementation with an implementation of a more efficient matrix multiplication algorithm, the programmer is likely to encounter interface differences, such as taking its arguments in a different order. In this paper we present a technique that automates the process of finding functions that match the behavior specified by an existing function, while also discovering the necessary wrapper needed to handle interface differences between the original and discovered functions. Other use cases for our technique include replacing insecure dependencies of off-the-shelf libraries with bug-free variants, deobfuscating binary-level functions by comparing their behavior to known implementations, and locating multiple versions of a function to be run in parallel to provide security through diversity [4] , and reverse engineering a fragment of code to its intended semantic functionality.
Our technique works by searching for a wrapper that can be added around one function's interface to make it equivalent to another function. We consider wrappers that transform function arguments and return values. Listing 1 shows implementations in two commonly-used libraries of the isalpha predicate, which checks if a character is a letter. Both implementations follow the description of the isalpha function as specified in the ISO C standard, but the glibc implementation signifies the input is a letter by returning 1024, while the musl implementation returns 1 in that case. The glibc implementation can be adapted to make it equivalent to the musl implementation by replacing its return value, if non-zero, by 1 as shown by the adapted isalpha function. This illustrates the driving idea of our approach: to check whether two functions f 1 and f 2 are different interfaces to the same functionality, we can search for a wrapper that allows f 1 to be replaced by f 2 .
We refer to the function being wrapped around as the inner function and the function being emulated as the target function. In the example above, the inner function is glibc isalpha and the target function is musl isalpha. We refer to the wrapper code automatically synthesized by our tool as an adapter. Our adapter synthesis tool searches in the space of all possible adapters allowed by a specified adapter family for an adapter that makes the behavior of the inner function f 2 equivalent to that of the target function f 1 . We represent that arXiv:1707.01536v2 [cs.SE] 23 Oct 2017 such an adapter exists by the notation f 1 ← f 2 . Note that this adaptability relationship may not be symmetric: a ← b does not imply b ← a. To efficiently search for an adapter, we use counterexample guided inductive synthesis (CEGIS) [52] . An adapter family is represented as a formula for transforming values controlled by parameters: each setting of these parameters represents a possible adapter. Each step of CEGIS allows us to conclude that either a counterexample exists for the previously hypothesized adapter, or that an adapter exists that will work for all previously found tests. We use binary symbolic execution both to generate counterexamples and to find new candidate adapters; the symbolic execution engine internally uses a satisfiability modulo theories (SMT) solver. We contrast the performance of binary symbolic execution for adapter search with an alternate approach that uses a randomly-ordered enumeration of all possible adapters. We always restrict our search to a specified finite family of adapters, and also bound the size of function inputs.
We show that adapter synthesis is useful for a variety of software engineering tasks. One of our automatically synthesized adapters creates adaptable equivalence between a naive implementation of matrix multiplication and an implementation of Strassen's matrix multiplication algorithm. We also demonstrate the application of adapter synthesis to deobfuscation by deobfuscating a heavily obfuscated implementation of CRC-32 checksum computation. We find adaptable equivalence modulo a security bug caused by undefined behavior. Two other pairs of our automatically synthesized adapters create adaptable equivalence between RC4 setup and encryption functions in mbedTLS (formerly PolarSSL) and OpenSSL. We can use binary symbolic execution both to generate counterexamples and to find new candidate adapters. Our notion of adapter correctness only considers code's behavior, so we can detect substitutability between functions that have no syntactic similarity. We explore the trade-off between using concrete enumeration and binary symbolic execution for adapter search. Guided by this experiment, we show that binary symbolic execution-based adapter synthesis can be used for reverse engineering at scale. We use the Rockbox project [49] to create an a ARM-based 3rd party firmware image for the iPod Nano 2g device and identify more than 61,000 target code fragments from this image. We extract reference functions from the VLC media player [57] . Using these target code fragments and reference functions, our evaluation completes more than 1.17 million synthesis tasks. Each synthesis task navigates an adapter search space of more than 1.353 x 10 127 adapters, enumerating these concretely would take an infeasible amount of time (10 14 years). We find our adapter synthesis implementation finds several instances of reference functions in the firmware image. Using the most interesting reference functions from this evaluation, we then compare adapter families to explore different parameter settings for adapter synthesis. To test adapter synthesis within the C library, we evaluate two of our adapter families on more than 13,000 pairs of functions from the C library and present synthesized adapters for some of them. The rest of this paper is organized as follows. 
II. ADAPTER SYNTHESIS A. An Algorithm for adapter Synthesis
The idea of counterexample-guided synthesis is to alternate between synthesizing candidate adapter expressions, and checking whether those expressions meet the desired specification. When a candidate adapter expression fails to meet the specification, a counterexample is produced to guide the next synthesis attempt. We are interested in synthesizing adapters that map the arguments of the target function to the arguments of the inner function, and map the return value of the inner function to that of the target function, in such a way that the behavior of the two functions match. Our specification for synthesis is provided by the behavior of the target function, and we define counterexamples to be inputs on which the behavior of the target and inner functions differ for a given adapter. Our adapter synthesis algorithm is presented in Algorithm 1 and is explained in a corresponding figure in Figure 1 .
Algorithm 1 will terminate with either an adapter that produces equivalence between the target and inner functions for all side-effects, or an indication that the functions cannot be made equivalent using the adapter family we specify. Algorithm 1 first initializes the current adapter to a default Input : Pointers to the target function T and inner function I Output: (argument adapter A, return value adapter R) or null [1] A ← default-function-args-adapter; [2] R ← default-return-value-adapter; [3] test-list ←empty-list; [4] while true do [5] counterexample ← CheckAdapter (A, R, T, I); [6] if counterexample == null then [7] return (A, R); [8] else [9] test-list.append(counterexample); [10] end [11] (A, R) ← SynthesizeAdapter (test-list, T, I); [12] if A == null then [13] return null; [14] end [15] end Algorithm 1: Counterexample-guided adapter synthesis Input : Concrete adapter A for function arguments and R for return value, target function pointer T, inner function pointer I Output: Counterexample to the given adapter or null [1] args ← symbolic; [2] while execution path available do [3] T-return-value, T-side-effects ← T(args); [4] I-return-value, I-side-effects ← I(adapt(A, args)); [5] if ! (equivalent(T-side-effects, I-side-effects) and equivalent(T-return-value, adapt(R, I-return-value))) then [6] return concretize(args); [7] end [8] end [9] return null; Algorithm 2: CheckAdapter used by Algorithm 1 adapter. In our implementation, we often use an 'identity adapter' which sets every argument of the inner function to be its corresponding argument to the target function. Next, the list of current tests is set to be the empty list. At every iteration (until a correct adapter is found) a new counterexample is added to this list, and any subsequently generated candidate adapter must satisfy all tests in the list. This provides the intuition for why the adapter search process will always terminate: with every iteration the adapters found become more 'correct' in the sense that they produce the desired behavior for more known tests than any previous candidate adapter. Algorithm 1 terminates if the space of candidate adapters allowed by the adapter family is finite. In practice, we found the number of iterations to be small. The CheckAdapter procedure (described in Algorithm 2) first executes the target function with symbolic arguments and saves its return value and side-effects. It then plugs in the symbolic function arguments to the concrete adapter given as input to produce adapted symbolic arguments for the inner function by calling the adapt method. Algorithm 2 executes the adapted inner function, saves its return value and a list of its side-effects. Algorithm 2 is successful if it finds inequivalence between (1) side-effects of the target and inner functions, or (2) the target function's return value and adapted return value of the inner function created by calling the adapt method with the input return value adapter. On Input : List of previously generated counterexamples test-list, target function pointer T, inner function pointer I Output: (argument adapter A, return value adapter R) or null [1] A ← symbolic function args adapter; [2] R ← symbolic return value adapter; [3] while execution path available do [4] eq-counter ← 0; [5] while eq-counter < length(test-list) do [6] T-return-value, T-side-effects ← T(test); [7] I-return-value, I-side-effects ← I(adapt(A, test)); [8] if equivalent(T-side-effects, I-side-effects) and equivalent(T-return-value, adapt(R, I-return-value)) then [9] eq-counter ← eq-counter + 1; [10] else [11] break; [12] end [13] end [14] if eq-counter == length(test-list) then [15] return (concretize(A), concretize(R)); [16] end [17] end [18] return null;
Algorithm 3: SynthesizeAdapter used by Algorithm 1 success, it selects concrete function arguments which create this inequivalence and returns them as a counter-example to the given input adapter. On failure, it concludes no such inequivalence can be found on any execution path, and returns null.
The SynthesizeAdapter procedure described in Algorithm 3 first concretely executes the target function with a test case from the input test list, and saves the return value sideeffects. It then plugs in the concrete test case into the symbolic argument adapter to create symbolic arguments for the inner function by calling the adapt method. It then executes the inner function, saving its return value and side-effects. If Algorithm 3 finds equivalence between (1) side-effects of the target and inner functions, and (2) the target function's return value and the inner function's adapted return value, it considers this test case satisfied. Finally, on line 15 of Algorithm 3, if it finds all tests to be satisifed, it concretizes the function argument and return value adapters and returns them. The overall time it takes for Algorithm 3 to find an adapter strongly depends on the space of operations permitted by the adapter family it operates on. We describe the design of the adapter families, found useful in our evaluation, in the next subsection.
B. Adapter Families 1) Argument Substitution:: This family of adapters allows replacement of any inner function argument by one of the target function arguments or a constant. This simple family is useful, for instance, when synthesizing adapters between the cluster of functions in the C library that wrap around the wait system call as shown in Section IV.
2) Argument Substitution with Type Conversion:: This family extends the argument substitution adapter family by allowing inner function arguments to be the result of a type conversion applied to a target function argument. Since type information is not available at the binary level, this adapter tries all possible combinations of type conversion on function arguments. Applying a type conversion at the 64-bit binary level means that each target function argument itself may have been a char, short or a int, thereby using only the low 8, 16, or 32 bytes of the argument register. The correct corresponding inner function argument could be produced by either a sign extension or zero extension on the low 8, 16, or 32 bits of the argument register. This adapter family also allows for converting target function arguments to boolean values by comparing those arguments to zero.
3) Arithmetic adapter:: This family allows inner function arguments to be arithmetic combinations of target function arguments. To ensure that the space of adapters is finite, our implementation only allows for arithmetic expressions of a specified bounded depth. Arithmetic adapters allow our tool to reproduce other kinds of synthesis. In the description of the capabilities of the synthesis tool SKETCH, Solar-Lezama et. al. [52] present the synthesis of an efficient bit expression that creates a mask isolating the rightmost 0-bit of an integer. We can synthesize the same bit expression by synthesizing an arithmetic adapter that adapts the identity function to a lessefficient implementation of the operation. 4) Memory Substitution:: This family of adapters allows a field of an inner function structure argument to be adapted to a field of a target function structure argument. Each field is treated as an array with n entries (where n cannot be less than 1), with each entry of size 1, 2, 4, or 8 bytes. Corresponding array entries used by the target and inner functions need not be at the same address and may also have different sizes, in which case both sign-extension and zero-extension are valid options to explore for synthesizing the correct adapter as shown in Figure 2 . This makes our adapter synthesis more powerful because it can be used in combination with other rules that allow argument substitution. This adapter family synthesizes correct adapters between RC4 implementations in the mbedTLS and OpenSSL libraries in Section IV-D. 5) Return Value Substitution:: The argument substitution families described above can be applied on the return values as well. An example of different return values having the same semantic meaning is the return value of the C library function isalpha as shown in Listing 1. 
C. Example
To illustrate our approach, we walk through a representative run of our adapter synthesis algorithm using a target function, that represents binary code from a Rockbox firmware image built for the iPod Nano 2g device, and the clamp function in the Boost library as the reference function. Both the target code region (represented as a function) and reference function are shown in Listing 2. Although our adapter synthesis implementation can use any binary code region as the target region, in this example we define the target code regions to be a C function, and let inputs correspond to function arguments and output correspond to the function return value. Here we will focus only on synthesis of the input adapter, although the general algorithm also produces an adapter that acts the output of the reference function. A correct input adapter should set the first argument of clamp reference to the integer argument x of clamp target and set the second and third arguments of clamp reference to 0 and 255 respectively. We write this adapter as A(x) = (x, 0, 255).
Step 0: adapter synthesis begins with an empty counterexample list and a default adapter that maps every argument to the constant 0 (i.e. A(x) = (0, 0, 0)). During counterexample generation (CheckAdapter in Figure 1 ), we use symbolic execution to search for an input x such that the output of clamp target(x) is not equivalent to the output of clamp reference(A(x)) = clamp reference(0,0,0). From CheckAdapter, we learn that x = 1 is one such counterexample.
Step 1:
Next, during adapter synthesis (adapterSynthesis in Figure  1 ), we use symbolic execution to search for a new adapter A that will make clamp target(x) equivalent to clamp reference(A(x)) for every input x in the list [1] . From SynthesizeAdapter, we learn that A(x) = (0, x, x) is a suitable adapter, and this becomes our new candidate.
Step 2: At the beginning of this step, the candidate adapter is A(x) = (0, x, x) and the counterexample list is [1] . First, we use CheckAdapter to search for a counterexample to the current candidate adapter. We find that x = 509 is a counterexample.
Step 3: Next, we use SynthesizeAdapter to search for an adapter A for which the output of clamp target(x) will be equivalent to the output of clamp reference(A(x)) for both x = 1 and x = 509. SynthesizeAdapter identifies A(x) = (x, x, 255) as the new candidate.
Step 4: At the beginning of this step, the candidate adapter is A(x) = (x, x, 255) and the counterexample list is [1, 509] . As before, first we use CheckAdapter to search for a counterexample to the current candidate adapter. We find that x = −2147483393 is a counterexample.
Step 5: Next, we use SynthesizeAdapter to search for an adapter A for which the output of clamp target(x) will be equivalent to the output of clamp reference(A(x)) for every x ∈ [1, 509, -2147483393] . SynthesizeAdapter identifies A(x) = (x, 0, 255) as the new candidate.
Step 6: In this step, counterexample generation fails to find a counterexample for the current adapter, indicating that the current adapter is correct for all explored paths. Therefore, adapter synthesis terminates with the final adapter A(x) = (x, 0, 255). Alternatively, adapter synthesis could have terminated with the decision that the target function is not substitutable by the reference function with any allowed adapter. In our evaluations, adapter synthesis may also terminate with a timeout, indicating the total runtime has exceeded a predefined threshold.
D. Extensibility
The adapter synthesis algorithm presented in this section is not tied to any particular source programming language or family of adapters. In our implementation (Section III) we target binary x86 and ARM code, and we use adapters that allow for common argument structure changes in C code. In Section IV we present two different interpretations of "target code regions." The first is the function interpretation discussed earlier, where inputs correspond to function arguments and outputs correspond to function return values and side effects. The second interpretation, enabled by our focus on binary code, defines code regions as "code fragments." We define a code fragment to be a sequence of instructions consisting of atleast one instruction. Inputs to code fragments are all the general-purpose registers available on the architecture of the code fragment and outputs are registers written to within the code fragment. We could also allow reference functions to be more general code regions, but we restricted ourselves to the function-level for now with the idea that a function is the most natural unit of code in which a reverse engineer can express a known behavior.
III. IMPLEMENTATION
We implement adapter synthesis for Linux/x86-64 binaries using the symbolic execution tool FuzzBALL [36] , which is freely available [15] . FuzzBALL allows us to explore execution paths through the target and adapted inner functions to (1) find counterexamples that invalidate previous candidate adapters and (2) find candidate adapters that create behavioral equivalence for the current set of tests. As FuzzBALL symbolically executes a program, it constructs and maintains Vine IR expressions using the BitBlaze [53] Vine library [54] and interfaces with the STP [17] decision procedure to solve path conditions. We replace the symbolic execution-based implementation of adapter search with a concrete implementation that searches the adapter space in a random order.
A. Test Harness
To compare code for equivalence we use a test harness similar to the one used by Ramos et al. [47] to compare C functions for direct equivalence using symbolic execution. The test harness exercises every execution path that passes first through the target code region, and then through the adapted reference function. As FuzzBALL executes a path through the target code region, it maintains a path condition that reflects the branches that were taken. As execution proceeds through the adapted reference function on an execution path, FuzzBALL will only take branches that are do not contradict the path condition. Thus, symbolic execution through the target and reference code consistently satisfies the same path condition over the input. Listing 3 provides a representative test harness. If the target code region is a code fragment, it's inputs x 1 , ..., x n need to be written into the first n general purpose registers available on the architecture. Since the target code fragment may write into the stack pointer register (sp on ARM), the value of the stack pointer also needs to be saved before executing the target code fragment and restored after the target code fragment has finished execution. These operations are represented on lines 2, 3, and 5 of Listing 3. On line 4 the test harness executes the target code region with inputs x 1 , ..., x n and captures its output in r1. If the target code region is a code fragment, its output needs to be determined in a preprocessing phase. One heuristic for choosing a code fragment's output is to choose the last register that was written into by the code fragment. On line 9, it calls the adapted reference function REF with inputs y 1 , ..., y m , which are derived from x 1 , ..., x n using an adapter. It adapts REF's return value using the return adapter R and saves the adapted return value in r2. On line 10 the test harness branches on whether the results of the calls to the target and adapted reference code match. 1 We use the same test harness for both counterexample search and adapter search. During counterexample search, the inputs x 1 , ..., x n are marked as symbolic and the adapter is concrete. FuzzBALL first executes the target code region using the symbolic x 1 , ..., x n . It then creates reference function arguments y 1 , ..., y n using the concrete adapter and executes the reference function. During adapter search, the adapter is marked as symbolic, and for each set of test inputs x 1 , ..., x n , FuzzBALL first executes the target code region concretely. FuzzBALL then applies symbolic adapter formulas (described in III-B) to the concrete test inputs and passes these symbolic formulas as the adapted reference function arguments y 1 , ..., y n , before finally executing the reference function. During counterexample search we are interested in paths that execute the "Mismatch" side, and during adapter search we are interested in paths that execute the "Match" side of the branches on line 7 of Listing 3. For simplicity, Listing 3 shows only the return values r 1 and r 2 as being used for equivalence checking. L:reg16_t ) S:reg32_t ) Listing 
B. Adapters as Symbolic Formulae

Vine IR formula for one type conversion operation and argument substitution
We represent adapters in FuzzBALL using Vine IR expressions involving symbolic variables. As an example, an argument substitution adapter for the adapted inner function argument y i is represented by a Vine IR expression that indicates whether y i should be replaced by a constant value (and if so, what constant value) or an argument from the target function (and if so, which argument) This symbolic expression uses two symbolic variables, y i type and y i val. We show an example of an adapter from the argument substitution family represented as a symbolic formula in Vine IR in Listing 4. This listing assumes the target function takes three arguments, x1, x2, x3. This adapter substitutes the first adapted inner function argument with either a constant or with one of the three target function arguments. A value of 1 in y 1 type indicates the first adapted inner function argument is to be substituted by a constant value given by y 1 val. If y 1 type is set to a value other than 1, the first adapted inner function argument is to be substituted by the target function argument at position present in y 1 val. We constrain the range of values y 1 val can take by adding side conditions. In the example shown in Listing 4, when y 1 type equals a value other than 1, y 1 val can only equal 0, 1, or 2 since the target function takes 3 arguments. Symbolic formulae for argument substitution can be extended naturally to more complex adapter families by adding additional symbolic variables. For example, consider the Vine IR formula shown in Listing 5 which extends the formula in Listing 4 to allow sign extension from the low 16 bits of a value. Listing 5 begins in the same way as Listing 4 on line 1. But, this time, if y 1 type is 0, it performs argument substitution based on the value in y 1 val on lines 3, 4. If y 1 type is any value other than 0, it performs sign extension of the low 16 bits in a value. This value is chosen based on the position set in y 1 val on lines 8, 9. Notice lines 8, 9 are the same as lines 3, 4, which means the value, whose low 16 bits are sign-extended, is chosen in exactly the same way as argument substitution.
During the adapter search step of our algorithm, Vine IR representations of adapted inner function arguments are placed into argument registers of the adapted inner function before it begins execution, and placed into the return value register when the inner function returns to the test harness. When doing adapter synthesis using memory substitution, Vine IR formulas allowing memory substitutions are written into memory pointed to by inner function arguments. We use the registers %rdi, %rsi, %rdx, %rcx, %r8, and %r9 for function arguments and the register %rax for function return value, as specified by the x86-64 ABI calling convention [38] . We do not currently support synthesizing adapters between functions that use arguments passed on the stack, use variable number of arguments, or specify return values in registers other than %rax.
C. Equivalence checking of side-effects
We record the side-effects of executing the target and adapted inner functions and compare them for equivalence on every execution path. For equivalence checking of sideeffects via system calls, we check the sequence of system calls and their arguments, made by both functions, for equality. For equivalence checking of side-effects on concretely-addressed memory, we record write operations through both functions and compare the pairs of (address, value) for equivalence. For equivalence checking of side-effects on memory addressed by symbolic values, we use a FuzzBALL feature called symbolic regions. Symbolic address expressions encountered during adapted inner function execution are checked for equivalence with those seen during target function execution and mapped to the same symbolic region, if equivalent.
D. Concrete adapter search
Given an adapter family, the space of possible adapters is finite. Instead of using symbolic execution for adapter search, we can concretely check if an adapter produces equal sideeffects and return values for all previously-found tests. We implement concrete enumeration-based adapter search in C for all the adapter families described in Section II. We use the Pin [34] framework for checking side-effects on memory and system calls for equality. To prevent adapter search time from depending on the order of enumeration, we randomize the sequence in which adapters are generated.
IV. EVALUATION
A. Example: Security
if( !(-(len/2) <= c && c <= (len/2)) ) 8 return -1; 9 return table[c+(len/2)+1]; 10 } Listing 6. two implementations for mapping ordered keys,negative or positive, to values using a C array Consider a table implementing a function of a signed input. For example, keys ranging from -127 to 127 can be mapped to a 255-element array. Any key k will then be mapped to the element at position k+127 in this array. We present two implementations of such lookup functions in Listing 6. Both functions, l1 and l2, assume keys ranging from -len/2 to +len/2 are mapped in the table parameter. However, l1 contains a bug caused due to undefined behavior. The return value of abs for the most negative 32-bit integer (-2147483648) is not defined [19] . The eglibc-2.19 implementation of abs returns the absolute value of the most negative 32-bit integer as this same 32-bit integer. This causes the check on line 2 of Listing 6 to not be satisfied allowing execution to continue to line 4 and cause a segmentation fault. Even worse, passing a carefully-chosen value for len can allow a sensitive value to be read and allow this bug to be exploited by an attacker. l2 in Listing 6 performs a check, semantically-equivalent to the one on line 2, but does not contain this bug. Our adapter synthesis implementations were able to synthesize correct argument substitution adapters in the l1 ← l2 direction. adapter synthesis with concrete enumeration-based adapter search takes 5 seconds, and with FuzzBALL-based adapter search takes 41 seconds. This adapter synthesis requires adaptation modulo the potential segmentation fault in l1. This example shows adapter synthesis provides replacement of buggy functions with their bug-free siblings by adapting the interface of the bug-free function to the buggy one.
B. Example: Deobfuscation
A new family of banking malware named Shifu was reported in 2015 [14] , [21] . Shifu was found to be targeting banking entities across the UK and Japan. It continues to be updated [41] . Shifu is heavily obfuscated, and one computation used frequently in Shifu is the computation of CRC-32 checksums. We did not have access to the real malware binary, but we were able to simulate its obfuscated checksum computation binary function using freely-available obfuscation tools.
Given a reference implementation of CRC-32 checksum computation, adapter synthesis can be used to check if an obfuscated implementation is adaptably equivalent to the reference implementation. We used the implementation of CRC-32 checksum computation available on the adjunct website [58] of Hacker's Delight [59] (modified so that we could provide the length of the input string) as our reference function. We obfuscated this function at the source code and Intermediate Representation (IR) levels to create three obfuscated clones. For the first clone, we used a tool named Tigress [7] to apply the following source-level obfuscating transformations: 1) Function virtualization: This transformation turns the reference function into an interpreter with its own bytecode language. [32] . These transformations caused the number of instruction bytes to increase from 126 to 2944 bytes. Finally, we compiled the obfuscated C code (obtained using Tigress) with the LLVM obfuscator tool to create a third clone. We then ran our adapter synthesis tool with the reference function as the target function and all three clones as inner functions. We used the CRC-32 checksum of a symbolic 1 byte input string as the return value of each clone. Our adapter synthesis tool, using FuzzBALL-based adapter search, correctly concluded that all three clones were adaptably equivalent to the reference function in less than 3 minutes using argument substitution. A correct adapter for one obfuscated clone is shown in Figure 3 . It maps the string and length arguments correctly, while ignoring the four bogus arguments (the mappings to bogus arguments are irrelevant). While performing adapter synthesis on heavily-obfuscated binary code is challenging, adaptation in this example is complicated further by an increase in the number of inner function arguments causing the adapter search space to increase to 43.68 million adapters. Adapter synthesis can also be applied to find more efficient versions of a function, even when those versions have a different interface. Matrix multiplication is one of the most frequently-used operations in mathematics and computer science. It can be used for other crucial matrix operations (for example, gaussian elimination, LU decomposition [1] ) and as a subroutine in other fast algorithms (for example, for graph transitive closure). Adapting faster binary implementations of matrix multiplication to the naive one's interface improves the runtime of such other operations relying on matrix multiplication. Hence, as our target function, we use the naive implementation of matrix multiplication shown in Listing 7. As our inner function we use an implementation of Strassen's algorithm [56] from Intel's website [22] , which takes the input matrices A and B as the 1st and 2nd arguments respectively and places the product matrix in its 3rd argument. We modified their implementation so that it used Strassen's algorithm for all matrix sizes. Our adapter synthesis tool, using FuzzBALLbased adapter search, finds the correct argument substitution adapter for making the implementation using Strassen's algorithm adaptably equivalent to the naive implementation in 17.7 minutes for matrices of size 4x4. When using concrete enumeration-based adapter search, the adapter search finds the correct adapter in less than 4.5 minutes.
C. Example: Efficiency
This example shows that adapter synthesis can be used for finding adaptably equivalent clones of a function that have different algorithmic space and time complexity. Program analysis techniques for checking space and time usage of different implementations are being actively researched [9] . Symbolic execution can also be used for finding inputs that cause functions to exhibit worst-case computational complexity [6] . adapter synthesis can be used as a pre-processing step before applying other techniques for detecting algorithmic complexity of semantic clones.
D. Example: RC4 encryption
To show that adapter synthesis can be applied to replace one library with another, we chose to adapt functions implementing Figure 4 . Executing each of these initialization routines requires 256 rounds of mixing bytes from the key string into the key structure. The two initialization routines require the key length argument at different positions, so making RC4 set key adaptably equivalent to mbedtls arc4 setup requires not only mapping the mbedtls arc4 context object to a RC4 KEY object, but also figuring out the correct mapping of the key length argument. This combination of argument substitution and memory substitution adapter families creates a search space of 421.823 million adapters.
Our adapter synthesis tool correctly figures out both mappings and finds adaptable equivalence by creating equivalence between side-effects on the structure objects (ctx for mbedtls arc4 setup, RC4 KEY for RC4 set key). To setup adapter synthesis between these two function pairs (we synthesized adapters in both directions), we used a symbolic key string of length 1, and hence the synthesis tool correctly sets the key length argument to 1. Our tool, when using FuzzBALL-based adapter search, figures out the correct memory and argument substitution adapters in the mbedTLS ← OpenSSL direction for initialization routines in 60 minutes and in the OpenSSL ← mbedTLS direction in 49 minutes. Thus, we combined the memory substitution adapter with the argument substitution adapter family to synthesize adaptable equivalence between the RC4 setup pair of functions.
2) RC4 encryption:: RC4 encryption functions in mbedTLS and OpenSSL take 4 arguments each, one of which is the RC4 key structure argument. The RC4 key structures (RC4 in OpenSSL, mbedtls arc4 context in mbedTLS) contain three fields as shown in Figure 5 . The first two 4-byte fields are used to index into the third field, which is an array with 256 entries. Each entry is 4 bytes long in OpenSSL and 1 byte long in mbedTLS. In order to present an example of a memory substitution adapter synthesized in isolation, we created wrappers for both RC4 encryption functions so that only the key structure argument was exposed and used a fixed value for the input string. This allowed us to direct the adapter search to search for all possible mappings between the mbedTLS and OpenSSL RC4 key structure fields. Allowing arbitrary numbers of 1, 2, 4, or 8 byte entries in each field of the 264 (2*4+256*1) byte mbedTLS key structure and 1032 (2*4+256*4) byte OpenSSL key structure made the search space of memory mappings very large, so we instead only explored adapters where the number of entries in each array was a power of 2. While this reduction is useful in practice, it still gives us a search space of about 4.7 million adapters in both directions of adaptation.
The correct adapter that adapts the OpenSSL key structure to the mbedTLS key structure (mbedTLS ← OpenSSL) performs 2 mapping operations: (1) it maps the first 2 mbedTLS key structure fields directly to the first 2 OpenSSL key structure fields and (2) it zero extends each 1 byte entry in the 3rd field of the mbedTLS key structure to the corresponding 4 byte entry in the 3rd field of the OpenSSL key structure. The correct adapter for adapting in the reverse direction (OpenSSL ← mbedTLS) changes the second mapping operation to map the least significant byte of each 4 byte entry in the 3rd field to the 1 byte entry in its corresponding position. Our adapter synthesis tool, when using FuzzBALL-based adapter search, found the correct memory substitution adapter in the mbedTLS ← OpenSSL direction in 2.4 hours and in the OpenSSL ← mbedTLS direction in 2.6 hours. When using concrete enumeration-based adapter search, we found the correct adapter in 1.8 hours in the mbedTLS ← OpenSSL direction, of which only 6 minutes were spent on adapter search. In the OpenSSL ← mbedTLS direction, we found the correct adapter, with concrete enumeration-based adapter search, in 65 minutes, of which only 1.5 minutes were spent on adapter search. The correct adapter for making RC4 KEY adaptably equivalent to mbedtls arc4 context is shown in Figure 5 . We verified the correctness of our adapted key structures by using self-tests present in mbedTLS and OpenSSL.
3) RC4 adapter verification using nmap:: We verified our RC4 memory substitution adapter using nmap, as shown in Figure 6 . We created adapted versions of the OpenSSL RC4 setup and encryption functions that internally use the mbedTLS key structure adapted to the OpenSSL key structure. On a 64-bit virtual machine running Ubuntu 14.04, we compiled the adapted setup and encryption functions into a shared library and setup a local webserver on the virtual machine, which communicated over port 443 using the RC4+RSA cipher. We used the stock nmap binary to scan our localhost and injected our specially created shared library using the LD PRELOAD environment variable. The preloading caused the RC4 functions in our shared library to be executed instead of the ones inside OpenSSL. The output of nmap, run with preloading our specially created shared library which used the OpenSSL ← mbedTLS structure adapter, was the same as the output of nmap which used the system OpenSSL library.
E. Evaluation with C library 1) Setup: We evaluated our adapter synthesis tool on the system C library available on Ubuntu 14.04 (eglibc 2.19). The C library uses a significant amount of inlined assembly, for instance, the ffs, ffsl, ffsll functions, which motivates automated adapter synthesis at the binary level. We enumerated 1316 exported functions in the library in the order they appear, which caused functions that are defined in the same source files to appear close to each other. Considering every function in this list as the target function, we chose five functions that appear above and below it as 10 potential inner functions. These steps gave us a list of 13130 (10×1316 -2× 5 i=1 i) pairs of target and inner functions. We used the argument substitution and type conversion adapter families combined with the return value adapter family because these families scale well and are widely applicable. We ran our adapter synthesis with a 2 minute timeout on a machine running CentOS 6.8 with 64-bit Linux kernel version 2.6.32 using 64 GB RAM and a Intel Xeon E5-2680v3 processor. To keep the running time of the entire adapter synthesis process within practical limits, we configured FuzzBALL to use a 5 second SMT solver timeout and to consider any queries that trigger this timeout as unsatisfiable. We limited the maximum number of times any instruction can be executed to 4000 because this allowed execution of code which loaded library dependencies. We limited regions to be symbolic up to a 936 byte offset limit (the size of the largest structure in the library interface) and any offset outside this range was considered to contain zero.
2) Results: Table I summarizes the results of searching for argument substitution and type conversion adapters with a return value adapter within the 13130 function pairs described above. The similarity in the results for the type conversion adapter family and argument substitution adapter family arises from the similarity of these two families. The most common causes of crashing during execution of the target function were missing system call support in FuzzBALL, and incorrect null (1) 32-to-64S(#0) and 32-to-64Z(return value)
dereferences (caused due to lack of proper initialization of pointer arguments). The timeout column includes all function pairs for which we had a solver timeout (5 seconds), hit the iteration limit (4000), or reached a hard timeout (2 minutes). The search terminated without a timeout for 70% of the function pairs, which reflects a complete exploration of the space of symbolic inputs to a function, or of adapters. Since there is no ground truth, we manually corroborated the results of our evaluation by checking the C library documentation and source code. Our adapter synthesis evaluation on the C library reported 30 interesting true positives shown in Table II . (The remaining adapters found are correct but trivial.) The first column shows the function pair between which an adapter was found (with the number of arguments) and the second column shows the adapters. We use the following notation to describe adapters in a compact way. f 1 ↔ f 2 means f 1 ← f 2 and f 2 ← f 1 . # followed by a number indicates inner argument substitution by a target argument, while other numbers indicate constants. X-to-YS represents taking the low X bits and sign extending them to Y bits, X-to-YZ represents a similar operation using zero extension. The last three rows shown in Table II shows three arithmetic adapters found within the C library using partial automation. We synthesized the correct adapters by writing wrappers containing preconditions around the isupper, islower, kill functions.
F. Comparison with Concrete Enumeration-based Adapter Search
The adapter search step in our CEGIS approach need not use binary symbolic execution. We swapped out our FuzzBALLbased adapter search step with a concrete enumeration-based adapter search. We ensured that our concrete enumeration generated adapters, such that every adapter had the same probability of being chosen. We synthesized every adapter, presented so far, using both adapter search implementations and captured the total adapter search time. We also counted the size of the adapter search space for every adaptation. In some cases, the adapter search space was too large to be concretely enumerated. For example, the adapter search space for the killpg ← kill adapter consists of 98.1 million arithmetic adapters. In such cases, we reduced the size of the search space by using smaller constant bounds. Based on the size of adapter search space, we compared the total adapter search times for both adapter search strategies. We present the results from this comparison in Figure 7 . For concrete enumerationbased adapter search, Figure 7 shows the time required to find an adapter has a consistent exponential increase with an increase in the size of adapter search space. But, we cannot derive any such conclusion for binary symbolic executionbased adapter search. This is because symbolic execution is more sensitive to variations in difficulty of adapter search than concrete enumeration. We further explored this comparison between concrete enumeration and binary symbolic executionbased adapter search using an example which would allow us to control adapter search difficulty. The popCnt function synthesized by SKETCH [52] allows us to control the difficulty of adapter search. The popCnt function counts the number of bits set in a 16-bit value. We present the target (popCntNaive) function and one variant of the inner function (popCntSketch) in Listing 8. The popC-ntSketch function uses 8 constants (1, 2, 4, 8, 0xf, 0x77, 0x3333, 0x5555), which can be passed as arguments instead of being hardcoded. The argument substitution adapter family allows constant bounds to be specified to make the adapter search space finite. By varying the constant bounds and the number of arguments (which were replaced by appropriate constants by the correct adapter) to popCntSketch, we varied the size of the adapter search space while keeping the difficulty of adapter search uniform. We created 24 variants of popCountSketch. Using each popCountSketch variant as the inner function, and popCntNaive as the target function, we synthesized adapters using concrete enumeration and binary symbolic execution-based adapter search. Figure 8 shows the result of comparing total adapter search times across sizes of adapter search space when using concrete enumeration and binary symbolic execution-based adapter search. Figure 8 shows concrete enumeration-based adapter search is faster than binary symbolic execution-based adapter search upto search spaces of size 10 3 . But this gain quickly drops off as the size of search space approaches 10 7 . We also created a variant of popCntSketch that takes 6 arguments and uses them for its largest constants. Synthesizing an adapter using this variant as the inner function creates a search space of size 3.517x10 18 (not including return value substitution adapters). Using only binary symbolic execution-based adapter search, our tool synthesized the correct adpator in 168 seconds, with 154 seconds spent in adapter search. Enumerating this search space concretely would take 11.15 million years.
G. Reverse engineering using reference functions 1) Code fragment selection: : Rockbox [49] is a free replacement 3rd party firmware for digital music players. We used a Rockbox image compiled for the iPod Nano (2g) device, based on the 32-bit ARM architecture, and disassembled it. We dissected the firmware image into code fragments using the following rules: (1) no code fragment could use memory, stack, floating-point, coprocessor, and supervisor call instructions, (2) no code fragment could branch to an address outside itself, (3) the first instruction of a code fragment could not be conditionally executed. The first rule disallowed code fragments from having any inputs from and outputs to memory, thereby allowing us to use the 13 general purpose registers on ARM as inputs. The second rule prevented a branch to an invalid address. ARM instructions can be executed based on a condition code specified in the instruction, if the condition is not satisfied, the instruction is turned into a noop. The third rule disallowed the possibility of having code fragments that begin with a noop instruction, or whose behavior depended on a condition. The outputs of every code fragment were the last (up to) three registers written to by the code fragment. This caused each code fragment to be used as the target code region up to three times, once for each output register. This procedure gave us a total of 183,653 code regions, with 61,680 of them consisting of between 3 and 20 ARM instructions.
To evaluate which code fragments can be synthesized just with our adapter family without a contribution from a reference function, we checked which of these 61,680 code fragments can be adaptably substituted by a reference function that simply returns one of its arguments. Intuitively, any code fragment that can be adaptably substituted by an uninteresting reference function must be uninteresting itself, and so need not be considered further. We found 46,831 of the 61,680 code fragments could not be adaptably substituted by our simple reference function, and so we focused our further evaluation on these 46,831 code fragments that were between 3 and 20 ARM instructions long.
2) Reference functions: : Since our code fragments consisted of between 3 and 20 ARM instructions, we focused on using reference functions that can be expressed in a similar number of ARM instructions. We used the source code of version 2.2.6 of the VLC media player [57] as the codebase for our reference functions. We performed an automated search for functions that were up to 20 lines of source code. This step gave us a total of 1647 functions. Similar to the three rules for code fragment selection, we discarded functions that accessed memory, called other VLC-specific functions, or made system calls to find 24 reference functions. Other than coming from a broadly similar problem domain (media players), our selection of reference functions was independent of the Rockbox codebase, so we would not expect that every reference function would be found in Rockbox.
3) Results: We used the type conversion adapter family along with the return value substitution family, disallowing return value substitution adapters from setting the return value to be a type-converted argument of the reference function (which would lead to uninteresting adapters). But we allowed the reference function arguments to be replaced by unrestricted 32-bit constants, and we assumed each code segment takes up to 13 arguments. The size of this adapter search space can be calculated using the following formula: 8 * k=13 k=0 (2 32 ) 13−k * 13 C k * 13 P k * 8 k The first multiplicative factor of 8 is due to the 8 possible return value substitution adapters. The permutation and combination operators occur due to the choices of arguments for the target code fragment and reference functions (we assumed both have 13 arguments). The final 8 k represents the 8 possible type conversion operators that a type conversion adapter can apply. The dominant factor for the size of the adapter search space comes from size of the set of possible constants. Our adapter family used unrestricted 32-bit constants, leading to a constants set of size 2 32 .
With this adapter family set up, we ran adapter synthesis trying to adaptably substitute each of the 46,831 code fragments by each reference function . This gave us a total of 1,123,944 (46831*24) adapter synthesis tasks, with each adapter synthesis search space consisting of 1.353 x 10 127 adapters, too large for concrete enumeration. We set a 5 minute hard time limit and a total memory limit of 2 GB per adapter synthesis task. We split the adapter synthesis tasks with each reference function into 32 parallel jobs creating a total of 768 (32*24) parallel jobs. We ran our jobs on a machine cluster running CentOS 6.8 with 64-bit Linux kernel version 2.6.32 and Intel Xeon E5-2680v3 processors. We present our results in Table III . The full set of results is presented in Section VIII-A of the Appendix. The first column shows the reference functions chosen from the VLC media player source code. The #(full) column reports how many code fragments were found to be adaptably substitutable (represented by the value for #), and how many of those exploited the full generality of the We report average number of steps, average total running time (average solver time), average total time spent in adapter search steps (average time during the last adapter search step) in columns steps, total time (solver), AS time (last) respectively. In case of timeouts, only average solver time is reported since the average total running time was 5 minutes.
4) Clustering using random tests::
For every reference function, we can either have a conclusion that finds an adapter, or finds the fragment to not be adaptably substitutable, or runs out of time. Our adapter synthesis tool finds adaptable substitution using 18 out of the 24 reference functions. For every reference function, we cluster its adapted versions using 100000 random tests: all adapted versions of a reference function that report the same output for all inputs are placed in the same cluster. The number of clusters is reported in the #clusters column. For each reference function, we then manually examine these clusters to judge which adapted versions use the complete functionality of that reference function; these are the cases where describing the functionality of the target fragment in terms of the reference function is mostly likely to be concise and helpful. This took us less than a minute of manual effort for each reference function because we understood the intended semantic functionality of every reference function (we had its source code). We found several instances of adapters using the full generality of the reference function for 11 reference functions.
We found that a majority of our found adapters exploit specific functionality of the reference functions. We explored this observation further by manually summarizing the semantics of the 683 adapters reported for clamp. We found that these 683 adapters have a partial order between them created by our adapter families of type conversion and return value substitution. We present a subset of this partial order as a lattice-like diagram in Figure 9 . To explain one unexpected example, the invert-low-bit operation on a value v can be implemented in terms of val < N by setting val to the low bit of v zero-extended to 32 bits and N to 1, and zeroextending the low 1 bit of the return value of val < N to 32 bits. Some such functionalities owe more to the flexibility of the adapter family than they do to the reference function. These results suggest it would be worthwhile in the future to prune them earlier by searching for instances of the simplest reference functions first, and then excluding these from future searches. Timeouts were the third conclusion of each adapter synthesis task as reported in Table III . We report a histogram of the total running time used to find adapters in Figure 12 for the tile pos reference function, which had the most timeouts. Similar histograms for clamp and median reference function are reported in Figures 10, 11 .
The number of adapters found after 300 seconds decreases rapidly, consistent with the mean total running time (subcolumn total time (solver) under column adapter in Table III ) of 53.5 seconds for the tile pos reference function. Table III also shows that the total running time, when our tool concludes with finding an adapter, is significantly lesser than 300 seconds for all reference functions that reported adapters. Though setting any finite timeout can cause some instances to be lost, these results suggest that a 300-second timeout was appropriate for this experiment, and that most timeouts would not have led to adapters.
H. Comparing adapter families
We also explored the tradeoff between adapter search space size and effectiveness of the adapter family. We ran all 46,831 target code fragments with clamp as the reference function using two additional adapter families beyond the combination of type conversion family with return value substitution described above. The first adapter family allowed only argument permutation and the second allowed argument permututation along with substitution with unrestricted 32-bit constants. We ran the first adapter family setup (argument permutation + Number of adapters Fig. 11 . Running times for synthesized adapters using median reference function return value substitution) with a 2.5 minute hard time limit, the second adapter family setup (argument substitution + return value substitution) with a 5 minute hard time limit, and the third adapter family setup (argument substitution + return value substitution) was the same as the previous subsection with also a 5 minute hard time limit. We present our results in Table IV . As expected, the number of timeouts increases with an increase in the size of adapter search space. Table  IV also shows that, for clamp, a simpler adapter family is better at finding adapters than a more expressive family, because more searches can complete within the timeout. But, this may not be true for all reference functions. Table IV suggests that, when computationally feasible, adapter families should be tried in increasing order of expressiveness to have the fewest timeouts overall. We plan to explore this tradeoff between expressiveness and effectiveness of adapter families in the future.
V. LIMITATIONS AND FUTURE WORK
We represented our synthesized adapters by an assignment of concrete values to symbolic variables and manually checked them for correctness. adapters can be automatically translated into binary code which can replace the original function with the adapter function. We plan to automate generation of such adapter code in the future.
During every adapter search step, symbolic execution explores all feasible paths, including paths terminated on a previous adapter search step because they did not lead to a correct adapter. Once an adapter is found, the next adapter search can be accelerated by saving the state of adapter search, and picking up symbolic execution from the last path that led to a correct adapter in the next adapter search.
Our tool currently presumes that all behaviors of the target function must be matched, modulo failures such as null dereferences. Using a tool like Daikon [13] to infer the preconditions of a function from its uses could help our tool find adapters that are correct for correct uses of functions, such as isupper and islower.
adapter synthesis requires us to find if there exists an adapter such that for all inputs to the target function, the output of the target function and the output of the adapted inner function are equal. Thus the synthesis problem can be posed as a single query whose variables have this pattern of quantification (whereas CEGIS uses only quantifier-free queries). We plan to explore using solvers for this ∃∀ fragment of first-order bitvector logic, such as Yices [12] .
Symbolic execution can only check equivalence over inputs of bounded size, though improvements such as path merging [31] , [3] can improve scaling. Our approach could also integrate with any other equivalence checking approach that produces counterexamples, including ones that synthesize inductive invariants to cover unbounded inputs [55] , though we are not aware of any existing binary-level implementations that would be suitable.
VI. RELATED WORK
A. Detecting Equivalent Code
The majority of previous work in this area has focused on detecting syntactically equivalent code, or 'clones,' which are, for instance, the result of copy-and-paste [29] , [33] , [25] . Jiang et al. [26] propose an algorithm for automatically detecting functionally equivalent code fragments using random testing and allow for limited types of adapter functions over code inputs -specifically permutations and combinations of multiple inputs into a single struct. Ramos et al. [47] present a tool that checks for equivalence between arbitrary C functions using symbolic execution. While our definition of functional equivalence is similar to that used by Jiang et al. and Ramos et al., our adapter families capture a larger set of allowed transformations during adapter synthesis than both.
Amidon et al. [2] describe a technique for fracturing a program into pieces which can be replaced by more optimized code from multiple applications. They mention the need for automatic generation of adapters which enable replacement of pieces of code which are not immediately compatible. While Amidon et al. describe a parameter reordering adapter, they do not mention how automation of synthesis of such adapters can be achieved. David et al. [10] decompose binary code into smaller pieces, find semantic similarity between pieces, and use statistical reasoning to compose similarity between procedures. Since this approach relies on pieces of binary code, they cannot examine binary code pieces that make function calls and check for semantic similarity across wrappers around function calls. Goffi et al. [20] synthesize a sequence of functions that are equivalent to another function w.r.t a set of execution scenarios. Their implementation is similar to our concrete enumeration-based adapter search which produces equivalence w.r.t. a set of tests. In the hardware domain, adapter synthesis has been applied to low-level combinatorial circuits by Gascón et al [18] . They apply equivalence checking to functional descriptions of a low-level combinatorial circuit and reference implementations while synthesizing a correct mapping of the input and output signals and setting of control signals. They convert this mapping problem into a exists/forall problem which is solved using the Yices SMT solver [12] .
B. Component Retrieval
Type-based component retrieval was an active area of research in the past. Many papers in this area [48] , [50] , [51] focused on the problem of finding a function, whose polymorphic type is known to the user, within a library of software components. Type-based hot swapping [11] and signature matching [61] were also active areas of related research in the past. These techniques relied on adapter-like operations such as currying or uncurrying functions, reordering tuples, and type conversion. Reordering, insertion, deletion, and type conversion are only some of the many operations supported by our adapters. These techniques can only be applied at the source level, whereas our adapter synthesis technique can be applied at source and binary levels
C. Component Adaptation
Component adaptation was another related active area of research in the past. This includes techniques for adapter specification [46] , for component adaptation using formal specifications of components [39] , [42] , [43] , [60] , [5] . Component adaptation has also been performed at the Java bytecode level [30] , as well as the C bitcode level [40] . Behavior sampling [44] is a similar area of research for finding equivalence over a small set of input samples. However, these techniques either relied on having a formal specification of the behavior of all components in the library to be searched, or provided techniques for translating a formally specified adapter [46] .
D. Program Synthesis
Program synthesis is an active area of research that has many applications including generating optimal instruction sequences [37] , [27] , automating repetitive programming, filling in low-level program details after programmer intent has been expressed [52] , and even binary diversification [23] . Programs can be synthesized from formal specifications [35] , simpler (likely less efficient) programs that have the desired behavior [37] , [52] , [27] , or input/output oracles [24] . We take the second approach to specification, treating existing functions as specifications when synthesizing adapter functions.
VII. CONCLUSION
We presented a new technique to search for semanticallyequivalent pieces of code which can be substituted while adapting differences in their interfaces. This approach is implemented at the binary level, thereby enabling wider applications and consideration of exact run-time behavior. We implemented adapter synthesis for x86-64 and ARM binary code. We presented examples demonstrating applications towards security, deobfuscation, efficiency, and library replacement, and an evaluation using the C library. Our adapter families can be combined to find sophisticated adapters as shown by adaptation of RC4 implementations. While finding thousands of functions to not be equivalent, our tool reported many instances of semantic equivalence, including C library functions such as ffs and ffsl, which have assembly language implementations. Our comparison of concrete enumerationbased adapter search with binary symbolic execution-based adapter search allows users of adapter synthesis to choose between the two approaches based on size of adapter search space. We selected more than 61,000 target code fragments from a 3rd party firmware image for the iPod Nano 2g and 24 reference functions from the VLC media player. Given a adapter search space of 1.353 x 10 127 adapters, we used binary symbolic execution-based adapter search to run more than a million adapter synthesis tasks. Our tool finds dozens of instances of several reference functions in the firmware image, and confirms that the process of understanding the semantics of binary code fragments can be automated using adapter synthesis. Our results show that the CEGIS approach for adapter synthesis of binary code is feasible and sheds new light on potential applications such as searching for efficient clones, deobfuscation, program understanding, and security through diversity.
VIII. APPENDIX A. Reverse engineering expanded tables
For the results reported in Section IV-G, we report detailed metrics for the three possible conclusions, adapter found, not substitutable, timed out, in the Tables V, VI, VII respectively. The AS-stops/CE-stops column in Table VII reports the number of times a timeout resulted in an adapter search step or counter-example search step to be halted. In the first column, after each reference function's name, the #N within parenthesis reports the number of arguments taken by the reference function. popcnt 32(#1) 0 0 0 0 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) parity(#1) 0 0 0 0 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) dv audio 12 to 16(#1) 0 0 0 0 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) is power 2(#1) 0 0 0 0 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 0.000 (0.000) 
