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Abstract In software development, crosscutting concerns,
such as security, audit, access control, authentication,
logging, persistence, transaction, error handling etc. can be
modularized using the aspect-oriented paradigm. In business process modeling, aspects have been used to reduce
visualization complexity, increase reuse and improve
model maintainability. There are techniques which address
aspects in modeling and implementation phases of business
process; however, these techniques adopt different
semantic representations, hindering the integration of these
phases into the BPM lifecycle. This work proposes an
architecture for service discovery capable of selecting web
services that implement crosscutting concerns and meet the
goals established in the aspect modeling phase, executing
them accordingly with a prioritization. A proof of concept
to analyze the proposed architecture and generated artifacts
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was performed. Afterwards, the proposal was evaluated by
means of an experiment. The results suggest that the definition of an operational goal enables the business specialists to concentrate on the modeling of the aspect
without necessarily concerning its implementation, since a
proper option for implementation is discovered during the
execution of the process.
Keywords Business process management  Aspect
orientation  Semantics  Automatic discovery of services 
Aspect-oriented modeling in business process  WSMO

1 Introduction
The aspect-oriented paradigm (Kiczales et al. 1997) brings
several advantages for software development, such as the
reduction of scattered codes, transparency of the responsibilities of each module, and independence of modules, as
well as facilitating the application evolution with low
coupling between the modules, and the code reusability.
The business process management (BPM) community has
been actively studying the application of this paradigm in
all phases of the BPM life cycle in order to modularize
crosscutting concerns that are scattered and tangled within
process models (Cappelli et al. 2010; Charfi et al. 2010;
Jalali 2011; Jalali et al. 2015).
In the process modeling, aspects and their components
are represented by visual elements that facilitate the
understanding of the model by business experts and
stakeholders. Examples are the works of Cappelli et al.
(2010) and Charfi et al. (2010) that use the concepts of
aspects in the modeling phase, aiming to facilitate the
understanding of process models. Yet, in the process
implementation phase, the aspects are related to technical
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solutions described in a programming language and software components, which can often be offered as components or services. Charfi and Mezini (2007) address aspects
in the implementation phase by specifying new BPEL
language elements to incorporate crosscutting concerns in
the main process.
The process ‘‘Send articles to reviewers’’ (Cappelli et al.
2009) (Fig. 1) exemplifies the ideas of aspects representation in the modeling phase. In this process, the activities
related to the logging concept were modularized in the ‘‘Log
Information’’ aspect. Arrows indicate in which activities the
aspect will be inserted during the execution of the process.
Figure 2 shows a representation of the ‘‘Log Information’’
aspect using the AO4BPEL (Charfi and Mezini 2007), an
aspect-oriented extension to BPEL, illustrating the ideas of
aspects in the implementation phase. Specific tags are used
to represent each element of the AOP paradigm in the BPEL
language: tag ‘‘\aspect[’’ names the aspect; tag ‘‘\pointcut[’’ indicates which step of the process will be invoked (in
this case, the ‘‘Send Invitation’’ activity); tag ‘‘\advice[’’
indicates the event related to the pointcut and where it will
be inserted (i.e., before or after), the variable declaration that
will receive the content resulting from the execution of the
activity and which web service will be invoked to record the
message log.
Analyzing the two approaches illustrated in Figs. 1 and
2, we notice semantic differences in the representation of
aspects and their related elements, making it difficult to
provide an integration of the BPM life cycle phases. While
the notation used to represent the ‘‘Log Information’’ aspect
in Fig. 1 aims to facilitate understanding of the model by
business experts and stakeholders, the notation used in

Fig. 1 ‘‘Send articles to reviewers’’ process (Cappelli et al. 2009)
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Fig. 2 is linked to technical solutions described in a programming language and by software components. Elements such as the service name, ports, variables and
operations to be called, present in Fig. 2, are not indicated
in the notation used in Fig. 1, making it difficult to correlate the elements of each representation.
Bastos et al. (2014) highlighted the problem of representation of aspects in business processes. In order to
reduce the gap between the representations, they extended
an ontology proposed by van den Berg et al. (2005) to
address aspects in the business process domain, in order to
allow the documentation and development of aspects in the
modeling, configuration and implementation phases. The
extended ontology (Fig. 3) defined a representation of the
aspect behavior: the process (Process), the code base
(BaseCode) and objective (Goal). The authors emphasize
the Goal class of the ontology, since the aspect must have
an operational objective that expresses the desired behavior
of a crosscutting concern within the business process.
The concept of Goal is the same as used by Santos et al.
(2011). The use of operational goals as part of the aspect’s
description during process modeling allows the modeling
and code base to be interconnected during the execution of
the process. In addition, when setting a goal to be achieved,
we have the possibility to choose an implementation for the
aspect, without already knowing the details of its implementation. Thus, our research is based on the following
hypothesis: if an operational goal written in a formal
language is defined as an aspect in the modeling phase of
the process life cycle, then it can be linked to an implementation also written in formal language in order to
comply with the intentions of the business experts.
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Fig. 2 Aspect ‘‘Log
information’’ adapted to the
AO4BPEL language (Charfi and
Mezini 2007)

Fig. 3 Ontology base for the aspect-oriented domain in business processes (Bastos et al. 2014)

We presented a preliminary idea of this proposal (José
et al. 2016) which was extended by a complete implementation as well as the results from an evaluation. Thus,
this paper presents the current implementation of an
architecture for service discovery capable of selecting web
services that implement crosscutting concerns that support
the objectives established in the modeling phase and execute them according to a prioritization. The Goals are
described using the formal language Web Service Modeling Language (WSML) containing the desired characteristics of the service to be discovered.

This research was conducted following the Design Science Research approach (Hevner et al. 2004) as detailed in
Sect. 2. First, the research problem and hypothesis were
defined, extending the work of Bastos et al. (2014) and
formalizing the goal concept. Second, a literature review
was carried out to obtain the theoretical basis, searching for
existing techniques to be used in the solution developed
(Sect. 3). The artifact proposed was designed and implemented. The details are presented in Sect. 4. Finally, a
proof of concept was performed for the initial evaluation of
the solution, followed by an experiment with the objective
of evaluating the proposed architecture and artifacts
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(Sect. 5). The discussion of results, conclusions and proposals for future work are presented in Sect. 6.

2 Methodological Approach
This research has followed the Design Science Research
(DSR) approach (Hevner et al. 2004), which has a dual
purposes: (1) generate an artifact to address the problem in
a real context; and, (2) conduct empirical research with the
application of the artifact in order to generate new
knowledge about the phenomenon investigated and answer
knowledge questions. Besides, we adopted the method
proposed by Peffers et al. (2008), who suggest the following steps to organize the research: (1) Problem Identification; (2) Definition of goals for a Solution; (3) Design
and Development; (4) Demonstration; (5) Evaluation; and,
(6) Communication (Fig. 4).
Phase 1 is concerned with identifying the problem and
providing motivation for the research. As briefly presented
in the Introduction and furthered discussed in Sect. 3, literature shows that although aspect-oriented BPM has
proved its benefits, it still lacks a practical approach due to
difficulties in conciliate modeling and implementation. The
research question investigated in this paper is formulated
as: ‘‘How to integrate the modeling and implementation
phases of aspect-oriented business processes management?’’. We assume (as a hypothesis) that: if an operational
goal written in a formal language is defined in an aspect in
modeling phase, then it can be linked to an implementation
also written in the formal language in order to comply with
the intentions of the business experts. In other words, we
state that the formal definition of a Goal will guide and
connect both the modeling and implementation of aspects
in processes. This assumption guided the definition of
objectives for the proposed solution (Phase 2).
Accordingly, in Phase 3, in order to solve the research
problem stated before, we developed an artifact (the solution) which stands for an architecture for service discovery

Fig. 4 Steps for a DSR approach (cf. Peffers et al. 2008)

123

capable of selecting web services that implement crosscutting concerns to find the Goals established in the modeling of aspects and execute them according to a
prioritization.
Moreover, artifact evaluation is critical for DSR in order
to rigorously prove its relevance for practice (Sonnenberg
and vom Brocke 2012) as well as to support answering the
research question and delivering contributions to the
knowledge body about the phenomenon under consideration. Therefore, we first made a Proof of Concept (Phase 4
– Demonstration) which aims at providing evidence that
the artifact works according to the requirements defined.
Then, we evaluated the artifact in a simulated environment
(Phase 5 – Evaluation) through a controlled experiment to
answer the research question and verify the viability of its
application in a real setting. The details about each phase
are described in the next sections.

3 Background Knowledge
To support this work, we have carried out a literature
review to identify the most relevant research papers in the
BPM area where the aspect orientation concepts were
applied. We focused on the approaches applied in the
modeling and implementation phases of the BPM life
cycle. Some papers such as Cappelli et al. (2010), Charfi
et al. (2010), Bastos et al. (2014) and Jalali et al. (2015)
motivated us to revisit the previous works and to review the
BPM concepts, the AO concepts applied in BPM area and
WSMO concepts and technologies, in order to provide a
knowledge base for conducting this research. In the subsequent sections, we recapitulate these concepts and relate
to the most relevant work in the area.
3.1 Business Process Management (BPM)
Business process is defined as ‘‘a set of activities that are
carried out in a coordinated manner in a technical and
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organizational environment. These activities together
accomplish a business purpose. Each business process is
promoted by a single organization’’ (Weske 2012). A
business process is described by one or more procedures
that together achieve a business goal. The execution of a
process has well defined start and end conditions, and can
combine manual and automated procedures (Hollingsworth
and Hampshire 1995).
Business Process Management includes concepts,
methods and techniques that support the design, administration, configuration, implementation and analysis of
business processes. The basis of BPM is the explicit representation of processes with their activities and constraints. BPM supports analysis, improvement and
implementation of processes (Weske 2012).
Research in this area has resulted in various methods,
techniques and tools to support the BPM life cycle and its
phases, such as design, implementation, management and
analysis of operational processes. Figure 5 presents the
cycle proposed by Dumas et al. (2013), which is widely
adopted in the current BPM literature.
3.2 The Aspect Orientation Paradigm
Separation of concerns, also known as the ‘‘divide and
conquer’’ principle, has been a strategy for dealing with
software complexity. Two application examples of this
principle in the information systems area are: to separate
management of data from an application, performed by a
DBMS; to separate the main business logic from accessory
interests such as security and privacy. The idea of separating concerns and presenting them as individual aspects
related to the main concern was applied for the first time in

programming and was called aspect-oriented programming
(Kiczales et al. 1997).
Aspect-Oriented Programming (AOP) is a paradigm that
addresses the complexity problem in programming. This
problem is dealt with by separating the main concerns of an
application from the crosscutting concerns that are usually
scattered throughout the application code (Laddad 2003).
The paradigm also solves two common problems of
traditional programming approaches: scattering and tangling of software codes (Fig. 6). The first problem refers to
implementing the same crosscutting concern within different application functionalities or in other applications. In
Fig. 6b we present an example of the dispersed security
concern in various software modules. The second problem
refers to the application modules containing the code of
different concerns. In Fig. 6a a software module implements security interests and transaction control intertwined
with business logic.
AOP proposes to implement crosscutting concerns as
software modules and join them to the main concern to
solve the problems of scattering and tangling. To allow the
separation of crosscutting concerns, AOP implements a set
of constructs (Charfi and Mezini 2007): Join points – are
points that enable the addition of one or several crosscutting concerns to the main functionality; Pointcut – a language that enables the definition and selection of relevant
join points in the running application; Advice – a construct
that makes it possible to add or change the behavior of the
main functionality, which can be performed before, during
or after the monitored join points. This construct has the
tasks that represent the behavior of crosscutting concerns;
Weaving – a mechanism to change the static structure of
the main functionality by running the advice on each
monitored join point and which have been defined by the
pointcut language; and Aspect – a module containing the
advice and pointcuts that will be called before, during or
after the join point.
In addition, there are two types of weaving:
•

•

Fig. 5 BPM life cycle (Dumas et al. 2013)
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Static Weaving: compiles the aspect code along with
the code of the main class and produces the application
code. The advantage of static weaving is its speed and
facility.
Dynamic Weaving: the weaving process is done at
runtime. The engine is responsible for orchestrating
execution of the main class and aspect at runtime,
redirecting the execution flow from the main class to
the aspect. The advantage of dynamic weaving is that it
provides a dynamic integration of the aspect with the
application. Aspects can be added and removed from
the application without interrupting program execution.

The AOP acts during the implementation of software
systems when looking for code parts where separation of
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Fig. 6 a Tangling code
problem; b Scattering code
problem (Jalali 2011)

concerns could solve the problems of scattering and tangling of software code. Through those set of constructs, the
AOP allows for the integration of concerns in various
software programs, which facilitates the maintenance and
reuse of the functionalities.
3.3 Aspect Orientation Paradigm in BPM
Inspired by AOP ideas, crosscutting concerns have gained
visibility in the BPM community. Several studies have
been carried out to implement the AOP ideas in the field of
business processes in order to deal with the problems of
scattering and tangling in the process models (Cappelli
et al. 2010; Charfi et al. 2010; Jalali et al. 2015). Scattered
and tangled elements can be part of the process (e.g.,
business rules) or secondary features such as logging and
security.
Modularization of a business process by means of subprocesses (i.e., hierarchical structuring or vertical modularization) brings several benefits, such as the possibility to
reuse of business process models, to increase maintainability, to allow concurrent development, to enable scalability (e.g., sub-processes running on different engines),
and to hide less relevant information (Turetken et al. 2019).
On the other hand, modularization increases cognitive
effort as readers have to divide their attention between
different fragments (Zugal et al. 2015). The use of subprocesses in BPMN may negatively influence the
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understanding of process models when compared to fullyflattened or vertically modularized using BPMN groups
(Turetken et al. 2019). The former benefits are achieved
when modularizing process using aspects. Although the
latter disadvantage may arise, aspect modularization of
business process deals with scattering and tangling elements in the process models, which may be easier to
understand when separated from the core of the business
process as is the case in aspect-oriented programing
(Cappelli et al. 2010).
3.4 Web Service Modeling Ontology (WSMO)
The growing number of Web Services available within an
organization presents the challenge to locate appropriate
Web Services that meet user expectations (el Bouhissi et al.
2014). Thus, there is a need to use an approach to find the
Web Services desired by the user, and also to explore the
semantic markup in order to automate discovery, composition, and invocation tasks. Such an approach allows
transparent interoperability between tasks and ensures
minimal user intervention (Fensel et al. 2011). An adequate
approach to perform a Web Service discovery, which has
the goal concept presented by Bastos et al. (2014), is the
Web Service Modeling Ontology (WSMO) proposed by
Fensel et al. (2011).
WSMO describes the relevant aspects related to services
that are accessible through a Web Service interface,
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allowing the total or partial automation of the tasks (e.g.,
discovery, composition, mediation, execution, monitoring)
involved in intra and inter-company Web Services integration. WSMO’s conceptual basis is the Web Service
Modeling Framework (WSMF) (Fensel and Bussler 2002)
that defines a conceptual model for the development and
description of technology-decoupled Web Services with
support for ontology, mediation and goal definition by the
client. WSMO refines and extends this framework by
developing a formal ontology and a formal first-order
description language called Web Service Modeling Language (WSML) for the description of WSMO elements.
Following the main features identified in the WSMF, the
WSMO identifies four basic elements (Fensel et al. 2011)
as main concepts:
•

•

•

•

Ontology: defines a common terminology providing
concepts and relationships between concepts, describing relevant aspects of the domain, providing formal
definitions that can be processed, and thus allowing
other components and applications to take into account
the meaning of terms in the real world, not just its
syntactic meaning.
Web Service: provides a conceptual model for explicit
and unified descriptions of all aspects of a concrete
Web Service, including its non-functional properties,
its functionality (capability) and interfaces to invoke it,
as well as constituting the component capable of
achieving a user objective.
Goal: describes users’ interests related to the requested
functionality. Using ontologies to define the terminology of the domain, the goals provide the means to
specify the objectives of the requesting side when
invoking a Web Service, and providing a high-level
description of a concrete task to be achieved. Goals
model the features and functionality of a concrete Web
Service that the user would like to invoke.
Mediator: describes elements that address interoperability issues between different WSMO elements. A
mediator connects WSMO elements in a decoupled
form and provides mediation facilities to address issues
related to the connection of different elements. It
resolves incompatibilities at data, process and protocol
level to resolve differences between the terminologies
used (data level), the methods of communication
between Web Services (protocol level) and the level
of combination of Web Services (process level).

WSMO decouples the request for user goals from the
services that can fulfill them. The goals should be met by
selecting from the available Web Services (described using
WSML) the one that best meets the interests of the user
(Keller et al. 2004). Goals are symmetrical to semantic
Web Services in the sense that the goals describe the
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desired functionality and the Web Service describes the
functionality offered. Therefore, a goal description consists
of the same modeling elements as a Web Service
description (non-functional properties, capability, and
interface).
In addition, an extra non-functional property called the
‘‘Type of Match’’ can be attached to a Goal to represent the
desired match type to be achieved between the Goal
descriptions and the Web Service descriptions during a
discovery process. Keller et al. (2004) identified five types
of correspondence to compare the semantic descriptions of
capacity between Goals and Web Services. The important
feature of these notions is that each one denotes a different
logical relationship that has to be maintained in order to
consider an adequate service to achieve a particular goal.
Figure 7 shows the five match types: Exact Match –
semantic descriptions between Goal and Web Service are
the same; PlugIn Match – Goal has all or more semantic
descriptions that the Web Service; Subsumption Match –
Web Service has all or more semantic descriptions that the
Goal; Intersection Match – there are semantic descriptions
in common between Goal and Web Service; and Non
Match – there is no match between Goal and Web Service.
3.5 Web Service Execution Environment
Semantic Web Services require special execution environments, which control and monitor the exchange of
information with their clients while, internally, the concrete
Web Services run in their physical location. The process of
invoking semantic Web Services needs to be managed and
controlled by a Semantic Execution Environment (SEE).
The Web Service Execution Environment (WSMX) (Haller
et al. 2005) implements this environment from the conceptual model provided by the WSMO, making it a reference implementation. Given a WSMO Goal from a
requestor, WSMX invokes functional components for

Fig. 7 ‘‘Types of Match’’ attached to a goal
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discovery, selection, mediation, composition, and invocation of services in order to resolve the Goal automatically.
The main advantage of the WSMX environment is its
event-based component architecture, with formal execution
semantics, that enables dynamic invocation of system
components as needed to process a specific client goal.
All incoming and outgoing messages are represented in
WSML, and these messages are fragments of WSMO
ontologies or WSMO entities (Web Service, Goals,
Mediators, or Ontologies). WSML is used as an internal
data representation of WSMX, and all necessary adaptation
operations to and from other representation formats are
handled by adapters.
The WSMX architecture follows the fundamental principles of the Service-Oriented Architecture (SOA) (Josuttis
2007), which consist of the integration of heterogeneous
components by decoupled functionalities provided by distributed software components, which together can execute
a task. Even though WSMX offers standardized implementations for all components of the architecture, standalone components with well-defined functionalities can be
connected and disconnected at any time.
3.6 Related Work
Some work has been conducted in recent years to investigate the gap in the representation of aspects between the
modeling and implementation phases in the BPM life
cycle. However, these papers were directed at identifying
new techniques and solutions to apply the concepts of AOP
in the modeling of business processes as well as in the
service composition.
In Pourshahid et al. (2009), the authors proposed an
aspect-oriented framework based on the User Requirement
Notation (URN) standard (UTI-T 2008) to apply process
improvement patterns. From the information obtained in
the process monitoring phase, the proposed framework is
able to select the most appropriate redesign patterns among
several candidate patterns, considering the impact on process performance and business goals. In order to demonstrate the application of the proposed framework, the
authors conducted a case study where process redesign
patterns were applied in a healthcare process. The work
presented by the authors does not give more details about
the implementation of the improved process and the impact
of applying redesign patterns on the implementation phase.
Klusch et al. (2008) propose the Model-Driven Service
Matchmaker (MDSM) to support human domain specialists
and service orchestrators in finding appropriate services in
design-time. A service request is modeled in a metamodel
called PIM4SWS, where abstract specifications are mapped
to specific definitions of sematic web languages OWL-S,
WSML and SAWSDL. MDSM automatically transforms
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this request into semantically equivalent service requests
using platform-specific matchmakers, and an orchestrator
aggregates and classifies the set of semantic services
returned. The returned semantic services contain the necessary information for the orchestrator to be able to invoke
the web services. The work does not provide evidence for
how the approach can be properly applied in an aspectoriented context, and the business expert needs to know the
details of metalanguage to define which service he desires
to invoke.
In Charfi and Zhi (2015), the authors proposed a generic
approach to realize crosscutting concerns, mapping BPMN
elements to non-functional profiles, and then converting
these profiles to AO4BPEL. The authors developed an
Eclipse-based tool to support the presented approach and
also an execution engine for WS-BPEL. The proposed
approach does not provide more details about the definition
of aspect in the modeling phase. It partially solves the
representation problems between modeling and implementation phase.
Shankardass (2009) proposed an extension called
‘‘Aspect wrapper’’, to the BPMN, in order to encapsulate
crosscutting concerns in modules and proposed the
‘‘Aspect dot’’ element to relate these modules to the main
process model. According to the position in which ‘‘Aspect
dot’’ appear in the activity of the main process, a ‘‘Aspect
wrapper’’ can be invoked before, during or after the execution of the activity. However, this approach does not
point out any graphical tools to support the definition of
aspect-oriented process models. The author proposes the
AMAP tool at the conceptual level, and there is no indication in the work that the tool was effectively implemented. Shankardass’s work also seeks to combine
modeling and implementation of aspects with a tool to map
the new elements to BPEL language, besides he suggests
an engine where the main process and its aspects would be
executed.
Jalali et al. (2015) proposed a systematic approach to
support orientation to aspects ranging from business process modeling to process implementation. The authors
defined a formal syntax for business process modeling and
formally specified operational semantics using Colored
Petri Nets for the execution of these processes based on the
principle of dynamic weaving of AOP (Jalali et al. 2018).
Furthermore, Jalali (2018) describes a formal AO-BPM
language including the semantics to support the enactment
of models. A hybrid weaving use case drives the proposal
in which the process designer should define a configurable
aspect-oriented business process model that distinguishes
between retroactive and non-retroactive cross-cutting concerns. The proposed solution was implemented in the
YAWL environment, and the approach was demonstrated
using a case study of bank processes. In contrast to the
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proposal presented by the authors, our work focuses on the
definition of a semantically described objective that assists
to form a union of modeling and implementation, in order
to meet the objectives of the business specialists, and also
to discover an implementation for the aspects.
Bastos et al. (2014) propose an ontology for the domain
of aspect-oriented business processes. The ontology supports the operational goal setting to enable documentation
and development of aspects across all phases of the BPM
life cycle. The authors performed a proof of concept where
they used the WSML language to specify the logging
ontology, and provided evidence that it is possible to correlate the objectives defined in the modeling phase with the
implementation of services described using WSML. The
authors restrict themselves to a proof of concept, and there
is no evidence of an implementation of the services and the
use of WSMX.
We analyzed each related work to identify which BPM
lifecycle it addresses. The results are presented in Table 1.

4 Semantics in the Aspect Implementation in BPM
4.1 Aspect Behavior
According to the ontology proposed by Bastos et al.
(2014), the behavior of an aspectualized crosscutting concern can be represented by a ‘‘process’’, ‘‘source code’’ and
‘‘goal’’. The ontology proposed by Bastos et al. (2014)
provides a template to document the characteristics of the
aspectualized crosscutting concern, thus defining a process
model, a Web Service or an abstract objective that will
represent the desired behavior for the concern, depending
on the phase in the BPM life cycle the concern is working
on.
For example, in the modeling phase, we define which
process model or abstract goal represents the behavior of
the aspect, and in the implementation phase we have the
definition of the routine, component or Web Services that
represents the behavior of the aspect in that phase (Fig. 8).
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Fig. 8 Representation of the aspect behavior according to Bastos
et al. (2014) in the modeling phase

To obtain a better alignment between the modeling and
implementation phases, the ways of representing the aspect
behavior defined by Bastos et al. (2014) should be used to
define the behavior of the aspect, in order to allow: (1) to
define the graphical representation of the aspect in the
modeling phase; (2) to establish an operational goal to be
achieved; and, (3) from the semantic description of the
operational goal, to execute the crosscutting concern to
discover an implementation that meets the defined goal.
This insight is necessary because of the characteristics
of crosscutting concerns that represent non-functional
requirements. In the process model, these concerns are
usually represented by few activities describing their tasks,
because the details of these steps are encapsulated in routines, modules or remote Web Services, whether they are
provided by a BPMS or made available via remote services
or components. In this way, the aspect behavior is linked
with its respective implementation in the implementation
phase.
Thus, the Aspect has a Behavior, and this behavior is
composed of Process, Base Code and Goal, as shown in
Fig. 9a. We define the elements of the aspect behavior as
follows:
•

Process: a graphical notation of process modeling (e.g.,
BPMN, Petri-Net);

Table 1 Comparison of related work
Approaches

BPM phase where approach was applied

Approach based on

Pourshahid et al. (2009)

Redesign

URN standard

Klusch et al. (2008)

Redesign and Implementation

Model-driven service matchmaker
BPMN and AO4BPEL

Charfi and Zhi (2015)

Redesign and Implementation

Shankardass (2009)

Redesign and Implementation

BPMN and BPEL

Jalali et al. (2015, 2018), Jalali (2018)

Redesign and Implementation

BPM and AOP concepts

Bastos et al. (2014)

Redesign

AO-BPM ontology (van den Berg et al. 2005)

Our approach

Redesign and Implementation

AO-BPM (Jalali et al. 2015)
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Fig. 9 Representation of aspect
behavior

•

•

Base code: functionality (component or Web Service)
to be executed in the execution phase of the process,
written in a programming language (e.g., Java, C#);
Goal: abstract definition of an objective expressing the
desired behavior of the aspect within the business
process, written using a semantic language.

Figure 9b illustrates these elements by means of the
Archive Aspect. The ‘‘Archive’’ activity represents the
‘‘Process’’ element of the behavior. We also have the
operational goal ‘‘Save log on database’’, indicating the
objective to be achieved when the activity is performed,
and finally the indication of which concrete Web Service
method will be invoked, in this case it will be the
‘‘saveLogService()’’ method. The ‘‘PROCEED’’ activity
indicates that the aspect will be performed after the main
process activity (Jalali et al. 2015), and ‘‘Logging Policy
Pointcut’’ identifies the rule that will be applied to the joint
point.
4.2 Operational Goal
Bastos et al. (2014) used the concept of Goal to represent
an operational objective that expresses the desired behavior
for the crosscutting concern within the business process.
The adoption of this concept was inspired by the work of
Santos et al. (2011) where operational objectives were used
to identify aspects.
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The idea to associate goals with business processes
comes from the fact that processes exist to satisfy an
organization’s goal. Soffer and Wand (2004) present some
definitions to relate the concept of operational objectives to
process models. Santos et al. (2011) and Soffer and Wand
(2004) emphasize that the idea of ‘‘goal’’ is related to an
operational objective of the process only, as opposed to the
organization’s business objectives. In other words, a goal is
to be achieved by the process.
To relate the concept of objectives to processes, Soffer
and Wand (2004) present the following definitions: a goal
is a set of stable states that one wishes to achieve. The
objective of the process means each execution of the process allows the goal to be reached, in other words, to
achieve one of these stable states. To relate the established
objective with process design, the concept of goal is
operationalized through the criterion function, which maps
the values of state variables in the domain, allowing to
conclude whether the process has reached its objective or
not.
When we have crosscutting concerns modularized in
aspects, we have an aspectualized process with an operational objective to be fulfilled. We can say that a process
was successfully completed when it achieves the goal
assigned to it. According to our proposal, achieving the
goal means finding an implementation which performs the
task that it has been assigned to by the business expert
through its operational goal.
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4.3 Operational Goal Formalization in AO-BPM
The purpose of defining a formal syntax for aspects in
business processes has the following advantages. First, it
provides a solid foundation for developing a concrete
syntax for BPM aspect modeling, which may be an
extension of a notation of existing processes such as BPMN
(OMG 2011) or YAWL (van der Aalst and ter Hofstede
2005). Second, it serves as a standard reference for the
development of operational semantics for aspect-oriented
business processes. Finally, it is an essential step in
defining a formal semantics to support design-time analysis
in order to verify its integrity.
We based our formalization on the proposal of Jalali
et al. (2015), extending some of definitions of abstract AOBPM syntax as follows: (1) we defined the concept of
operational goal and incorporated it into the advice’s definition (Definition 3); (2) we included a set of operational
goals assigned to an advice in the aspect definition (Definition 4). In this way, we allow the AO-BPM to be
extended to other process modeling languages with the
concept of operational goal incorporated in it.
Definition 1 (Business process model) A business process model P can be defined as a tuple (T, C, CI, CE, X, F,
L, D, R, Name, Dat, Act) where:
•
•
•
•
•
•

•
•
•
•
•
•

T is a set of tasks.
C is a set of conditions.
CI, C is a set of initial conditions.
CE, C is a set of end conditions.
X is a set of routing constructs.
F ( (C\CE(T [ X))
[
((T [ X) 9 C\CI)[ ((T [ X) 9 (T [ X)) is the flow relation, such that
every node in the graph (T [ C [ X, F) is on a direct
path from an initial condition i [ CI to an end condition
i [ CE.
L is a set of task labels.
D is a set of data objects.
R is a set of roles (human resource).
Name: T ! L assigns a label to a task.
Dat: T 9 D associates a data object with a task.
Act: T 9 2R designates one or multiple roles to a task
(that requires user interaction).

An advice is a special business process that contains at
least one PROCEED task. There are three types of advice
processes, which capture the ‘‘before’’, ‘‘after’’ and
‘‘around’’ advice.
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Let PA be a set of advice processes and AN a set of
advice names, Advice: PA ! AN assigns to each advice
process an advice name, and Type: PA ! {‘before’, ‘after’,
‘around’} specifies when an advice process can occur
given the associated join point.
According to our proposal, operational goals are associated with advice, indicating the desired behavior for
those advice at runtime.
Definition 3 (Goal) Let G be a set of operational goals
that can be assigned to an advice Pa (G ! Pa) such that
Ag[G 9 Pa.
An aspect specification comprises a number of advice
processes belonging to the same aspect and a set of rules
(pointcut) specifying when these advice are expected to be
used by the main business processes.
Definition 4 (Aspect specification) Let PA be a set of
advice process, Q a set of business process, and TP the set
of tasks in each P [ Q, an aspect specification S can be
defined as a tuple (A, Pointcut, G) where:
•
•
•

A [ 2G represents one or more operational goals.
A
A [ 2ðP Þ is a number of advice processes.
S
Pointcut: ( P[Q TP) 9 BoolExpr 9 A defines a set of
predicates that relate a specific task (which is called and
advised join point), under a given condition (from the
set of Boolean expressions BoolExpr), to the corresponding advice process in A.

Let S be a set of aspect specification and SN a set of
aspect names, Aspect: S ! SN assigns to each aspect
specification an aspect name.
An aspect-oriented business process model is composed
of a main process and a number of relevant aspects. The
main process contains advised join point tasks, which are
associated with the relevant advice processes according to
specific pointcut rules and has no PROCEED task.
Definition 5 (Aspect-oriented business process model)
An aspect-oriented business process W is a tuple (P, TA, S)
where:
•

•
•
•

P is a business process model that captures the core
concern, where given the set of tasks T of process P,
:At [ T such that Name(t) = ‘PROCEED’.
TA( T is the set of advised join points.
S is a set of aspect specifications.
V t [ TA, AS [ S e Ac [ BoolExpr such that (t,c) [
dom(Pointcut).

Definition 2 (Advice) An advice Pa can be specified by a
business process model (T, C, CI, CE, X, F, L, D, R, Name,
Dat, Act) in which At[T Name(t) = ‘PROCEED’ (where
‘PROCEED’ [ L is a reserved label for PROCEED tasks).
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4.4 Architecture and Artifacts
In the previous sections, we defined the concept of the
aspect behavior in order to narrow the gap between modeling and implementation using an operational objective.
We formally conceptualized the operational goal for the
aspect using the abstract syntax of AO-BPM. Aiming to
demonstrate the applicability of the operational goal in the
aspects and how it narrows the gap between modeling and
implementation, we propose an architecture involving the
redesign and implementation phases in the BPM life cycle
(Dumas et al. 2013).
The architecture makes use of two environments that act
in each phase of the BPM life cycle: (1) the Business
Process Management System (BPMS), which acts in the
redesign phase, allowing: the modeling of the main process; the modeling of its aspects; and the definition of the
operational goals; and, (2) the Semantic Execution Environment (SEE), which acts in the implementation phase
and which is responsible for the discovery and invocation
of semantic web services that can meet the goals defined
for the aspects (Fig. 10).
We chose the YAWL system as BPMS because it is an
extensible, open source environment and allows the
inclusion of new components to interact with the engine.
The aspect support in the YAWL system was made using
the approach proposed by Jalali et al. (2015), enabling the
support of dynamic weaving and thus giving the necessary
flexibility to the discovery of the aspects’ implementation.
The static weaving is not appropriate because the goals
defined by the business experts may change, forcing each
change in the goal to make a change in the main process
and its aspects. The WSMX was the best choice as SEE
environment because it implements the WSMO conceptual
model and supports discovery and invocation of semantic
web services written in the WSML language.
In addition to the two mentioned environments, the
proposed architecture also includes two components to
help establish the link between modeling and implementation of aspects. The first one is a Rule Editor that is
responsible for linking operational goals to their respective
advice. Each goal defined by the business expert has an
identifier, which is assigned to each advice. The rules are
stored in the rule repository, where they can be queried
every time an aspect is executed. The Rule Editor is an
auxiliary utility and it can be an internal component, a
BPMS module, or an external component. For this work we
decided to use the Pointcut Editor (Jalali et al. 2013) as the
Rule Editor, since it already includes the definition of
aspects, advice and pointcuts. We extended the functionality of the artifact to allow the definition of operational
goals.
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The second component is responsible for performing the
process of discovery and invocation of the concrete Web
Services that implements the desired crosscutting concern.
This component acts during the execution of the aspect,
and it is responsible for starting the set of activities that
compose the aspect. This responsibility is delegated to the
component by the BPMS engine. From the information
obtained in the rule repository, the component uses the
SEE discovery and invocation interfaces to find out which
concrete Web Service to invoke. The component provides
the identifier of the goal which is to be discovered by the
SEE, and performs the discovery process from the information contained in the goal. Once a semantic web service
is found that meets the stated goal, the component sends its
identifier through the invocation interface. The component
waits for the SEE response containing details about the
invocation of the concrete Web Service. The custom
component acts within the BPMS engine because it needs
access to the data provided from the aspect in order to route
them to the sematic web service found, and thus send them
to the concrete Web Service that it will be invoked to
answer the goal.
The goals created by business experts are written using
WSML. These goals are stored in a specific repository that
is read by the SEE during the discovery process. Concrete
Web Services that implement crosscutting concerns also
receive a semantic description in WSML to be able to
match with one or more goals, and allow its invocation by
the SEE. The developer describes the concrete Web Services semantically and stores the descriptions in a specific
SEE repository.
In Fig. 11 we have an example of a semantic definition
of a concrete Web Service, written in WSML, that sends
log messages by email. A developer defines the following
sections in the semantic web service: nonfunctional
requirements (nfp and endnfp blocks); importsOntology,
indicating which ontology will be used (in the example
‘‘LogOntology’’ is used); a capability section defining
preferred matching strategies in the nonfunctional section
of the capability; and pre and post conditions to invoke the
concrete Web Service. In the preconditions’ section, the
developer defines variables and values that are required for
the invocation of a concrete Web Service, and in the
postconditions section, he defines the required information
the response should have to indicate the invocation was
valid. Each variable has its respective representation in the
ontology used by the semantic Web Service.
The interface section contains the required details for
the SEE to interact with the concrete Web Service. In order
for this interaction to occur, the developer defines three
sections: (1) the choreography section, which tells the SEE
how to interact with a concrete Web Service; (2) the
stateSignature section, which defines details about the
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Fig. 10 Interaction schema
between the BPMS and the SEE
through the customized
component

communication with the concrete Web Service, such as
which ontology will be used (importsOntology), which
concepts of the ontology represent the request object (in)
and the response (out), and their respective methods; (3)
and the transitionRules section that specifies how objects

sent and received from the concrete Web Service will be
handled. In the example in Fig. 11, every time a request
object is a ‘‘LogRequest’’ type, the response object will be
a ‘‘LogEffect’’ type.
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Fig. 11 Example of semantic web service defined by a developer

Figure 12 shows an example of operation goal definition
using WSML. The business specialist defines the nonfunctional requirements section in a similar way to how the
developer proceeds with semantic Web Services. He imports
the WSMO ontology and defines the section capability,
stating which matching strategy will be effectively used (in
the semantic Web Service, it is only a suggestion), and what
pre and post conditions the desired semantic Web Service
should have. The matching strategy chosen in the goal will
compare the definitions in the capability section to identify
the possible semantic Web services that meet the pre and post
conditions defined in the goal.
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Finally, Fig. 13 shows the execution process of the
proposed architecture where the focus is to show the roles
in the modeling and implementation phases of the main
process and its aspects, and later the execution in a BPMS.
The process shows the implementation of aspect features in
a programming language and subsequent publication via
web service. It is also demonstrated which the steps of the
semantic descriptions of the published web services and
goals are and the interaction of the aspect with the semantic
execution environment (SEE), showing the verification of
which web service meets the goal defined in the aspect and
the invocation of the found web service.
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Fig. 12 Example of operational goal defined by a business expert

5 Proposal Evaluation
Following the phases of the Design Science Research
(DSR) approach (Hevner et al. 2004), in this section, we
performed the Phase 4 (Demonstration) and Phase 5
(Evaluation). For the demonstration phase, we conducted a
proof of concept where we applied the proposed architecture and artifacts produced to an example business process
available in the literature, in order to select an implementation for the aspect from an operation goal. For the evaluation, we performed an experiment simulating the
selection and discovery of semantic web services from
operational goals defined on the aspect by business experts.
5.1 First Step: Proof of Concept
A proof of concept (Carsten 2006) was applied to our study
in order to: (1) validate the technical feasibility of the
proposed architecture and artifacts produced1; (2) identify
potential technical barriers and opportunities when using
the YAWL environment in conjunction with the semantic
execution environment; (3) demonstrate in a practical way
1

All artifacts produced for the proof of concept are available at
https://github.com/herculeshssj.

the issue of implementation flexibility for the aspect evidenced in the proof of concept elaborated by Bastos et al.
(2014); (4) investigate if the proposed approach is able to
select an appropriate service to implement the aspect
according to the goal defined in the modeling phase.
The proposed architecture was applied in an example
scenario. The scenario was an adaptation of the ‘‘Send
Articles to Review’’ process described by Cappelli et al.
(2009), comprising the ‘‘Log Information’’ aspect (Fig. 14).
The chosen process deals with the selection and invitation
of article reviewers by the conference chair. In the following paragraphs, the execution of the proof of concept is
presented, comprising: process and aspect modeling using
the YAWL editor; the implementation of the web services
representing the ‘‘Log Information’’ aspect; the use of tools
to create the ontology, semantic web services and goals;
and, the use of the WSMX semantic execution environment
tool.
The main process and aspect were modeled in the
YAWL editor. To allow the aspect to be incorporated into
the main process, we configured the AspectService artifact
(Jalali et al. 2015) in the YAWL environment, thus
enabling support for dynamic weaving. We used the concepts presented by Jalali et al. (2015), where a special task
called PROCEED must be entered into the advice,
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Fig. 13 Overview of proposed architecture execution
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indicating the join point in the main process. We set up the
‘‘Custom Service’’ item in the YAWL Editor properties
side window, thus indicating which activity must be performed by AspectService. In addition, we configured the
GoalService component, previously configured in the
YAWL environment, in the ‘‘Log Information’’ activity,
thus indicating that the execution of the activity will be
performed by the custom component developed (Fig. 15).
The definition of aspects, their advice and pointcuts for
the AspectService was conducted using the extended version of Pointcut Editor. Along with the definition of advice,
we inform the identifier of the operational objective that
will be used in the discovery process. The identifier must
be the same as the one given in WSMX (Fig. 16).
Ontology, semantic web services and goals were written
and validated using the Web Service Modeling Toolkit
(WSMT)2 tool, which has native support for WSML syntax
and integration with the WSMX environment. This tool
allows to send the ontologies, semantic web services and
goals created to WSMX. It also performs the process of
discovering, selecting and invoking through the ‘‘Achieve
Goal’’ option.
Three goals were defined, each one indicating a desirable logging strategy: log on console or terminal (‘‘SimpleLogGoal’’), log by email (‘‘MailLogGoal’’) and log in
database (‘‘DBLogGoal’’). The definitions of the three
logging strategies were created based on the ontology
proposed by Bastos et al. (2014), which was also written in
WSML.
We created three web services descriptions in WSML
(‘‘SimpleLog’’, ‘‘MailLog’’ and ‘‘DBLog’’), each one dealing with a logging strategy, where the details of the service’s functionality (i.e., its capacity) meet one of the goals
created. We also described the interface of the web service
that will be invoked, with the respective rules for invoking
it.
In order to verify the invocation features, we created a
concrete Web Service (‘‘LogService’’) containing three
remote methods, each method indicating a logging strategy. The concrete Web Service was created using the
Eclipse IDE with Apache Axis2.3 In the invocation
description of each semantic web service, we defined the
remote methods, in order to allow WSMX to invoke the
corresponding remote method at the end of the discovery
and selection process.
At the beginning of the ‘‘Send Articles to Review’’
process, the ‘‘MailLog’’ goal was set for the ‘‘Log Information’’ activity using the Pointcut Editor. After the ‘‘Send
Invitation’’ activity was executed, the AspectService was
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invoked, which resulted in the aspect being weaved into the
main process. Once the ‘‘Log Information’’ activity had
been enabled for execution, the GoalService started up,
invoked the WSMX and provided the defined goal for the
discovery interface.
The discovery process identifies the three semantic web
services previously created and compares ontologies,
functionalities and declared objects with what was described in the goal. Once the semantic web service is selected,
WSMX produces a response containing the service identified, in this case the ‘‘MailLog’’. Thus, the GoalService
proceeds with the invocation, passing the identifier found
on to the WSMX invocation interface as a parameter. Once
this process is completed, the process execution control
returns to the YAWL engine to proceed with the main
process execution.
In addition, during the execution of the process, we
changed the goal ‘‘MailLogGoal’’ to ‘‘DBLogGoal’’
(Fig. 16 – Advice part). When the GoalService was
invoked in the ‘‘Receive Answer’’ activity, a new goal was
sent to WSMX, and, as result, the ‘‘DBLog’’ service was
returned for later invocation. This procedure did not
interrupt the execution of the main process, occurring when
the ‘‘Receive Answer’’ activity waited for a user input.
WSMX provides a graphical interface, the WSMX
Monitor, where helps following the process of discovering,
selecting and invoking web services. Figure 17 shows the
WSMX Monitor window displaying the discovery and
selection process in textual form, while the left screen
shows the selection of the ‘‘MailLog’’ service defined at the
beginning of the process execution. The right part of the
screen shows the selection of the service ‘‘DBLog’’ after
changing the goal.
The results of the proof of concept showed that it is
possible to successfully carry out the dynamic weaving
process using the artifacts developed by Jalali et al. (2015),
since the ‘‘Log Information’’ aspect was incorporated into
the main process at run time. It was also possible to verify
the link created between the YAWL environment and
WSMX through the GoalService custom component. In
addition, it was possible to observe the process of discovering, selecting and invoking a concrete Web Service
through a semantic goal, written in WSML, that it was
previous defined in the ‘‘Log Information’’ aspect using the
extended version of Pointcut Editor. Finally, it was possible to observe the change in the aspect’s behavior when
another web service was selected and invoked to meet the
new defined goal, confirming the issue of the implementation flexibility pointed out by Bastos et al. (2014).

2

Web Service Modeling Toolkit, available at https://sourceforge.net/
projects/wsmt/.
3
Apache Axis2, available at http://axis.apache.org/axis2/java/core/.
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Fig. 14 ‘‘Send articles to review’’ process and the ‘‘Log information’’ aspect, adapted from Cappelli et al. (2009)

Fig. 15 Assigning the
AspectService to the
PROCEED task, and
GoalService in the ‘‘Log
Information’’ task, in the
YAWL Editor

5.2 Second Step: Experiment

•

An experiment (Recker 2013) was carried out with the
purpose of evaluating the interaction of the business expert
and the developer with the proposed architecture, with the
first acting in the modeling phase and the second acting in
the implementation phase. As a result, evidence about the
confirmation of the hypothesis was produced. The experiment aimed at simulating: (1) the definition of operational
goals for aspects by the business experts in the modeling
phase; and (2) the construction of service repositories by
the developers, in the implementation phase, to realize the
defined aspects.
Furthermore, the following scenarios most likely to
occur in real situations were addressed in order to define
the goals by the business experts:

•
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Scenario 1: goals described by an existing web service,
being present or not on the repository;
Scenario 2: goals described without prior knowledge of
the web services in the repository;
Scenario 3: goals described by the concepts of the
ontology used by the web services contained in the
repository.

•

Scenario 1 aims to achieve the following objectives:
(a)
(b)
(c)

identify the service used as the basis for defining the
goal;
select the service used as the basis for defining the
goal;
confirm that the service used as the basis for the goal
is the first in the list of selected services in the
discovery process.
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different ontologies. Each service was converted from
OWL-S to WSML for the simulation. In order to analyze
the influence of the size of the service repository, we created 12 repositories numbered from 1 to 12, adding 20
more web services to each following repository (i.e., the 1st
with 20, the 2nd with 40, the 3rd with 60, and so on). In the
12th repository, a web service was purposely left out to
evaluate the impact of its absence. The selection of each
service in the repositories was random. Each scenario was
run on top of the 12 created repositories.
We defined 70 goals, numerically identified, distinct
from each other by the definitions of the concepts in the
postcondition section. The goals were defined for each
scenario of the experiment, and therefore grouped as
follows:
•
•
•

Fig. 16 Pointcut editor illustrating the change of goal during the
execution of the aspect

The 2nd and 3rd scenarios aim to achieve the following
objectives:
(a)
(b)
(c)

verify the quantity of services identified;
verify the quantify of selected services;
verify if each defined goal has at least one service
selected to carry out the invocation.

The SWS-TC4 repository was used for this experiment.
This repository contains 241 services and a single ontology
with all the concepts used by the services. The repository
was suitable for the experiment because: (1) of the number
of existing services; (2) all services are based on the same
ontology definition; and, (3) there was no need to align
4

http://projects.semwebcentral.org/projects/sws-tc/.

1st group (1–10): the definitions were based on existing
web services;
2nd group (11–40): the definitions were randomly
specified from the concepts presented in the ontology;
3rd group (41–70): the definitions were randomly
specified from the concepts present in the repository
containing 60 web services.

Groups 2 and 3 were further divided into three subgroups, each subgroup containing 10 goals with one variable definition, 10 containing the definition of 2 variables,
and another 10 containing the definition of 3 variables.
Finally, to simulate the execution of the aspect in the
YAWL environment, the GoalService custom component
was used to perform the service discovery process starting
from the defined goals. A command line utility called
YSimulation, which is part of the YAWL source code, was
adapted to allow sequential execution of ‘‘Log Information’’ instances. The list of identified and selected web
services was recorded in a PostgreSQL database to make it
possible to analyze the discovery process.
The experiment was performed on a virtual machine
with 8 GB of RAM, running a 64-bit version of Windows 7
Home Premium. This VM was created using VirtualBox version 5.1.14 running on a MacBook Pro with Intel
Core i7 2.3 GHz, 16 GB RAM and OS X 10.11.6 El
Capitan. Java JDK 1.7_80 32 bits and PostgreSQL 9.4 was
installed on this virtual machine.
All the 70 goals were executed in the 12 repositories –
840 executions of identification and selection in total. We
recorded how many and which web services were identified, and how many and which ones were selected. We
used the standard configuration of the WSMX discovery
configuration, which consists in verifying the correspondence between goal and web service by a keyword
(‘‘Keyword Discovery’’) and then by similarity in the
declarations included in the sections Capability and Interface (‘‘Lightweight Discovery’’). In keyword matching, the
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Fig. 17 WSMX monitor
illustrating goal change during
aspect execution

words in the non-functional property definitions are compared, and up to 6 candidate services are returned to the
next step. Regarding the correspondence by declaration
similarity, three types of correspondence (Exact, PlugIn
and Subsumption) are applied in the declarations to return
the web service that meets the sent goal. Table 2 summarizes the results.
5.3 Result Analysis and Discussion
Analyzing the data presented in the first scenario in
Table 1, we observe an increase in the number of identified
services and selected services. This increase occurs due to
the number of services present in the repository, thus
increasing the probability of the web service that was used
to create the goal to be present in the repository. Likewise,
we also raise the possibility of having more services that
can meet that goal, but not necessarily meet the business
expert’s intent.
Figure 18 specifically shows the result of the web services’ selection for each of the 10 goals of Group 1, where
we indicate for the ones among the 10 goals, how many
had web services selected (in blue) for invocation. Among
the goals with web services selected, it was verified if the
semantic web service used to define the goal was present in
the selection (in red), and if it was the first one in the list (in
yellow). From the graph we can see that the fact that a goal
was created from a Web Service does not necessarily
guarantee that it will be the first one in the selection, but it
is very likely that it will be one of the selected services.
Another point that the graph shows is that, even with the
entire collection of semantic web services, we still have a
goal that obtained no selection. This may occur due to the
absence of a Web Service in repository 12, although we
confirmed after the simulation that all Web Services used
to create the Group 1 goals were present, but it was not the
first to be selected in the returned list, thus indicating that
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the presence of many services with similar definitions
affects the discovery process.
Analyzing the second scenario, where the business
experts did not know the concepts present in the repository,
the arbitrary definition of the goals affected the discovery
process, since it was not possible to make the definitions
created randomly match with the definitions present in the
collection of services. But when compared with scenario 3,
in which the business expert knows the definitions of the
repository, the chances are greater of obtaining a service
that fulfills the requirements of the business expert.
The expectation for the 2nd and 3rd scenario was
detecting the proportion of a service selected for each goal
created. In total, 30 goals were created for each scenario,
where each goal was submitted to the 12 repositories, 360
executions per scenario in total, where one-third (120
executions) were expected. Table 3 summarizes the execution data and shows a 25.25% difference between the
expected result and the 2nd scenario, and 2.75% between
the expected result and the 3rd scenario.
The execution data showed the impact caused by the
business specialists’ lack of knowledge of the characteristics of the service repository. The more aware the business
expert was of the concepts present in the repository, the
greater the chances were that the goal would be reached.
Comparing with the results presented in Table 2, the
amount of services in the repository directly impacts the
discovery process. When calculating the variance of the
results of the 2nd and 3rd scenario (Fig. 19), we obtain a
greater dispersion in the repositories containing almost all
the services of the collection (repository of 10–12), and
peaks in the dispersion due to the success in the discovery
of services where a service had been selected for each goal.
It would be possible to obtain better results by means of
the discovery process, mainly for the second scenario.
However, the default configuration of the WSMX environment returns only 6 Web Services, and the version of
the environment used does not have all match types (e.g.,

H. S. Ana da S. Jose et al.: Implementation of Aspect-oriented Business Process Models…, Bus Inf Syst Eng 62(6):561–584 (2020)
Table 2 Summary of
simulation execution

I: Total identified services; S:
Total of selected services

Group

Scenario 1

Scenario 2

1st

2nd
S

I

Scenario 3
3rd

S
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4th

5th

I

S

I

S

I

1

60

–

60

–

55

6

59

–

58

–

60

55

3

54

–

56

–

60

6

53

–

60

–

6th
S

7th

Repository

I

I

S

I

S

1

44

1

60

2

56

3

58

5

56

–

57

–

6

60

–

57

3

59

2

2

59

10

56

1

55

2

4

59

6

56

1

55

1

55

3

5

59

7

57

7

56

1

60

–

59

6

59

3

55

1

6

55

12

60

4

60

–

58

–

54

8

58

1

56

2

7
8

59
57

13
13

60
60

8
5

56
58

1
1

58
55

–
–

56
52

10
8

55
54

2
–

56
60

2
4

9

60

13

60

9

60

1

52

–

50

7

53

2

60

4

10

59

16

60

10

60

–

53

–

57

9

58

3

60

3

11

58

15

60

9

60

–

55

–

53

9

59

2

60

3

12

59

21

60

10

60

–

58

–

54

9

59

2

60

3

Fig. 18 Result of selecting web
services from the 1st scenario

Intersection Match is not implemented5). Another limitation is the influence of Keyword Discovery, which considers the information contained in the non-functional
properties of goal and Web Service in the evaluation. We
tried to define the non-functional properties in order to
impact the identification of the services as little as possible,
and not direct the result to a particular group of services.
Finally, another limitation are the characteristics of the
service collection, with the ontology only providing the
name of the concepts without their respective attributes,
and the predominance of a set of concepts in specific parts
of the collection. For example, the concept ‘‘Book’’
appears more frequently in services starting with the letters

5

Information obtained by analyzing WSMX source code.

A, B and C, and does not appear much in services starting
with letter G.

6 Conclusions
An architecture for service discovery that implements
crosscutting concerns allows a link between the modeling
and implementation phases as long as this link is defined
through operational goals. These goals represent the business experts’ desired services to realize the crosscutting
concern in question. In the Charfi and Zhi (2015) and
Shankardass (2009) approaches, the business expert needs
to know previously which service will realize this crosscutting concern, and also to know if the service will
comply with what he wants.
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Table 3 Summary of successful executions for the 2nd and 3rd
scenario
Executions

Percentage (%)

Total

360

100

Expected

120

33.3

2nd Scenario

29

8.05

3rd Scenario

110

30.55

The experimental results have demonstrated that this
link makes it possible to find a suitable aspect implementation starting from an operational goal defined in the
modeling phase. Bastos et al. (2014) conceptually
demonstrated that this link was possible. The experiment
has shown the viability of this link, and also revealed the
strengths and limitations in defining operational goals
using the WSML language.
The results obtained in the experiment suggest that the
business expert can focus on the aspect modeling without
necessarily worrying about its implementation since the
implementation will be discovered and invoked during the
execution of the process. The aspect goal definition based
on the concepts present in the service repository allows that
association.
To obtain better results with the proposed architecture, it
would be necessary to use the concepts present in the
ontology, both the business expert to describe the goals and
the developer to semantically describe the services available in the repository. Table 4 shows the objectives of each
scenario and which were fully or partially attended to.
A previous proof of concept showed the technical feasibility of the artifacts produced, since the ‘‘Log Information’’ aspect was incorporated into the main process at run
time. It was also possible to verify the link created between
the YAWL environment and WSMX through the
Fig. 19 Impact of the quantity
of services for the discovery
process
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GoalService custom component. In addition, it was possible to observe the process of discovering, selecting and
invoking a Web Service through a semantic goal written in
WSML. The operational goals were defined in the aspect
using the extended version of Pointcut Editor. Finally, it
was possible to verify the change in aspect behavior when
another semantic Web Service was selected to meet the
newly defined goal. The richer in detail the desired service
was, the greater the chances were of it being selected in a
service repository.
In addition, this work has brought the concept of operational goal nearer to the aspect, where different implementations well specified in the use of a semantic language
can be identified and used to perform the activities of each
aspect, and which allows different behaviors for the same
advice, thus obtaining flexibility and adaptability. No
related work has adopted the use of a semantic language for
the aspect realization.
Our work differs from Jalali et al. (2015) by focusing on
the realization of aspects, the use of a semantic language to
discover the implementation for the aspects, the elaboration of an architecture that makes use of all the concepts
and artifacts presented, and the use of simulation to evaluate the elaborated proposal.
A limitation of our proposal is the lack of WSMO service repositories. The WSMO concepts can be applied only
to SOAP Web Services and we have not been able to t
identify recent work that allows the WSMO to work with
Representational State Transfer (REST) (Richards 2006).
There is also the fact that the architecture is designed to
work with BPMS with the ability to orchestrate and
choreograph Web Services. We consider the lack of
repositories to be a practical limitation of our proposal.
However, service-based development is still a growing area
and organizations adopt it even if they must construct
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Table 4 Objectives reached by each scenario
1st scenario

2nd scenario

3rd scenario

(a)

(b)

(c)

(a)

(b)

(c)

(a)

(b)

(c)

4

4

!

4

!

!

4

4

4
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WSMO-Lite, and simplifying the goal modeling using
tools that generate the WSML code and send it to WSMX.
Finally, we will carry out case studies in real scenarios
involving process modeling specialists focusing on the
improvement of the architecture and produced artifacts.

(4) Fully attended; (!) partially attended
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