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Resumen Hoy en d´ıa, una inconmensurable cantidad de programas in-
forma´ticos se encuentran en ejecucio´n generando informacio´n propia de
su comportamiento, estos tipos de historial son amplia y generalmente
conocidos como Logs. Sin embargo, a pesar de los avances en la inferencia
funcional inductiva para trabajar con los datos, hasta el momento se ha
prestado escasa atencio´n a la automatizacio´n del procesamiento anal´ıti-
co de estos tipos de registros de eventos. En este sentido, puesto que la
alta expresividad de los Lenguajes de Programacio´n Declarativos es una
nocio´n ampliamente aceptada, en este trabajo se aborda las implicancias
pra´cticas de la Programacio´n Funcional Inductiva aplicado en el dominio
espec´ıfico de los Logs para su inferencia asistida ex professo.
Palabras Claves: Funciones Gene´ricas · Logs · Dominio Espec´ıfico ·
Conocimiento de Fondo · Inferencia Funcional Inductiva · Haskell
1. Introduccio´n
A d´ıa de hoy, cada vez es ma´s dif´ıcil ignorar la cantidad no conmensurable
de programas informa´ticos de diverso ı´ndole que se encuentran en ejecucio´n
generando registros sobre su propio funcionamiento, ya sea informativamente o
indicando anomal´ıas. Estos tipos de historial son ampliamente conocidos como
Logs y se constituyen como un recurso vital para la administracio´n de los sistemas
ya que permiten tanto el monitoreo perio´dico como as´ı tambie´n el diagno´stico
de problemas. En adicio´n, puesto que el gran volumen de registros de eventos
serializados a diario hace que sea poco pra´ctico inspeccionar manualmente los
logs, analizarlos de manera efectiva sigue siendo un gran desaf´ıo [10].
Aunque una importante labor se ha llevado a cabo, tanto por parte de la
academia, como tambie´n por la industria; las 2 alternativas propuestas hasta el
momento para el ana´lisis de logs consisten ba´sicamente en (1) la extraccio´n de
patrones mediante expresiones regulares (e.g. grok1) o´ (2) ma´s recientemente,
por medio de aplicacio´n de te´cnicas tradicionales de miner´ıa de datos (TTMD).
1 https://logz.io/blog/logstash-grok
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Sin embargo, ambos enfoques respectivamente presentan una serie de incon-
venientes importantes como ser (1) la escritura manual de reglas consume mucho
tiempo y es propenso a errores; (2) la fase de aprendizaje de las TTMD poseen
una complejidad temporal en funcio´n al taman˜o del conjunto de datos y a la vez
requieren una considerable cantidad de registros para evitar el sobre-ajuste.
En este sentido, prolifera la preocupacio´n en entornos TICs, puesto que ı´nte-
rin los logs crecen en cantidad, volumen y complejidad; los administradores de
sistemas deben solucionar los problemas lo ma´s ra´pido posible para satisfacer a
los clientes, proteger la imagen corporativa y mantener las ventas [9].
Por otra parte, estudios previos recientes han sen˜alado que a diferencia de los
enfoques esta´ndar de aprendizaje automa´tico utilizado en las TTMD, la Progra-
macio´n Funcional Inductiva (IFP, por sus siglas en ingle´s) aborda el problema
de aprender programas pequen˜os pero complejos, de unos pocos ejemplos repre-
sentativos de entrada/salida, generados a medida que el usuario transforma una
o muy pocas instancias o campos particulares de los datos, como lo hacemos los
humanos ana´logamente [2]. Asimismo, es una nocio´n ampliamente aceptada la
gran expresividad de la Programacio´n Declarativa del cual desciende la IFP.
Surge por tanto, la oportunidad de dar luz a la investigacio´n de la IFP en
el contexto de la automatizacio´n del proceso de inferencia asistida de logs y de
hecho, este es el primer estudio en el que se realiza la incorporacio´n de este tipo
de dominio en un Sistema Inductivo Funcional (SIF).
Los resultados de esta investigacio´n demuestran que mediante un tratamiento
adecuado de la genericidad de funciones como factor principal, es posible la
explotacio´n de las ventajas del IFP en cuanto a inferencia de logs se refiere.
2. Trabajos Relacionados
Una de las razones del e´xito de los sistemas IFP es el uso de lenguajes espec´ıfi-
cos de dominio (DSL, por sus siglas en ingle´s). As´ı FlashFill [3], como ejemplo
de ello, puede realizar transformaciones sinta´cticas de cadenas utilizando formas
restringidas de expresiones regulares, condicionales y bucles en tablas de hojas
de ca´lculo. Sistemas IFP que tambie´n tuvieron protagonismo son Igor-II [6] y
ADATE [11]. Sin embargo, e´stos no han sido actualizados recientemente ni pues-
tos en pra´ctica. Igor-II impone una restriccio´n estricta en el conjunto de ejemplos
dado como especificacio´n y ADATE requiere una gran habilidad para la s´ıntesis
de programas simples. Adema´s, debido a la ausencia de memorizacio´n, tienen
una desventaja en la velocidad pra´ctica en comparacio´n con MagicHaskeller, que
puede iniciar la s´ıntesis con su tabla de memorizacio´n llena de expresiones[5],
como se menciona en el apartado 3.3 de la siguiente seccio´n.
3. Materiales y Me´todos
3.1. Logs
Registro del “que´ sucedio´, cua´ndo y por quie´n”del sistema. Los logs de apli-
caciones graban cronolo´gicamente las operaciones durante el funcionamiento de
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la aplicacio´n y vienen categorizados en tres niveles principales, donde represen-
tan la informacio´n de depuracio´n, informacio´n narrativa o eventos de la lo´gica
del negocio. A continuacio´n, los tipos de logs de intere´s para este estudio.
Logs de Spring. Se refiere al proyecto Spring Framework2. Un framework
web es un conjunto de componentes que ofrece mecanismos para la implementa-
cio´n de las capas del negocio y presentacio´n web [1]. Spring Framework propor-
ciona soporte para diferentes arquitecturas de aplicaciones, incluidos mensajer´ıa,
datos transaccionales y persistencia en ambiente web.
Logs de Apache3. Para administrar un servidor web de manera efectiva, es
necesario obtener comentarios sobre la actividad y el rendimiento del servidor, as´ı
como sobre cualquier problema que pueda estar ocurriendo. El servidor HTTP
Apache proporciona capacidades de registro muy completas y flexibles, y con
ellos describimos dos divisiones principales, Error Log y Access Log.
3.2. Programacio´n Declarativa
Se caracteriza por una alta expresividad basado en la utilizacio´n de bloques
de construccio´n como funciones, recursio´n y el uso de patrones, de manera a
especificar ma´s la solucio´n antes que su ca´lculo de bajo nivel [8].
Programacio´n Funcional. Deriva de la Programacio´n Declarativa, pres-
cinde del uso de bloques condicionales o ciclos. Su caracter´ıstica principal reside
en el uso de expresiones y funciones, donde un programa es una funcio´n pura.
Siendo funcio´n en te´rminos matema´ticos obedeciendo sus fundamentos.
Funcio´n total. Toda funcio´n relaciona dos conjuntos a trave´s de una ope-
racio´n algebraica. Una funcio´n total es aquella que esta´ definida para todos los
posibles valores del conjunto dominio.
Programacio´n Inductiva. (IP, por sus siglas en ingle´s) desarrolla me´todos
en base al razonamiento inductivo, esto es, de lo espec´ıfico a lo general.
IFP. Una vertiente en auge de la IP es la S´ıntesis de Programas Inducti-
vos (IPS, por sus siglas en ingle´s). Generalmente en IP , infinitos programas
sema´nticamente diferentes cumplen con una misma especificacio´n, por lo tanto,
se necesita definir criterios para elegir entre ellos. Estos criterios se denominan
sesgo inductivo, que se dividen en: (1) Sesgo de restriccio´n: El sistema IPS solo
es capaz de generar un subconjunto espec´ıfico de las funciones de un dominio,
debido a que tiene un lenguaje restringido, incapacidad computacional o sus ope-
radores no logran alcanzar cada programa; (2) Sesgo de preferencia: El sistema
depende del orden en que se explora el espacio del problema, causando que la
organizacio´n de las soluciones dependa del orden de exploracio´n.
La bu´squeda en los me´todos IPS funcionales se basa en generar-y-probar.
A diferencia de te´cnicas de aprendizaje automa´tico convencionales donde los
ejemplos de E/S son utilizados para la construccio´n de modelos, en IPS, los
ejemplos de E/S se utilizan u´nica y exclusivamente para probar los programas
generados. La IFP es el marco para la programacio´n automatizada para lograr
la s´ıntesis de programas funcionales recursivos a partir de ejemplos de E/S.
2 https://github.com/spring-projects/spring-framework
3 https://httpd.apache.org
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3.3. Domain Specific Induction (DSI)
Karmiloff-Smith (1994) define a un dominio como el “conjunto de represen-
taciones que sostiene un a´rea espec´ıfica de conocimiento” (p. 23)[7]. Ejemplos
de dominio podr´ıan ser las fechas, los correos electro´nicos, nombres de personas
y logs. DSI es un sistema que pretende la automatizacio´n del procesamiento de
datos o Data Wrangling mediante la implementacio´n del software MagicHaske-
ller [4], sumado a un conjunto de funciones definidas para un cierto dominio y
una interfaz de acceso web para la interaccio´n humano-computador.
Por otra parte, la interfaz web permite, a partir de datos de E/S, do´nde la
Entrada es el valor a ser procesado y la Salida es el resultado esperado, transfor-
marlo a un predicado para utilizarlo como valor de entrada en elMagicHaskeller.
E´ste retorna como resultado la funcio´n f que satisface el predicado. Luego la fun-
cio´n f es aplicada al resto de entradas del DSI a fin de obtener los valores para
cada columna de salida. Desde la interfaz web, se env´ıan los predicados al Ma-
gicHaskeller a trave´s de un puerto abierto en el servidor, donde se ejecuta una
instancia del sistema para cada dominio abarcado. MagicHaskeller al encontrar
una o varias funciones que resuelven el problema enviado en el predicado, lo
devuelve en una cadena con el siguiente formato:
(\a -&gt; function1 a), (\a -&gt; function2 a), (\a -&gt; function3 a)
El proceso data wrangling culmina cuando el sistema DSI selecciona la pri-
mera funcio´n de la lista: function1 a, do´nde a se reemplazara´ por el valor de
cada entrada para evaluar la funcio´n hasta completar todos los campos de salida.
MagicHaskeller. Un sistema IFP que adopta el enfoque de generar-y-probar, lla-
mado MagicHaskeller, el cual al recibir un conjunto de ejemplos de E/S, primero
infiere el tipo de expresiones deseadas. Luego, genera expresiones del mismo ti-
po que se pueden expresar con las funciones de la biblioteca de componentes,
combinadas con aplicaciones de funciones y abstracciones lambda. La generacio´n
se realiza de forma exhaustiva a partir del ma´s corto. Luego se comparan con la
especificacio´n en orden y las que pasan la prueba son las funciones sintetizadas.[4]
MagicHaskeller puede sintetizar programas funcionales cortos sin restriccio´n
del espacio de bu´squeda en base a cualquier conocimiento previo, gracias a su
gran tabla de memorizacio´n. El sistema recibe un predicado, en este caso, una
expresio´n lambda con la siguiente estructura: \f -> f “entrada”==“salida”. Para
reducir el espacio de bu´squeda, se necesita limitar la cantidad de funciones,
conocido como Conocimiento de Fondo Espec´ıfico de un Dominio (DSBK, por
sus siglas en ingle´s), para ello, se generan los prototipos de las funciones en el
archivo “primitives”, con prioridades por funcio´n, donde 0 es el ma´s prioritario;
a este nu´mero de funciones se lo denomina Amplitud o Breadth (b). Otro valor
importante es la Profundidad o Depth (d), que limita la profundidad con la
cual se combinara´n las funciones disponibles para solucionar un predicado. La
relacio´n entre estos dos valores se da en la cota superior asinto´tica, siendo una
de orden potencial exponencial dado O(bd). Considerando esto, el valor de d es
clave en la fase de entrenamiento, ya que con una cantidad alta de b y d, la fase
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de entrenamiento podr´ıa no culminar, debido a que el computador no posee los
suficientes recursos para realizar todas las combinaciones posibles y almacenarlas
en su Tabla de Memorizacio´n, obedeciendo al criterio de sesgo de restriccio´n.
4. Experimentos
4.1. Re´plica de experimentos y verificacio´n de resultados de DSI
Con el objetivo de montar el escenario experimental del presente estudio
validando a la vez su correctitud, se han verificado y reproducidos los resultados
obtenidos en DSI [2], basado en su implementacio´n4 se comprueba la ejecucio´n e
interaccio´n con MagicHaskeller en la bu´squeda de funciones, con dominios como
fechas, correos, nombres y palabras. Para realizar los experimentos se utiliza
una ma´quina virtual con una vCPU, dos gigabytes de memoria RAM y un disco
de almacenamiento de 25 gigabytes. El sistema operativo utilizado es Ubuntu
18.04.2 para arquitecturas x64. Acorde a estas especificaciones, se ha empleado
un aproximado de cuatro horas reloj en modificaciones para hacerlo funcionar.
4.2. Definicio´n de nuevo dominio y la generacio´n de funciones
En este estudio, se amplia el alcance de DSI [2] con la inclusio´n del dominio
de Logs. Inicialmente incorporando logs del framework de Spring, ya que e´ste
tiene una estructura ba´sica sumamente completa, definida en la Seccio´n 3.1.
Se determina generar las funciones para la extraccio´n de porciones de datos
como las fechas, el nivel del log, el nombre de la clase Java en donde se registro´ el
log, y el mensaje del log. Basado en ello, se generan las correspondientes funciones
en Haskell: (1) extractDate; (2) getLogLevel ; (3) getClass; (4) getMessage.
Conforme a la estructura de un log de Spring, se generan estas funciones sin
antes haber analizado a profundidad las caracter´ısticas de las funciones ya pre-
sentes enMagicHaskeller ni las funciones generadas para DSI ; el punto principal
es la construccio´n de funciones que realicen de la manera ma´s sencilla posible la
extraccio´n del dato solicitado a partir de una cadena de texto. Para an˜adir las
funciones a MagicHaskeller se sigue el siguiente procedimiento:
Crear un mo´dulo en el directorio /MagicHaskeller. Realizar las importaciones
necesarias y agregar las nuevas funciones correspondientes al dominio.
En el archivo Individuals.hs, se debe agregar el prototipo de cada funcio´n
nueva, dentro del para´metro “totals”, con el siguiente formato:
++ $(p [| function :: [Char] ->[Char] |] )
Agregar el nombre del mo´dulo en el archivo MagicHaskeller.cabal, dentro del
para´metro “Build-depends”.
Compilar el programa desde el directorio /MagicHaskeller, mediante:
cabal install --global
Generar las primitivas con el comando:
MagicHaskeller --dump-primitives > primitives
4 https://github.com/liconoc/DataWrangling-DSI
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En pruebas de ejecucio´n se somete a MagicHaskeller con predicados como:
f "2017-03-03 13:02:50.608 INFO ... info message" == "IndexController"
Se obtiene la funcio´n getClass que convierte el input en el output esperado.
MagicHaskeller puede retornar como solucio´n una funcio´n compuesta equivalen-
te a la buscada; la funcio´n getClass es equivalente a extractDate(getClass)
ya que ante un mismo input retornan exactamente el mismo output.
Considerando lo mencionado en la Seccio´n 3.3, una desventaja de MagicHas-
keller es el potencial exceso de tiempo en la fase de entrenamiento. La cantidad
de tiempo esta´ directamente ligada a los para´metros depth y breadth. Se ma-
neja como hipo´tesis la posibilidad de que el agregado de predicados adicionales
sobre un dominio pudiera mejorar el entrenamiento y los resultados se encuen-
tren en instancias de ejecucio´n con menores valores de depth. Para tal efecto, se
efectu´a un experimento buscando obtener variaciones, alteracio´n de resultados o
algu´n comportamiento ano´malo que pudiera registrarse. Se an˜adio´ diez predica-
dos diferentes por funcio´n, totalizando cincuenta nuevos predicados. An˜adidos
los predicados, los resultados de las pruebas son exactamente iguales a cuando
MagicHaskeller se ejecuta sin ningu´n predicado an˜adido. Esto confirma que los
predicados adicionales y pretendidos como DSBK para el MagicHaskeller no
generan alteraciones en su comportamiento en la bu´squeda de funciones, obede-
ciendo la teor´ıa de los sistemas IPS (Seccio´n 3.2).
4.3. Ampliacio´n del dominio de Logs
Se contempla la necesidad de ampliar el dominio agregando otra estructura
de logs, mediante logs del servidor web Apache (Seccio´n 3.1). Para tal efecto, se
generan funciones para la extraccio´n de fechas, inicialmente para logs de acceso
de Apache, mediante la funcio´n extractApacheDate. Consultar definicio´n en
repositorio publicado5.
En pruebas de ejecucio´n, se someten predicados similares a:
f "109.24.239.55 ... "-" "-"" == "13/Nov/2018:17:30:26 -0300"
Efectivamente, ante un predicado as´ı, MagicHaskeller responde con la fun-
cio´n extractApacheDate, sin embargo, esta funcio´n representa un caso muy
espec´ıfico, ya que se trata de la extraccio´n de la fecha solo para este tipo de
log. Entonces, nace el cuestionamiento sobre la posibilidad de realizar funciones
capaz de abarcar un mayor espectro de casos posibles, teniendo en cuenta la
inmensa variedad de estructuras y tipos de logs existentes por frameworks.
4.4. Propuesta de caracterizacio´n de funciones: Gene´ricas.
Dado que los DSBK contienen funciones para la manipulacio´n de un deter-
minado tipo de dato, muchas de ellas pueden resolver problemas relacionados
con otros tipos de datos. Adema´s, si los datos pertenecen a un dominio y el pro-
blema en cuestio´n termina siendo una tarea muy exclusiva que pertenece a ese
5 http://www.github.com/derlissalinas/dsi
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dominio, se necesitan funciones ma´s precisas para obtener resultados correctos.
En pos de caracterizar las funciones a an˜adir para un dominio, se contempla
la caracterizacio´n estableciendo dos l´ımites. Primero, con funciones gene´ricas,
basada en dos principios que se adoptan para representar la idea propuesta:
Especificidad. Las funciones generadas deben retornar u´nicamente los da-
tos esperados, implicando validaciones en los datos de retorno. Por ejemplo, la
funcio´n extractApacheDate de la Seccio´n anterior, extrae la fecha solamente
para los logs de Apache, del tipo Access, sin embargo, carece de una validacio´n
para afirmar que lo retornado es un dato que pertenezca al dominio de fechas.
Generalidad. Las funciones deben ser capaces de abarcar un mayor espectro
de casos posibles dentro de un mismo dominio, realizando las correspondientes
validaciones por medio de condicionales.
Teniendo los casos de logs de Spring y Apache, se generan las funciones de
ejemplo basadas en la especificidad para la extraccio´n de fechas, denominadas
getDateSpring y getDateSpringArray. De igual forma, se generan las funciones
getDateApache para Access y Error. Por otra parte, se genera un ejemplo de una
funcio´n gene´rica, que se aferra al principio de generalidad. La implementacio´n
esta´ presente en el script C2 Logs.hs del repositorio6.
Mediante condicionales se evalu´an todas las funciones espec´ıficas hasta de-
terminar la que retorne un valor distinto de vac´ıo.
4.5. Propuesta de caracterizacio´n de funciones: Concretas
Es posible generar funciones de concretas, simples y puntuales para un caso
en particular. Respecto a la Seccio´n anterior, estas funciones guardan similitud
con la simplicidad del principio de especificidad, pero sin la validacio´n corres-
pondiente. Tales son los casos de las funciones generadas en la Seccio´n 4.2 para
logs del framework Spring. A continuacio´n se muestra una funcio´n como ejemplo
para la extraccio´n de fechas.
Prelude>extractDate :: [Char] -> [Char]
extractDate x = unwords (take 2 (splitStringByPunctuation x " "))
Estas funciones son generadas netamente para un caso en particular, es decir,
obedecen so´lo a predicados que posean logs de Spring como input, y por otra
parte, en el output, lo que expl´ıcitamente cada funcio´n es capaz de evaluar.
5. Resultados y Discusio´n
La caracterizacio´n de funciones para el agregado de un nuevo dominio no
es, en absoluto, determinante, ya que esta´ sujeto a factores intr´ınsecos de cada
dominio que lo diferencia de otros, por lo cual, no es posible decir, por ejemplo,
que un conjunto de funciones concretas se corresponde como la mejor solucio´n
para todos los dominios existentes que pudiesen an˜adirse a DSI. Al definir un
dominio y pretender an˜adirlo a DSI, debe considerarse lo mencionado en la
6 http://www.github.com/derlissalinas/dsi
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Seccio´n 3.3, los para´metros depth y breadth son determinantes al momento de
contemplar la caracterizacio´n ya que e´stos valores determinan el taman˜o de la
tabla de memorizacio´n.
Depth. El para´metro ma´s relevante dentro de la caracterizacio´n determina
la cantidad de composiciones posibles entre las funciones del MagicHaskeller, lo
cual implica un aumento exponencial en la cantidad de combinaciones posibles.
Breadth. Cantidad de funciones que generemos para nuestro dominio.
Tomando el caso del dominio de Logs, es sabido que existe un enorme nu´mero
de estructuras diferentes de registros si se considera la cantidad de frameworks
existentes con la consecuente posibilidad de modificacio´n de dicha estructura
ba´sica en una aplicacio´n, pero una vez definida la estructura del log, la misma
esta´ sujeta a escasas variaciones, por lo cual, es plausible considerar la creacio´n de
funciones concretas que operen directamente sobre dicha estructura de registro.
Esto implica que la cantidad de funciones a definir es directamente proporcional
a la necesidad de datos a obtener de un log, como se menciono´ en la Seccio´n 4.2,
cinco funciones en el DSBK bastaron para satisfacer la necesidad del caso.
Por otra parte, considerando un dominio como el de fechas, existe una amplia
gama de funciones a definir para el tratamiento de datos, dadas las diferentes
variaciones y esta´ndares que existen, aunque as´ı como con el dominio de Logs,
pueden crearse funciones concretas para manejar cada caso o cada necesidad de
obtener un dato a partir de cada input. Es sabido que una fecha en formato
“DD/MM/AA” puede representarse tambie´n como “DD/month/AA”, donde el
mes se define por nombre y no por valor nume´rico. Ante la necesidad de fun-
ciones que abarquen ma´s de un idioma, nace la cuestio´n en definir funciones de
tipo concreta o gene´rica, ya que un listado de meses de un idioma es definido
como una funcio´n, no variable, lo cual implica que se debera´ definir una funcio´n
para cada idioma an˜adido. Esto eleva proporcionalmente la cantidad de funcio-
nes disponibles aumentando el valor de breadth. Como ejemplos se toman a las
funciones convertMonth, que convierte el nombre de un mes en su valor nume´ri-
co y a getMonthName, que extrae el nombre de un mes embebido en una cadena
de caracteres. Una solucio´n al caso puede verse como la definicio´n de funcio-
nes gene´ricas, que realicen las validaciones contemplando los idiomas, evitando
an˜adir todas las definiciones de funciones dentro del archivo Individuals.hs y en
las primitivas de MagicHaskeller reduciendo dra´sticamente el valor de breadth.
Ante una situacio´n que requiera an˜adir un dominio, es deber analizar la can-
tidad de funciones a crear, a fin de contemplar mantenerlas como concretas, o
bien, si los datos a extraer requieren de varias funciones espec´ıficas cuyas funcio-
nalidades sean similares, implementar una funcio´n gene´rica que englobe todas
esas funciones; este u´ltimo es aplicable a las funciones que precisan un nivel de
abstraccio´n superior a las funciones concretas, como el caso de la extraccio´n de
fechas independientemente al formato de entrada, o como se menciona anterior-
mente, el caso de extraccio´n del mes sin importar el idioma.
En la Figura 1, se presenta una comparacio´n de tiempo de entrenamiento
en segundos para las funciones convertMonth y getMonthName en sus versiones
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concretas y gene´ricas, considera´ndose el agregado de veinte idiomas con sus
respectivas lista de meses, variando el valor de depth en cada ejecucio´n.
Figura 1. Tiempos de entrenamiento con funciones gene´ricas y concretas, sobre depth.
Un requisito determinante para la creacio´n de funciones y el posterior agre-
gado de un dominio a DSI y por ende al MagicHaskeller, es que las funciones
deben de estar definidas para todos los valores posibles de entrada, como una
funcio´n total7, evitando excepciones. E´ste requisito es propio del MagicHaskeller
para que las funciones sean contempladas en la fase de entrenamiento y agre-
gadas en la tabla de memorizacio´n. Al definir funciones deben de contemplarse
todos los casos posibles de inputs y que la funcio´n sea capaz de evaluarlo.
La Programacio´n Funcional Inductiva en la s´ıntesis de funciones implica cri-
terios para realizar la seleccio´n. Dichos criterios son los sesgos inductivos. En al
ambiente del MagicHaskeller, el sesgo de preferencia se manifiesta al momento
de ampliar el DSBK, agregando los prototipos de las funciones de un deter-
minado dominio al archivo de configuracio´n Individuals.hs, ya que el orden en
el cual dichos prototipos son colocados, influye para que sean encontradas con
menor o mayor facilidad una funcio´n. Mismo sesgo se manifiesta mediante el
archivo Primitives, en donde se indica expl´ıcitamente el orden de prioridades
para las funciones antes de la ejecucio´n de una nueva instancia del MagicHaske-
ller. Ambos casos se deben tener en cuenta para el agregado de un dominio al
ambiente de DSI. Cabe resaltar que ha quedado como inco´gnita el porque´ de si-
tuaciones donde habie´ndose cumplido y verificado las condiciones mencionadas,
MagicHaskeller no retorna las funciones definidas.
6. Conclusio´n y L´ıneas de Trabajo Futuro
La gran cantidad de Logs genera´ndose constantemente en los programas in-
forma´ticos evidencian la necesidad existente de automatizar su procesamiento
y ana´lisis a fin de generar una informacio´n u´til a partir de e´stos. Incorporar el
dominio de Logs al entorno de DSI resulta un proceso poco trivial, en vista a que
7 http://mathworld.wolfram.com/
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se ha detectado como factor determinante a la genericidad de las funciones de un
dominio. En paralelo, se ha demostrado que MagicHaskeller es una herramienta
viable para la inferencia de Logs. Este aporte podr´ıa enmarcar la aceptacio´n
de la alta expresividad de los Lenguajes de Programacio´n Declarativos para la
solucio´n de necesidades en ambientes poco explorados hasta el momento.
En te´rminos generales, considerando futuros dominios complejos como ca-
denas de texto o mensajes, implicara´ caracterizar funciones en cierto grado de
genericidad. En ello, el quid de la incorporacio´n de dominios reside en el balanceo
entre casos donde se determine la genericidad por funcio´n. Basado en lo expues-
to, los trabajos futuros podr´ıan centrarse en esclarecer la inco´gnita respecto al
MagicHaskeller en los casos donde no retorna funciones previamente definidas.
Adema´s, la ampliacio´n de factores para la caracterizacio´n, como el ana´lisis de
la factibilidad de variacio´n del orden y los valores de prioridades en prototipos,
siendo e´stos sesgos propios de MagicHaskeller.
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