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Tämä toiminnallinen opinnäytetyö tehtiin toimeksiantona Posti Oy:lle ja sen tavoitteena oli 
toteuttaa kehitysprojektina sovellus, DevParcel, jonka avulla järjestelmätestaajat pystyvät 
tuottamaan Postin tietojärjestelmiin lähetyksistä ennakkotietoja sekä tulostamaan osoitekort-
teja viivakoodillisilla lähetystunnuksilla. Sovellusta käyttämällä Postin tavoitteena on yksinker-
taistaa järjestelmätestausta, nopeuttaa järjestelmäkehitystä ja parantaa tuotantojärjestelmien 
laatua. 
 
Opinnäytetyössä selvitettiin miten sovellukseen voidaan toteuttaa vaaditut toiminnollisuudet 
Postin vaatimusten mukaisesti. Sovelluksen toiminnollisuus rajattiin Postin liiketoiminnan 
osalta koskemaan lähetysseurannan piirissä olevia Postin kotimaan paketti- ja kirjetuotteita 
sekä kansainvälisiä postilähetyksiä. Toteutukseen liittyviä teknisiä rajauksia olivat Postin työ-
asemiin liittyvät tietoturvavaatimukset, työasemissa käytettävissä olevat varusohjelmat sekä 
oheislaitteet, joiden vuoksi ohjelmointi toteutettiin Microsoft Office 2013 -ohjelmiston Excel-
työkirjan päälle Visual Basic for Application -ohjelmointina.   
 
Tietoperustassa perehdyttiin VBA-ohjelmointikielen objektimalliin, tiedostojen käsittelyyn sekä 
tiedonsiirtoon siltä osin, kun ne liittyivät sovellukseen toteutettuihin toimintoihin. Lisäksi selvi-
tettiin liiketoiminnan vaatimusten osalta erilaisiin lähetystunnuksiin ja Code 128- ja GS1-128 -
viivakoodeihin liittyviä standardeja, joista pystyttiin hyödyntämään lähetystunnusten muodos-
tamiseen liittyvien tarkistelukujen laskentakaavoja ja viivakoodin muodostamiseen liittyvää 
merkkikoodausta.   
 
Opinnäytetyö aloitettiin lokakuussa 2015 ja valmistui helmikuussa 2016. Produkti toteutettiin 
marraskuussa 2015 ja otettiin käyttöön Postissa joulukuun alussa 2015. Käyttöönottoa jou-
duttiin aikaistamaan, koska sovellusta tarvittiin Postissa meneillään olevan strategisen tuo-
teuudistushankkeen järjestelmätestaukseen.  
 
Opinnäytetyön tuloksena kehitetty DevParcel-sovellus on järjestelmätestaajien käytössä Pos-
tissa ja täyttää sille asetut alkuperäiset vaatimukset. Sovellukselle on tullut paljon jatkokehi-
tysehdotuksia, joista osa on jo toteutettukin. Sovelluksesta on tällä hetkellä käytössä neljäs 
versio.    
 
Onnistuneen kehitysprojektin toteutus osoitti, että Excel VBA-ohjelmoinnin avulla on mahdol-
lista toteuttaa nopeasti ja kevyesti vaativiakin ratkaisuja liiketoiminnan tarpeisiin.  
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This functional thesis was assigned by Posti Oy and its target was to implement an 
application development project, DevParcel, which allows the system testers to produce 
advance information to Post  systems, as well as to print address labels with barcodes. 
By using this application, Posti's goal is to simplify the system testing, speed up IT 
development projects and improve the quality of production systems. 
 
The thesis studied how the required functionalities of the application can be implemented in 
accordance with the requirements of Posti. Application functionality with relation to business  
Posti's domestic parcel and letter 
products as well as international mail. Technical limitations of the implementation were 
related to the security requirements associated with Post  workstations, available office 
suite in workstations and connected peripheral devices, which are the reasons why the 
application was implemented as an Excel workbook with Visual Basic for Application 
programming in Microsoft Office 2013. 
 
The theoretical part of the thesis discussed the object model of VBA programming language 
and handling the files and file transfers when related to the activities of the application. In 
addition, with regard to the business requirements, a connection to different structures of 
tracking IDs was investigated and found, as well bar code-related standards for Code 128 
and GS1-128, which were able to take advantage of the calculation formulas of check digits 
for tracking IDs and barcode associated character encoding. 
 
The thesis was started in October 2015 and it was completed in February 2016. The 
DevParcel application was implemented in November 2015 and was introduced at the 
beginning of December 2015. The introduction had to be done early, because the application 
was needed for system testing of an ongoing strategic project of product reform in Posti. 
 
The developed DevParcel application, which is the outcome of the thesis, is used by system 
testers in Posti and fulfills its original requirements. The application has received a lot further 
development proposals and most of them have already been implemented. The application is 
currently using the fourth version of it. 
 
The successful implementation of this development project showed that by using the Excel 
VBA programming, it is possible to implement solutions quickly and lightly for even the most 
demanding business needs. 
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1  Johdanto 
Ohjelmistokehityksen yksi tärkeimmistä vaiheista on toteutettavien ratkaisuiden riittävä 
testaaminen, riippumatta toteutettavan ratkaisun koosta. Kun yrityksessä on useita tieto-
järjestelmiä, muutosten testaus pitää ulottaa myös kaikkiin integraatioiden kautta liittyviin 
tietojärjestelmiin ja niihin liitettyihin oheislaitteisiin. Integroiduissa järjestelmäkokonaisuuk-
sissa yhden lähdejärjestelmän toiminnallinen tulos on toiselle järjestelmälle tiedonlähde. 
Kun tietoja jalostetaan järjestelmäketjuissa, myös eri organisaatioiden välillä, niin tietojen 
merkitys ei saa muuttua alkuperäisestä. Testauksessa on tärkeää varmistaa juuri tuon 
tiedon oikeellisuus ketjun alusta loppuun. Vaikka tehtyjä muutoksia testataan riittävästi ja 
hyväksytysti muutoksen kohteena olevan tietojärjestelmän kehitysympäristössä, niin ikä-
viä yllätyksiä saattaa esiintyä, kun muutokset siirretään lopulliseen testi- tai tuotantoympä-
ristöön hyväksymistestaukseen. 
 
Onnistuneen testauksen edellytyksenä on, että testaajilla on riittävät tiedot muutoksen 
kohteena olevasta tietojärjestelmästä, siihen toteutettavista muutoksista ja niiden avulla 
saavutettavista parannuksista yrityksen palveluprosesseihin ja sitä kautta yrityksen tuot-
tamiin palveluihin. Testauksen alkaessa ensimmäisenä haasteena on riittävän hyvän tes-
tiaineiston saatavuus tai sen muodostaminen. Testiaineiston pitää olla kohdejärjestelmän 
rajapinnan määrittelemän mukaisessa muodossa ja sisältää testisuunnitelman mukaisia 
testitapauksia, joilla testataan määriteltyjen muutosten tavoitteen mukainen toteutuminen 
kohdejärjestelmässä ja sen muissa integraatiorajapinnoissa. 
 
Käytännössä ongelma on usein siinä, että liiketoiminnan asiantuntijat kyllä tietävät mitä 
tapauksia pitää testata ja mitkä ovat toivotut testitulokset, mutta heidän taitonsa eivät riitä 
muodostamaan teknisiä integraatioiden vaatimia tietoja testattavan tietojärjestelmän raja-
pintaan. Muutosten toteuttajat taas tuntevat tietojärjestelmärajapinnat mutta eivät tunne 
riittävästi niitä sääntöjä, joita liiketoiminta on asettanut testattaville liiketoimintatapahtumil-
le. Näiden ongelmien ja tiukkojen projektiaikataulujen takia testaus jää usein pintapuo-
liseksi ja tuotantoon pääsee puutteellisesti testattuja ohjelmia/ohjelmistoja, usein jopa ka-
tastrofaalisin seurauksin. 
 
1.1 Opinnäytetyön tavoite 
Tämä toiminnallinen opinnäytetyö tehdään toimeksiantona Posti Oy:lle ja sen tavoitteena 
on toteuttaa kehitystyö, jonka tuotoksena on sovellus, jonka avulla pyritään ratkaisemaan 
edellä kuvattuja järjestelmätestaukseen liittyviä ongelmia. Toteutettavan sovelluksen, 





asiantuntijat sekä Postille ohjelmakehitystä tekevien ulkopuolisten toimittajien ohjelmoijat, 
jotka pystyvät sovellusta käyttämällä muodostamaan helposti kattavaa ja oikeanlaista tes-
tiaineistoa integraatiotesteihin sekä tulostamaan viivakoodattuja osoitekortteja lähetysten 
käsittelyprosessien testaamiseen. Testaukset liittyvät yleensä Postin liiketoiminnan Paket-
tipalveluiden ydinprosessien kehittämiseen, joita ovat pakettilajitteluprosessi, nouto- ja 
jakeluprosessit sekä asiakaslaskutusprosessi. 
 
Postissa ei ole ollut vastaavaa sovellusta käytettävissä ja sen puute on hidastanut tuote- 
ja palvelukehitystä muutosten testaamisen osalta. Myös puutteelliset ja kuvitteelliset testi-
aineistot ovat muodostaneet riskin, kun arvioidaan toteutettujen muutosten vaikutuksia 
integraation kautta liittyviin muihin tietojärjestelmiin. 
 
Postissa on tällä hetkellä menossa Pakettipalveluiden tuotteisiin liittyvä strateginen uudis-
tushanke, jonka tulokset on tarkoitus saada tuotantoon vuoden 2016 aikana. Muutoksia 
prosesseihin ja tietojärjestelmiin ollaan toteuttamassa nyt ja ensimmäiset järjestelmätes-
taukset ovat alkaneet joulukuun 2015 puolessa välissä. DevParcel-kehitystyökalu toteutet-
tiin Postissa kehitysprojektina marraskuussa 2015 ja se on ollut testaajien käytössä joulu-
kuun 2015 alusta alkaen. 
 
1.2 Tehtävän asettelu ja opinnäytetyön rakenne 
Opinnäytetyön tarkoituksena on selvittää miten sovellus voidaan toteuttaa niin, että sen 
avulla pystytään muodostamaan vaaditut tunnukset ja tulostamaan ne viivakoodattuina 
Postin osoitekortteihin sekä muodostamaan asiakasintegraatiota jäljittelevän, Postin mää-
ritysten mukaisen rajapintatiedoston Postin lähetystenseurantajärjestelmään. Lähtökohta-
na on, että sovellus toteutetaan Excel-taulukkona ja Visual Basic for Application  ohjel-
mointina.   
 
Johdannossa esittelin ongelman, jonka ratkaisemiseen perehdyn opinnäytetyössäni, li-
säksi siinä esitellään tutkittavaan alueeseen liittyvä terminologia. Tietoperusta jakautuu 
kahteen kappaleeseen, joissa selvitän ja perehdyn toimeksiannon määrittelemiin teknisiin 
vaatimuksiin viivakooditekniikan ja osalta, sekä Visual Basic  ohjelmointikielen mahdolli-
suuksiin tarvittavan osaamisen saavuttamiseksi. Empiirisessä osuudessa käyn läpi koh-
deorganisaation sekä sovellukselle asetetut tavoitteet, ongelmat, toteutussuunnitelman ja 









Sovelluksen toiminnollisuus rajataan toimeksiannon perusteella koskemaan Postin Paket-
tipalveluiden tuotteita, Postin Kirjattu Kirjettä ja kansainvälisiä Postin pakettituotteet (Prio-
rity Parcel ja EMS Parcel). Lisäksi tutkitaan mahdollisuutta tulostaa GS1:n määrittelemä 
kollilappu. Viivakoodit toteutetaan ainoastaan Code 128 -esitysmuodolla, joka sopii kaik-
kiin Postin ja GS1:n määrittelemiin tunnuksiin ja jota myös pystytään lukemaan kaikilla 
Postissa käytössä olevilla viivakoodilukijoilla.  
 
Sovelluksen käyttöliittymänä toimii Microsoft Office 2013/Excel 2013-työkirja, jonka päälle 
toiminnot ja automatisoinnit toteutetaan Visual Basic for Application -ohjelmointina. Syitä 
tähän rajaukseen ovat käyttäjien vaatimukset, Postin työasemien tietoturvavaatimukset ja 
toteuttajan omat ohjelmointitaidot. Käyttäjät vaativat helppokäyttöistä sovellusta, joka on 
helppo kopioida käyttäjältä toiselle. Käyttäjät eivät saa asentaa omiin työasemiinsa ohjel-
mia, mutta Excel 13 on käytettävissä kaikilla työasemilla. Tietoturvasyistä myöskään suo-
ria tietokantayhteyksiä ei saa toteuttaa, vaan tietoyhteydet on toteutettava ftp/sftp-
protokollilla Postin integraatioarkkitehtuurin mukaisesti. Tulostus toteutetaan Postin A5-
kokoisille osoitekorttitarra-arkeille, jotka tulostetaan laser-kirjoittimilla. Lämpösiirtotulostus-
ta ei toteuteta tähän sovellukseen, koska lämpösiirtokirjoittimia on käytettävissä ainoas-
taan Postin tuotantotiloissa ja tulostukset vaatisivat tulostinkohtaiset sovellusratkaisut. 
 
 
1.4 Toimeksiantajana Posti Oy 
Toimeksiantaja kehitystyölle on Posti Oy, jonka ICT-yksikön Customer and Integration -
tiimissä toimin Solution Manager -tehtävässä. Olen työskennellyt Postin ICT:ssä vuodesta 
1996 lähtien integraatio-asiantuntijana ja pääosin keskittyen Postin Pakettipalveluiden 
asiakasintegraatioihin. Taustastani johtuen, ongelman aihe ja siihen ratkaisun kehittämi-
nen, kiinnostaa minua erityisesti. 
 
Posti tekee liiketoimintaa neljässä liiketoimintaryhmässä: Postipalvelut, Paketti- ja Logis-
tiikkapalvelut, Itella Venäjä ja OpusCapita. Postitoiminnan historia Suomessa yltää lähes 
400 vuoden päähän ja nykyään se palvelee kuluttaja-asiakkaiden lisäksi noin 200 000 
yritysasiakasta 10 eri maassa, Suomessa Posti-brändillä ja ulkomailla Itella-brändillä. Lii-
kevaihto oli vuonna 2014 1859 miljoonaa euroa, joka tehtiin noin 23000 henkilön voimin ja 






Opinnäytetyönä toteutettava sovellus keskittyy Postin pakettipalveluiden tuotteisiin ja pro-
sesseihin sekä niihin liittyviin tietojärjestelmäkehityshankkeisiin. Postin yritysasiakkaat 
lähettävät noin 95 % kaikista paketeista, joista he myös lähettävät ennakkotietoja Postin 
järjestelmille, ennen kuin paketit saapuvat Postin lajittelukeskuksiin.  
 
Postin järjestelmät vastaanottavat ennakkotietoja yli 300 asiakasjärjestelmästä, joista vas-
taanotetaan yli 30 miljoonan paketin tiedot vuosittain. Posti hyödyntää tätä tietoa mm. 
pakettien automaattisessa lajittelussa, kuljetussuunnittelussa, sähköisissä saapumisilmoi-
tuksissa, laskutuksessa. Toimivat asiakasintegraatiot ovat avainasemassa automaation 
toimivuuden kannalta ja siten palvelulupauksen toteuttamisessa. Kun Postin järjestelmiä 
kehitetään, silloin yleensä myös integraatiorajapinnat muuttuvat ja koko integroitu järjes-
telmäkokonaisuus on testattava äärimmäisen huolellisesti. 
 
 
1.5 Opinnäytetyössä käytetty terminologia, keskeiset käsitteet ja lyhenteet 
Asiakasintegraatio Liiketoimintakumppaneiden välinen sopimus yhteistyö-
menettelystä, jossa asiakkaan tietojärjestelmä muodostaa 
määrämuotoista tietoa ja siirtää ne toimittajan järjestel-
mään sovitulla tavalla. Tietoja siirretään usein molempiin 
suuntiin. Menetelmän tavoitteena on parantaa palvelun 
toimivuutta sekä tuottaa automaation seurauksena rahal-
lista hyötyä molemmille osapuolille.   
CEN European Committee for Standardization, joka on kaik-
kien EU- ja EFTA-maiden standardoimisjärjestöjen yhteis-
työelin. Suomea CEN:ssä edustaa SFS. CEN laatii EN-
standardeja. 
DevParcel Opinnäytetyössä toteutettava sovellus. 
GS1 Kansainvälinen voittoa tavoittelematon järjestö, joka on 
tunnettu mm. EAN-, GTIN- ja SSCC-tunnusten hallinnas-
ta. Suomessa järjestön toiminnasta vastaa Keskuskaup-
pakamarin omistama tytäryhtiö GS1 Finland Oy. 
ISO International Organization for Standardization, joka on 
maailmanlaajuinen standardoimisjärjestö. ISO:lla on jä-






Kolli Pienin kokonaisena kuljetettava lähetykseen kuuluva lo-
gistinen yksikkö, johon toimitettavat tuotteet on pakattu. 
Postissa jokainen kolli yksilöidään lähetystunnuksella. 
Lähetys Lähettäjän kuljetettavaksi antama tavaraerä, joka kuljete-
taan yhtenä kuljetuksena yhdelle vastaanottajalle. Lähe-
tys voi sisältää yhden tai useamman kollin.  
Lähetystiedot Paketti- tai kirjelähetyksien tiedot sisältävät sekä lähettä-
jän että vastaanottajan nimi-, osoite- ja yhteystiedot sekä 
kuljetuspalvelun toteuttamiseen ja laskuttamiseen liittyviä 
tietoja.  
Lähetystunnus Yhden kuljetettavan pakkauksen eli kollin (paketti, kirje, 
lava, rullakko) yksilöivä ja ainutkertainen tunnus, joka on 
tulostettu lähetyksen päälle kiinnitettyyn osoitekorttiin ja 
luettavissa myös viivakoodina. Tunnetaan myös seuran-
tatunnuksena (Tracking ID). Postissa lähetystunnus ilmoi-
tetaan kollitasolla. 
Makro Makro sisältää automaattisesti toistettavan sarjan ohjel-
man omia komentoja. 
Osoitekortti Paketeissa ja kirjeissä käytettävä tarrapintainen tuloste, 
johon on tulostettu lähetyksen käsittelyyn ja toimittami-
seen liittyviä tietoja. 
Postin lähetystenseurantajär-
jestelmä 
Tietovarasto seurattavien pakettien ja kirjeiden lähetys- ja 
tapahtumatiedoille. 
S10 UPU:n standardi 13-merkkiselle lähetystunnukselle, jota 
käytetään mm. Priority- ja EMS-lähetyksille sekä Kirjatulle 
Kirjeelle. 
SFS Suomen Standardisoimisliitto ry, joka ohjaa ja koordinoi 
standardisointia Suomessa. 
SSCC-tunnus Serial Shipping Container Code, jota käytetään kollien 
yksilöimiseen ja joka vastaa Postissa lähetystunnusta. 
Tapahtumatiedot Paketti- tai kirjelähetyksien tapahtumatiedot sisältävät 
kuljetuspalvelun aikana kerättyä tietoa lähetyksiin kohdis-
tuneista käsittelytoimenpiteistä sekä niiden tuloksista.  
UAT-testaus Hyväksymistestaus, joka suoritetaan asiakkaan laitteis-





UPU Universal Postal Union, Postien toimintaa säätelevä ja 
ohjaava YK:n alajärjestö, joka palvelee sen 192 jäsen-
maataan muodostaen maailman suurimman jakeluverkon 
yli 660000 postitoimipisteellä ja yli 5 miljoonalla postityön-
tekijällä. Posti Oy:n toimiluvassa on velvoite huolehtia 
Suomessa UPU-valtiosopimusten velvoitteista postiliiken-
teessä. 
VB Visual Basic on Microsoftin 4. sukupolven tapahtumaoh-
jattu ohjelmointikieli ja siihen integroitu kehitysympäristö, 
jonka viimeisin versio on 6.0. 
VBA Visual Basic for Application on VB:n päälle toteutettu tulk-
kaava ohjelmointikieli, joka käännetään konekielelle (P-
code) ohjelman suorituksen yhteydessä. VBA sisältää MS 
Office ohjelmiin integroidun kehitysympäristön. 
VBE Visual Basic Editor on MS Officeen integroitu VBA sovel-
lusten kehitysympäristö, joka on ollut käytettävissä MS 
Office 97 -versiosta lähtien. 
WinAPI Windowsin tarjoama avoin ohjelmointirajapinta, Applicati-






2 Visual Basic for Applications 
Aluksi on tärkeää ymmärtää, että Visual Basic (VB) ja Visual Basic for Application (VBA) 
ovat erillisiä ohjelmointivälineitä, vaikka VBA muistuttaa vanhempaa ja laajempaa suku-
laistaan Visual Basicia. (Shepherd 2006, ix.) 
 
VB-projektissa ohjelmoija määrittelee itse kaikki ohjelmassa käytettävät komponentit, jotka 
lopulta käännetään suoritettavaksi exe-ohjelmaksi. Ohjelmiston asennus toteutetaan usein 
niin, että ohjelmoija luo ohjelmassa käytetyistä komponenteista asennuspaketin, joka si-
sältää käännetyn ohjelman lisäksi myös VB:n yleiset suorituksenaikaiset komponentit. 
VB:llä voidaan myös tehdä ohjelmakirjastoja (DLL) muiden Windows-ohjelmien käyttöön. 
(Merensalmi 2007, 4.) 
 
VBA toimii sen sijaan aina isäntänä olevan Office-sovelluksen päällä. VBA-projektin Visual 
Basic Editorilla kirjoitettu ohjelmakoodi tallentuu aina isäntäsovelluksen yhteyteen, esi-
merkiksi Excel-työkirjaan, samoin tallennetaan myös käyttäjän nauhoittamat makro-
ohjelmat. VBA-ohjelma on siirrettävissä toisille käyttäjille isäntädokumentin mukana yhte-
nä Office-tiedostona, esimerkiksi Excel-työkirjana. Yhdessä VBA-ohjelmassa voidaan 
käyttää myös muiden Office-ohjelmien komponentteja. Vaikka VBA:lla ei voida toteuttaa 
DLL-ohjelmakirjastoja, niin VBA pystyy kuitenkin käyttämään kaikkia Windowsin avoimia 
ohjelmakirjastoja API-rajapinnan kautta. (Merensalmi 2007, 4-5; Shepherd 2006, 189
191.) 
 
Samoin erillisiä ohjelmointiympäristöjä ovat myös Microsoft Visual Studio Tools for Office 
(VSTO), Visual Basic .NET ja Microsoft Visual C#, joista VSTO:lla voidaan myös toteuttaa 
Exceliä ja muita Office-tuotteita hallinnoivia ohjelmia. Myös Visual Basic .NET-
kehitysympäristössä voidaan tuottaa VBA-yhteensopivia COM lisäosia (Component Ob-
ject Model), joiden tiedostopäätteet ovat .exe tai .dll. Niitä voi lisätä ja käyttää VBA-
projektissa, vaikka niiden lähdekoodia ei pystykään katsomaan. (Walkenbach 2013, Kin-
dle Location 715, 19720.) 
 
2.1 VBA:n kehityspolku 
Microsoft julkaisi ensimmäisenä tuotteenaan BASIC-kääntäjän jo vuonna 1975, jonka jäl-
keen IBM julkaisi BASICA-tulkin ja Microsoft vastaavan GWBASIC-tulkin. Näiden tulkkien 
jälkeen Microsoftin ja IBM:n ulkopuolella kehitettiin QuickBASIC-kääntäjä vuonna 1983, 
jonka avulla käännettyjä BASIC-ohjelmia voitiin suorittaa monta kertaa nopeammin kuin 





Basic 1.0 -ohjelmointikielen (VB), joka pohjautui aiempaan graafisen käyttöliittymän sisäl-
tävään QuickBASIC-kääntäjään, jolla käännettiin BASIC-ohjelma suoritettavaksi exe-
tiedostoksi. VB sisälsi kääntäjän lisäksi myös ohjelmoinnin aikaisen tulkin. VB saavutti 
laajan suosion ja Microsoftin 1990-luvun lopulla suorittaman tutkimuksen mukaan noin 
kaksi kolmesta PC-sovelluksesta oli toteutettu Visual Basicilla. Viimeisin VB:n versio 6.0 
on julkaistu vuonna 1998, mutta se on edelleen laajassa käytössä, vuonna 2002 julkais-
tusta VB.NET:stä huolimatta. (Mack 2002; Walkenbach 2013, Kindle Location 3264
3279.) 
 
Excel on maailman eniten käytetyin taulukkolaskentaohjelma, joka alun perin kehitettiin 
Macintosh-tietokoneisiin vuonna 1985 ja PC:lle ensimmäinen Windows-versio Excel 2.0 
julkaistiin vuonna 1987. Tällä hetkellä uusin Windows-käyttöjärjestelmään tehty versio on 
Excel 2016 (versio 16), joka sisältyy lokakuussa 2015 julkaistuun Office 2016-pakettiin. 
(Walkenbach 2013, Kindle Location 869.) 
 
Microsoft julkaisi Visual Basic for Application (VBA) ohjelmointikielen vuonna 1994 Excel 
5.0:n yhteydessä, mutta sen käyttö laajeni vasta Excel 97:n yhteydessä. VB ja VBA ovat 
täysin erillisiä ohjelmointivälineitä, joita yhdistävänä tekijänä on kuitenkin ohjelmointikieli 
VB 6.0. VBA toimii kuitenkin aina Microsoftin Office-sovellusten päällä ja sitä ei tarvitse 
erikseen kääntää suoritettavaksi ohjelmaksi. Kaikki Office-sovellukset (Excel, Access, 
Word, Powerpoint, Outlook, MS Project) sisältävät VBA-ympäristön, jonne voidaan siirtyä 
sovelluksesta käynnistämällä Visual Basic Editorin (VBE). Makroja ja VBA-ohjelmakoodia 
sisältävän Excel-työkirjan tunnistaa siitä, että tavallinen Excel-työkirja tallennetaan yleen-
sä *.xlsx  muodossa, mutta VBA-ohjelmakoodia tai makroja sisältävä Excel-työkirja tal-
lennetaan *.xlsm  muodossa. (Merensalmi 2007, 4-5; Walkenbach 2013, Kindle Location 
3279.) 
 
2.2 Excel VBA-ohjelmoinnin perusteet 
Ohjelmoinnin rakenteet ovat ohjelmointikielestä riippumatta samanlaisia, ainoastaan ko-
mennot kirjoitetaan erilaisilla syntakseilla. Kaikissa ohjelmointikielissä rakenne perustuu 
ohjelmointiprojektiin, johon määritellään yksi tai useampia moduuleita, jotka sisältävät 
aliohjelmia. Aliohjelmissa määritellään muuttujat, asetetaan muuttujille arvoja, rakenne-
taan ehtolauseita, tehdään silmukkarakenteita ja käytetään muita tietojen hallintaan liitty-
viä komentoja. Kun Exceliin perustetaan VBA-projekti, niin myös silloin toimitaan samoin. . 






2.2.1 Excelin VBA-projektin rakenne 
Kun Excelin työkirjasta avaa VBA-projektin Visual Basic Editorilla (VBE), niin saa näkyviin 
työkirjaan (Workbook) liittyvän VBAProjectin rakenteen ja siihen kuuluvat komponentit. 
VBA on objektiorientoitunut ohjelmointikieli ja ensimmäinen komponenttikin on nimeltään 
Microsoft Excel Objects, joka sisältää vähintään yhden taulukon (Worksheet) ja itse työkir-
jan. Seuraavat komponentit lisätään projektiin ohjelmointitarpeen mukaisesti. Toinen 
komponentti sisältää ohjelmoijan määrittelemät lomakkeet (Forms), jotka sisältävät käyttä-
jälomakkeiden ulkoasut näyttökontrolleineen sekä niitä ohjaavat ohjelmakoodit. Kolmas 
komponentti sisältää ohjelmamoduulit (Modules), joihin ohjelmoija määrittelee haluttuja 
toimintoja suorittavat aliohjelmat eli proseduurit ja funktiot. Aliohjelmat muodostavat raja-
pinnan työkirjan kanssa, koska työkirjasta voi kutsua ainoastaan aliohjelmia. Neljäs kom-
ponentti sisältää luokkamoduulit (Class Modules), jossa ovat ohjelmoijan määrittelemät 
omat uudet objektit ja kokoelmat, joita ei suoriteta muiden moduulien lailla vaan niihin vii-
tataan muiden moduulien koodeista. (Merensalmi 2007, 50 51; Walkenbach 2013, Kindle 
Location 3442 3522, 25083; Shepherd 2006, 199.) 
 
 
2.2.2 Excelin VBA-objektimalli ja objektien hierarkia 
VBA on ohjelmointikielenä objektiorientoitunut (Object-oriented Programming, OOP), jos-
sa ohjelmointi perustuu käytettävän sovelluksen objektimalliin. Esimerkiksi Excelin objek-
timalli perustuu työkirjoihin ja taulukoihin sekä niiden ominaisuuksiin, menetelmiin ja ta-
pahtumiin, mutta samalla voi myös laajentaa Excelin objektimallia käyttämällä muiden 
Office-sovellusten objekteja. Tästä esimerkkinä on sähköpostin kirjoittaminen ja lähettä-
minen, johon Excel voi käyttää Outlookin objektimallia tai Access, jonka avulla voi luoda 
tietokannan tiedoista Excel-taulukon ilman kohdeohjelman avaamista. (Shepherd 2006, 
127, 167 172.) 
 
Excel-sovellus rakentuu kolmesta tasosta, joita ovat käyttöliittymä, objektimalli ja tiedon-
käsittelytoiminnot. Yleensä työkirjan taulukko toimii käyttöliittymänä, joka kommunikoi 
käyttäjän kanssa. Objektimalli ottaa vastaan käskyjä käyttöliittymästä ja käynnistää tehtä-
vän hoitamiseksi tarvittavat objektit, joita ovat esimerkiksi työkirja-objektilla työkirjan 
avaaminen, sen tallentaminen tai sen poistaminen. Excelin objektimalli sisältää yli 200 
erilaista objektia, joita voidaan hallita ohjelmakoodilla ja jotka sisältävät erilaisia menetel-
miä. Objektit rakentuvat hierarkkisesti Application-objektin siis Excelin alle, jolloin seuraa-
van tason muodostaa Workbook-objekti (työkirja), jonka alla on Worksheet-objekti (tauluk-





jolla voi olla omia asetuksia, ominaisuuksia ja menetelmiä. Objekti erotetaan ominaisuu-
desta tai toisista objekteista pisteellä alisteisuuden mukaan ja aina hierarkkisessa järjes-
tyksessä. (Merensalmi 2007, 41; Shepherd 2006, 127 128; Walkenbach 2013, Kindle 
Location 883, 3329-3355.) 
 
 
2.2.3 Kokoelmat, ominaisuudet, metodit ja tapahtumat 
Kokoelmat (Collection) tarkoittaa objekteja, joiden sisältö koostuu samanlaisten objektien 
ryhmästä. Tästä esimerkkinä on taulukko (Worksheet), joita voi olla yhdessä työkirjassa 
useampia ja ne esitetään yhtenä taulukkokokoelmana (Worksheets). Kokoelmatyyppisten 
objektien nimet esitetään monikossa ja yksittäiseen objektiin viitataan yleensä sen nimellä 
tai järjestysnumerolla. 
 
Ominaisuus (Property) on skalaarinen attribuutti, joka määrittää objektille mahdolliset pa-
rametrit. Esimerkiksi taulukon ominaisuuksia ovat nimi ja näkyvyys. Jos objektin ominai-
suus ei ole kirjoitussuojattu, niin sitä voidaan muuttaa. 
 
Metodi (Method) tai menetelmä on objektiin liittyvä toiminnollisuus, joka muuttaa objektin 
jotain ominaisuutta. Sen avulla voidaan toiminta kohdistaa juuri oikeaan objektiin. Esimer-
kiksi solun kopiointi tapahtuu Range-objektin Copy-metodilla. 
 
Tapahtuma (Event) on objektiin kohdistunut muutos, jolloin objekti itse käynnistää tapah-
tuman ja objektin tapahtumaan kirjoitettu koodi käynnistää automaation. Esimerkkinä ta-
pahtumasta on työkirja-objektin sulkeminen, joka voi käynnistää työkirjan automaattisen 
tallentamisen. 
 
(Merensalmi 2007, 42; Shepherd 2006, 128 136.) 
 
 
2.3 Tekstitiedostojen muodostaminen VBA:ssa 
Kun ohjelmoidaan Windows-ympäristössä, niin on tärkeää että hakemistoja ja tiedostoja 
pystytään luomaan, siirtämään ja poistamaan. Vaikka Excelin pystyy lukemaan ja kirjoit-
tamaan useita erilaisia tekstitiedostoja, niin usein nämä Excelin sisäänrakennetut toimin-
not eivät täytä vaativan ohjelmoinnin tarpeita. VBA-ohjelmoinnissa voidaan käyttää VB:n 
toimintoja, jotka mahdollistavat levyasemien, hakemistojen ja tiedostojen käsittelyn kah-





Excel 2000 alkaen tai käyttäen vanhempia alemman tason input/output (I/O) -lausekkeita, 
jotka toimivat kaikissa Excelin versioissa ja tarjoavat kattavamman tiedostohallinnan kuin 
Excelin omat tiedostokäsittelytoiminnat. (Microsoft 2015a; Walkenbach 2013, Kindle Loca-
tion 23232 23658.) 
 
 
2.3.1 File System Object Model (FSO) 
VB:n FSO-malli mahdollistaa objekti-pohjaisen työkalun hakemistojen ja tiedostojen käsit-
telyyn ja tarjoaa tutun objekti.metodi-syntaksin myös hakemistojen ja tiedostojen ominai-
suuksien, metodien ja tapahtumien käsittelyyn. FSO yksinkertaistaa tiedostojen käsittelyä 
tallentamalla tiedostot tilaa ja laitteen resursseja säästäen sekä helposti käsiteltävässä 
muodossa. FSO sisältyy Microsoftin Scripting Runtime -kirjastoon (scrrun.dll), joka saa-
daan VBA-projektin käyttöön VBE:n Tools/References-työkalun kautta. (Microsoft 2015a.) 
 
Tosin, Walkenbachin (2013, Kindle Location 23488) mukaan, Windows Scripting -kirjaston 
käyttö saattaa levittää viruksia ja muita haittaohjelmia, joten sen käyttäminen saattaa olla 
estetty joissain ympäristöissä. Lisäksi hän kehottaa olemaan varovainen Windows Scrip-
ting -kirjaston käytössä, silloin kun sovellusta on tarkoitus käyttää eri ympäristöissä, koska 
jotkut virustorjuntaohjelmistot häiritsevät Windows Scripting -kirjaston käyttöä.   
 
FSO-malli sisältää seuraavat objektit (Microsoft 2015a): 
- Drive-objekti tarjoaa tietoja levy- tai verkkoasemista tai muista järjestelmän fyysistä ja 
loogisista asemista esimerkiksi GetDrive- tai GetFolder-metodeilla. 
- Folder-objekti mahdollistaa kansioiden käsittelyn ja tarjoaa tietoja niiden ominaisuuk-
sista esimerkiksi Folder.Move-, Folder.Name- ja Folder.Delete-metodeilla. 
- File-objekti mahdollistaa tiedostojen käsittelyn ja tarjoaa tietoja niiden ominaisuuksista, 
käyttämällä esimerkiksi metodeja File.Copy tai File.Delete. 
- FileSystemObject-objektiryhmä sisältää kaikki FSO-mallin objektit. 
- TextStream-objekti mahdollistaa tekstitiedostojen lukemisen ja kirjoittamisen esimer-
kiksi Read-, ReadLine- tai ReadAll -metodeilla. 
 
FSO-malli ei tue vielä Random- ja Binary-tyyppisten tiedostojen luontia mutta niitä voi luo-
da perinteisillä input/output-lausekkeilla (Microsoft 2015a). 
 
 
2.3.2 Perinteiset tiedoston input/output-lausekkeet ja toiminnot 
Perinteiset tiedoston I/O-lausekkeet ja -toiminnot ovat olleet käytössä VB:n ensimmäises-
tä versiosta alkaen ja ovat edelleenkin täysin tuettuja VB 6.0:ssa, vaikka ne on jätetty pois 






Levyllä sijaitseva tiedosto koostuu sarjasta tavuja, joilla esitetään esimerkiksi merkkejä, 
kokonaislukuja, tietueita, merkkijonoja. Riippuen tiedoston sisällöstä, tiedosto voidaan 
avata kolmella eri tavalla (Microsoft 2015a): 
- Sequental-tyyppinen käyttö sopii tekstitiedostoihin, jossa tiedosto sisältää ainoastaan 
ANSI-merkkejä ja rivit päättyvät Newline-merkkiin (NL). 
- Random Access-tyyppinen käyttö sopii tiedostoihin, joissa kaikilla tietueilla on sama 
tietuerakenne ja kaikki tietueet ovat yhtä pitkiä. Tiedot tallentuvat tiedostoon kuitenkin 
Binary-tyyppisesti. 
- Binary-tyyppisessä käytössä tiedostoihin voi tallentaa kaiken tyyppisiä tietoja lähes 
rajoituksetta mutta tiedostoja luettaessa pitää tietää tiedoston tarkka rakenne. 
 
Tiedoston käyttötavasta riippuen, tiedostoa voidaan käsitellä erilaisilla lausekkeilla ja toi-
minnoilla (taulukko 1). Kuitenkin kaikille tiedostoille, riippumatta tiedoston avaustavasta, 
ovat käytettävissä seuraavat toiminnot: Dir, EOF, FileCopy, FileDateTime, FileLen, Free-
File, GetAttr, Loc, LOF, Seek, ja SetAttr. (Microsoft 2015a). 
 
Taulukko 1. Tiedostojen avaustyyppeihin liittyvät tiedostojen käsittelylausekkeet ja toimin-
not (Microsoft 2015a). 
 
 
Ennen kuin tiedostoja luetaan tai kirjoitetaan, niin ne on avattava tai luotava Open-
komennolla ja käyttötarkoituksen mukaisella avaamistavalla (luku, kirjoitus tai lisäys). Li-
säksi avaamisen yhteydessä on annettava tiedostonimi ja tiedoston numero (1-511). Tä-
män jälkeen kaikissa luku- ja kirjoitus-operaatioissa viitataan ainoastaan tiedoston nume-
roon ja tiedosto myös suljetaan (Close) käytön jälkeen viittaamalla tiedoston numeroon. 
Varsinaiset tiedoston luku- ja kirjoitusoperaatiot suoritetaan edellä mainitun taulukon (tau-
lukko 1) mukaisilla komennoilla, tiedoston avaustavasta riippuen. Tarvittaessa avaamisen 
yhteydessä voidaan määrittää myös halutaanko tiedosto lukita muilta käyttäjiltä tai ohjel-
milta siksi ajaksi kun tiedosto on auki. Lisäksi muita tarvittavia parametreja voi olla esi-
merkiksi tietueenpituus (Len), luettava tietueen järjestysnumero, konversio ANSI:sta 






2.3.3 Postin lähetystenseurantajärjestelmän rajapinta vastaanotettaville ennakko-
tiedoille 
Postin lähetystenseurantajärjestelmän sisäinen integraatiorajapinta perustuu määrämuo-
toiseen peräkkäistiedostoon, jossa tietueet esitetään hierarkkisesti, tietuerakenteet vaihte-
levat ja joissa tietueiden kentät ovat positiosidonnaisia. Tietueet päättyvät aina CRLF-
rivinvaihtoon (0x13 ja 0x10) ja käytetyt merkit perustuvat ISO-8859-1 (Latin-1) -
merkistöön. (Liite 2.) 
 
 
2.4 Automaattisen ftp-tiedonsiirron toteuttaminen VBA-ohjelmoinnilla 
Windowsin Internet (Wininet) ohjelmointirajapinta (API) mahdollistaa sovellusten Internet-
käytön mm. ftp- ja http-protokollilla ja se toimitetaan Windows-käyttöjärjestelmän mukana 
wininet.dll -tiedostona. Siten se on myös käytettävissä kaikissa Windows-
käyttöjärjestelmän sisältämissä laitteissa. Alun perin Wininet API oli tarkoitettu toimimaan 
MS Internet Explorer-selaimen kanssa mutta sitä käytetään myös laajasti muissa verkko-
resursseja käyttävissä sovelluksissa. (Microsoft 2015b.) 
 
Wininet-ohjelmointirajapinnan kautta, sovellukset voivat ftp-istunnon (FTP session) aikana  
- liikkua palvelimen hakemistoissa ja listata hakemistojen sisältöjä 
- luoda ja poistaa hakemistoja sekä nimetä niitä uudelleen 
- siirtää tiedostoja palvelimelle ja palvelimelta 
- poistaa tiedostoja ja nimetä niitä uudelleen. (Microsoft 2015c.) 
 
Ftp-istunnon muodostaminen alkaa HINTERNET handles (kahvojen) luomisesta. Ensin 
pitää luoda root handle InternetOpen-toiminnolla ja sen jälkeen FTP session handle Inter-
netConnect-toiminnolla. Kuviossa 1 on esitetty hakemistojen ja tiedostojen käsittelytoi-
minnot (vaaleat laatikot), joita käytettäessä tarvitaan InternetConnect-toiminnon palautta-
maa HINTERNET-kahvaa, jota luodessa taas tarvitaan InternetOpen-toiminnon palautta-







Kuvio 1. Ftp-istuntoon liittyvät toiminnot (Microsoft 2015c) 
 
Kun sovellus on suorittanut ftp-toiminnot, niin molemmat HINTERNET-kahvat on myös 
suljettava InternetCloseHandle-toiminnolla, jolloin ensin suljetaan InternetConnect-kahva 
ja sen jälkeen InternetOpen-kahva. (Microsoft 2015c.) 
 
Niblack esittää blogi-sivuillaan neljän kohdan tiivistetyn toimintalistan ftp-yhteyden toteut-
tamiseksi, kun tarkoituksena on siirtää tiedosto työasemasta palvelimelle (Niblack 2008): 
- Määritetään laiteympäristö InternetOpen-toiminnolla. 
- Otetaan yhteys palvelimeen InternetConnect-toiminnolla. 
- Siirretään tiedosto palvelimelle FtpPutFile-toiminnolla. 
- Suljetaan alussa luodut kahvat yksi kerrallaan InternetCloseHandel-toiminnolla. 
 
Ennen istunnon avaamista pitää olla selvillä otetaanko yhteys suoraan palvelimeen vai 
proxy-palvelimen kautta, palvelimen yhteystiedot, tarvitaanko aktiivinen vai passiivinen ftp-









3 Licence Plate-, S10- ja SSCC-lähetystunnukset sekä Code 128 -
viivakoodi 
Tietojenkäsittely voidaan jakaa neljään osa-alueeseen: perinteiseen tietojenkäsittelyyn, 
toimistoautomaatioon, tietoliikenteeseen ja tuotantoautomaatioon. Lähetystenseuranta 
kuuluu kuljetusyrityksen näkökulmasta ensisijaisesti tuotantoautomaation alueelle, jossa 
käsitellään kaikkea tuotantoprosesseihin liittyvää tietojenkäsittelyä. Ongelma ei johdu tar-
jolla olevan tiedon puutteesta, koska tietoa on saatavilla runsaasti eri lähteistä, vaan siitä, 
miten tietoja pystytään tunnistamaan, tallentamaan ja käsittelemään tehokkaasti, niin että 
oikeat tiedot ovat käytettävissä oikealla hetkellä ja oikeassa paikassa. Logistisen toimitus-
ketjun aikana tietoja voidaan kerätä useilla eri menetelmillä. Lähetyksen mittatietoja saa-
daan automaattisilta painon ja tilavuuden mittaavilta laitteilta, sijaintitietoja autojen GPS-
laitteilta ja kuvia luovutuskuittauksia jakelukuljettajien mobiililaitteista. Tärkeänä tekijänä 
on käsiteltävän lähetyksen tunnistaminen, johon muut kerätyt tiedot voidaan yhdistää, 
käytettävissä olevien, lähettäjän ilmoittamien sähköisten ennakkotietojen lisäksi. Kuljetus-
yrityksissä käytetyimpiä tekniikoita lähetyksen tunnistamiseen ovat radiotaajuuteen perus-
tuvat RFID-tunnisteet ja optiseen tunnistamiseen perustuvat viivakoodit, joista yksiulottei-
nen (1D) GS1:n määrittelemä SSCC-koodi on vakiintuneessa käytössä ympäri maailman. 
(Hokkanen & Karhunen 2014, 225-245; Sakki 2014, 14-18.) 
 
Universal Postal Union (UPU) on julkaissut useita standardeja lähetystunnuksien muodos-
tamiseen ja niiden esittämiseksi yksiulotteisella viivakoodilla (1D), kaksiulotteisella viiva-
koodilla (2D) sekä erilaisilla RFID-tunnisteilla. Kansainvälisissä postilähetyksissä (kirjeet ja 
paketit) on vakiintuneessa käytössä UPU/S10-standardin mukaiset lähetystunnukset, jot-
ka esitetään Code 128- tai Code 39-viivakoodeilla. Suomessa Posti on käyttänyt vuodesta 
2000 alkaen myös UPU/S24-standardiin perustuvaa Licence Plate-tunnusta. (Universal 
Postal Union 2014; Universal Postal Union 2015.) 
 
 
3.1 UPU:n Licence Plate -lähetystunnus 
UPU on määritellyt lähetyksissä käytettävän Licence Plate -lähetystunnuksen (standardit 
ISO 15459 ja EN 1572) rakenteen UPU:n S24-6-stadardissa seuraavasti (liite 3): 
- Data identifier (DI) (ISO 15418), jossa arvo  ilmoittaa tunnuksen olevan ISO:n mää-
rittelemän Licence Plate -rakenteen mukainen. 
- Issuing Agency Code (IAC), jossa arvolla J  ilmoitetaan UPU:n hallinnoivan tunnuk-





- Defining Authority, jossa arvolla  ilmoitetaan Suomen postihallinnon (Posti) hallin-
noivan tunnuksen loppuosaa. 
- Format identifier -arvoa Posti ei käytä. 
- Data value -arvo muodostuu Postin ohjeiden mukaan asiakkaan sopimustunnuksesta 
(6 numeroa) sekä juoksevasta asiakkaan muodostamasta yksilöllisestä tunnisteesta 
(11 numeroa). 
 
Lopputuloksena saadaan lähetyksen yksilöivä tunnus, joka on aina 21 merkkiä pitkä. Esi-
merkkinä JJFI65432101234567890
akkaalle ilmoittama asiakaskohtainen 
muodostaman lähetyksen yksilöivä osa. Lähetystunnus voidaan käyttää uudelleen 18 
kuukauden jälkeen. 
 
Posti käyttää edellä kuvattua Licence Plate -lähetystunnusta Suomen sisäisissä kuljetuk-
sissa sekä vähäisin määrin myös Suomen ulkopuolelle lähtevissä kuljetuksissa. Suurim-
massa osassa Suomen ulkopuolelle lähtevissä lähetyksissä käytetään UPU:n S10-
standardin mukaisia lähetystunnuksia. Licence Plate -lähetystunnus tulostetaan osoitekor-
tille aina Code 128 -viivakoodina. 
 
 
3.2 UPU:n S10 -lähetystunnus 
UPU määrittelee S10-standardissa 13-merkkisen lähetystunnuksen seuraavasti (Universal 
Postal Union 2014, 4): 
- Standardi koskee paketteja, rekisteröitäviä kirjeitä ja EMS-lähetyksiä, jotka kuljetaan 
kansainvälisinä postilähetyksinä postihallintojen välillä. 
- 13-merkkinen lähetystunnus muodostuu kahdesta kirjaimesta (tuotekoodi), yhdeksästä 
numerosta ja kahdesta kirjaimesta (maakoodi, ISO 3166-1). 
 
Yhdeksän numeroinen luku, muodostuu kahdeksan numeron pituisesta yksilöivästä tun-
nisteesta ja yhden numeron pituisesta tarkistenumerosta, joka lasketaan painotetun mo-
dulo 11 -kaavan mukaisesti. Lähetystunnus voidaan tulostaa osoitekortille Code 128 -
viivakoodina. Esimerkkinä EMS-lähetys EE999000051FI (Universal Postal Union 
2014, 3,7.) 
 
3.3 GS1:n SSCC-tunnus 
Serial Shipping Container Code (SSCC) on standardimuotoinen lähetyksen yksilöivä tun-
nistenumero, joka on uudelleen käytettävissä vuoden kuluttua. SSCC-koodin luo aina lä-
hettävä yritys, joka hankkii GS1:ltä Company Prefix -tunnuksen (GCP), jonka avulla yritys 







SSCC-koodi on kokonaisuudessaan aina 20-numeroinen tunnus, joka koostuu sovellus-
tunnuksesta, laajennustunnuksesta, GS1:n yritystunnuksesta (GCP), sarjanumerosta ja 
tarkistenumerosta.  Sovellustunnuksena (AI) 
SSCC-tunnus tulostetaan viivakoodina tai siirretään data-integraatiossa. Laajennustunnus 
on yhden numeron pituinen ja se on asiakasyrityksen vapaasti valittavissa. Yritystunnus 
voi olla 6-, 7- tai 9-numeroinen ja yhdessä lähetyksen yksilöivän sarjanumeron kanssa ne 
muodostavat aina 16-numeroisen luvun. Näin muodostetusta 17-numeroisesta tunnukses-
ta liitettävä tarkistenumero. Lähetystunnus tulos-
tetaan osoitekortille aina Code 128 -viivakoodina, jolloin tunnukseen alkuun lisätään vielä 
Function Code 1 (FNC1, arvo 102). Esimerkkinä SSCC-lähetystunnus 
00964300487100000055  (GS1a; GS1b; Bar Code Graphics 2013.) 
 
 
3.4 Code 128 -viivakoodi (Code 128) 
Yksiulotteisissa (1D) viivakoodeissa informaatio on koodattu leveydeltään vaihtelevien, 
tummien ja vaaleiden juovien muodostamaan yhdistelmään. Kun viivakoodi luetaan luku-
laitteella, niin lukulaite mittaa juovien leveydet ja viivojen kombinaatiot, tunnistaa käytetyn 
standardin, tarkistaa mahdollisen tarkistenumeron ja palauttaa taustajärjestelmään luetun 
arvon. Viivakooditekniikka perustuu globaalisti standardoituun teknologiaan, jota käyttä-
mällä pyritään saavuttamaan prosessihyötyä tietojen tallennuksen nopeuden, sen oikeelli-
suuden, luennan helppouden ja teknologian edullisuuden kautta. (Logistiikan Maailma 
2015; Sakki 2014, 16 - 17.) 
 
Kirjassaan Sakki (2014, 17) pohtii, että viivakooditekniikkaa pidetään usein tietojenkäsitte-
lyn yleisenä ratkaisuna kaikkiin ongelmiin, vaikka koodit ja lukijalaitteet eivät irrallisina 
asioina ratkaise mitään, vaan viisaus on tapauskohtaisesti ratkaistuissa taustajärjestel-
missä. Lisäksi hän toteaa, että lukijalaite vain korvaa käsin tehtävän tallennuksen ja sen 
avulla pitkänkin viivakoodin tunnistaminen tapahtuu nopeasti ja virheettömästi. 
 
 
3.4.1 Code 128:n rakenne 
Code 128 on lineaarinen, yksiulotteinen viivakoodi, jonka avulla voidaan esittää numeeri-
sia arvoja, kirjaimia ja erikoismerkkejä tiiviissä muodossa. Koodi sisältää merkkikohtaisen 
pariteettitarkistuksen ja viivakoodiin lisättävän tarkistemerkin. Code 128:lla voidaan esittää 





nin, silloin kun esitettävä arvo on pidempi kuin kuusi merkkiä. Code 128 on määritelty 
ISO:n standardissa (ISO 15417). (Adams Communications 2013; BarCodeIsland.com, 
2006.) 
 
Code 128:ssa jokainen merkki muodostuu 11 mustasta tai valkoisesta moduulista, poik-
keuksena loppumerkki (Stop) joka muodostuu 13 moduulista. Moduuleista muodostettu 
viivakoodi rakentuu kolmesta mustan ja kolmesta valkoisen moduulin yhdistelmästä, jotka 
toistuvat mustasta yhdistelmästä alkaen vuorotellen. Jokainen yhdistelmä sisältää 1- 4 
moduulia. Yhden moduulin leveys (x-arvo tai x-dimensions) on usein 0,5 mm, jolloin yhtä 
merkkiä vastaavan yhdistelmän pituus on 5,5 mm. Moduulin korkeus on vähintään 15 % 
koko viivakoodin pituudesta. (Adams Communications 2013.) 
 
Code 128:ssa käytettävä merkistö muodostuu kolmesta merkkitaulukosta (Adams Com-
munications 1995): 
- Code A -taulukko sisältää merkit (0-9, A-Z, toimintokoodeja), erikoismerkkejä ja FNC 1-4. 
- Code B -taulukko sisältää merkit (0-9, A-Z, a-z), erikoismerkkejä ja FNC 1-4. 
- Code C -taulukko sisältää numerot 00-99 ja FNC1. 
 
Code C -merkkitaulukkoa käytetään ainoastaan numeeristen arvojen esittämiseen, jolloin 
arvot esitetään numeropareina ja viivakoodin tilantarve vähenee lähes puoleen. Kuvassa 
1 on esitelty Code 128:n rakenne ja sen komponentit. 
 
 
Kuva 1. Code 128:n rakenne (Adams Communications 2013) 
 
Rakenne muodostuu kuudesta komponentista: 
- Aloittava hiljainen alue (Quiet zone), joka jätetään tyhjäksi ja jonka pituus on vähintään 
10 kertaa X-arvo. 
- Aloitusmerkki (Start) ilmoittaa koodauksessa käytettävän merkistön (Code A, B tai C). 
- Koodattavat merkit (Data) sisältävät viivakoodin sisällön varsinaisen arvon. 
- Tarkistemerkki (Check character) sisältää kaikista viivakoodin sisältämistä arvoista 
lasketun tarkistemerkin. 





- Lopettava alue (Quiet zone), joka jätetään tyhjäksi ja jonka pituus on vähintään 10 
kertaa X-arvo. 
 
3.4.2 Code 128:n merkistö ja sen vaihto 
Esitettävästä arvosta riippuen, viivakoodin aloitusmerkistöksi voidaan valita tarkoitukseen 
sopivin, ellei sitä ole sovelluskohtaisesti erikseen määritelty. Jos viivakoodiksi muutettava 
arvo sisältää numeroita ja kirjaimia, niin merkistöksi voidaan valita Code B. Jos arvo sisäl-
tää ainoastaan isoja kirjaimia, niin merkistöksi voidaan valita Code A.  
 
Kun arvo on kokonaan numeerinen, niin merkistöksi voidaan valita Code C, jolloin nume-
rot koodataan tilaa säästäen numeropareina. Jos viivakoodiksi muutettava luku on pariton, 
niin silloin yhtä numeroa varten merkistöksi on vaihdettava Code A tai Code B. Tämä 
vaihto voidaan tehdä aluksi, jolloin voidaan aloittaa B-merkistöllä ja ensimmäisen merkin 
jälkeen vaihtaa C-merkistöön, tai aloittaa C-merkistöllä ja vaihtaa B-merkistöön ennen 
viimeistä numeroa. Yhden viivakoodin sisällä voidaan tehdä useita vaihtoja merkistöstä 
toiseen mutta jokainen vaihtomerkki lisää tulevan viivakoodin pituutta yhden moduuliyh-
distelmän verran (11 x X-arvo). Voidaan myös käyttää vain yhtä merkkiä toisesta merkis-
töstä käyttämällä Shift-komentoa mutta ainoastaan A- ja B-merkistöjen välillä. Usein ta-
voitteena on muodostaa mahdollisimman lyhyt viivakoodi, jonka pituutta voidaan optimoi-
da valitsemalla tarkoitukseen sopiva merkistö ja sijoittamalla merkistöjen vaihdot oikeisiin 
paikkoihin. (Adams Communications 2013; BarCodeIsland.com, 2006.) 
 
3.4.3 Code 128:n tarkistemerkin laskenta  
Ennen kuin viivakoodin arvo voidaan tulostaa, niin sille on laskettava tarkistemerkki, joka 
tulee osaksi viivakoodia, vaikka sitä ei kuitenkaan tulosteta näkyviin (ja jota viivakoodinlu-
kija ei myöskään palauta, vaikka tarkastaakin luetun arvon oikeellisuuden). Tarkistemerkin 
laskenta perustuu modulo 103 -kaavaan ja merkkiarvojen painotettuihin summiin.  
 
Tarkistemerkin laskenta tapahtuu merkkitaulukosta saatuihin arvoihin (Adams Commu-
nications 1995): 
- Aloitusmerkin arvosta (103, 104 tai 105) saadaan summaan alkuluku, jonka kerroin on 
yksi. 
- Ensimmäiselle koodattavalle merkille haetaan taulukosta arvo (tai käytetään numero-
parin arvoa), jonka kerroin on myös yksi. 
- Haetaan kaikille lopuille koodattaville merkeille (tai numeropareille) arvo taulukosta ja 
kasvatetaan kerrointa aina yhdellä. 
 
Taulukossa 2 on esimerkki tarkistemerkin laskennasta, jossa viivakoodattavaksi arvoksi 





koodataan H-kirjain (40) ja I-kirjain (41). Koska seuraavat kuusi merkkiä ovat numeroita, 
niin ne koodata kolmena C-merkistön numeroparina. Vaihto C-merkistöön tehdään toi-
  
 
Taulukko 2. Esimerkki tarkistemerkin laskennasta (BarCodeIsland.com, 2006) 
 
 
Tarkistenumeron laskenta aloitetaan laskemalla yhteen merkkiarvojen ja kertoimien tulot. 
Yhteenlaskettu summa jaetaan 103:lla, jonka jakojäännöksestä tulee tarkistemerkki ja 




3.4.4 Code 128:n tulostus  
Kun edellä mainittu merkkien arvoista koostettu koodisarja on valmis, niin loppuun liite-
tään vielä 13 moduulin pituinen lopetusmerkin koodi (106). Ennen tulostusta koodisarjan 
arvot muutetaan vielä ASCII-arvoiksi lisäämällä 32 jokaiseen koodisarjan arvoon. Tämän 
jälkeen koodisarja on valmis tulostettavaksi erillisillä ohjelmilla tai käyttämällä jotain lukui-
sista Code 128 -fonteista. 
 
 
3.4.5 GS1:n SSCC-tunnus GS1-128 -viivakoodina (GS1-128) 
GS1:n kehittämä GS1-128 -standardi ei määrittele viivakoodin tuottamista samalla tavalla 
kuin Code 128 -standardi, vaan se määrittelee ainoastaan viivakoodissa käytettävät kom-
ponentit ja muilta osin se hyödyntää täysin Code 128 -standardia. Kuvassa 2 esitetään 
GS1-128:n rakenne, jossa Code 128:sta poikkeavana on ainoastaan pakollinen Function 






Kuva 2. GS1-128:n rakenne (Bar Code Graphics 2013) 
 
Luvussa 3.3 on selvitetty miten luodaan GS1:n SSCC-tunnus, joka sijoittuu GS1-128:n 
rakenteessa kohtaan a 2). Koska SSCC-tunnus on kokonaan nu-
meerinen ja parillinen, niin Code C -merkistö (arvo 105) sijoitetaan kohtaa
 sijoitettaan aina FNC1 (arvo 102). Muilta osin GS1-128:n 






4 DevParcel-kehitystyökalusovelluksen toteuttaminen 
Produktin tavoitteena oli toteuttaa Postille DevParcel-sovellus, jolla voidaan tuottaa testi-
aineistoja Postin liiketoiminnan kehitysprojekteissa suunniteltujen ja toteutettujen muutos-
ten testaamiseksi. Tuotettavan testiaineiston on tarkoitus simuloida asiakkaan toimintaa 
heidän lähettämien ennakkotietojen ja tulostamien osoitekorttien osalta. Kuviossa 2 on 
havainnollistettu DevParcel-sovelluksen rooli Postin toimintaympäristössä, jossa näkyvät 
sovelluksen tuottamien aineistojen käyttötarkoitus ja niiden sulautuminen tuotantoproses-
siin sekä integroituihin tietojärjestelmiin. DevParcel-sovellusta on tarkoitus käyttää kuiten-
kin vain testiympäristössä. 
 
 
Kuvio 2. Lähetysten ennakkotietojen tietovirrat Postissa 
 
4.1 Kehystystyökalun toimintaympäristö Postissa 
Postin lähetystenseurantajärjestelmä perustuu paketti- ja kirjelähetyksissä käytettävien 
lähetystunnusten tunnistamiseen ja niille tehtyihin seurantatapahtumiin, joita tehdään kul-
jetus- ja jakeluprosessien aikana. Lähetysten asiakaslaskutus perustuu tehtyihin seuranta-
tapahtumiin sekä lähetyksistä vastaanotettuihin ennakkotietoihin. Lähetyksen päälle kiinni-
tetyssä osoitekorteissa oleva lähetystunnus yhdistää fyysisen lähetyksen vastaanotettuun 





olevaan lähetystunnukseen, niin lähettäjien on muodostettava se ainutkertaisena. Lähe-
tystunnuksen muodostamista ohjaavat erilaiset standardit, jotka riippuvat käytetystä kulje-
tuspalvelusta. Edellytyksenä onnistuneelle lähetystenseurannalle on myös se, että osoite-
kortissa ilmoitettu lähetystunnus on tulostettu myös viivakoodina. 
 
4.2 Lähtötilanne 
Postissa liiketoimintaprosessit ovat jatkuvassa kehityksessä, jolloin muutoksia toteuttavis-
sa IT-projekteissa muutetaan usein myös olemassa olevien tietojärjestelmien rajapintoja. 
Uusia toiminnollisuuksia testattaessa, myös muuttuneet rajapinnat on testattava mahdolli-
simman realistisella testiaineistolla, joka taas muodostaa lähtötiedot laajemmalle järjes-
telmäintegraatiokokonaisuudelle. 
 
Perinteisesti projektissa määritetyn testaussuunnitelman mukaiset testitapaukset on val-
mistettu manuaalisesti vaihtelevin adhoc-menetelmin, jolloin osoitekortteja ja ennakkotie-
toja on tuotettu usein minimivaatimuksin. Testiaineistojen tuottaminen on ollut hidasta ja 
niiden laatu vaihtelevaa. Vuoden 2015 loppuun asti testaamisessa on pystytty käyttämään 
tuotannosta kopioituja ennakkotietoja mutta uudistuneen EU tietoturvadirektiivin vuoksi, 
niiden käyttäminen testi- ja kehitysympäristöissä on nykyään ehdottomasti kielletty ennak-
kotietojen sisältäminen henkilöihin liittyvien tunnistetietojen vuoksi. 
 
4.3 DevParcel-sovelluksen toteutussuunnitelma 
Postissa päätettiin, että DevParcel-sovellus voidaan toteuttaa kehitysprojektina, joka sa-
malla toteuttaa myös opinnäytetyöni produktin. Suunnittelun lähtökohdaksi asetettiin, että 
toteutettava sovellus pystyy tuottamaan asiakasintegraation testaamisessa käytettävän 
testiaineiston eli ennakkotiedot Lähetystenseurantajärjestelmään ja osoitekortit tuotanto-
prosessien testaamiseen. Koska Postissa oli tiedossa, että meneillään olevat kehitys-
hankkeet tulevat muuttamaan olemassa olevia järjestelmärajapintoja, niin sovellus piti 
suunnitella niin, että siihen olisi helppo toteuttaa rajapintoihin kohdistuvat muutokset tai 
kokonaan uudet rajapinnat. Suunnittelu perustuu nykyisen rajapinnan vaatimuksiin ja tule-
viin muutokset, siltä osin kun ne olivat tiedossa suunnitteluvaiheen alussa. Sovelluksen 
nimeksi annettiin DevParcel, koska sovellusta on tarkoitus käyttää pääosin Postin Paketti-
palvelut -liiketoimintaan liittyvien kehitysprojektien tuotosten testaamiseen. 
 
4.4 DevParcel-toteutusprojektin tavoitteet ja sovellukselle asetetut vaatimukset 
Projektin liiketoiminnallisena tavoitteena on tuottaa työkalu, joilla testaajat pystyvät muo-





teydessä, koskien Postin Paketti- ja Kirjepalveluiden liiketoimintoja ja Postin Lähetysten-
seurantajärjestelmää. Työkalun käytöstä ei odoteta tulevan projekteille lisäkustannuksia 
vaan säästöjä, jotka syntyvät tehokkaamman ja nopeamman testausprosessin ansiosta, 
jolloin testaamiseen käytettyjen sisäisten ja ulkoisten resurssien tarve vähenee. 
 
Projektin toiminnallisena tavoitteena oli nopeuttaa järjestelmäkehitysprosessia ja parantaa 
tuotantojärjestelmien laatua. Työkalulla testaajat pystyvät muodostamaan totuudenmu-
kaista ja oikeanmuotoista dataa testattavaan järjestelmään sekä tuottamaan viivakoodat-
tuja osoitekortteja lähetysten fyysisen käsittelyprosessin testaamiseen. Testiaineistojen 
avulla voidaan simuloida asiakkaan lähetystoimintaa eri järjestelmätoiminnoissa ja käsitte-
lyprosesseissa, jotka esiteltiin kuviossa 2. Työkalulla on pystyttävä tuottamaan Postin Lä-
hetystenseurantajärjestelmän määritysten mukaisia integraatio-tiedostoja, jotka vastaavat 
asiakkaiden lähettämiä ennakkotietoja. 
 
Projektin suora asiakas on Postin ICT-yksikkö, joka testaa tietojärjestelmiin toteutetut 
muutokset yhdessä liiketoiminnan asiantuntijoiden kanssa liiketoimintavaatimusten mu-
kaisesti. Sovellukseen liittyviä teknisiä vaatimuksia on esitelty kuviossa 3, jossa vaatimuk-
set on jaettu neljään ryhmään. On otettava huomioon toteutukseen liittyvät standardit ja 
Postin infrastruktuurin asettamat mahdollisuudet ja rajoitteet. Lisäksi on huomioitava so-
velluksen käytettävyys testiaineistoja muodostettaessa, niin että testaussuunnitelman mu-
kaisten testitapausten syöttö ja osoitekorttien tulostukset onnistuvat laadukkaasti ja tehok-
kaasti. 
 






   
4.5 Projektisuunnitelma 
DevParcel-kehitystyökalu toteutettiin marraskuun 2015 aikana Postissa kehitysprojektina, 
josta Postin projektimallin mukainen projektisuunnitelma on liitteessä 1.  
 
Projektisuunnitelman päävaiheet: 
1. Projektin tausta ja yhteydet strategioihin  
2. Projektin tavoitteet 
3. Projektin laajuus 
4. Projektin tuotokset 
5. Liiketoimintahyödyt 
6. Projektin kustannukset 
7. Projektin aikataulu ja vaiheet 
8. Projektiorganisaatio 
9. Organisaation muutoksenhallinta 
10. Projektin riskianalyysi 
11. Riippuvuudet  
12. Laadunvarmistus 
13. Ympäristövaikutusten arviointi  
14. Projektin hallintokäytännöt 
15. Projektin päättäminen 
 
 
4.6 Projektin tulokset 
Opinnäytetyön produktin tavoite onnistui eli kehitysprojektissa tuotettiin DevParcel-
sovellus, joka toteuttaa sille asetetut vaatimukset ja toimeksiantajan tarpeen. Sovellus 
otettiin Postissa käyttöön joulukuussa 2015 ja sitä käyttäviltä testaajilta on saatu ohjel-
masta hyvää palautetta. 
 
Sovelluksella saa syötettyä yhden lähetyksen perustiedot muutamassa sekunnissa ja sa-
moin tulostus sekä tiedonsiirto tapahtuvat myös noin sekunnissa. Kun yhden lähetyksen 
tiedot kopioidaan Excel-taulukossa tuhannelle riville, niin sovellus tulostaa noin kolme 
osoitekorttia sekunnissa, kun oletuskirjoittimeksi on asetettu osoitekortit tiedostoiksi tulos-
- esti suoritetaan ilman osoitekorttien tulos-
tusta, niin tuhat lähetystä käsitellään noin kuudessa sekunnissa, jolloin lähetyksille gene-
roidaan vain yksilölliset lähetystunnukset ja luodaan tuhat lähetystietoa sisältävä lähetys-
tiedosto. Tiedonsiirron suoriutumiseen testatuilla määrillä eli tiedoston koolla ei ole huo-
mattavaa vaikutusta (1 lähetys = 2 kt, 1000 lähetystä = 1438 kt). Koska käsitellyt testita-
paukset jäävät talteen Excel-taulukon riveille, niin testi on helposti toistettavissa mahdollis-






DevParcel-sovelluksen (DevParcel_p1.xlsm) koko on noin 400 kt, joka sisältää talletettuja 
kuljetuspalveluiden tuotetietoja, osapuolitietoja, asetuksia, kaksi käyttäjälomaketta sekä 
kuusi piilotettua taulukkomuodossa olevaa tulostuslomaketta. Sovellus on kokonsa puo-
lesta helppo jakaa sähköpostissa ja se sisältää vain yhden työkirjan. Varsinaista asennus-
ta ei tarvitse tehdä mutta työkirjan käynnistyksen yhteydessä tulee varoitus työkirjan sisäl-
tämistä makroista, jotka tulee hyväksyä. Muodostetut lähetystiedostot arkistoidaan omaan 
hakemistoon, joka muodostetaan tarvittaessa samaan hakemistoon josta työkirja avattiin.   
 
4.7 DevParcel-sovelluksen rakenne 
Sovelluksen rakenne on esitetty kuviossa 4 ja se perustuu Excel-työkirjaan (DevPar-
cel_p1.xlsm), jossa käyttöliittymänä toimii neljä erilaista taulukkoa: Lähetykset (lähetystie-
tojen syöttö), Osapuolet (lähettäjä- ja vastaanottajatietojen ylläpito, Tuotteet (Palvelujen 
tuotetietojen ylläpito) ja Asetukset (sovelluksen asetukset). Lähetystietojen ja asetusten 
syöttämiseksi toteutettiin myös tietojensyöttämistä helpottavat käyttäjälomakkeet.  
 
Lisäksi työkirja sisältää kuusi käyttäjiltä piilotettua taulukkoa, jotka toimivat erilaisten tulos-










4.8 DevParcel-sovelluksen toteutus 
Sovellus on toteutettu kuviossa 4 esitetyn rakenteen mukaisesti, jossa keskeisenä käyttö-
liittymänä toimii Lähetykset-taulukko, joka sisältää sarakkeita lähetyksen tiedoille ja jossa 
jokainen taulukon rivi muodostaa yhden lähetyksen tiedot (kuva 3). 
 
 
Kuva 3. Lähetykset-taulukko 
 
Lähetystiedot voidaan syöttää suoraan lähetystaulukkoon, jossa niitä voidaan myös muo-
kata ennen tulostusta ja tiedonsiirtoa. Tietojensyöttöön ei haluttu liittää erityisiä virhetarkis-
tuksia, koska testatessa on tarpeen tuottaa myös viallista materiaalia. Kuitenkin, koska 
tavoitteena oli toteuttaa helppo käyttöliittymä testaajille, niin työkirjaan toteutettiin myös 
perustietoja sisältäviä taulukoita (osapuolet, tuotteet ja asetukset), jotka toimivat apuna 
uusia lähetystietoja syötettäessä kuvassa 3 näkyvällä Uusi lähetys-toiminnolla. 
 
Osapuolet-taulukko sisältää testauksessa käytettävien lähettäjien ja vastaanottajien tiedot 
(kuva 4). Koska Lähetys-taulukossa osapuolen tiedot on tiivistetty erotinmerkeillä yhteen 
soluun, niin osapuolitietojen syöttäminen ennakolta on suositeltavaa. Osapuolet-
taulukkoon tallennettuja tietoja on myös helppo jakaa useiden testaajien kesken, kun tuo-
tantotestauksessa käytetään usein ennalta määrättyä vastaanottajajoukkoa lähetyksille.  
 
 
Kuva 4. Osapuolet-taulukko 
   
Kuvassa 5 on esitetty perustietoja sisältävä Tuotteet-taulukko, jossa matriisissa luetellaan 
Postin tuotteet ja lisäpalvelut sekä niiden sallitut yhdistelmät. Lisäksi taulukossa kerrotaan 
tuotekohtaisia ohjaustietoja, jotka liittyvät lähetystunnusten muodostamiseen ja osoitekort-
tien tulostamiseen. Uusien tuotteiden ja lisäpalveluiden sekä näiden sallittujen kombinaa-





    
 
Kuva 5. Tuotteet-taulukko 
 
Lähetykset-taulukkoon toteutettu Uusi Lähetys-toiminto (kuva 3) hyödyntää edellä mainit-
tuja perustietoja uutta lähetystä muodostettaessa. Yksinkertainen testitapaus voidaan 
tehdä valitsemalla vain oikeat arvot avautuvasta käyttäjälomakkeesta (kuva 6), jolloin va-
lintojen (ja muiden annettujen tietojen) perusteella saadaan muodostettua uusi lähetysrivi 
Lähetykset-taulukkoon käyttämällä lomakkeen Lisää lähetys -toimintoa. 
 
 
Kuva 6. Uusi lähetys -lomake 
 
Koska eri tuotteet perustuvat erilaisiin standardeihin, joissa lähetystunnukset muodostuvat 





Kuitenkin paremman käytettävyyden varmistamiseksi, varsinainen Asetukset-taulukko 
piilotettiin ja Lähetykset-taulukkoon lisättiin Asetukset-toiminto, joka avaa Asetukset-
lomakkeen lähetystunnussarjojen hallinnoimiseksi. Kuvassa 7 on esitetty DevParcel-
sovelluksen asetukset, jotka yleensä tallennetaan käyttäjä- tai testaajakohtaisesti.  
 
 
Kuva 7. Asetukset-lomake 
  
Sovelluksen käyttäjän hallinnoimien taulukoiden lisäksi, sovellukseen toteutettiin kuusi 
käyttäjältä piilotettua taulukkoa, joita sovellus käyttää erilaisten osoitekorttitulosteiden lo-
makepohjina. Sovellukseen on toteutettu seuraavat lomakepohjat: 
- LabelA5_perus, Postin kotimaan tuotteet Licence Plate -lähetystunnuksilla (kuva 8). 
- LabelA5_EMS, UPU/EMS-lähetyksen osoitekortti S10-lähetystunnuksella.  
- LabelA5_RM, UPU/Registered Letter -osoitekortti S10-tunnuksella. 
- LabelA5_PRIO, UPU/Priority-lähetyksen osoitekortti S10-lähetystunnuksella. 









Kuva 8. Esimerkki tulostukseen käytettävästä lomakepohjasta: LabelA5_perus-taulukko 
 
Kuvassa 8 on esitetty malliksi yksi taulukkona toteutettu osoitekorttipohja, jossa näkyy 
aina edellisen tulostuksen tiedot. Sovellus siirtää Lähetys-taulukon lähetysriveiltä tiedot 
lomakkeen soluihin, jotka on muotoiltu standardin vaatimusten mukaisesti. Lomakkeet on 
toteutettu kokonaan Excelin perustoiminnoilla, lukuun ottamatta viivakoodeissa käytettä-
vää JLCode128-fonttia, joka on asennettu valmiiksi kaikkiin Postin työasemiin. 
 
Excel-työkirjan yhteyteen toteutettu VBA-ohjelmointi sitoo edellä esitetyt taulukot ja käyttä-
jälomakkeet yhteen ja muodostaa kokonaisuutena toimivan DevParcel-sovelluksen. Seu-






   
 
4.8.1 DevParcel-sovelluksen VBA-projektin rakenne 
Toteutetun sovelluksen VBA-projekti jakautuu kolmeen komponenttiin, jotka on esitetty 
kuvassa 9. Ensimmäinen komponentti sisältää objekteina työkirjan taulukot, toinen käyttä-
jälomakkeet VBA-koodeineen ja kolmas työkirjaobjekteja käsittelevät ohjelmakoodit ja 
niihin liittyvät muuttujien määritykset. 
 
 
Kuva 9. DevParcel-sovelluksen objektimalli 
 
Forms-komponentissa Asetukset-lomakkeen yhteyteen lisätty VBA-koodi toteuttaa tietojen 
tallennuksen Asetukset-taulukkoon. Lähetys-lomakkeeseen on toteutettu perustietojen 
haku Osapuolet- ja Tuotteet-tauluista sekä uusien rivien lisäykset Lähetykset-tauluun. 
 
Modules-komponentissa aliohjelmat on sijoitettu funktio- ja proseduuri-moduuleihin. Koska 
erilaiset osoitekortit käyttävät erilaisia taulukoita lomakepohjina, niihin liittyvät muuttujien 
käsittelyt ja tulostukset sijoitettiin selvyyden vuoksi omaan erilliseen Lomakkeet-moduuliin. 
Koko projektia koskevat yleiset muuttujat ja niiden vakioarvot sijoitettiin Muuttujat-





män edivar-rajapinta, muodostuu muuttujista koostuvista käyttäjän määrittelemistä raken-
teellisista tietotyypeistä, jotka edustavat erilaisia positiopohjaisia tietueita.   
 
4.8.2 Lähetystunnuksen muodostaminen 
Sovellukseen toteutettiin kolmen erilaisen lähetystunnuksen muodostaminen, joista Postin 
kotimaan lähetyksissä käytettävä UPU/Licence Plate -tunnuksen muodostaminen ei vaati-
nut erityistä ohjelmointia. 
 
Kappaleessa 3.2 on esitetty UPU/S10-lähetystunnuksen rakenne ja tarkistenumeron las-
kentaan liittyvä menetelmä. S10-tunnukselle tarkistenumeron laskenta toteutettiin VBA-
koodissa aliohjelmana, joka saa kutsuvalta aliohjelmalta parametrina 8-numeroisen alku-




Kuva 10. S10-tarkistenumeron laskenta 
 
LaskeS10Tarkenne-funktiota kutsunut sovellus liittää palautetun tarkistenumeron osaksi 
S10-lähetystunnusta. 
 
Kappaleessa 3.3 on esitetty GS1:n SSCC-lähetystunnuksen muodostaminen ja tarkiste-
numeron laskentaan liittyvä menetelmä. SSCC-tunnukselle tarkistenumeron laskenta to-
teutettiin VBA-koodissa aliohjelmana, joka saa kutsuvalta aliohjelmalta parametrina 17-
numeroisen alkuarvon, jonka perusteella lasketaan tarkistenumero. Sovelluksen VBA-







Kuva 11. SSCC-tarkistenumeron laskenta 
 




4.8.3 Viivakoodien tuottaminen 
Luvussa 3.4 esiteltiin Code 128 -viivakoodin rakenne, erilaisia toteutustapoja, tarvittava 
merkkikoodaus ja tarkistenumeron laskentamenetelmä. Code 128 -viivakoodi voidaan 
tuottaa mistä tahansa arvosta, joka halutaan esittää mahdollisimman lyhyenä 1D-
viivakoodina. Samassa yhteydessä todettiin, että SSCC-tunnus tulostetaan GS1-128 -
viivakoodina, joka perustuu täysin Code 128 -viivakoodimenetelmään, mutta GS1-128 -
viivakoodiarvoon on lisättävä ennen Code 128 -viivakoodiarvon muodostamista FNC1-
merkki aloitusmerkin ja SSCC-koodin väliin. 
 
Postin työasemissa Code 128 -viivakoodit tulostetaan JLCode128-fontilla mutta sitä en-
nen viivakoodiksi haluttavasta arvosta on muodostettava ISO-standardin mukainen viiva-
koodiarvo. Sovelluksessa tulostettavaksi kelpaava viivakoodiarvo muodostetaan TeeCo-
de128-aliohjelmalla, joka saa parametrina koodin ja joka palauttaa kutsuvalle ohjelmalle 
tulostettavan viivakoodiarvon. TeeCode128-funktion VBA-koodi on esitetty liitteessä 4. 
 
Aliohjelman toteuttamisessa pääkohdat olivat seuraavat: 
- Päätellään koodin sisältämien merkkien ja niiden sijaintien perusteella optimaalinen 
Code 128 -aloitusmerkistö ja mahdolliset merkistön vaihdot. Tavoitteena on tuottaa 
mahdollisimman lyhyt viivakoodi. 
- Jos kyseessä on GS1:n SSCC-koodi, niin lisätään aloitusmerkin jälkeen FNC1-merkki, 
jonka arvo on 102. 
- Käsitellään annettu koodi merkki kerrallaan valitun merkistön mukaisesti.  Jos valittu 





- Lasketaan ja lisätään annettuun koodiin tarkistusluku ja loppumerkki. 
- Muunnetaan koko annettu koodi tulostettavaksi merkkijonoksi. 
 
4.8.4 Osoitekorttien tulostus 
Valitun tuotteen perusteella sovellus ohjaa lähetystiedot oikean osoitekorttitaulukon täyt-
tävään ja tulostavaan aliohjelmaan, jossa myös muodostetaan tuotteen mukainen lähetys-
tunnus ja vastaava Code 128 -viivakoodiarvo. Tulostus voidaan ohjata myös esikatselta-
vaksi, jolloin tulostus ei ohjaudu kirjoittimelle. Kuvassa 12 on esitetty VBA-koodia lomake-
pohjana toimivan taulukon tulostamisesta.  
 
 
Kuva 12. Osoitekortin tulostus 
 
Liitteissä 5, 6 ja 7 on esitetty malliksi kolmella erilaisella osoitekorttipohjalla DevParcel-
ohjelmasta tulostettuja osoitekortteja, joissa on eri menetelmin luodut lähetystunnisteet. 
 
 
4.8.5 Tiedoston muodostaminen 
Kappaleessa 2.3 esittelin kaksi erilaista tapaa, joilla VBA-sovelluksissa voidaan muodos-
taa määrämuotoisia tekstitiedostoja. Uudempaan objektimalliin perustuva FSO-malli vai-
kutti ohjelmoinnin näkökulmasta helpommalta ja mallin tarjoamat objektit tuntuivat katta-
van kaikki kansioiden ja tiedostojen käsittelyyn tarvittavat metodit. Yrityksistäni huolimatta, 
en kuitenkaan onnistunut luomaan sen avulla liitteessä 2 esitettyä Postin Lähetystenseu-
rantajärjestelmän integraatiorajapinnan mukaista määrämuotoista ja positiosidonnaista 
tiedostoa. Vaikutti siltä, ettei FSO-malli tue käyttäjän määrittelemiä tietotyyppejä (User-
Defined Data Types), joita olen aiemmin käyttänyt menestyksellisesti tiedoston tietuera-
kenteiden määrittämiseen. 
 
Toinen tapa muodostaa määrämuotoisia tekstitiedostoja, perustuu VB:n perinteisiin tie-
dostojen I/O-lauseisiin ja -toimintoihin. Koska tämä malli tukee myös käyttäjän määrittele-
miä tietotyyppejä, päätin toteuttaa tiedoston muodostamisen perinteisellä mallilla ja mää-
rittelin kaikista seitsemästä tietuerakenteista uudet tietuekohtaiset tietotyypit. Kuvassa 13 





lemäksi tyypiksi, jossa alkutietueen kaikille kentille on määritetty vastaavat muuttujat ja 
loppuun on lisätty rivinvaihto. Lopuksi määritellään vielä uusi koko alkutietueen sisältävä 
muuttuja juuri luodulla tyypillä, jota käytetään myöhemmin tiedostoon kirjoitettaessa. 
 
 
Kuva 13. Käyttäjän määrittelemä tietotyyppi 
 
Ennen kuin uusi tiedosto avataan, niin on huolehdittava että käytettävä hakemisto on ole-
massa, muuten suoritus päättyy virheeseen. Kuvassa 14 on esimerkki sovellukseen toteu-
tetusta VBA-ohjelmoinnista, jossa tarkistetaan käytettävän tiedostohakemiston käytettä-
vyys ja jossa uusi tiedosto avataan binary-tyyppisenä. Sovelluksen taulukoista saadut 
arvot sekä muut kiinteät arvot siirretään muuttujiin, jotka lopuksi kirjoitetaan tiedostoon 
edellä määritetyn uuden muuttujatyypin avulla. Liitteessä 8 on esimerkkinä edellä kuvat-
tuihin osoitekortteihin liittyvä integraatio-tiedosto (edivar).  
   
 






Sovellukseen toteutettiin automaattinen integraatiotiedoston siirto palvelimelle kappalees-
sa 2.4 esitetyllä tavalla, jossa hyödynnettiin Windows käyttöjärjestelmän mukana toimitet-
tua Wininet-API-rajapintaa. Tarvittavat Wininet-rajapinnan tarjoamat toiminnot määriteltiin 




Kuva 15. Put-toiminnon määritys Wininet-rajapinnan avulla 
  
Tiedoston siirto toteutettiin SiirräFtp-aliohjelmalla (kuva 16), joka sijoitettiin Proseduurit-
moduuliin. Kutsuva ohjelma välittää aliohjelmalle siirrettävän tiedoston nimen ja tiedonsiir-
to tapahtuu Postin palvelimelle binääri-muodossa passiivisella ftp-yhteydellä. 
    
 








DevParcel-sovellus toteutettiin alkuperäisten tavoitteiden mukaisesti ja valitut ratkaisut 
noudattivat erittäin hyvin tietoperustassa esitettyjä näkökohtia. Toteutusprojektissa ei koh-
dattu varsinaisia ongelmia mutta ohjelmoitavaa oli paljon, joka myös vaikutti ohjelmointiin 
käytettyyn aikaan. Kaikki sovellukseen suunnitellut toiminnot toteutettiin täysimääräisesti. 
 
VBA-ohjelmakoodi toteutettiin mahdollisimman modulaarisesti siten, että jatkokehittämi-
nen olisi yksinkertaista ja uusien ominaisuuksien lisääminen olisi helppoa. Sovelluksen 
suunnittelua ja toteutusta kevensi huomattavasti se, että sovellusta käytetään ainoastaan 
testiaineistojen tekoon, jolloin sovellukseen syötettävien tietojen virhetarkastus on tarkoi-
tuksellisesti jätetty vähäiseksi. 
 
Sovelluksen tuottamat tiedot on tarkastettu oikeellisiksi kohdejärjestelmässä. Samoin so-
velluksesta tulostetut viivakoodit on tarkastettu erilaisilla viivakoodilukijoilla ja niiden on 







Tässä opinnäytetyössä suunniteltiin ja toteutettiin DevParcel-sovellus, jonka tarkoituksena 
on yksinkertaistaa ja nopeuttaa IT-järjestelmämuutosten testaamista ja sitä kautta paran-
taa liiketoimintaprosessien ja niitä palvelevien järjestelmien laatua. Opinnäytetyö suoritet-
tiin Postin toimeksiantona ja samoin sovellus toteutettiin erillisenä Postin IT-
kehitysprojektina, joka on esitetty liitteessä 1. DevParcel-sovellus otettiin Postissa käyt-
töön joulukuun 2015 alussa. 
  
5.1 Tulosten tarkastelu 
Johdannossa esittelin järjestelmäkehityksen tuotosten testauksiin liittyviä ongelmia, joita 
on tarkoitus lieventää tai poistaa DevParcel-sovelluksella.  
 
Liiketoimintaprosessien kehittäminen tuottaa lähes aina IT-vaatimuksia, jotka toteutetaan 
IT-kehitysprojekteissa. Postissa on jatkuvasti meneillään useita kymmeniä IT-
kehitysprojekteja sekä muita pienempiä toteutettavia muutoksia, joista osa kohdistuu suo-
raan tai integraatioiden kautta myös Postin Lähetystenseurantajärjestelmään.  Projekti-
suunnitelma sisältää usein testaussuunnitelman, joka perustuu vaatimusmäärittelyssä 
lueteltuihin uusiin tai muuttuneisiin toimintoihin ja niiden hyväksymisehtoihin. Toimitetut 
ratkaisut voidaan hyväksyä, kun testaussuunnitelman kaikki testitapaukset on hyväksytty. 
Toteutettu DevParcel-sovellus on tarkoitettu juuri näiden testitapausten tekoon, joilla simu-
loidaan asiakkaan toimintaa tehtyjen järjestelmä- tai prosessimuutosten jälkeen. DevPar-
cel-
kotietoa lähetyksistä, joiden vaikutuksia voidaan tarkastella testitapauksia vasten kohde-
järjestelmissä. DevParcel-sovellus tuottaa lähetystietojen lisäksi myös viivakoodillisia osoi-
tekortteja, joiden avulla voidaan simuloida asiakkaan 
kirjeitä.   
 
Koska sovelluksen toteuttamisen lähtökohtana oli, että sovellus toteutetaan Microsoftin 
Office -pakettiin kuuluvan Excelin päälle VBA-ohjelmointina, niin opinnäytetyön ensimmäi-
senä tavoitteena oli tutkia VBA-ohjelmoinnin perusteita soveltuvin osin. Osiossa keskityt-
tiin perusteiden lisäksi erityisesti määrämittaisen tiedoston muodostamiseen ja ftp-
tiedonsiirtoon. Tavoitteena oli muodostaa asiakasintegraatiota jäljittelevä, Postin määritys-






Opinnäytetyön toisena tavoitteena oli selvittää miten Postin määrittelemät lähetystunnuk-
set pystytään tuottamaan ja miten ne pystytään tulostamaan vaatimusten mukaisella vii-
vakoodilla. 
 
Empiirisessä osuudessa kävin läpi kohdeorganisaation sekä sovellukselle asetetut tavoit-
teet, ongelmat, toteutussuunnitelman ja toteutuksen. 
 
Opinnäytetyön tuloksena toteutettiin DevParcel-sovellus, joka on toimeksiantajalla päivit-
täisessä käytössä useilla testaajilla, jotka osallistuvat nykyisten sekä tulevien järjestelmien 
uusien tai muuttuneiden toimintojen testaukseen. Sovellus täyttää kaikilta osin toimeksian-
tajan sille asettamat vaatimukset erinomaisesti. 
 
Opinnäytetyön aikana selvisi myös, miten monipuolinen ja tehokas työkalu Microsoftin 
Office -paketin sisältämä VBA on, ainakin Excelin yhteydessä. Koska ratkaisukeinoja on 
aina lukuisia, niin on tärkeä selvittää VBA-ohjelmointiin liittyvä hyvä ohjelmointitapa, joka 
auttaa muita koodin ylläpitäjiä ymmärtämään ohjelmoidun ratkaisun rakenteet ja helpottaa 




5.2 Johtopäätökset sekä mahdolliset kehitys- ja jatkotutkimusehdotukset 
Koska yrityksen tietojärjestelmiä kehitetään jatkuvasti, niin myös järjestelmien rajapinnat 
muuttuvat. DevParcel-sovelluksen käyttö aloitettiin Postissa joulukuussa 2015, jolloin sillä 
tuotetuilla materiaaleilla testattiin nykyiseen Lähetystenseurantajärjestelmään tehtyjä 
muutoksia ja testattiin myös tulevaan Lähetystenseurantajärjestelmään toteutettavaa sa-
maa rajapintaa. Kuitenkin tammikuussa 2016 päätettiin, että tulevaan Lähetystenseuran-
tajärjestelmään toteutetaan myös xml-rajapinta, joka on myös testattava. Koska DevPar-
cel-sovelluksen lähtökohtana oli, että rajapinnat tulevat muuttumaan ja niitä voi olla use-
ampia, niin toteutin DevParcel-sovelluksen toiseen versioon lisäksi myös Postin xml-
rajapinnan (POSXML) mukaisen siirtotiedoston muodostamisen Microsoftin DOM API-
rajapinnan avulla. Uuden rajapinnan lisäys onnistui hienosti ja toteutin sen noin kahdek-
san tunnin ohjelmoinnilla. 
 
Excel VBA:lla toteutettuun DevParcel-sovellukseen on sen rakenteen vuoksi helppo to-
teuttaa uusia tiedostorajapintoja, joiden valinta voidaan tehdä Asetukset-taulussa tai sitä 
käyttävällä lomakkeella. Muita jatkokehitettäviä kohteita ja tutkittavia asioita voisi olla: 





- Tukeeko VBA JSON-tiedostojen muodostamista ja miten se toteutetaan? 
- Voisiko 1D-viivakoodit muodostaa VBA/VB-grafiikalla ilman erillisiä ja maksullisia Co-
de 128 -viivakoodi-fontteja? 
- Miten VBA tukee 2D-viivakooditn tulostamista? 
- Miten VBA:lla toteutetaan SOAP WebService-kutsut? 
- Miten VBA:lla toteutetaan REST -kutsut? 
- Miten VBA:lla voidaan toteuttaa tehokkaat tietokanta-yhteydet Oracle- ja MySQL-
tietokantoihin? 




5.3 Opinnäytetyöprosessin ja oman oppimisen arviointi 
Opinnäytetyöprosessi oli isona kokonaisuutena erittäin haastava mutta mielenkiintoinen. 
Opinnäytetyön tekemisestä helpotti huomattavasti, kun sain työnantajaltani toimeksiannon 
sovelluksen toteuttamiseksi. Tosin, toimeksiantoon sisältyi, että teen koko opinnäytetyöni 
ja sovellukseen liittyvän koodauksen vapaa-aikanani. Tämä aiheutti itselleni aikatauluon-
gelmia, kun samaan aikaan Postissa eteni muutamia suuria IT-kehityshankkeita, joissa 
mukana olevat testaajat odottivat DevParcel-sovellusta käyttöönsä helpottaakseen järjes-
telmätestausta. Alun perin tarkoituksenani oli edetä opinnäytetyöprosessissa ohjeen mu-
kaisesti mutta toimeksiantajani aikataulujen vuoksi jouduin toteuttamaan sovelluksen en-
sin.  
 
Koska olen toiminut 20 vuotta Postissa integraatioasiantuntijana, tunsin rajapintavaati-
mukset, käytössä olevat standardit ja ratkaisun tarpeen erinomaisesti. Aikaisemman oh-
jelmoijataustani lisäksi, minulla oli myös hieman kokemusta Excel/VBA-ohjelmoinnista ja 
uskoin pystyväni toteuttamaan vaaditun sovelluksen. Vaikka toteutettu sovellus toimiikin 
hyvin ja täyttää sille asetetut vaatimukset täydellisesti, niin opinnäytetyön tietoperustassa 
tuli esiin niin paljon itselleni uutta tietoa, että nyt toteuttaisin sovelluksen erilaisin VBA-
ohjelmointiratkaisuin.  
 
Varsinainen opinnäytetyöprosessi oli itselleni uusi kokemus, joka osoittautui koodausta 
lukuun ottamatta vaikeaksi. Henkilökohtaisesti vaikeinta oli tuttuun aiheeseen uuden tulo-
kulman löytäminen, jossa ei enää riittänytkään se, että asioita vain teki parhaan ymmär-
ryksensä mukaisesti. Tietoperustaa selvittäessä kirjastosta lainattu puolenmetrin kirjo-
pinokaan ei aluksi auttanut yhtään, ennen kuin oivalsin lähteiden käytön ja aloin löytä-





kirjalähteissä, huomasin usein tietojen olevan vanhentuneita, puutteellisia tai jopa virheel-
lisiä. Yllättävän paljon aikaa kului lähteiden asiasisällön tarkistamiseen, jolloin ymmärsin 
myös useiden lähteiden käytön tarpeellisuuden muodostaessani totuuden mukaista koko-
naiskuvaa pienestäkin aiheesta.  
 
Onnistuneen kehitysprojektin toteutus vahvisti aikaisempaa mielikuvaani Excel VBA-
ohjelmoinnin mahdollisuuksista toteuttaa nopeasti ja kevyesti vaativiakin ratkaisuja liike-
toiminnan tarpeisiin, kuitenkaan työnlaadusta ja lopputuloksista tinkimättä.  
 
Uskon opinnäytetyöprosessin kautta oppineeni paljon tutkimustyöstä, varsinkin kun aihe 
perustuu työelämässä havaittuihin käytännön tarpeisiin. Menetelmä ohjaa tutkijaa lähes-
tymään tutkimusongelmaa rakenteellisesti ja kriittisesti sekä kirjoittamaan loogisesti ete-
nevän raportin perusteluineen. Tulen varmasti jatkossa tarvitsemaan ja käyttämään oppi-
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