The uncapacitated swapping problem is defined by a graph consisting of n vertices, and m object types. Each vertex of the graph is associated with two object types: the one that it currently holds, and the one it demands. Each vertex holds or demands at most one unit of an object. The problem is balanced in the sense that for each object type, its total supply equals its total demand. A vehicle of unlimited capacity is assumed to transport the objects in order to fulfill the requirements of all vertices. The objective is to find a shortest route along which the vehicle can accomplish the rearrangement of the objects, given designated initial and terminal vertices. The uncapacitated swapping problem on a general graph, including a tree graph, is known to be NP-Hard. In this paper we show that for the line and circle graphs, the problem is polynomially solvable: we propose an O(n)-time algorithm for a line and an O(n 3 )-time algorithm for a circle.
Introduction
The Swapping Problem (SP) is defined by a graph and a number of object types, so that each vertex of the graph may initially hold an object of a certain type, and it may request an object of a possibly different type. For each object type, its total supply equals its total demand. Such a problem is said to be balanced. The objective of the SP is to find shortest routes along which the vehicle can accomplish the rearrangement of the objects. In this paper we consider the Uncapacitated SP (USP) where a single uncapacitated vehicle transports the objects along the edges of the graph in order to fulfill the demands of the vertices. We focus here on two special graphs, a line and a circle.
The SP was first introduced in [3] . The paper considers a complete undirected graph satisfying the triangle inequalities, and a vehicle of a unit capacity. This was the first in a stream of papers that deal with variants of the SP. The variants differ in the following aspects:
• The structure of the underlying graph, e.g., line, circle, tree, or general graph.
• The vehicle's capacity k that can be any positive finite integer, or the uncapacitated case where the capacity is not limited.
• The number of vehicles.
• The mobility of the objects: some objects may be preemptive, i.e., they can be dropped at some intermediate vertices before reaching their final destination, and others may be non-preemptive, meaning that they must be shipped directly to their destination. The objects of a given SP may all be of one type only, or they may be a mix, namely, some may be preemptive, while the others are non-preemptive. Note that this distinction is irrelevant in the uncapacitated case.
Applications of the SP arise in inventory repositioning involving a linear and circular movement of a robot arm in a factory or a warehouse (see [4] ) in printed circuit board assembly (see [5] ) as well as in the operations of automated guided vehicles and of material handling devices used in manufacturing systems; see [13] .
The SP with a unit capacity vehicle is the most studied version of the problem. Indeed, the unit capacity SP can be viewed as a generalization of the Stacker-Crane Problem (SCP); see [12] . In the SCP a single vehicle of a unit capacity carries objects that must be swapped without preemption between specified origin-destination pairs (this is equivalent to having one unit of each object type). On a general graph the SCP is NP-hard, which implies the NP-hardness of the SP. Frederickson et al. [12] provides an O(|A| 3 ) time heuristic, where A is the set of arcs of the graph, that returns solutions having cost of at most 1.8 times the optimal value, i.e., the worst-case ratio of the proposed algorithm is 1.8. For a general graph with n vertices, Anily and Hassin [3] , provides an O(n 3 ) algorithm having a worst-case ratio of 2.5 for solving the unit capacity SP. Chalasani and Motwani [8] , considers a special case of the unit capacity SP with two object types only and no null object, which is also NP-hard, and for this specific variant of the problem a nice algorithm with an improved worst-case ratio of 2 is presented. A branch-and-cut algorithm [6] and heuristics [7] have been developed for the unit capacity SP on general graphs.
Given the NP-hardness of the unit capacity SP on general graphs, researchers have been interested in verifying the complexity of the problem on simpler graph structures. The special case on a line with mixed objects and n vertices is shown to be solvable in O(n proves that the unit capacity SP on a tree with non-preemptive objects is NP-hard. Anily et al. [2] proves that the preemptive case is also NP-hard. The common practice in papers that prove NP-hardness of such problems is to provide also bounded worst-case polynomial algorithms for solving them. A table that summarizes the complexity results and worst-case bounds for the unit capacity SCP and SP on various graph structures is provided by Anily et al.; see [2] .
The Dial-a-Ride Problem (DaRP), is a well-known routing problem that deals with the transportation of non-preemptive objects (like voyagers) from specific origins to specific destinations. As such the DaRP usually includes various time constraints. However, a few papers consider the generic form of the DaRP with no time constraints, where the only objective is to minimize the total length of the route(s), and as such the problem can be viewed as a variant of the SP, where similarly to the SCP, there are no multiple units of any object-type. With no time constraints the main difference between the SCP and the DaRP is with respect to the number of vehicles and the vehicles' capacity. The SCP assumes a single vehicle of a unit capacity, where in the DaRP usually there is more than one vehicle, or the vehicles' capacity is greater than 1. For example, Psaraftis [14] , considers the DaRP with a number of capacitated vehicles and no time constraints, and de Paepe et al. consider in [9] the uncapacitated single vehicle DaRP with no time constraints.
Solving a SP in contrast to solving a SCP (or a DaRP without time constraints) is more challenging, as the solution route for the SP should also determine the assignment or matching between the supply vertices and the demand vertices of each object type. This further complication is far of being straightforward to deal with. For example, the SCP on a tree with preemptive objects only, is known to be polynomially solvable (see [10] ) while its SP version with possibly multiple units of each object type, is NP-Hard; see [2] .
In this paper we consider the USP. The uncapacitated DaRP on a tree is proved to be NP-hard by de Paepe et al. [9] , implying the same complexity result for the USP on a tree. In this paper we prove that the USP on a line is polynomially solvable, similarly to the unit capacity version of the problem; see [1] . In addition, we prove in this paper that the USP on a circle is polynomially solvable. Unfortunately, up to date it is still unknown if the unit capacity SP on a circle is also polynomially solvable. It is worth noting that if a SP with a unit capacity is known to be NP-hard on a particular graph structure, then its finite capacity version is also NP-hard. However, such conclusions cannot be made with respect to the uncapacitated case. That means that a-priori, there is no way to know if the USP is simpler or harder than its unit capacity version. Even if both, the unit capacity and the USP, are polynomially solvable, the optimal routes that are designed for these two problems are not alike, as the considerations in constructing the routes are not the same. Having said that, in this paper we show that for a line graph there is a basic property that is shared by both the optimal route of the unit capacity SP presented in [1] , and the optimal route for the USP that is presented here: the two routes share the same assignment of supply vertices to the demand vertices, though the routes are obviously very different.
In this paper we consider the USP on linear and circular weighted graphs having n vertices. For both cases we provide polynomial algorithms: (i) for the linear graph, the complexity is linear, i.e., it is O(n); and (ii) for a circular graph, the complexity is cubic, namely O(n 3 ). The paper is organized as follows: Section 2 contains some general notations and preliminaries for the USP on a line and on a circle. In Section 3, the line case is solved, and in Section 4 the circle case is solved. Section 5 contains some concluding remarks.
Problems description, notations and preliminaries

Line and circle
Let G = (V , E) be a linear or circular undirected graph with n vertices, where V = {1, . . . , n}. Let a, b ∈ V be two pre-specified vertices, where the vehicle starts its route at vertex a, and terminates it at vertex b. The set of edges E in a line contains n − 1 edges, namely E = {(i, i + 1) : 1 ≤ i ≤ n − 1}, and in a circle it contains n edges, namely E = {(i, i + 1) : 
, and the perimeter of the circle
For simplicity sake, we normalize the function dist by dividing it by the constant ν.
We refer to the normalized distance function d : E → [0, 1] as the length function, implying that the length of the line and the perimeter of the circle are equal to 1 after the normalization.
In addition to the weighted graph, the problem is defined by m object types, or simply, objects, indexed by j = 1, . . . , m, in addition to the null object denoted by j = 0. Let S = {0, 1, . . . , m}. Let also S −0 = S \ {0} be the set of tangible objects. As each vertex holds and requires at most one unit of the object, we denote by s(i) ∈ S the object type currently at vertex i, called the supply of i, and r(i) ∈ S the object type requested by vertex i, called the demand of i, for any i ∈ V . We assume, without loss of generality, that the only vertices in V that may be associated with both a supply and a demand of the null object are the vertices a and b. Other such vertices could be removed from the graph. For any object type j ∈ S let n j denote the number of units of the object in the graph, thus  j∈S n j = n as each vertex is associated with a certain supply in S. The problem is balanced in the sense that for each object in S, its total supply equals its total demand. A feasible route starts with an empty uncapacitated vehicle at vertex a, and terminates at vertex b, after satisfying all the requirements of the vertices by loading and unloading objects along the route. In the solution of the line and the circle, we assume that given a route, the vehicle loads the supply of each vertex at the first visit at the vertex, and unloads the demand at the last visit at the vertex. The objective function of the USP is to find a feasible route of minimum length. The input size for both the line and the circle is O(n) where n is the number of vertices of the graph.
The line
In this subsection we present a few more definitions and preliminaries for the line: A walk (t, h) is a shortest path connecting the tail vertex t ∈ V to the head vertex h ∈ V . A walk (t, h) is said to cross all the intermediate vertices between t and h, i.e., it crosses all vertices k that satisfy t < k < h or t > k > h. A walk (t, h) is also said to cover all the edges it consists of. Moreover, given two walks (t 1 , h 1 ) and (t 2 , h 2 ) pointing to the same direction such that 
Anily et al. [1] , in their paper on the unit-capacity SP on a line, show that there exists an optimal route where for any two vertices k and ℓ, k < ℓ, that initially possess a unit of object j, j ∈ S −0 , the destination vertex of the object at k is to the left of the destination vertex of the object at vertex ℓ. This property implies a particular optimal assignment of a very simple form between the demand vertices and the supply vertices. As we explain below the optimal assignment is not necessarily unique, implying that also the optimal route is not unique. To put it formally, for the unit capacity SP, Anily et al. [1] defines for each object type j ∈ S −0 , a minimally balanced partition:
A minimally balanced partition of object j ∈ S −0 is a partition of the set of all j's supply and demand vertices into minimum size consecutive sets so that each set is balanced, i.e., has an equal number of supply and demand vertices of object j.
Thereafter, the paper presents the following optimal assignment: In each set of the minimally balanced partition of object j, number the demand (supply) vertices from left to right, and define: Definition 2. Given a set of the minimally balanced partition of object j ∈ S −0 , let a j-path, or simply a path, be a walk that connects the ith supply vertex to the ith demand vertex in that set.
The paths represent the assignment of the supply to the demand vertices.
Property 1. There exists an optimal route for the unit capacity SP on a line, where for every path, the object at its tail is used to satisfy the demand of its head.
Note that all paths of a given set in the minimally balanced partition of object j, follow the same direction, and that each vertex of V that is positioned in between the two extreme vertices of the set, is crossed by at least one of these paths; see Fig. 1 . It is possible that a set in the minimally balanced partition for object j is a singleton. In such a case, the supply at the vertex is used to satisfy the demand of the vertex, and the associated path (t, t) is said to be degenerate. In fact, any collection of  j∈S −0 n j paths that satisfy the property that the tail and the head of each path are in the same set of the minimally balanced partition of a certain object type, is an optimal assignment, and it can be used in constructing an optimal route. The assignment that was pointed out above, has the simplest structure.
Property 1 continues to hold for any capacity, and in particular for the USP. The reasoning behind this claim is based on the analysis in [1] carried-out for the unit-capacity SP. The authors show that any feasible route is transferable into a route of the same total length but with a minimal cumulative distance that the vehicle travels non-empty. This is done by replacing the assignment of supply to demand vertices used by the route, by an optimal assignment of the structure specified above, and replacing some segments of the route that the vehicle traveled non-empty, by empty segments. That means that it is sufficient to consider only routes that use an assignment that satisfies Property 1. Exactly the same arguments hold for any capacity of the vehicle. Thus, we conclude: 
Property 2. There exists an optimal solution for the USP on a line where for every path, the object held by its tail satisfies the demand of its head.
According to Property 2, the set of paths uniquely defines the destination vertex of all supply vertices that initially hold an object in S −0 . Thus, given the tail t of a certain path, its head is well defined, and we denote it by h(t). A given path P = (t, h(t)) is said to be a right path if h(t) > t, otherwise it is a left path. In order to distinguish between left and right paths, we denote the tail of a right path by t + , and the tail of a left path by t − . We further define P to be the set that contains all non-degenerate paths for all objects. P contains at most n paths. By using Property 2, the set P is an optimal matching between the supply and demand vertices. In addition, let P + (P − ) be the subset of right (left) paths, where P = P − ∪ P + . As the vehicle's capacity is not limited, when having two paths where one is dominating the other, (this may occur only if these paths belong to different object types), then the dominated (covered) path can be removed from P , because it can be served while serving the dominating one. Therefore, we assume that all the dominated paths have been removed from P .
The next observation will guide us in constructing routes. As will be seen in Section 3, a special attention is paid to paths that cross either the initial or the terminal vertices. For that sake we need the following definition: In Section 3, a linear-time algorithm for solving the USP on a line, is presented. In addition, simplified algorithms are provided for two special cases (i) a = b; (ii) a = 0 and b = 1.
The USP on a line
Let Z * Line be the optimal cost of the USP on a line. As all the vertices have to be visited by the vehicle, the following lower bound follows immediately:
The lower bound in (1) is tight. In order to derive an upper bound, we choose the best of two feasible routes, each starts at the initial vertex a, goes to one of the end-points of the line, namely, vertex 1 or vertex n, then the entire line is traversed back and forth, and finally it ends at the terminal vertex b. If the tour starts by going left, the resulting length is d (1, a) 
. If the tour starts by going right, the resulting length is 2
The upper bound is the lowest of the two bounds, thus: We distinguish between two kinds of feasible solutions: a solution is said to be a right (left) solution if after leaving the initial vertex a for the first time, the vehicle visits vertex n (1) before visiting vertex 1 (n). Accordingly, we define (i) a right basic route, which is a concatenation of the walks: (a, n), (n, 1) and (1, b) , and whose length is 2 + d(b, a); and (ii) a left basic route, which is a concatenation of the walks: (a, 1), (1, n) and (n, b), and whose length is 2 − d(a, b) . Each feasible solution is either a right or a left solution. If the walks that the right (left) basic route consists of are not dominating all paths then the basic route is not sufficient for constructing a feasible solution, and it must be augmented at a minimum cost in order to make it a feasible right (left) solution. The optimal solution is the best between the optimal left and optimal right solutions. In the next two subsections, we propose an algorithm that deals with each case separately, finds the optimal cost for each, and returns the shortest feasible route in complexity O(n). Let Z
Right solutions
Following the right basic route allows servicing all the left paths that are dominated by the walk (n, 1), as well as the right paths that are dominated by the walk (a, n) and the walk (1, b) . The only paths that are not dominated by the right basic route's walks are the right paths in P + , which cross both a and b. Let C + be the set of right crossing paths in P + that cross both a and b : C
is needed, and the right basic route is feasible as is. In this section we show how to find a minimal cost augmentation if f Fig. 2 ).
One possible augmentation consists of visiting all the heads of the crossing paths of C + after having completed the traversal of the right basic route, and then drive back to b. This means that at the end of the right basic route the vehicle needs to traverse the walk (b, h(t + (1))) back and forth. Another possible augmentation is to start the route by first going left from the initial vertex a in order to collect the supplies from all the tails of the crossing paths in C + , then drive back to a and follow the right basic route. This means that before starting the right basic route the vehicle needs to traverse the walk (a, t + (f + )) back and forth. But these are only the two extreme augmenting options. In a general augmentation form, the vehicle starts at a by following the walk (a, t + (k)) back and forth for some k ∈ {0, . . . , f + } where t + (0) = a, then it follows the right basic route, and finally it follows the walk (b, h(t + (k + 1))) back and forth, where h(t
It is easy to see that any such augmentation together with the right basic route contain walks that dominate all paths.
The optimal right solution Z + and its length are computed as follows: find Θ
which is the minimum augmentation cost, and let k + = arg min(Θ + ). The optimal right solution consists of the walks (a, t
, and its length is Z
The complexity of the proposed algorithm is O(n).
Left solutions
Following the left basic route enables servicing all the right paths in P + as they are dominated by walk (1, n) , and also the left paths in P − , which are dominated by (i) the walk (a, 1), or (ii) the walk (n, b) of the basic route. However, if there exist left crossing paths, or left paths dominated by the walk (b, a) , then the left basic route must be augmented. For this sake define four sets of left paths that are not dominated by the left basic route: Fig. 3 . Because of the fact that no dominated path exists, the first f a left paths in the sequence (t As we are going to see, the algorithm that finds the best left solution is somewhat more involved than the one for finding the best right solution because of the paths in B. If B is empty then the algorithm is a direct modification of the right solution case where the vehicle starts by following the walk (a, t − (k)) back and forth for some k ∈ {0, . . . , f − }, then it follows the left basic route, and upon its termination it follows the walk (b, h(t − (k + 1))) back and forth. If B ̸ = ∅, then C
and h(t
). In order to service the paths of B, consider the set E B of edges that are dominated by the paths of B. Namely,
The edges of E B can be concatenated into a minimal number of left walks. For that sake we define the following.
Definition 4. A coverage-B-walk (t, h), a ≤ h < t ≤ b, is a left walk that satisfies the following conditions:
• Any edge (i, i + 1) satisfying h ≤ i < t is in the set E B .
•
By definition, the coverage-B-walks are non-overlapping. By scanning consecutively (t 
be twice the total length of the coverage-B-walks. Clearly, any augmentation will cost at least twice the total length of all edges (i, i + 1) where a ≤ i < b that are dominated by at least one left path as the left basic route does not traverse any of these edges from right to left. Let Γ represent this length, i.e.,
Let Θ − be the optimal augmentation cost of the best left solution. By the above discussion,
We next explain how to calculate Θ − in linear time. We do that by analyzing a few separate cases. (1, n) of the left basic route, that means that for ℓ = 1, . . . , q, when the vehicles reaches t W (ℓ) it makes there a U-turn and goes back to h W (ℓ), where another U-turn is made to return to t W (ℓ). The total augmentation cost is (see (3) and (4) 
is the coverage-B-walk that crosses f a +1) ). The cheapest augmentation cost is achieved when the vehicle starts by going right following the walk (a,t) back and forth, and then it starts following left basic route. While traversing the walk (1, n) of the left basic route, each time that it reaches a vertex t W (ℓ) such thatt < t W (ℓ) <ĥ for ℓ = 1, . . . , q, it makes there a U-turn to serve all the left paths on the ℓ-th coverage-B-walk, and when reaching the head of the coverage-B-walk, namely h W (ℓ) it makes another U-turn and continues to follow that left basic route. When terminating the left basic route at b, the vehicle continues right and follows the walk (b,ĥ) back and forth. It is easy to see that the corresponding augmentation cost is equal to the lower bound on the augmentation cost (see (4) and (5) The removal of dominated paths implies that q = 1 and
. Consider first the case that the vehicle starts the tour at a by going right and following the walk (a, t − (ℓ)) back and forth, for some ℓ ̸ = f a and 0 ≤ ℓ ≤ f − . Then it follows the left basic route, and upon its completion it follows the walk (b, h(t − (ℓ + 1))) back and forth. Note that such a route ensures servicing of all the paths in B, as either before starting the left basic route (ℓ > f a ) or after its completion (ℓ < f a ), the vehicle traverses the walk (b, a). Overall there are f − such options, and the cost of the best such option is 
and t
. Overall, the best augmentation cost for these f B + 1 options is
By using (6) and (7), the best augmentation cost in this case is
The optimal cost of a left solution is therefore equal to
The optimal tour is obtained by first verifying which of the cases in the description above holds, and then finding the best tour under the relevant case. The best USP solution on a line is Z *
We conclude as follows:
Theorem 1. The complexity of computing the cost of the optimal USP solution on a line with n vertices is O(n).
Recall, that if originally before normalizing the distances, the line had a length non equal to 1, then the optimal cost computed above, should be multiplied by the normalization factor ν.
Two special cases
In this subsection we provide a couple of observations regarding two special cases: a = b, and the case where the initial and terminal points are at the two extreme end-points of the line. For both special cases the proposed solution method boils down to simpler versions, though the complexity remains the same.
d(a, b) = 0
In this case the crossing paths are the right and left paths that cross vertex a. Both the left and right basic routes are of length of 2. As B = ∅, the best left solution is calculated similarly to the best right solution (Case 1).
d(a, b) = 1
In this case, any right solution requires a traversal of the whole line three times, which is the worst possible; see (2) . Considering left solutions, we note that C − = ∅, meaning that all the left paths are in B. That means that case 2.1 applies. I.e., the vehicle while traversing the walk (1, n) , each time that it reaches the tail of a coverage-B-walk, it makes there a U-turn and rides back to the head of the coverage-B-walk, where it makes again a U-turn in order to continue to the right end-point, namely vertex n. The cost of the optimal solution is therefore Z *
The USP on a circle
In this section we assume that a = 1. In the following subsection we consider the case where a = b, and we call vertex 1 the depot, where the vehicle starts and ends the route. For simplicity we name vertex 1 also as vertex n + 1. In Section 4.2 we consider the case a ̸ = b.
Let Z * Circle denote the optimal cost of the USP on a circle. The value Z * Circle is bounded from below by the minimum between the cost of a complete encirclement of the circle, i.e., 1, and the cost of covering twice the whole encirclement except of one edge:
We first propose a simple upper bound that it the minimum length of two feasible walks. Later we strengthen the upper bound by considering the minimum length of n feasible walks. First consider a walk that starts by going clockwise from vertex 1 to n and then counter-clockwise back to 1, and a walk that starts by going counter-clockwise from 1 to 2, and then clockwise back to 1. Thus,
The upper bound (8) can be strengthened as follows:
, for all vertices k ≤ k * , the length of the circular clockwise arc from 1 to vertex k is no longer than the length of the circular counter-clockwise arc from 1 to vertex k + 1. For each k, 2 ≤ k ≤ k * we consider the following feasible walk: start by going clockwise from vertex 1 to k, make a U-turn at k, and proceed counter-clockwise to vertex k + 1, make there a second U-turn and proceed clockwise to vertex k, and make there a final U-turn to finish at vertex 1. The length of such a walk is: 2
we consider the following feasible walk: start by going counter-clockwise from vertex 1 to vertex k + 1, make a U-turn at vertex k + 1, and proceed clockwise to vertex k, make there a second U-turn and proceed counter-clockwise to vertex k + 1, and make there a final U-turn to finish at vertex 1.
The length of such a walk is: 2
. Finding the minimum length among the above n proposed walks (including the ones considered in (8) results in the following upper bound:
Both lower and upper bounds can be shown to be tight.
Definition 5.
A solution to the USP on a circle is said to contain a positive ring (negative ring) if the vehicle traverses all n edges of the circle in a clockwise (counter-clockwise) direction at least once.
The next property is straightforward:
Property 4. Any feasible solution to the USP on a circle either contains a ring, or it leaves an edge that is uncovered, while all the other edges are covered in both directions.
Let Z UC be the optimal solution with an uncovered edge, and Z R be the optimal solution with a ring. Z *
In the next two subsections we describe the solution method of each type of solution. The proof of the next theorem follows from the solution method proposed in the rest of the section: d(1, 2) ), and Z UC (n) = 2(1 − d(n, 1)). For 1 < i < n, computing Z UC (i) boils down to solving an appropriate USP on a line, where the initial and terminal points coincide at vertex 1, the left end-point of the line is vertex i + 1, and the right end-point is vertex i, implying that the length of the line is ν(i) = 1 − d(i, i + 1) . The problem can be solved by invoking the method for solving the USP on a line proposed in Section 3 for the special case a = b; see Section 3.3.1.
Possible savings in calculations can be obtained by using (8) as there is no need to calculate Z Proof. Consider an optimal route that contains a positive ring.
1. The optimal route is a directed close walk on the vertices of the circle. By using the optimality of the solution and the upper bound in (8) it is clear that at least one edge of the circle is traversed only once in a clockwise direction. Suppose that edge (i, i+1) for some i = 1, . . . , n is traversed only once in a clockwise direction. As the walk on the circle is closed, and at least one edge is covered once by a clockwise traversal, any edge of the circle should be traversed clockwise one time more than counter-clockwise, implying, in particular, an odd number of traversals of any edge. 2. We prove that an optimal solution cannot contain more than one counter-clockwise traversal of an edge and more than 2 clockwise traversals of an edge. The proof is by contradiction. Suppose that the optimal route contains a loop (h − , t), (t + , h), for t ̸ = h, such that the path (h − , t) is covered at least twice, and the path (t + , h) is covered at least three times. The removal of one loop (h − , t), (t + , h), does not affect the feasibility of the solution as at least one such loop still exists in addition to a path (t + , h) along which the vehicle can proceed clockwise from t to h after completing the loop.
This contradicts the optimality of the solution.
We now focus on all feasible solutions satisfying the structure stated in Lemma 1. Clearly, if it is feasible to cover all edges just once, then Z R = 1. Otherwise, some edges must be covered 3 times. Each such solution is associated with a pair of vertices (p, q), 1 ≤ q < p ≤ n + 1, so that it consists of three, possibly empty, disjoint subsets of vertices:
In addition, if p < n + 1 then s(p) ∈ S −0 , and if q > 1 then r(q) ∈ S −0 .
The tour associated with this partition starts by the walk (1 − , p) while picking-up the loads supplied by the vertices in PL1(p); at vertex p the vehicle makes a U-turn and returns to the depot along the walk (p + , 1). This initial segment of the tour is called the first pre-loading segment. If p = n + 1, then PL1(n + 1) = ∅ and the first pre-loading option is not used. Next, the vehicle follows the walk (1 + demand could not been served at the first visit because object r(j) is not available on the vehicle. The vehicle then continues clockwise, while loading supplies but without satisfying demands until it reaches a vertex k, q < j < k < p, where the current cumulative load on the vehicle, inclusive object s(k), is sufficient to satisfy the demands of all vertices on the walk (j + , k). In such a case the vehicle follows the loop that consists of the walks (k − , j) and (j + attached to it at vertex 1 is the middle part of L(p, q) that consists of the edges covered by the positive ring that starts at 1, and thereafter attached to it at 1, is the last part of L(p, q), the part that is associated with the edges covered by the walk , q) . Fix the initial vertex a = 1, and the terminal vertex is b = n + 1. The supply (demand) s(y) (r(y)) for vertex y on the circle is assigned to a single vertex on L(p, q) as follows: if y ∈ {p, . . . , n}, then s(y) (r(y)) is assigned to vertex y ′ (y) in the left (middle) part of L(p, q). If y ∈ {1, . . . , q} then s(y) (r(y)) is assigned to vertex y (y ′ ) in the middle (last) part of L(p, q). If y ∈ {q + 1, . . . , p − 1} then s(y) and r(y) are assigned as the supply and demand of vertex y in the middle part of L(p, q). All other supplies and demands of vertices in V (p, q) are set to 0, i.e., the null object. Thus, in the USP on L(p, q) the total supply equals the total demand, for each object in S −0 , and it is exactly the same as on the original problem on the circle. See Fig. 5 
