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Tato pra´ce popisuje na´vrh a implementaci simula´toru celula´rn´ıch automat˚u. Pra´ce je rozdeˇ-
lena na trˇi te´maticke´ celky. Prvn´ı cˇa´st obsahuje popis jednotlivy´ch druh˚u celula´rn´ıch au-
tomat˚u a jejich pouzˇit´ı. Na´sleduje cˇa´st, ve ktere´ je uveden na´vrh simula´toru celula´rn´ıch
automat˚u. V posledn´ı cˇa´sti je uveden postup implementace a sada testovac´ıch a uka´zkovy´ch
prˇ´ıklad˚u.
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Abstract
This work describes concept and implementation of cellular automata simulator. It is re-
solved into three thematic parts. First part is devoted to describe many kinds of cellular
automata.In second part is concept of simulator. Thirt part contains procedure of imple-
mentation and some test and exemplary models.
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Tato pra´ce vznikla jako sˇkoln´ı d´ılo na Vysoke´m ucˇen´ı technicke´m v Brneˇ, Fakulteˇ in-
formacˇn´ıch technologi´ı. Pra´ce je chra´neˇna autorsky´m za´konem a jej´ı uzˇit´ı bez udeˇlen´ı opra´v-
neˇn´ı autorem je neza´konne´, s vy´jimkou za´konem definovany´ch prˇ´ıpad˚u.
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Celula´rn´ı automaty(da´le te´zˇ CA) tvorˇ´ı podstatnou cˇa´st informacˇn´ıch technologi´ı. Jejich
vznik a vy´voj znamenal vy´znamny´ krok doprˇedu na celou informatickou oblast naprˇ´ıcˇ vsˇemi
jej´ımi obory. CA nasˇly uplatneˇn´ı v grafice, kde poma´haj´ı vykreslovat na´rocˇne´ sce´ny cˇi
v oblasti hardwaru, kde se vyuzˇ´ıvaj´ı v aplikac´ıch spolecˇneˇ s geneticky´mi algoritmy. Jednou
z jejich nejvy´znamneˇjˇs´ı oblast´ı je vsˇak pouzˇit´ı prˇi modelova´n´ı a simulac´ıch. CA totizˇ dovoluj´ı
nahle´dnout jak do mikroskopicky´ch tak makroskopicky´ch cˇa´st´ı rea´lne´ho sveˇta a rovneˇzˇ
dovoluj´ı nahl´ızˇet na samotnou podstatu proble´mu.
Pro pochopen´ı a na´sledne´ vyuzˇ´ıva´n´ı celula´rn´ıch automat˚u je vsˇak vhodne´ mı´t od-
pov´ıdaj´ıc´ı simula´tor, s jehozˇ pomoc´ı p˚ujde modely vytva´rˇet, upravovat a na´sledneˇ simulo-
vat. Tato pra´ce se zaby´va´ na´vrhem a implementac´ı takove´ho simula´toru. Rozeb´ıra´ veˇtsˇinu
proble´mu˚, ktere´ se beˇhem tvorby aplikace vyskytuj´ı a snazˇ´ı se naj´ıt neˇkolik mozˇny´ch rˇesˇen´ı
a z nich vybrat to nejvhodneˇjˇs´ı, ktere´ bylo nakonec pouzˇito.
Pra´ce je rozdeˇlena na trˇi te´maticke´ celky. Prvn´ı cˇa´st obsahuje popis jednotlivy´ch druh˚u
celula´rn´ıch automat˚u a jejich pouzˇit´ı. Na´sleduje cˇa´st, ve ktere´ je uveden na´vrh simula´toru





Tato kapitola se veˇnuje vzniku a na´sledny´m historicky´m vy´vojem CA. Rovneˇzˇ ukazuje
za´kladn´ı motivaci k tomu, procˇ bychom se meˇli vlastneˇ CA zaby´vat. Da´le se v te´to kapitole
nacha´z´ı definice CA a rozdeˇlen´ı automat˚u do skupin, podle nichzˇ se rozliˇsuj´ı. Informace a
skutecˇnosti uvedene´ v te´to kapitole jsem z´ıskal prˇedevsˇ´ım z [5, 2].
2.1 Historie
Historie celula´rn´ıch automat˚u se datuje do cˇtyrˇica´ty´ch let 20. stolet´ı, kdy prˇiˇsel John von
Neumann s mysˇlenkou vytvorˇit stroj, ktery´ bude schopen rˇesˇit slozˇite´ komplexn´ı proble´my.
Jeho inspirac´ı byl mozek, ktery´ je schopen mechanizmu˚ jako sebekontrola a sebeopravova´n´ı.
Tehdy prˇiˇsel s mysˇlenkou definovat zˇivot jako logicky´ proces. Jedn´ım z hlavn´ıch Von Neu-
mannovy´ch c´ıl˚u bylo vytvorˇit syste´m, ktery´ bude dostatecˇneˇ komplikovany´, aby byl schopen
sebereprodukce, cˇili vytvorˇen´ı sve´ vlastn´ı kopie.
S mozˇny´m rˇesˇen´ım tohoto proble´mu mu pomohl matematik Stanislaw Ulam, ktery´ nalezl
inspiraci v prˇ´ırodeˇ. Kazˇdy´ organismus nebo syste´m ve vesmı´ru je totizˇ slozˇen z urcˇite´ho
pocˇtu diskre´tn´ıch stavebn´ıch prvk˚u, jaky´mi jsou naprˇ´ıklad molekuly, bunˇky, nebo nizˇsˇ´ı
organizmy. Kazˇdy´ tento prvek je charakterizova´n svy´m vnitrˇ´ım stavem, ktery´ by´va´ veˇtsˇinou
vymezen v konecˇne´m pocˇtu dosa´hnutelny´ch stav˚u(nabity´, nenabity´, zˇivy´, mrtvy´,. . . ).
Von Neumann tedy navrhnul syste´m jako soustavu jednotlivy´ch buneˇk v diskre´tn´ıch
cˇasovy´ch kroc´ıch, ktere´ funguj´ı jako velmi jednoduche´ automaty, jenzˇ doka´zˇou vypocˇ´ıtat
sv˚uj na´sleduj´ıc´ı stav. Tento vy´pocˇet se rˇ´ıd´ı podle jednoduchy´ch pravidel, je totozˇny´ pro
vsˇechny bunˇky v syste´mu a jedna´ se de facto o funkci, ktera´ ma´ za vstup nejen stav dane´
bunˇky v diskre´tn´ım cˇase ale i stavy okoln´ıch buneˇk. Vy´stupem takove´to funkce je hodnota
bunˇky v na´sleduj´ıc´ım kroku, cˇili jej´ı dalˇs´ı vy´vojovy´ stupenˇ. Takove´to syste´my byly nazva´ny
jako celula´rn´ı cˇi buneˇcˇne´ automaty.
2.2 Prvn´ı u´speˇchy
Prvn´ı sebereprodukcˇn´ı celula´rn´ı automat navrzˇen von Neumannem byl tvorˇen dvoudimen-
ziona´ln´ı plochou se cˇtvercovy´mi bunˇkami. Kazˇda´ z teˇchto buneˇk mohla dosa´hnout jednoho
z 29 stav˚u. Pro evolucˇn´ı pravidla byla vyuzˇita hodnota bunˇky spolu s okol´ım bunˇky dany´m
cˇtyrˇmi sveˇtovy´mi stranami: sever, jih, vy´chod, za´pad. Tento automat byl schopen posloup-
nost´ı instrukc´ı vytvorˇit svou vlastn´ı kopii, ktera´ byla schopna tohote´zˇ. T´ım se podarˇilo
postavit prvn´ı stroj, ktery´ byl schopen vytvorˇit jiny´ stroj stejne´ u´rovneˇ komplexity, cozˇ
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bylo velmi zaj´ımave´, protozˇe do te´ doby se ocˇeka´valo, zˇe stroj mu˚zˇe vytvorˇit jiny´ objekt
pouze na mensˇ´ı u´rovni komplexity, nezˇ je on sa´m. Von Neumannovi se podarˇilo t´ımto uka´zat,
jaky´ druh komplexity sebereprodukcˇn´ı stroj potrˇebuje. Pozdeˇji se podarˇilo sebereprodukcˇn´ı
automat zjednodusˇit pouze na vyuzˇ´ıva´n´ı osmi stav˚u.
Spolu se sebereprodukc´ı vznikaly ota´zky, zda se mohou automaty vyv´ıjet pomoc´ı Darwi-
novy teorie evoluce. Byly proto vytva´rˇeny automaty, ktere´ z jednoduchy´ch pravidel vytva´rˇely
slozˇite´ a komplexn´ı struktury, ktere´ dokonce jevily jiste´ zna´mky ”zˇivota“. Snad i proto na-
vrhnul v roce 1970 matematik John Conway hru ”Life“, ktera´ se stala asi neju´speˇsˇneˇjˇs´ı a
nejzna´meˇjˇs´ı uka´zkou celula´rn´ıho automatu.
Jeho motivac´ı bylo vymyslet jednoducha´ pravidla, ktera´ budou slouzˇit k ovla´da´n´ı slozˇi-
ty´ch a komplexn´ıch syste´mu˚. Automat tvorˇ´ı velka´ plocha podobaj´ıc´ı se sˇachovnici s bunˇkami,
ktere´ naby´vaj´ı dvou hodnot: zˇiva´ nebo mrtva´(1 nebo 0). Da´le pak automat obsahuje
opravdu jednoducha´ pravidla: pokud jsou v okol´ı mrtve´ bunˇky trˇi zˇive´ bunˇky, ozˇije; jsou-li
v okol´ı dveˇ zˇive´ bunˇky, bunˇka si ponecha´va´ svou hodnotu a nakonec ma´-li zˇiva´ bunˇka jiny´
pocˇet okoln´ıch zˇivy´ch buneˇk, umı´ra´. Jako okol´ı bunˇky se berou bunˇky v nejblizˇsˇ´ım okol´ı, cˇili
sever, jih, vy´chod, za´pad a druhe´ nejblizˇsˇ´ı bunˇky tj. nejblizˇsˇ´ı bunˇky po obou diagona´la´ch.
Zkouma´n´ım bylo objeveno, zˇe rozlicˇne´ pocˇa´tecˇn´ı konfigurace buneˇk na plosˇe umozˇnˇuj´ı
vytva´rˇen´ı i velmi slozˇity´ch struktur, ktera´ se nekontrolovatelneˇ rozr˚ustaj´ı nebo miz´ı. Conway
z pocˇa´tku odhadoval, zˇe zˇa´dna´ konfigurace nemu˚zˇe r˚ust do nekonecˇna. V pr˚ubeˇhu cˇasu vsˇak
byly objeveny i konfigurace, ktere´ se takto rozr˚ustaj´ı. Ty byly nazva´ny jako Slider guns
neboli kluza´kove´ deˇla.
Beˇhem pokus˚u s hrou Life bylo zjiˇsteˇno a doka´za´no, zˇe je co se ty´cˇe vy´pocˇetn´ı s´ıly, ekvi-
valentn´ı Turingovu stroji. Cˇili jaky´koliv vy´pocˇet, jenzˇ lze prove´st na jake´mkoliv Turingoveˇ
stroji, lze prove´st i pomoc´ı hry Life. Hra Life se dodnes pouzˇ´ıva´ pro simulace neˇktery´ch
komplexn´ıch proble´mu˚.
2.3 Za´kladn´ı motivace
Celkovou schopnost vyuzˇit´ı celula´rn´ıch automat˚u pro studova´n´ı a modelova´n´ı komplexn´ıch
syste´mu˚ a fyzika´ln´ıch jev˚u shrnuli Tommaso Toffoli a Norman Margolus z MIT:
”Celula´rn´ı automaty jsou stylizovane´ synteticke´ vesmı´ry, definovane´ jednoduchy´mi
pravidly, dosti podobne´ deskovy´m hra´m. Maj´ı svou vlastn´ı formu hmoty, ktera´
se slozˇiteˇ pohybuje ve sve´m vlastn´ım prostoru a cˇase. Lze jich vymyslet ohromne´
mnozˇstv´ı. Lze je skutecˇneˇ realizovat a pozorovat, jak se vyv´ıjej´ı.“[5]
Toffoli a Margolus se zaby´vali analogi´ı mezi teori´ı informatiky a fyzika´ln´ımi za´kony. Prˇiˇsli
na to, zˇe celula´rn´ı automaty jsou vhodny´ prostrˇedek pro modelova´n´ı fyzika´ln´ıch jev˚u, ktere´
by se jinak modelovaly velmi obt´ızˇneˇ.
2.3.1 Dynamika tekutin
Modelova´n´ı dynamiky tekutin je jedn´ım z typicky´ch prˇ´ıpad˚u vyuzˇit´ı celula´rn´ıch automat˚u
prˇi modelova´n´ı. Drˇ´ıveˇjˇs´ı metody vyuzˇ´ıvaly prˇeva´zˇneˇ Navierovy´ch–Stokesovy´ch rovnic, ktere´
se d´ıvaly na proble´m prˇ´ıliˇs obecneˇ. Dalˇs´ı mozˇnost´ı je d´ıvat se na kapalinu z molekula´rn´ıho
hlediska, avsˇak vzhledem k pocˇtu molekul v objemove´ jednotce kapaliny je tato varianta
te´meˇrˇ vy´pocˇetneˇ nekonecˇna´. Celula´rn´ı automaty nab´ızej´ı prˇi pohledu na kapalinu optima´ln´ı
kompromis.
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Kapalina je totizˇ cha´pa´na jako soubory jednotlivy´ch cˇa´stic, ktere´ se pohybuj´ı po sy-
metricke´ mrˇ´ızˇce a rˇ´ıd´ı se fyzika´ln´ımi za´kony, kdy se prˇi sra´zˇce cˇa´stic zachova´va´ energie a
hybnost. Bylo doka´za´no, zˇe takove´to modely s mrˇ´ızˇovy´m plynem jsou skutecˇneˇ aproximac´ı
Navierovy´ch–Stokesovy´ch rovnic. V mnoha prˇ´ıpadech tak z´ıska´va´me skutecˇneˇ realisticˇteˇjˇs´ı
vy´sledky. Celula´rn´ıch automat˚u se vyuzˇ´ıva´ naprˇ´ıklad prˇi modelova´n´ı smeˇs´ı ropy a vody,
prosakova´n´ı ropy va´pencovy´mi a p´ıskovcovy´mi horninami, vy´pocˇtech lamina´rn´ıho proudeˇn´ı,
turbulenc´ı a mnoha dalˇs´ıch jev˚u v kapalina´ch.
2.3.2 Wolframovy trˇ´ıdy 1D automat˚u
Stephen Wolfram je matematikem a fyzikem, ktere´mu jednorozmeˇrne´ celula´rn´ı automaty
poskytly prostrˇed´ı pro studium vzniku komplexity. Zaj´ımal se prˇedevsˇ´ım o d˚usledek loka´ln´ıch
pravidel na globa´ln´ı syste´m. Sˇlo o to, zˇe na na´hodne´ usporˇa´da´n´ı buneˇk byla aplikova´na
urcˇita´ loka´ln´ı pravidla a zkoumalo se, jak se bude automat vyv´ıjet v cˇase. Vy´sledkem je
rozdeˇlen´ı pravidel do cˇtyrˇ skupin:
1. automaty s teˇmito pravidly dospeˇly po neˇkolika kroc´ıch do stavu, kdy se rˇa´dek bud’
u´plneˇ vypra´zdnil nebo u´plneˇ zaplnil
2. automaty s teˇmito pravidly se dostaly do stabiln´ıho stavu, kdy se jejich vy´stup po
neˇkolika kroc´ıch periodicky opakoval a jizˇ se nemeˇnil
3. tato pravidla zp˚usobila to, zˇe se automat da´val za vy´stupy chaoticke´ stavy, cˇili nebyla
videˇt zˇa´dna´ perioda ani syste´m ve vy´stupech
4. v te´to skupineˇ pravidel se na vy´stupu automatu nepravidelneˇ objevuj´ı a miz´ı neˇktere´
periodicke´ obrazce
V tomto ohledu je zajiste´ nejzaj´ımaveˇjˇs´ı skupina 4 do n´ızˇ patrˇ´ı i hra Life.
2.3.3 Hardwarove´ vyuzˇit´ı CA
Je-li Turing˚uv stroj paradigmatem pro se´riove´ vy´pocˇty, pak se lze d´ıvat na celula´rn´ı auto-
mat jako paradigma paraleln´ıch vy´pocˇt˚u. Te´to teze si vsˇimli neˇkterˇ´ı veˇdci jizˇ v 50. letech
minule´ho stolet´ı a stala se jim inspirac´ı pro vy´voj mnohem rychlejˇs´ıho a efektivneˇjˇs´ıho
hardwaru. Margolus spolecˇneˇ s Toffolim zacˇli vyv´ıjet prvn´ı paraleln´ı pocˇ´ıtacˇ CAM (Cellu-
lar Automata Machine), na ktere´m beˇzˇela simulace celula´rn´ıho automatu mnohem rychleji
nezˇ na tehdejˇs´ım superpocˇ´ıtacˇi Cray.
V posledn´ı dobeˇ jizˇ existuje pocˇ´ıtacˇ CAM–8, ktery´ je integrova´n jako za´suvna´ karta do
pocˇ´ıtacˇe. Pa´r teˇchto karet doka´zˇe spolehliveˇ prˇedstihnout superpocˇ´ıtacˇ a jsou na nich mo-
delova´ny jevy, jako vyparˇova´n´ı kapky, lesn´ı pozˇa´ry, nebo ste´ka´n´ı kapky po r˚uzny´ch typech
povrchu. Dnes se vsˇak jako nejvhodneˇjˇs´ı hardware pro implementaci celula´rn´ıch automat˚u
ukazuje FPGA (Field Programmable Gate Array), cˇili elektricky´m polem programovatelne´
hradlove´ pole. Takovy´chto obvod˚u se vyuzˇ´ıva´ pro evoluci genomu˚, cˇili pro modelova´n´ı zˇivy´ch
organismu˚, ktere´ slouzˇ´ı jako inspirace pro geneticke´ algoritmy(blizˇsˇ´ı informace viz [3]).
2.3.4 Prakticke´ vyuzˇit´ı CA
Celula´rn´ı automaty se uka´zaly jako silny´ prostrˇedek pro modelova´n´ı rozlicˇny´ch fyzika´ln´ıch
jev˚u. Dı´ky tomu se objevuj´ı hodneˇ v oblastech rea´lne´ho zˇivota. By´vaj´ı naprˇ´ıklad vyuzˇ´ıva´ny
ve stavebnictv´ı, kde se pomoc´ı nich modeluj´ı hydratace cementu a t´ım se vytva´rˇej´ı nove´ a
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lepsˇ´ı hydratacˇn´ı smeˇsi. Tyto smeˇsi zajiˇst’uj´ı spra´vnou mikroskopickou strukturu betonu a
t´ım dosahuj´ı betony velmi dobry´ch mechanicky´ch vlastnost´ı. Da´le je pomoc´ı CA modelova´no
tuhnut´ı cementu a t´ım se zajiˇst’uje, aby cement vytvrdnul tam, kde ma´. Uplatneˇn´ı nacha´z´ı
i v metalurgii, kdy napoma´ha´ naj´ıt lepsˇ´ı technologie zˇ´ıha´n´ı materia´lu.
CA nenacha´zej´ı uplatneˇn´ı jen v mikroskopicky´ch oblastech, ale lze je uplatnit trˇeba prˇi
modelova´n´ı dopravy, kde se jejich pomoc´ı modeluj´ı dopravn´ı za´cpy, krˇizˇovatky, hledaj´ı se
optima´ln´ı cesty a rychlosti aj. Svou roli nasˇly CA i v kryptografii, modelova´n´ı sˇ´ıˇren´ı(pozˇa´ru,
znecˇiˇsteˇn´ı, nemoci,. . . ) a mnoha jiny´ch oblastech. Blizˇsˇ´ı informace je mozˇne´ nale´zt v [2].
2.4 Definice CA
Celula´rn´ı automat [1] je da´n:
• pravidelnou s´ıt´ı buneˇk pokry´vaj´ıc´ı cˇa´st d–dimenziona´ln´ıho prostoru, anglicky lattice
• sadou Φ(~r, t) = {Φ1(~r, t),Φ2(~r, t), . . . ,Φm(~r, t)} stav˚u, ktere´ mohou naby´vat hodnot
z oboru rea´lny´ch cˇ´ısel, popisuj´ıc´ı pro kazˇde´ mı´sto ~r v s´ıti jeho loka´ln´ı stav v cˇase
t = 0, 1, 2, . . .
• pravidly (rules) R = {R1, R2, . . . , Rm}, ktera´ specifikuj´ı vy´voj stav˚u Φ(~r, t) na´sledu-
j´ıc´ım zp˚usobem
Φj(~r, t) = Rj
(
Φ(~r, t),Φ(~r + ~δ1, t),Φ(~r + ~δ2, t), . . . ,Φ(~r + ~δq, t)
)
kde ~r+~δk popisuje okol´ı bunˇky ~r. Pravidla by´vaj´ı te´zˇ nazy´va´na loka´ln´ımi prˇechodovy´mi
funkcemi.
• samotny´m okol´ım bunˇky (neighborhood)
Pro celula´rn´ı automat jsou typicke´ na´sleduj´ıc´ı trˇi vlastnosti:
1. paralelizmus – vsˇechny bunˇky jsou zpracova´va´ny v jeden cˇasovy´ okamzˇik
2. loka´lnost – pro kazˇdou bunˇku je d˚ulezˇity´ pouze jej´ı vlastn´ı stav a stavy buneˇk v jej´ım
okol´ı
3. homogenita – na vsˇechny bunˇky jsou aplikova´na stejna´ pravidla pro vy´voj na´sledu-
j´ıc´ıch stav˚u
2.5 Druhy prostrˇed´ı a okol´ı
Jak jizˇ bylo zmı´neˇno, pro CA je typicka´ loka´lnost. Pro kazˇdy´ typ u´lohy rˇesˇene´ pomoc´ı CA
se vsˇak mu˚zˇe hodit jina´ strukruta mrˇ´ızˇky oddeˇluj´ıc´ı bunˇky a pro kazˇdou u´lohu mu˚zˇe by´t
typicke´ urcˇite´ okol´ı buneˇk, ktere´ se bude vyhodnocovat v prˇechodovy´ch funkc´ıch. Nicme´neˇ
existuje neˇkolik standardn´ıch typ˚u struktur prostrˇed´ı i okol´ı.
Co se ty´cˇe struktur mrˇ´ızˇky za´lezˇ´ı samozrˇejmeˇ na dimenzi prostoru. U 1D automat˚u je
samozrˇejmost´ı pouzˇ´ıvan´ı jedne´ linie buneˇk zobrazovany´ch pomoc´ı cˇtverc˚u, u 3D automat˚u
je prostor pravidelneˇ rozdeˇlen na rovnomeˇrne´ krychle. U 2D automat˚u se vsˇak objevuje v´ıce
alternativ reprezentace plochy.
Dvourozmeˇrnou plochu jde beze zbytku rozdeˇlit pouze pomoc´ı pravidelny´ch troju´heln´ık˚u,
cˇtverc˚u cˇi pravidelny´ch sˇestiu´heln´ık˚u. Zejme´na se pouzˇ´ıvaj´ı posledn´ı dva jmenovane´, cˇili
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cˇtverce a sˇestiu´heln´ıky. Kazˇda´ tato reprezentace ma´ sve´ vy´hody i nevy´hody. Cˇtvercova´ plo-
cha ma´ podstatneˇ jednodusˇsˇ´ı syste´m sourˇadnic a lze tedy kazˇdou bunˇkou jednodusˇe popsat
sourˇadnic´ı x a y. Sˇestiu´heln´ıkova´ plocha se vyznacˇuje t´ım, zˇe strˇedy sousedn´ıch buneˇk jsou
navza´jem stejneˇ vzda´lene´. Nav´ıc jsou sˇestiu´heln´ıkove´ bunˇky svy´m tvarem bl´ızˇ skutecˇny´m
organizmu˚m, ktere´ maj´ı cˇasto pra´veˇ tento tvar. Prˇi na´vrhu modelu, je tud´ızˇ nutne´ prˇemy´sˇlet
nad teˇmito skutecˇnostmi.
Oblast okol´ı buneˇk je neme´neˇ rozmanita´. Rovneˇzˇ existuje neˇkolik typicky´ch okol´ı, ktera´
jsou mnohdy pouzˇ´ıva´na. Co se ty´cˇe 1D automat˚u, tak je bezesporu nejpouzˇ´ıvaneˇjˇs´ım
radia´ln´ı okol´ı, cˇili kolem bunˇky je bra´no okol´ı s polomeˇrem r na levou i pravou stranu.
V mnoha prˇ´ıpadech je r = 1, cozˇ pouzˇil ve sve´ pra´ci i Stephen Wolfram.
U 2D automat˚u jsou nejtypicˇteˇjˇs´ımi okol´ımi prˇi cˇtvercove´m usporˇa´da´n´ı okol´ı von Neu-
manovo, Moorovo a Margolusovo(je mozˇne´ videˇt na obr.2.1). Zde je nejcˇasteˇji pouzˇ´ıva´no
von Neumanovo okol´ı, protozˇe poskytuje analogii s geograficky´mi smeˇry, jaky´mi jsou sever,
jih, vy´chod a za´pad. Moorovo okol´ı vzniklo tak, zˇe byly k von Neumanovu prˇida´ny jesˇteˇ
smeˇry po obou diagona´la´ch, tedy severo–vy´chod, jiho–vy´chod, jiho–za´pad a severo–za´pad.
Toto okol´ı uzˇ popisuje vsˇechny bunˇky v okol´ı ktere´ se doty´kaj´ı zkoumane´ bunˇky.
Ne vzˇdy na´m vsˇak postacˇuje pouze nejblizˇsˇ´ı okol´ı. V takovy´chto prˇ´ıpadech na´m slouzˇ´ı
obdoba radia´ln´ıho okol´ı, ktere´mu se rˇ´ıka´ rozsˇ´ıˇrene´ Moorovo okol´ı(extended Moore neighbor-
hood), kdy je polomeˇr r veˇtsˇ´ı nezˇ 1.
Dalˇs´ım zaj´ımavy´m okol´ım je Margolusovo. De facto se nejedna´ o okol´ı neˇjake´ bunˇky, jak
ho zna´me, ale o to, zˇe plocha je rozdeˇlena na cˇtverce o velikosti 2 x 2 bunˇky. Tyto cˇtverce se
vza´jemneˇ prˇekry´vaj´ı. Tohoto okol´ı lze vy´hodneˇ pouzˇ´ıt trˇeba prˇi modelova´n´ı sypa´n´ı p´ısku,
cˇi obte´ka´n´ı neˇjake´ prˇeka´zˇky.
V mnoha prˇ´ıpadech vsˇak potrˇebujeme jine´, naprosto specificke´ okol´ı, proto je vhodne´
si jej navrhnout. Ma´me-li naprˇ´ıklad model cesty, kdy bunˇky prˇedstavuj´ı auta, zaj´ıma´ na´s
prˇedevsˇ´ım dlouhy´ u´zky´ pa´s prˇed na´mi, ktery´ prˇedstavuje viditelnou cestu a kra´tky´ u´sek za
na´mi, jenzˇ tvorˇ´ı pohled do zpeˇtne´ho zrca´tka.
(A)
(B) (C) (D) (E)
Obra´zek 2.1: (A)–radia´ln´ı okol´ı u 1D automatu s r = 1; (B)–von Neumanovo okol´ı; (C)–
Moorovo okol´ı s r = 1; (D)–Margolusovo okol´ı; (E)–sˇestiokol´ı u sˇestiu´heln´ıkove´ mrˇ´ızˇky
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2.6 Typy pravidel pro CA
Pravidla, podle ktery´ch se rˇ´ıd´ı vy´voj buneˇk v cˇase jsou nejd˚ulezˇiteˇjˇs´ım prvkem CA. Ony
samy popisuj´ı chova´n´ı syste´mu nebo modelu. Samotna´ pravidla jsou takte´zˇ rozdeˇlena do
neˇkolika trˇ´ıd podle jejich charakteristiky. Za´kladn´ım rozdeˇlen´ım je rozdeˇlen´ı na determinis-
ticka´ a pravdeˇpodobnostn´ı pravidla. Podle teˇchto pravidel jsou rozdeˇleny i automaty, tedy
na deterministicke´ a pravdeˇpodobnostn´ı automaty. Trˇ´ıdeˇ deterministicky´ch automat˚u,cˇili
teˇm CA, u ktery´ch je na´sleduj´ıc´ı stav odvozen ze stav˚u prˇedchoz´ıch, se budu veˇnovat pozdeˇji.
2.6.1 Pravdeˇpodobnostn´ı pravidla a automaty
Jak jizˇ na´zev pravdeˇpodobnostn´ı pravidla napov´ıda´, bude se v teˇchto pravidlech pracovat
s pravdeˇpodobnost´ı. V takovy´chto pravidlech se zmeˇna stavu bunˇky nemus´ı rˇ´ıdit stavem
jej´ıho okol´ı, ale mu˚zˇe se trˇeba vybrat na´hodneˇ jeden z mozˇny´ch stav˚u s pravdeˇpodobnost´ı
p. V jiny´ch prˇ´ıpadech mu˚zˇe trˇeba pravdeˇpodobnost potlacˇit proveden´ı rˇa´dne´ho pravidla a
bunˇka z˚ustane v p˚uvodn´ım stavu.
Takto staveˇna´ pravidla vna´sˇej´ı do nasˇeho modelu notnou da´vku komplexity, protozˇe
t´ım mohou by´t simulova´ny r˚uzne´ prˇ´ırodn´ı abnormality jako ”za´sah vysˇsˇ´ı moci“, gene-
ticka´ mutace aj. Typicky´m prˇ´ıkladem vyuzˇit´ı pravdeˇpodobnostn´ıch pravidel budizˇ mo-
del horˇ´ıc´ıho lesa. Zde jsou pravidla pro sˇ´ıˇren´ı ohneˇ mezi stromy, da´le se ze spa´lene´ zemeˇ
s pravdeˇpodobnost´ı p rod´ı nove´ stromy, ale s pravdeˇpodobnost´ı f zacˇ´ınaj´ı zdrave´ stromy
horˇet(za´sah bleskem, neopatrn´ı trampove´, . . . ).
V tomto modelu se zejme´na sleduje pomeˇr f/p, ktery´ uda´va´, jak se bude schopen
les sa´m vyporˇa´dat s pozˇa´rem. Tento model sˇ´ıˇren´ı pozˇa´ru lze r˚uzneˇ modifikovat naprˇ´ıklad
prˇida´n´ım pravidla, zˇe strom se od okoln´ıch stromu˚ zapa´l´ı pouze s pravdeˇpodobnost´ı 1− q,
kde pravdeˇpodobnost q mu˚zˇe urcˇovat naprˇ´ıklad odolnost neˇktery´ch druh˚u stromu˚ v˚ucˇi
zapa´len´ı. Dokonce mu˚zˇe by´t tato pravdeˇpodobnost i jine´ pravdeˇpodobnosti modifikova´ny
funkcemi uda´vaj´ıc´ımi dalˇs´ı faktory urcˇuj´ıc´ı meteorologicke´ podmı´nky, za´sah cˇloveˇka aj.
Vid´ıme tedy, zˇe pouhy´m prˇida´n´ım neˇkolika jev˚u s urcˇitou pravdeˇpodobnost´ı se z jed-
noduche´ho modelu stal pomeˇrneˇ komplexn´ı model, ktery´ jizˇ lze prohla´sit za odpov´ıdaj´ıc´ı
model skutecˇne´ho sveˇta. T´ımto modelem je mozˇne´ trˇeba simulovat opravdove´ lesn´ı pozˇa´ry
a navrhovat tvary a slozˇen´ı lesa, u ktery´ch je nejveˇtsˇ´ı sˇance sebesha´sˇen´ı. Lze prohla´sit, zˇe
pravdeˇpodobnost vna´sˇ´ı do modelu cˇa´st rea´lne´ho sveˇta.
2.6.2 Totalisticka´ pravidla a automaty
Tato pravidla by se dala oznacˇit take´ jako suma´rn´ı. Principem teˇchto pravidel je pr˚uzkum
okol´ı, prˇi neˇmzˇ se spocˇ´ıta´na´ suma hodnot okol´ı nebo nebo pocˇet vy´skyt˚u neˇktery´ch hodnot.
Z te´to sumy jsou pak vyvozova´ny d˚usledky pro vy´voj bunˇky.
Mezi takove´to automaty lze zarˇadit i vy´sˇe zmı´neˇnou hru Life, kde se vy´voj bunˇky
rozhoduje podle pocˇtu zˇivy´ch nebo mrtvy´ch buneˇk v okol´ı. Vyuzˇ´ıt´ı sumy okoln´ıch buneˇk
mu˚zˇe by´t vyuzˇito trˇeba i u modelu sˇ´ıˇren´ı teploty. Bunˇka si mu˚zˇe vypocˇ´ıtat pr˚umeˇrnou
teplotu okol´ı a podle sve´ aktua´ln´ı teploty, vlastnost´ı materia´lu a samozrˇejmeˇ termicky´ch
za´kon˚u, prove´st prˇ´ır˚ustek nebo u´bytek sve´ vlastn´ı teploty tak, aby se snazˇila o vyrovna´n´ı
teplot.
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2.6.3 Reverzibiln´ı pravidla a automaty
Reverzibilita je velmi zvla´sˇtn´ı vlastnost u reverzibiln´ıch automat˚u. Reverzibilita rˇ´ıka´, zˇe
informace se nemu˚zˇe v uzavrˇene´m syste´mu objevit, ale nemu˚zˇe se ani sama vytratit. Podle
[2] se jedna´ o takzvany´ za´kon zachova´n´ı informace. U CA tato vlastnost rˇ´ıka´, zˇe z kazˇde´ho
stavu v cˇase t, ve ktere´m se automat mu˚zˇe nacha´zet, mus´ı j´ıt zjistit stav, ve ktere´m se
automat nacha´zel v cˇase t− 1.
U nereverzibiln´ıch automat˚u veˇtsˇinou plat´ı, zˇe se syste´m po urcˇite´ dobeˇ zacykl´ı a zacˇne
oscilovat. U reverzibiln´ıch automat˚u ale reverzibilita zarucˇuje, zˇe syste´m se tak snadno
do oscilace nedostane. Aby se dostal do neˇjake´ho stavu, ve ktere´m se jizˇ nacha´zel, mus´ı
za´rovenˇ proj´ıt stavem, ze ktere´ho zacˇ´ınal. Toto zarucˇuje, zˇe reverzibiln´ı automat bude mı´t
dostatecˇneˇ velkou smycˇku a tedy i cˇas pro evoluci.
Chceme-li tedy zkoumat model, u neˇhozˇ prˇedpokla´da´me dostatecˇneˇ dlouhy´ cˇas simulace,
je vhodne´ pro to pouzˇ´ıt pra´veˇ automat s reverzibiln´ımi pravidly. Pro reverzibiln´ı automaty
se prˇeva´zˇneˇ vyuzˇ´ıva´ Margolusovo okol´ı. Pravidla mus´ı by´t navrzˇena´ tak, aby se prˇi prˇechodu
do na´sleduj´ıc´ıho stavu nemeˇnil pocˇet buneˇk. T´ım lze zarucˇit, zˇe informace nebudou ztra-
ceny. Jsou–li nav´ıc reverzibiln´ı pravidla, je reverzibiln´ı i cely´ automat. Teˇchto reverzibiln´ıch
automat˚u lze vyuzˇ´ıt naprˇ´ıklad prˇi simulaci sˇ´ıˇren´ı ra´zove´ vlny.
2.6.4 Wolframova pravidla
Stephen Wolfram se beˇhem sve´ho zkouma´n´ı zameˇrˇil na jednorozmeˇrne´ automaty. Pouzˇ´ıval
radia´ln´ı okol´ı a pouze dveˇ hodnoty buneˇk a to 1 a 0. Hodnota bunˇky spolecˇneˇ se svy´m okol´ım
tak mu˚zˇou tvorˇit osm mozˇny´ch kombinac´ı. Bereme-li definici pravidel jako informaci, ktera´
uda´va´ vy´stup dane´ konfigurace bunˇky a jej´ıho okol´ı, z´ıska´me t´ım 28 tedy 256 mozˇny´ch
pravidel. Z tohoto d˚uvodu se vsˇechna tato pravidla ocˇ´ıslovala od 0 do 255. Objev´ı-li se na´m
naprˇ´ıklad pravidlo 40, znamena´ to rozlozˇen´ı 4010 = 001010002. Tato pravidla byla posle´ze
aplikova´na na na´hodne´ pocˇa´tecˇn´ı rozlozˇen´ı automatu a byl zkouma´n jejich vy´vin v cˇase.
Experimenta´lneˇ tak byla pravidla rozdeˇlena do vy´sˇe zmı´neˇny´ch cˇtyrˇ skupin automat˚u. Blizˇsˇ´ı
vy´stupy a chova´n´ı jednotlivy´ch pravidel lze nale´z v [6].
2.6.5 Dalˇs´ı pravidla
CA poskytuj´ı velke´ pole pro neprˇeberne´ mnozˇstv´ı r˚uzny´ch pravidel. Velmi cˇasto vypa-
daj´ı pravidla jako funkce, ktere´ prova´d´ı z okol´ı bunˇky vy´pocˇet pomoc´ı matematicky´ch
opera´tor˚u nebo jiny´ch matematicky´ch funkc´ı(sin(), cos(),min,max, . . . ). Ma´me–li bunˇky
jenom s bina´rn´ımi hodnotami, velmi cˇasto se pouzˇ´ıvaj´ı opera´tory Booleovy algebry(AND,
OR, XOR,. . . ). Dalˇs´ı mozˇnost´ı jak staveˇt pravidla je ta, kdy se bunˇka bude podle sve´
aktua´ln´ı hodnoty d´ıvat v dane´m smeˇru a na urcˇite´ho souseda. Teˇchto pravidel se vyuzˇ´ıva´
zejme´na v dopravn´ıch modelech, kdy hodnota bunˇky, uda´vaj´ıc´ı rychlost, rozhoduje, do jake´
vzda´lenosti se bude bunˇka d´ıvat. Dalˇs´ım t´ımto vyuzˇit´ım je trˇeba mozˇnost, zˇe budeme mo-
delovat sˇ´ıˇren´ı urcˇity´m smeˇrem. Neˇktera´ vy´sˇe zmı´neˇna´ pravidla lze dokonce kombinovat a




Zada´n´ı hovorˇ´ı pouze o vytvorˇen´ı simula´toru celula´rn´ıch automat˚u s graficky´m uzˇivatelsky´m
rozhran´ım. Toto zada´n´ı je vsˇak nutne´ bl´ızˇe specifikovat. Tato specifikace hovorˇ´ı o vytvorˇen´ı
programu, ktery´m bude mozˇno simulovat 1D a 2D automaty s cˇtvercovy´m usporˇa´da´n´ım
buneˇk. Simula´tor by meˇl pracovat s takzvany´m nekonecˇny´m polem. Samotny´ celula´rn´ı
automat ma´ by´t rˇesˇen jako knihovna, ktera´ bude s uzˇivatelsky´m rozhran´ım komunikovat.
Uzˇivatelsky´m rozhran´ım mus´ı j´ıt prova´deˇt za´kladn´ı ovla´da´n´ı, jaky´m je nastaven´ı parametr˚u
modelu, definova´n´ı jeho za´kladn´ıho rozlozˇen´ı, spusˇteˇn´ı, krokova´n´ı a zastaven´ı simulace. Tato
kapitola se tedy zaby´va´ analy´zou a na´vrhem rˇesˇen´ı takto specifikovane´ho proble´mu.
3.1 Analy´za buneˇcˇne´ plochy
Cˇtvercova´ plocha buneˇk umozˇnˇuje, aby byly jednotlive´ bunˇky velmi jednodusˇe identifi-
kova´ny. Tato identifikace bunˇky mu˚zˇe by´t rˇesˇena podle jej´ı sourˇadnice, cˇili podle pozice
rˇa´dku a sloupce bunˇky. Ma´me-li vyrˇesˇenou identifikaci bunˇky, je nutne´ se zamyslet nad
t´ım, zˇe konkre´tn´ı bunˇka bude cˇasto vyhleda´va´na at’ za u´cˇelem z´ıska´n´ı jej´ı hodnoty, nebo
za u´cˇelem zapsa´n´ı hodnoty nove´. Vyhleda´n´ı bunˇky tedy mus´ı by´t velmi rychle´, aby cˇaste´
vyhleda´va´n´ı prˇ´ıliˇs nebrzdilo a nezpomalovalo cely´ syste´m. Nacha´z´ı se zde neˇkolik mozˇny´ch
rˇesˇen´ı implementace plochy:
• matice – toto rˇesen´ı spocˇ´ıva´ v implementaci plochy jako klasicke´ dvojrozmeˇrne´ ma-
tice. Bunˇka je posle´ze vyhleda´va´na prˇ´ımo podle svy´ch sourˇadnic, ktere´ urcˇuj´ı uka-
zatele v poli. Tato mozˇnost se vyznacˇuje t´ım, zˇe vyhleda´va´n´ı dane´ bunˇky prob´ıha´
s konstantn´ı slozˇitost´ı, cˇili je stejneˇ rychle´ pro jaky´koliv pocˇet buneˇk a vyhleda´va´n´ı
je nejrychlejˇs´ı. Velikou nevy´hodou tohoto rˇesˇen´ı je, zˇe pro obrovska´ pole je nutne´
alokovat velke´ mnozˇstv´ı pameˇti. Vznika´ t´ım velka´ pameˇt’ova´ na´rocˇnost.
• pole s rozpty´leny´mi hodnotami – neˇkdy take´ nazy´vane´ ”hashpole“. toto rˇesˇen´ı
prˇedpokla´da´, zˇe sourˇadnice bunˇky budou zpracova´ny pomoc´ı hashovac´ı funkce. Touto
funkc´ı se z´ıska´ index, ktery´ ukazuje na urcˇitou pozici v poli linea´rn´ıch seznamu˚. Prˇi
za´pisu se prohleda´va´ seznam sekvencˇneˇ, jizˇ podle skutecˇny´ch sourˇadnic, a azˇ kdyzˇ
nejsou sourˇadnice nalezeny, tak se zap´ıˇs´ı na konec seznamu. Vyhleda´va´n´ı opeˇt prob´ıha´
sekvencˇneˇ. Toto rˇesˇen´ı poskytuje cenny´ na´meˇt a to ten, zˇe v takove´to tabulce nemus´ı
by´t ulozˇeny nebo alokova´ny vsˇechny bunˇky, ale jenom ty ktere´ maj´ı jinou, nezˇ im-
plicitn´ı hodnotu. Ma´–li by´t posle´ze na hodnotu neˇktere´ bunˇky implicitn´ı hodnota, je
tato bunˇka ze seznamu vymaza´na. Nevy´hodou tohoto rˇesˇen´ı je, zˇe prˇi urcˇite´ konstalaci
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buneˇk a nevhodne´ hashovac´ı funkci se mu˚zˇe sta´t, zˇe bude veˇtsˇina buneˇk ulozˇena v jed-
nom linea´rn´ım seznamu, ktery´ se bude prohleda´vat velice dlouho. Vhodneˇjˇs´ı rˇesˇen´ı je
vsˇak pouzˇ´ıt na´sleduj´ıc´ı rˇesˇen´ı
• sˇablona map<> – C++ poskytuje ve sve´ standardn´ı knihovneˇ STL[4] neˇkolik velmi
uzˇitecˇny´ch sˇablon. Mezi tyto sˇablony patrˇ´ı pa´r–pair<> a asociativn´ı pole–map<>. Pa´r
umozˇn´ı spojit dveˇ hodnoty v jeden objekt, lze ho tedy vyuzˇ´ıt pro spa´rova´n´ı x a y
sourˇadnice konkre´tn´ı bunˇky. Tento objekt je vyuzˇit v asociativn´ım poli, ktere´ je vy-
lepsˇenou implementac´ı hash tabulky. Umozˇnˇuje vyhleda´va´n´ı podle hodnot sourˇadnic
ulozˇeny´ch v pa´ru. Vnitrˇn´ı implementace te´to sˇablony vsˇak prova´d´ı vyhleda´va´n´ı zalozˇe-
ne´ na bina´rn´ım stromech a sˇablona t´ım vykazuje logaritmickou na´rocˇnost vyhleda´va´n´ı.
Je tedy vyuzˇita prˇedchoz´ı idea, ale je sˇablonou optimalizova´na. Jednou z nevy´hod to-
hoto rˇesˇen´ı je vsˇak fakt, zˇe prˇi prˇepsa´n´ı bunˇky, ktera´ je jizˇ ulozˇena v poli, je nutne´
tuto bunˇku nejdrˇ´ıve odstranit, protozˇe prˇepsa´n´ı hodnoty sˇablona neumozˇnˇuje.
• kvadrantovy´ strom – dovoluje, aby byla plocha rozdeˇlena na kvadranty, ktere´ se mo-
hou rekurzivneˇ da´le cˇtvrtit, dokud nebude dosazˇeno elementa´rn´ı plochy, ktera´ jizˇ bude
implementova´na matic´ı. Nebyla–li by tato plocha obsazena alesponˇ jednou bunˇkou,
mohla by by´t odalokova´na do doby, kdy by na ni meˇlo by´t opeˇt zapsa´no. Da´le pokud
by urcˇite´ plochy meˇly totozˇne´ hodnoty mohly by by´t nahrazeny pouze touto hod-
notou a t´ım opeˇt urychlit vyhleda´va´n´ı. Toto rˇesˇen´ı se vyznacˇuje rovneˇzˇ logaritmic-
kou slozˇitost´ı vyhleda´va´n´ı. Jej´ı za´sadn´ı nevy´hodou je ale nutna´ vysˇsˇ´ı rezˇijn´ı cˇinnost,
spojena´ s alokova´n´ım a dealokova´n´ım pameˇti a prˇeusporˇa´da´n´ım korˇen˚u stromu, a
implementacˇn´ı obt´ızˇnost.
Pro vyuzˇit´ı v simula´toru se mi zda´ nejvhodneˇjˇs´ı soubeˇzˇne´ pouzˇit´ı variant matice a asoci-
ativn´ıho pole pomoc´ı sˇablony map<>. Je nutne´ ale nale´zt odpov´ıdaj´ıc´ı hranici, prˇes kterou
zacˇ´ına´ by´t pameˇt’ova´ na´rocˇnost matice prˇ´ıliˇs velka´ na u´kor vyhleda´vac´ı rychlosti. Pro veˇtsˇ´ı












Obra´zek 3.1: Objektovy´ na´vrh trˇ´ıd plochy
Na obra´zku 3.1 lze videˇt objektovy´ na´vrh trˇ´ıd pro plochu buneˇk. Za´kladem je trˇ´ıda
Plocha, ktera´ obsahuje dveˇ virtua´ln´ı metody – zapis() a vypis(). Tato trˇ´ıda je prˇedkem
trˇ´ıd Matice a Hash_tabulka. Tyto trˇ´ıdy jizˇ implementuj´ı zdeˇdeˇne´ metody. Trˇ´ıda Matice
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vyuzˇ´ıva´ pro ulozˇen´ı hodnot vnitrˇneˇ implementovanou dvourozmeˇrnou matici matice[][].
Hash_tabulka naopak vyuzˇ´ıva´ vnitrˇn´ı hashovac´ı tabulku h_tabulka.
3.2 Na´vrh rˇesˇen´ı pro zada´va´n´ı pravidel CA
Jak je patrno z cˇa´sti 2.6, celula´rn´ı automaty umozˇnˇuj´ı pouzˇit´ı neprˇeberne´ho mnozˇstv´ı
zp˚usob˚u definice r˚uzny´ch pravidel. Aby byl simula´tor dostatecˇneˇ obecny´, meˇl by umeˇt
interpretovat jejich veˇtsˇinu nebo alesponˇ jejich znacˇnou cˇa´st. Nacha´z´ı se pro to neˇkolik
mozˇny´ch rˇesˇen´ı.
Prvn´ım z nich je vytvorˇen´ı jednoduche´ho analyza´toru a interpretu pravidel. Toto rˇesˇen´ı
by prˇedpokla´dalo vytvorˇen´ı vlastn´ıho jazyka a jeho syntaxe. Da´le by si toto rˇesˇen´ı vyzˇadovalo
vytvorˇen´ı syntakticke´ho a se´manticke´ho analyza´toru, ktery´ by kontroloval syntaxi a se´man-
tiku uzˇivatelem zadany´ch pravidel. V posledn´ı rˇadeˇ je nutne´ jesteˇ vytvorˇen´ı interpretu,
ktery´ by pravidla prˇemeˇnil na funkce, ktere´ by se aplikovaly prˇi evolucˇn´ıch kroc´ıch au-
tomatu. Toto rˇesˇen´ı je ale implementacˇneˇ velice na´rocˇne´ a zdlouhave´. Existuje vsˇak lepsˇ´ı
rˇesˇen´ı, ktere´ prˇenecha´va´ syntaktickou a cˇa´st se´manticke´ analy´zy neˇkomu jine´mu.
Jedna´ se o vyuzˇit´ı dynamicky prˇilinkovany´ch knihoven. Pravidla se zap´ıˇs´ı ve formeˇ zdro-
jove´ho ko´du v C/C++, ktery´ se posle´ze prˇelozˇ´ı kompila´torem, ktery´ provede syntaktickou a
se´mantickou analy´zu. Z´ıska´me t´ım dynamickou knihovnu, kterou pomoc´ı vhodne´ho rozhran´ı
nahrajeme do programu beˇhem jeho beˇhu.
3.3 Na´vrh vy´pocˇetn´ıho ja´dra simula´toru
Jak jizˇ rˇ´ıka´ definice v kapitole 2.4, pro celula´rn´ı automat je vy´znacˇny´ pojem paralelizmus.
Tento pojem na´m rˇ´ıka´, zˇe bunˇky se zpracova´vaj´ı v jeden okamzˇik, tedy paralelneˇ. Valna´
veˇtsˇina osobn´ıch pocˇ´ıtacˇ˚u ale funguje na se´riove´m mechanizmu. Paraleln´ı zpracova´n´ı je tedy
nutne´ neˇjaky´m zp˚usobem simulovat. Bunˇky se mus´ı zpracovat se´rioveˇ, cˇili jedna po druhe´.
S t´ım ale vznika´ jeden proble´m. Na plosˇe mus´ı mı´t vsˇechny bunˇky pro vy´pocˇet hodnoty
v cˇase t + 1, hodnotu v cˇase t. Na cele´ plosˇe tedy mus´ı by´t bunˇky, ktere´ maj´ı hodnotu
ve stejne´m cˇasove´m okamzˇiku. Byla–li by bunˇka zpracova´na a jej´ı nova´ hodnota zapsa´na
ihned zpeˇt do pole, byla by porusˇena tato podmı´nka. Takovy´ syste´m by jizˇ nefungoval
spra´vneˇ, protozˇe by se pro vy´pocˇtu kombinovaly hodnoty ve dvou cˇasovy´ch okamzˇic´ıch, cozˇ
by zp˚usobilo nesmyslne´ vy´sledky. Mus´ıme tedy zajistit, aby se hodnoty v r˚uzy´ch cˇasech
nemı´chaly. Existuje opeˇt neˇkolik zp˚usob˚u, jak se s t´ım vyporˇa´dat.
Nejtrivia´lneˇjˇs´ı zp˚usobem je vytvorˇen´ı kopie buneˇcˇne´ plochy. V praxi tento syste´m fun-
guje tak, zˇe ma´me dveˇ identicke´ plochy a to pro cˇasy t a t+1. Sekvencˇneˇ procha´z´ıme bunˇky
v aktua´ln´ım cˇase t a aplikujeme na neˇ pravidla automatu. Jednotlive´ vy´sledky ukla´da´me
na identicke´ pozice, avsˇak na plochu v cˇase t + 1. Projdeme–li vsˇechny bunˇky, prohod´ıme
cˇasove´ oznacˇen´ı obou ploch. T´ım prohla´s´ıme plochu t+ 1 za vy´sledek jednoho kroku simu-
lace. Tato metoda ma´ opeˇt sve´ klady a za´pory. Ke klad˚um patrˇ´ı rychlost, protozˇe jedinnou
potrˇebnou rezˇijn´ı funkc´ı je prohozen´ı cˇasovy´ch oznacˇen´ı ploch. Za´porem te´to metody je
pameˇt’ova´ na´rocˇnost, protozˇe mı´sto jedne´ plochy mus´ıme v simula´toru udrzˇovat dveˇ stejneˇ
velke´.
Druhou mozˇnost´ı je vyuzˇit´ı mensˇ´ıho odkla´dac´ıho prostoru, do ktere´ho budeme odkla´dat
jenom hodnoty buneˇk, ktere´ vlivem pravidel zmeˇnily svou hodnotu. Po pr˚uchodu vsˇech
bunˇek vyjmeme hodnoty z odkla´dac´ıho prostoru a jejich hodnoty zap´ıˇseme zpeˇt do pole.
Dı´ky tomu mu˚zˇeme vy´razneˇ usˇetrˇit mı´sta v pameˇti. Nevy´hodou je vsˇak vysˇsˇ´ı rezˇie spojena´
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se zapisova´n´ım hodnot zpeˇt do pole. Prˇesto se osobneˇ v´ıce klan´ım k te´to mozˇnosti, protozˇe
pro obrovske´ rozmeˇry plochy t´ım lze velke´ mnozˇstv´ı mı´sta usˇetrˇit.
Dalˇs´ı optimalizac´ı vy´pocˇtu je zp˚usob procha´zen´ı buneˇk. Trivia´ln´ı postup, kdy procha´z´ıme
vsˇechny bunˇky, jednu po druhe´, ma´ u velky´ch ploch prˇ´ıliˇs velkou cˇasovou na´rocˇnost a je
velice neefektivn´ı, ma´me–li na plosˇe pouze neˇkolik buneˇk, ktere´ pracuj´ı. V takove´m prˇ´ıpadeˇ
se procha´z´ı veˇtsˇinou buneˇk naprosto zbytecˇneˇ. Bunˇka se totizˇ sta´va´ aktivn´ı, nacha´z´ı–li se
v jej´ım akcˇn´ım okol´ı aktivn´ı jina´ bunˇka. Aktivn´ı bunˇkou se sta´va´ take´ ta bunˇka, ktera´ ve
dvou po sobeˇ jdouc´ıch cˇasovy´ch okamzˇic´ıch zmeˇn´ı svou hodnotu.
Prakticky se tato vlastnost da´ vyuzˇ´ıt tak, zˇe implementujeme dveˇ mnozˇiny. V prvn´ı
mnozˇineˇ jsou ulozˇeny sourˇadnice buneˇk, ktere´ budeme procha´zet prˇi soucˇasne´m kroku simu-
lace. Tyto bunˇky v mnozˇineˇ procha´z´ıme jednu po druhe´ a aplikujeme na neˇ dana´ pravidla.
Zmeˇn´ı–li bunˇka vlivem pravidla svou hodnotu, je prohla´sˇena za aktivn´ı a je ona i se svy´m
okol´ım vlozˇena do druhe´ mnozˇiny. Ta prˇedstavuje mnozˇinu buneˇk, ktere´ jsou aktivn´ı a je
u nich pravdeˇpodobne´, zˇe se v na´sleduj´ıc´ım kroku zmeˇn´ı. Je–li prvn´ı mnozˇina vypra´zdneˇna,
znamena´ to, zˇe jsme prosˇli jej´ı vsˇechny bunˇky a provedli jsme tak jeden krok simulace.















Obra´zek 3.2: Objektovy´ na´vrh vy´pocˇetn´ıho ja´dra simula´toru
Na obra´zku 3.2 vid´ıme na´vrh trˇ´ıdy Simulator. Verˇejny´mi metodami, ktery´mi prob´ıha´
komunikace s graficky´m rozhran´ım, jsou metody zapis() a vypis(), ktery´mi prob´ıha´
ukla´da´n´ı a vypisova´n´ı buneˇk z plochy. Da´le obsahuje tato trˇ´ıda verˇejne´ metody defineCA()
a defineOkolı´(), ktery´mi jsou nastavova´ny d˚ulezˇite´ vlastnosti CA, jaky´mi jsou rozmeˇry,
rozsah hodnot a okol´ı. Nejd˚ulezˇiteˇjˇs´ımi metodami CA jsou metody run() a step(). Run()
slouzˇ´ı pro prvn´ı spusˇteˇn´ı simulacˇn´ıho modelu, pomoc´ı metody step() je tento model
krokova´n. Jako priva´tn´ı slozˇky te´to metody jsou uvedeny podp˚urne´ metody, ktere´ jsou
vyuzˇ´ıva´ny prˇi simulaci. Metoda pruzkum() provede kazˇde´ bunˇce pr˚uzkum jej´ıho akcˇn´ıho
okol´ı. Vy´sledek se pote´ zpracuje metodou zkontoluj(), ktera´ na danou bunˇku aplikuje
prˇechodova´ pravidla. Da´le je zde implementova´n objekt plocha, ktery´ je instanc´ı trˇ´ıdy
Plocha(viz kapitola 3.1) a neˇkolik mnozˇin mnozina, ktere´ slouzˇ´ı pro ukla´da´n´ı sourˇadnic
buneˇk, ktere´ budeme procha´zet v soucˇasne´m a na´sledne´m kroku.
3.4 Na´vrh graficke´ho rozhran´ı
Chceme-li prˇi simulaci CA sledovat jeho vy´voj, je vhodne´ k tomu pouzˇ´ıt graficke´ uzˇivatelske´
rozhran´ı – GUI. Toto rozhran´ı by meˇlo poskytovat veˇtsˇinu za´zemı´ pro tv˚urce simulacˇn´ıho
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modelu. Pomod´ı GUI by meˇlo j´ıt v prve´ rˇadeˇ definovat vlastnosti plochy pro na´slednou
simulaci. Uzˇivatel by meˇl by´t schopen urcˇit si jej´ı dimenzi a velikost, na n´ızˇ bude simu-
lace prob´ıhat. Da´le by meˇl nastavit vlastnosti buneˇk, respektive jejich hodnot. Du˚lezˇity´mi
u´daji jsou minima´ln´ı a maxima´ln´ı hodnota bunˇky, (min, max) a da´le implicitn´ı hodnota,
kterou bude po inicializaci pokryto cele´ pole. Implicitn´ı hodnota mus´ı by´t z intervalu
< min,max > a meˇla by urcˇovat hodnotu, ktera´ bude veˇtsˇinoveˇ zastoupena na plosˇe.
Definujeme–li vsˇechny prˇedchoz´ı hodnoty, meˇla by by´t uzˇivatelem provedena samotna´
definice CA, tedy definice okol´ı, definice prˇechodovy´ch pravidel a nastaven´ı pocˇa´tecˇn´ıho
rozlozˇen´ı buneˇk. Pro definici okol´ı a rozlozˇen´ı buneˇk je vhodne´ pouzˇ´ıt kresl´ıc´ı plochu, na
kterou tyto hodnoty vyneseme pomoc´ı mysˇi. Pro definici pravidel je vhodne´ pouzˇ´ıt vlastn´ı
dialogove´ okno, v neˇmzˇ p˚ujde vytva´rˇet nove´ knihovny pravidel, nahra´vat a editovat jizˇ
existuj´ıc´ı a rovneˇzˇ prove´zt prˇeklad novy´ch, cˇi editovany´ch pravidel. Nezbytnou soucˇa´st´ı
graficke´ho rozhran´ı jsou samozrˇejmeˇ ovla´dac´ı prvky simula´toru, jaky´mi jsou spusˇteˇn´ı si-
mulace, jej´ı zastaven´ı a krokova´n´ı jednotlivy´ch krok˚u. Plochou buneˇk by meˇlo j´ıt rolovat






























Obra´zek 3.3: Objektovy´ na´vrh trˇ´ıd graficke´ho rozhran´ı
Na obra´zku 3.3 je videˇt objektovy´ na´vrh trˇ´ıd graficke´ho uzˇivatelske´ho rozhran´ı. Hlavn´ı
trˇ´ıdou cele´ aplikace je trˇ´ıda MainFrame, ktera´ je deˇdicem knihovn´ı trˇ´ıdy wxFrame. Ob-
jekt te´to trˇ´ıdy prˇedstavuje hlavn´ı okno aplikace, ktere´ se uzˇivateli po spusˇteˇn´ı uka´zˇe. Ob-
sahuje tedy metody na obsluhu menu a r˚uzny´ch tlacˇ´ıtek, ktera´ jsou take´ soucˇa´st´ı te´to
trˇ´ıdy.Dalˇs´ım velmi d˚ulezˇity´m prvkem trˇ´ıdy MainFrame je objekt c_canvas, ktery´ je instanc´ı
trˇ´ıdy CellCanvas.
Trˇ´ıda CellCanvas je deˇdicem knihovn´ı trˇ´ıdy wxScrolledWindow a stara´ se prˇeva´zˇneˇ
o spra´vu kresl´ıc´ı plochy, na kterou jsou vykreslova´ny bunˇky. Vyuzˇit´ı trˇ´ıdy wxScrolledWindow
umozˇnˇuje jednodusˇsˇ´ı ovla´da´n´ı scrollbar˚u, neboli posuvny´ch prouzˇk˚u. Trˇ´ıda CellCanvas
rovneˇzˇ obsta´ra´va´ vesˇkerou komunikaci se simula´torem, jelikozˇ objekt trˇ´ıdy Simulator(viz
kapitola 3.3) je soucˇa´st´ı te´to trˇ´ıdy. Spojen´ı hlavn´ıho okna s t´ımto objektem obstara´vaj´ı
metody OnApply(), Start() a Step(). Da´le tato metoda obsahuje sve´ priva´tn´ı metody
jako OnPaint(), ktera´ se stara´ o prˇekreslova´n´ı plochy prˇi jake´koliv zmeˇneˇ, da´le metoda
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DrawCell(), ktera´ zajiˇst’uje vykreslen´ı jednotlive´ bunˇky a nakonec metoda OnMouse(), po-
moc´ı n´ızˇ se zpracova´vaj´ı uda´losti vyslane´ mysˇ´ı. Da´le jsou soucˇa´st´ı te´to trˇ´ıdy prvky jako
Matice_1D_CA, ktera´ slouzˇ´ı jako pomocna´ matice prˇi vykreslova´n´ı jednodimenziona´ln´ıch
automat˚u, da´le pak pole_okoli, do ktere´ho se ukla´daj´ı sourˇadnice okoln´ıch buneˇk prˇi
zada´va´n´ı uzˇivatelem a nakonec pole_barev, ve ktere´m jsou ulozˇeny hodnoty barev od-
pov´ıdaj´ıc´ı jednotlivy´m hodnota´m buneˇk.
Aplikace ma´ rovneˇzˇ dveˇ dialogove´ okna, ktera´ jsou deˇdici knihovn´ı trˇ´ıdy wxDialog.
Prvn´ım z nich je trˇ´ıda RulEdit, jej´ızˇ dialogove´ okno slouzˇ´ı k zada´va´n´ı pravidel. Obsahuje
metody jako Nahrej_soubor() a Uloz_soubor(), ktere´ slouzˇ´ı k ulozˇen´ı a nahra´n´ı soubor˚u.
Da´le obsahuje metodu Zkompiluj(), ktera´ provede prˇelozˇen´ı souboru a vytvorˇen´ı dyna-
micke´ knihovny. Druhou trˇ´ıdou pro dialogove´ okno je trˇ´ıda Barvy, pomoc´ı n´ızˇ lze nastavit




Simula´tor byl implementova´n jazykem C++ v syste´mu Linux s vyuzˇit´ım graficke´ knihovny
wxWidgets 2.8. Tato kapitola se zaby´va´ samotnou implementac´ı simula´toru, ktera´ byla
tvorˇena podle prˇedchoz´ıch na´vrh˚u. Na za´veˇr jsou uvedeny prˇ´ıklady, ktery´mi byl syste´m
testova´n.
4.1 Pocˇa´tecˇn´ı inicializaze automatu
Prˇed samotnou simulac´ı je potrˇeba cely´ automat a vsˇechny d˚ulezˇite´ promeˇnne´ spra´vneˇ inici-
alizovat. O tuto funkci se staraj´ı trˇi metody trˇ´ıdy Simulator a to defineCA(), defineOkoli()
a run().
Jako prvn´ı mus´ı by´t zavola´na metoda defineCA(). Tato metoda zajist´ı ulozˇen´ı d˚ulezˇity´ch
promeˇnny´ch, jaky´mi jsou rozmeˇry pole a minima´ln´ı, maxima´ln´ı a implicitn´ı hodnota buneˇk.
Tyto hodnoty, jsou zapsa´ny do priva´tn´ıch promeˇnny´ch automatu. Da´le tato metoda zajist´ı
vytvorˇen´ı plochy, do ktere´ se budou bunˇky nahra´vat. Dı´ky polymorfizmu se nab´ızej´ı dveˇ
mozˇne´ trˇ´ıdy, jejichzˇ objekt mu˚zˇe prˇedstavovat plochu. Rozhodnut´ı, kterou z nich vybrat,
za´vis´ı na pocˇtu buneˇk, ktere´ bude plocha obsahovat. Jako zlomovou jsem urcˇil hodnotu
16384 buneˇk, cˇili velikost pole 128×128 buneˇk. Je-li soucˇin rozmeˇr˚u pole mensˇ´ı nezˇ tato hod-
nota, je pro pole zvolena trˇ´ıda Matice. V opacˇne´m prˇ´ıpadeˇ je zvolena trˇ´ıda Hash_tabulka.
Da´le je podle minima´ln´ıch a maxima´ln´ıch hodnot vytvorˇeno pole statistika, ktere´ bude
prˇedstavovat pocˇty jednotlivy´ch hodnot buneˇk.
Druhou d˚ulezˇitou metodou simula´toru je metoda defineOkoli(). Tato metoda prˇij´ıma´
od graficke´ho rozhran´ı jako sve´ argumenty pocˇet buneˇk tvorˇ´ıc´ı okol´ı a pole obsahuj´ıc´ı
sourˇadnice buneˇk tvorˇ´ıc´ı okol´ı bunˇky. Tyto sourˇadnice se vztahuj´ı k bunˇce na pozici (0, 0).
Jedna´ se tedy o absolutn´ı posuny sourˇadnic a prˇicˇteme-li tyto hodnoty k sourˇadnici bunˇky
kterou pra´veˇ zkouma´me z´ıska´me t´ım skutecˇne´ bunˇky, ktere´ tvorˇ´ı jej´ı okol´ı. Sourˇadnice
v tomto poli jsou serˇazeny podle sve´ pozice v˚ucˇi za´kladn´ı bunˇce a to zleva doprava a shora
dol˚u. Toto pole se v te´to metodeˇ zkop´ıruje do vlastn´ıho pole automatu. Da´le je zkop´ırova´na
do vnitrˇn´ı promeˇnne´ hodnota velikosti okol´ı. Na´sledneˇ je jesˇteˇ vytvorˇeno pole, do ktere´ho
budou prˇi pr˚uzkumu okol´ı ukla´da´ny hodnoty jednotlivy´ch buneˇk.
Posledn´ı metodou slouzˇ´ıc´ı k nastaven´ı pocˇa´tecˇn´ıch hodnot je metoda run(). Tato me-
toda slouzˇ´ı pro posledn´ı nastaven´ı prˇed samotny´m spusˇteˇn´ım simulace. V prve´ rˇadeˇ se
v te´to metodeˇ nahraje dynamicka´ knihovna s pravidly, cˇemuzˇ je veˇnova´na samostatna´ pod-
kapitola 4.2. Na´slednou funkc´ı te´to metody je pr˚uchod cely´m polem, prˇi ktere´m se bunˇky
s neimplicitn´ı hodnotou ulozˇ´ı spolu se svy´m okol´ım do pomocne´ mnozˇiny, z n´ızˇ se budou
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vyb´ırat bunˇky ke zpracova´n´ı beˇhem prvn´ıho kroku simulace. V posledn´ı rˇadeˇ tato metoda
zjist´ı pocˇetn´ı zastoupen´ı jednotlivy´ch hodnot buneˇk na plosˇe. Beˇhem pr˚uchodu polem se
vzˇdy inkrementuje hodnota, jej´ızˇ pozice je v poli statistika urcˇena´ hodnotou bunˇky.
4.2 Prˇipojen´ı dynamicke´ knihovny s pravidly
Kv˚uli univerza´lnosti simula´toru jsem se rozhodl pro rˇesˇen´ı zada´va´n´ı pravidel, ve ktere´m
jsou pravidla psana´ formou zdrojove´ho ko´du v jazyce C. Pro tuto metodu je vsˇak nutne´
prˇipojen´ı dynamicky´ch knihoven k programu za jeho beˇhu. Uzˇivatel totizˇ nap´ıˇse pravidla
ve zdrojove´m textu, ktery´ se na´sledneˇ prˇelozˇ´ı tak, aby vznikla dynamicka´ knihovna.
Dalˇs´ı u´loha jizˇ lezˇ´ı na programu, ktery´ chce takovouto knihovnu nahra´t a pouzˇ´ıvat.
K tomu na´m slouzˇ´ı funkce z rozhran´ı <dlfcn.h>. Rˇesˇen´ı, ktere´ jsem pouzˇil spocˇ´ıva´ v tom,
zˇe jednou z polozˇek trˇ´ıdy Simulator je ukazatel na funci vracej´ıc´ı hodnotu typu int se
dveˇma parametry typu int a jedn´ım parametrem typu pole integer˚u. Zapsa´no tedy jako:
int (*Zkontroluj)(int, int, int*);
Jedna´ se o prˇesneˇ takovy´ ukazatel na funkci, jaka´ je pouzˇ´ıva´na v dynamicke´ knihovneˇ.
Spojen´ı nasˇeho ukazatele na funkci s funkc´ı v dynamicke´ knihovneˇ se deˇje pomoc´ı funkc´ı
dlopen() a dlsym(). Funkce dlopen() vytvorˇ´ı nahraje dynamickou knihovnu a vytvorˇ´ı
handler, ktery´ na tuto knihovnu ukazuje. Z toho handleru je pote´ pomoc´ı funkce dlsym()
extrahova´na nasˇe funkce, jej´ızˇ ukazatel je nahra´n na adresu nasˇeho ukazatele na funkci.
4.3 Implementace metody step()
Obra´zek 4.1 popisuje algoritmus, ktery´m je implementova´na metoda step(). Tato metoda
prˇedstavuje jeden krok simulace.
Jsou vyuzˇity celkem trˇi mnozˇiny a to Souc, Nasl a Pomoc. Tyto mnozˇiny jsou vytvorˇeny
pomoc´ı sˇablony map<>. Jsou v nich ulozˇeny sourˇadnice bunˇky, zapouzdrˇene´ pomoc´ı sˇablony
pair<>, a hodnoty dane´ bunˇky. Mnozˇiny Souc a Nasl slouzˇ´ı k udrzˇova´n´ı informace o ak-
tivn´ıch bunˇka´ch, ktere´ se nacha´zej´ı na plosˇe a bude je nutne´ zpracovat v soucˇasne´m kroku
a k vytva´rˇen´ı pla´nu, podle ktere´ho se budou bunˇky zpracova´vat v kroku na´sleduj´ıc´ım.
Podle mnozˇiny Souc se tedy vyb´ıraj´ı postupneˇ bunˇky, ktere´ se zpracova´vaj´ı. Je-li vy-
hodnocena´ hodnota odliˇsna´ od p˚uvodn´ı nebo pokud nen´ı stejna´ jako hodnota implicitn´ı, je
sourˇadnice te´to bunˇky spolu se sourˇadnicemi okoln´ıch buneˇk ulozˇena v mnozˇineˇ Nasl. Trˇet´ı
mnozˇina – Pomoc slouzˇ´ı jako pomocne´ pole, do neˇhozˇ se ukla´daj´ı mezivy´sledky z´ıskane´ prˇi
zpracova´n´ı jednotlivy´ch buneˇk.
Beˇhem zpracova´va´n´ı buneˇk se neusta´le udrzˇuje pocˇet jednotlivy´ch hodnot v poli statis-
tika. Pokud projdeme a zpracujeme vsˇechny bunˇky, jsou pomoc´ı u´daj˚u z tohoto pomocne´ho
pole aktualizova´ny hodnoty v Plosˇe. Na´sledneˇ jsou prohozeny mnozˇiny Souc a Nasl. T´ım
se dosa´hne, zˇe v na´sleduj´ıc´ım kroku budeme zpracova´vat bunˇky, ktere´ jsme ukla´dali do
mnozˇiny Nasl. Da´le se do souboru statistika.csv, ktery´ je simula´torem generova´n na-
hraje aktua´ln´ı pocˇet jednotlivy´ch hodnot z pole statistika. Z´ıska´me t´ım prˇehled o vy´vinu




























Zapis zmen do Plochy
Zpracovani aktivnich bunek
Obra´zek 4.1: Vy´vojovy´ diagram pro pr˚uchod jednoho kroku simulace
4.4 Implementace graficke´ho rozhran´ı
Pro implementaci graficke´ho rozhran´ı jsem zvolil knihovnu wxWidgets ze dvou d˚uvod˚u.
V prve´ rˇadeˇ je to knihovna pro C++, cˇili nevznika´ proble´m s pouzˇ´ıva´n´ım knihovny pro
simula´tor a za druhe´ je to prˇenositelnost mezi r˚uzny´mi syste´my, kde si aplikace vzˇdy za-
chova´vaj´ı nativn´ı vzhled podle dane´ho syste´mu.
Hlavn´ı okno aplikace je implementova´no trˇ´ıdou MainFrame, ktera´ je deˇdicem trˇ´ıdy
wxFrame. Tato trˇ´ıda zajiˇst’uje rozlozˇen´ı spra´vu vsˇech ovla´dac´ıch prvk˚u. MainFrame tvorˇ´ı
i rozhran´ı mezi uzˇivatelem a kresl´ıc´ı plochou. Ta nese na´zev CellCanvas a je potomkem
trˇ´ıdy wxScrolledWindow. Trˇ´ıda CellCanvas zajiˇst’uje vesˇkerou obsluhu kresl´ıc´ı plochy a
mimojine´ prova´d´ı komunikaci se simula´torem, jehozˇ instance je jednou z cˇa´st´ı te´to trˇ´ıdy.
O vykreslova´n´ı buneˇk na plochu se stara´ metoda OnPaint(), ktera´ prˇi kazˇde´m gene-
rova´n´ı uda´losti pro kreslen´ı projde bunˇku po bunˇce robrazovane´ cˇa´sti plochy a tyto bunˇky
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Obra´zek 4.2: Uka´zka graficke´ho prostrˇed´ı aplikace
vykresl´ı. Prˇi zakreslova´n´ı buneˇk na plochu pomoc´ı mysˇi se zvolena´ hodnota zapisuje do
plochy ulozˇene´ v simula´toru. Jej´ı vykreslen´ı na viditelnou plochu je zajiˇsteˇne´ pra´veˇ gene-
rova´n´ım uda´losti pro kreslen´ı. Velikost vykreslovany´ch buneˇk je da´na vnitrˇn´ı promeˇnnou
cellsize. Tato promeˇnna´ lze za beˇhu programu meˇnit pomoc´ı metody Zoom. Dosa´hneme
t´ım prˇibl´ızˇen´ı nebo odda´len´ı buneˇk. Na obra´zku 4.2 lze videˇt vy´slednou podobu graficke´ho
prostrˇed´ı.
Dalˇs´ı implementacˇn´ı zvla´sˇtnost´ı graficke´ho rozhran´ı je implementace zobrazova´n´ı stav˚u
buneˇk u jednodimenziona´ln´ıch automat˚u. Rozd´ıl oproti dvoudimenziona´ln´ım automat˚um
je v tom, zˇe u 2D automat˚u jsou zmeˇny vykreslova´ny po kazˇde´ zmeˇneˇ na plochu, cˇ´ımzˇ se
prˇedchoz´ı stavy prˇep´ıˇs´ı. Nen´ı tedy mozˇne´ sledovat historii rozlozˇen´ı na plosˇe. Kdybychom
se o to pokusili byl by rozbrazeny´ vy´voj zrˇejmeˇ velmi neprˇehledny´. Jednodimenziona´ln´ı
automaty vsˇak tuto mozˇnost vzhledem ke svy´m rozmeˇr˚um poskytuj´ı.
Jednotlive´ kroky lze vykreslovat na rˇa´dky pod sebe a t´ım z´ıska´me mozˇnost vizua´lneˇ
sledovat vy´voj buneˇk. Vzhledem k tomu, zˇe v simula´toru je ulozˇena pouze jedna plocha, se
kterou se pracuje je nutne´ ukla´da´n´ı jednotlivy´ch krok˚u do pomocne´ pameˇti. Jako tuto pameˇt’
jsem zvolil 2D matici, ktara´ obsahuje 200 krok˚u vy´voje simulace. Sˇ´ıˇrka jednotlivy´ch rˇa´dk˚u je
da´na rozmeˇrem automatu. Ukla´da´n´ı funguje cyklicky, cˇili je-li dosazˇeno posledn´ıho rˇa´dku,
zacˇne se ukla´dat opeˇt na prvn´ı rˇa´dek. Bunˇky pro vykreslova´n´ı na plochu pro uzˇivatele jsou
z´ıska´va´ny z te´to pameˇti a indexace v matici je odvozena od pocˇtu jizˇ provedeny´ch krok˚u a
od rozmeˇr˚u zobrazovane´ plochy.
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4.5 Testova´n´ı a uka´zkove´ prˇ´ıklady
Tato kapitola je veˇnova´na prˇedevsˇ´ım uka´zkovy´m prˇ´ıklad˚um, ktery´mi byl syste´m testova´n.
Prˇ´ıklady byly vybra´ny tak, aby dostatecˇneˇ uka´zaly pouzˇitelnost simula´toru a mohly slouzˇit
jako uka´zkove´ prˇ´ıklady demonstruj´ıc´ı vyuzˇit´ı CA
4.5.1 Pocˇ´ıta´n´ı druhe´ mocniny pomoc´ı CA
Pro tento prˇ´ıklad jsem zvolil uka´zku demonstruj´ıc´ı schopnost CA pocˇ´ıtat matematicke´
funkce. Jedna´ se o pocˇ´ıta´n´ı druhe´ mocniny prˇirozeny´ch cˇ´ısel, ktere´ je mozˇne´ naj´ıt a bl´ızˇe
se s n´ı sezna´mit v [2, 6].
Tento model vyuzˇ´ıva´ jednodimenziona´ln´ı CA. Da´le je nutne´ zajistit rozsah hodnot od
0 do 7 s implicitn´ı hodnotou 0. Vyuzˇito je radia´ln´ı okol´ı s r = 1. Sada pravidel je podle [2]
na´sleduj´ıc´ı:
{0, , 3} → 0, { , 2, 3} → 3, {1, 1, 3} → 4, { , 1, 4} → 4, {1|2, 3, } → 5,
{p : 0|1, 4, } → 7− p, {7, 2, 6} → 3, {7, , } → 7, { , 7, p : 1|2} → p,
{ , p : 5|6, } → 7− p, {5|6, p : 1|2, } → 7− p, {5|6, 0, 0} → 1,
{ , p : 1|2, } → p, { , , } → 0
Kde
• {a, b, c} → d znamena´, zˇe bunˇka b se sousedy a a c se v na´sleduj´ıc´ım kroku zmeˇn´ı na
hodnotu d
• znamena´ libovolnou hodnotu
• a|b znamena´ a nebo b
• p : a|b znamena´ zˇe p = a nebo p = b
Cely´ prˇ´ıklad funguje tak, zˇe zap´ıˇseme do pocˇa´tecˇn´ı konfigurace automatu za sebe bunˇky
s hodnotou 1 zakoncˇene´ bunˇkou s hodnotou 3. Pocˇet jednicˇek uda´va´ cˇ´ıslo, jehozˇ druhou moc-
ninu chceme vypocˇ´ıtat. Po spusˇteˇn´ı simulace se zacˇneˇ automat vyv´ıjet podle vy´sˇe uvedeny´ch
pravidel. Po jiste´ dobeˇ se automat dostane do stavu, z neˇhozˇ se uzˇ nemeˇn´ı. Odecˇteme-li
z tohoto stavu pocˇet buneˇk s hodnotou 1 z´ıska´me t´ım vy´sledek.
Na sn´ımku 4.3 je uka´za´n vy´voj automatu pro vy´pocˇet mocniny cˇ´ısla 4, to je reprezen-
tova´no cˇtyrˇmi zeleny´mi bunˇkami s hodnotou 1 zakoncˇeny´mi cˇervenou bunˇkou s hodnotou
3. Na konci simulace je jizˇ videˇt, zˇe se automat uzˇ nijak nevyv´ıj´ı a jedna´ se tedy o vy´sledek.
Opravdu obsahuje 16 zeleny´ch buneˇk reprezentuj´ıc´ıch vy´sledek. Da´le je mozˇne´ se pod´ıvat
na vy´sledek zapsany´ v souboru statistika.csv, ktery´ je automatem automaticky generova´n,









Obra´zek 4.3: Vy´pocˇet mocniny cˇ´ısla 4 pomoc´ı CA
4.5.2 Hra Life
Conwayova hra Life je typicky´m prˇ´ıkladem uka´zky CA. Tato hra se odehra´va´ na dvou-
rozmeˇrne´ plosˇe se dveˇma druhy buneˇk, 0 – mrtva´ a 1 – zˇiva´. Tyto bunˇky prozkouma´vaj´ı
sve´ nejblizˇsˇ´ı osmiokol´ı, jedna´ se tedy o Moorovo okol´ı(obr. 2.1). Jak jizˇ bylo uvedeno v 2.2,
hra se rˇ´ıd´ı neˇkolika jednoduchy´mi pravidly:
• zrozen´ı – bunˇka ozˇije, jsou–li v okol´ı 3 zˇive´ bunˇky
• prˇezˇit´ı – bunˇka prˇezˇ´ıva´, jsou–li v okol´ı 2 nebo 3 zˇive´ bunˇky
• uhynut´ı – ve vsˇech ostatn´ıch prˇ´ıpadech bunˇka umı´ra´
Na obra´zku 4.4 lze videˇt pocˇa´tecˇn´ı a koncovy´ stav hry pro velikost pole 35 na 35 buneˇk.
Graf na obra´zku 4.5 popisuje vy´voj zˇivy´ch buneˇk na tomto poli v jednotlivy´ch kroc´ıch.
Pocˇa´tecˇn´ı stav zˇivy´ch buneˇk byl 449. Po zacˇa´tku simulace se tento pocˇet vy´razneˇ zmensˇil
a zacˇal se pohybovat v rozmez´ı 100 a 150 buneˇk.
Okolo kroku 660 a 810 nastal zaj´ımavy´ stav. V teˇchto okamzˇic´ıch se pocˇet buneˇk usta´lil,
ale byly vytvorˇeny tzv. ”glidery“, cˇili shluky, ktere´ se pohybuj´ı polem a maj´ı sta´le stejnou
velikost. Po strˇetnut´ı se stabiln´ımi shluky se vy´voj vzˇdy opeˇt odstartoval, azˇ do kroku 1700,
kdy byly vytvorˇeny nepohybuj´ıc´ı se u´tvary, ktere´ zˇacˇaly oscilovat mezi dveˇma stavy.
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Obra´zek 4.4: Hra Life:(A)–pocˇa´tecˇn´ı konfigurace; (B)–koncovy´ stav
Obra´zek 4.5: Hra Life: Vy´voj zˇivy´ch buneˇk v jednotlivy´ch generac´ıch
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4.5.3 Sˇ´ıˇren´ı pozˇa´ru lesem
Tento prˇ´ıklad demonstruje vyuzˇit´ı pravdeˇpodobnosti v modelech. Jedna´ se o model, ktery´m
se simuluje sˇ´ıˇren´ı pozˇa´ru lesn´ım porostem a na´sledna´ obnova spa´leniˇsteˇ. V modelu jsou
vyuzˇ´ıva´ny dveˇ pravdeˇpodobnosti – p a q, podle nichzˇ se model vyv´ıj´ı. Model se rˇ´ıd´ı podle
jednoduchy´ch pravidel:
• je-li v okol´ı lesn´ıho porostu pozˇa´r, vzplane les s pravdeˇpodobnost´ı p
• ohenˇ se v na´sleduj´ıc´ım kroku zmeˇn´ı v popel
• popel se s pravdeˇpodobnost´ı q zmeˇn´ı opeˇt v lesn´ı porost
Obra´zek 4.6: Uka´zka sˇ´ıˇren´ı pozˇa´ru
Na obra´zku 4.6 je videˇt uka´zka takove´ho sˇ´ıˇren´ı pozˇa´ru. Pravdeˇpodobnost p uda´vaj´ıc´ı
vzn´ıcen´ı stromu˚ je nastavena na 50%. Nove´ stromy se z popela zrod´ı s pravdeˇpodobnost´ı
q = 8%. Pro tento prˇ´ıpad bylo vyuzˇito standardn´ı Moorovo okol´ı. Z obra´zku je patrne´, jak




Testova´n´ı proka´zalo, zˇe simula´tor je po funkcˇn´ı stra´nce v porˇa´dku, cozˇ bylo potvrzeno
mnozˇstv´ım test˚u prˇi nichzˇ byl program ladeˇn. Domn´ıva´m se tedy, zˇe syste´m splnil sve´
posla´n´ı, pro ktere´ byl vytvorˇen. Meˇl by´t vyvinut tak, aby mohl slouzˇit a by´t vyuzˇ´ıva´n jako
ucˇebn´ı pomu˚cka v prˇedmeˇtu IMS – Modelova´n´ı a simulace. Ma´ uka´zat uzˇivateli fungova´n´ı
CA, da´t mu mozˇnost vytvorˇit si vlastn´ı projekty a modely a t´ım u neˇj vzbudit za´jem
o vlastn´ı mozˇne´ vyuzˇit´ı CA. Toto vsˇe program uzˇivateli poskytuje.
Nejveˇtsˇ´ı s´ılu me´ho programu spatrˇuji v jeho univerza´lnosti. Na internetu jsou dostupne´
des´ıtky simula´tor˚u CA at’ uzˇ jako samostatne´ programy, nebo aplety beˇzˇ´ıc´ı na internetove´
stra´nce. Veˇtsˇina z nich ma´ vsˇak neˇjakou omezuj´ıc´ı vlastnost. At’ uzˇ jde o pevneˇ zada-
nou velikost, omezenou sadu prˇechodovy´ch pravidel, pevneˇ zadany´ pocˇet mozˇny´ch hodnot
nebo naprosto neintuitivn´ı zada´va´n´ı prˇechodovy´ch pravidel. Mu˚j program dovoluje uzˇivateli
prˇ´ıstup, ve ktere´m nemus´ı hledat na internetu cˇi v jiny´ch zdroj´ıch aplikaci, o n´ızˇ by za´hy
zjistil, zˇe mu nevyhovuje. Stacˇ´ı, aby umeˇl pr˚umeˇrneˇ programovat v jazyce C a mu˚zˇe si
vytvorˇit sv˚uj vlastn´ı celula´rn´ı automat na mı´ru a zacˇ´ıt jej ihned pouzˇ´ıvat.
Dı´ky sve´ univerza´lnosti umozˇnˇuje vylepsˇen´ı vy´uky prˇedmeˇtu Modelova´n´ı a simulace, kde
mohou by´t pomoc´ı programu beˇhem prˇedna´sˇky uka´za´ny student˚um r˚uzne´ mozˇnosti vyuzˇit´ı
celula´rn´ıch automat˚u v oblasti modelova´n´ı a simulac´ı. Dı´ky pravidl˚um zapsany´ch v jazyce
C mu˚zˇe by´t pro studenta snadneˇjˇs´ı jejich pochopen´ı a porozumeˇn´ı jejich princip˚um, vlast-
nostem a fungova´n´ı. Program lze da´le vyuzˇ´ıt beˇhem demonstracˇn´ıch cvicˇen´ı, kde si mohou
studenti prakticky vyzkousˇet tvorbu simulacˇn´ıch model˚u s vyuzˇit´ım celula´rn´ıch automat˚u.
Jednou z dalˇs´ıch mozˇnost´ı je vyuzˇit´ı simula´toru prˇi rˇesˇen´ı projektu, ve ktere´m mohou stu-
denti plnohodnotneˇ vyuzˇ´ıt vsˇech jeho vlastnost´ı k vytvorˇen´ı vlastn´ıho simulacˇn´ıho modelu,
ktery´ budou na´sledneˇ simulovat a z´ıska´vat tak potrˇebna´ data.
Existuje ale neˇkolik veˇc´ı, ktere´ byly beˇhem vy´voje a testova´n´ı objeveny. Jejich od-
straneˇn´ım by se dosa´hlo vylepsˇen´ı a roz´ıˇren´ı sta´vaj´ıc´ıho syste´mu. Jedna´ se prˇedevsˇ´ım
o na´sleduj´ıc´ı body:
• prˇenositelnost – pouzˇit´ı jazyka C++ a jeho knihovny wxWidgets dovoluje prˇenositel-
nost na jakoukoliv platformu. V soucˇasne´ dobeˇ je vsˇak program funkcˇn´ı pouze pod
operacˇn´ım syste´mem Linux s nainstalovanou knihovnou wxWidgets 2.8. Po neˇkolika
drobny´ch u´prava´ch ko´du by nemeˇl by´t proble´m zprovoznit program i pod syste´mem
Windows.
• optimalizace zp˚usobu vykreslova´n´ı – syste´m je tak rychly´, jak rychle doka´zˇe vykreslo-
vat sve´ zmeˇny. Zvla´sˇteˇ prˇi zobrazen´ı velke´ cˇa´sti plochy zp˚usobuje vykreslova´n´ı velke´ho
24
mnozˇstv´ı buneˇk znatelne´ zpozˇd’ova´n´ı. Bylo by tedy vhodneˇjˇs´ı pouze prˇekreslovat
bunˇky u nichzˇ dosˇlo ke zmeˇneˇ stavu.
• v´ıce typ˚u ohranicˇen´ı plochy – v soucˇasne´ dobeˇ je implementova´na pouze tzv. ne-
konecˇna´ neboli toroidn´ı plocha. Tento syste´m vsˇak nen´ı vzˇdy ten nejlepsˇ´ı, proto by
meˇl mı´t uzˇivatel mozˇnost si vybrat mezi v´ıce variantami jaky´mi jsou naprˇ´ıklad fixn´ı,
reflektuj´ıc´ı nebo adiabaticke´ ohranicˇen´ı.
• schopnost vracet vy´sledek v´ıce buneˇk – toto je mysˇleno pro schopnost pracovat s Mar-
golusovy´m okol´ım, kde se zpracova´va´ v´ıce buneˇk najednou. V soucˇasne´m syste´mu se
zpracova´va´ pouze jedna bunˇka.
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