Abstract -The design of a machine which is composed of homogeneous mechanical units is described. We show the design of both hardware and control software of the unit. Each unit can connect with other units and change the connection by itself. In spite of its simple mechanism, a set of these units realizes various mechanical functions. We developed control software of the unit which realizes "self-assembly," one of the basic functions of this machine. A set of these units can form a given shape of the whole system by themselves. The units exchange information about local geometric relation by communication, and cooperate to form the whole shape through a diffusion-like process. There is no upper level controller to supervise these units, and the software of each unit is completely the same. Three actual units have been built to test the basic movements, and the function of self-assembly has been verified by computer simulation.
Introduction
A mechanical system which is made of homogeneous and reconfigurable units (i.e. the unit can change the connection between them) has the following three advantages.
First, homogeneity of the units is essential to realize fault tolerance of the system. In an ordinary system made of heterogeneous parts, it is very difficult to maintain its configuration in every possible faulty situation. In a system made of homogeneous reconfigurable units, however, each unit can be replaced by any other unit by changing the connection. Secondly, such a system has a high adaptability to its environment, since the system can change its shape and function by reconfiguring the units.
Thirdly, homogeneity of the unit is advantageous to mass production.
A machine is composed of various components such as structure, actuator and effector etc. and basically, each component is designed separately in a conventional method. However, in the design of a system made of homogeneous units only, a novel way of design for the "unit" must be developed so that a variety of functions can be realized with a set of homogeneous units.
It is particularly difficult to design such universal homogeneous hardware because of geometrical constraints. Therefore, only a few examples of this kind exist. Kokaji [ 11 made a link locomotion mechanism called a"fractal machine" by using homogeneous link units. It has a recursive structure like Sherpinski's gasket, and the size of the machine can be changed by addingjsubtracting units.
The connection between units, however, is fixed in the machine. Fukuda et al.
[2] made a cellular robotic system with a number of different kinds of heterogeneous mechanical units in order to build a reconfigurable manipulator.
Design of homogeneous software is easier than that of hardware because there aren't any geometrical constraints. Cellular automata is one of the important fields in homogeneous software. Von Neumann's self-reproducing automata [3] is the first and the most famous work in this field. Recently, Langton [4] simplified von Neumann's automata and called it an "Artificial Life." However, cellular automata lacks a real representation as hardware.
A study of a group of autonomous robots is another important area of research in homogeneous software. A number of studies on "swarm intelligence" (e.g. Beni et al.
[5]) have been made in the last few years. For instance, Mataric [6] studied the task distribution problem in a population of homogeneous mobile robots based on "subsumption architecture." In these studies, a unit is thought to be an independent system which works under relatively loose connection with other units.
In this paper, we propose a mechanical system which consists of homogeneous units in hardware and software. Although the mechanism of the unit is very simple (it has only three electromagnets as an actuator), the unit is universal in the following sense. The units connect with each other, and can change the configuration by themselves. Various mechanical components are made by a set of these units, which may be described as "moving LEG0 blocks." Each unit has an onboard micro-processor and optical communication channel for information exchange between neighboring units. We have built three actual mechanical units and their basic functions have been tested. A homogeneous software for "self-assembly" is described in the latter part of this paper. The software provides a method of forming a given shape of the whole system by cooperation of the units. This is one of the basic functions of a self-repairing machine. It is possible to form a mechanical structure by connecting units according to requirement 1. Each unit has capability of forming more than 3 connections, and lower layer magnet this enables arbitrary Sldimensional formation of the whole system, in the same way as a chemist making a Figure 1 Two-dimensional fractum
Basic requirements
The system 'an cut Off a Pm Of these two layers, and all magnets have the pole on the upper side. The middle layer also has the same shape, but it is rotated by 6o degrees, and has three electromagnets in place of the magnets. The polarity of the electromagnet is determined by the direction of electric current.
The principle of action is illustrated in Figure 2 . The electromagnet generates pulling (attractive) or pushing (repulsive) force by changing the polarity. The electromagnet rotates without resistance about the center according to requirement 2. This function, for example, enables the machine to cut off a damaged part of the system. Though a unit can not move by itself when it is alone, it can move in a group by connecting with a new unit and releasing the old connection (requirement 3).
Transportation of the unit is realized by repeating this process (see Figure in the next chapter)' We have named the unit which satisfies the above requirements, "fractum" @1. fracta).
Hardware
of the magnets when it is placed between two magnets, since rotation does not have an affect on the magnetic Design of the fractum is not straightforward, since there are so many requirements other than the basic ones. Devices to communicate with neighboring units are required. There must be an appropriate method to supply energy to the units. Moreover, simplicity of the design must be considered to maintain the reliability of the action of the unit. In the following section, we describe a design example of the fractum. Figure 1 shows the design of a fractum which realizes a two-dimensional machine. The fractum is put on a smooth horizontal surface and supported by ball casters. The body of the fractum consists of three layers, and there are no moving parts in it. The top and the bottom layers have the same shape, and this shape satisfies Penrose's requirement. Three magnets are embedded in each of Figure 4 shows the vertical section of two connecting fracta. The right fractum can send a message by using its upper layer, and the left Eractum receives the message by using its middle layer. We can use the middle layer of the left one and the bottom layer of the right one for the opposite direction. Serial asynchronous protocol is used in communication between fracta.
Two-dimensional fractum

Onboard pmessor
An 8-bit micro-processor (280) is used as the onboard processor. It decides the polarity of electromagnets according to the information obtained by communication.
Energy supply method
Energy supply is crucial when the number of fracta is large. A cordless supply method was designed (see Figure  5) . In this method, the plane on which fracta are placed functions as electric terminals. The plane is divided into zonal areas, and every second area is connected to a DC power supply unit. The others are connected to GND. Four contact points are attached to the base of the fractum. (The ball casters can be used as the contact points.) By using these contact points and a simple rectifier, it is possible to supply electric power to the fractum at arbitrary position and direction. Moreover, there is no limitation on the number of fracta.
Experiments on basic functions
Three fracta were made, and Photo 1 shows the basic action of fracta. The size of the fractum is about 125" in diameter and 160" in height. It weighs about 1.2kg. Each coil consumes about 6W. In order to test the basic movement and communication capability, we installed a simple check program. In the test, one of the fracta works as a master. It checks present configuration using the communication channel, and sends operation commands to the rest of the fracta according to a given sequence. A cooperative movement shown in Photo 1 was realized and reliable operation was verified.
Software for self-assembly
A specific feature of homogeneous units is that each unit can be used at an arbitrary position in the system. In other words, each unit must have the potential to become any part of the system. For these reasons, each unit must have information on the whole system. The homogeneity of software is also required. It reminds us that each cell in living things has identical information on the whole body in the form of character strings on DNA. Now, we would like to focus attention on the following question.
'' Consider the fracta of an arbitrary configuration. (See Figure 6 . Every fractum must be connected with at least one other fractum.) Each fractum has information on the final shape of the whole system. but it doesn't have any information on the current shape of the whole system. The only thing it can do is to communicate with neighboring fracta in order to know the local connection. Under this assumption, find a control software for each fractum to organize the whole shape." t Figure 6 Self-assembly
Description of the whole system
On the fractum, only information on local connection is available, thus we must describe the whole shape of the system on the basis of local relations between fracta. We will begin by considering the possible connections of a fractum.
Types of connection
There are 12 possible types of connection for each fractum (see Figure 7) , where rotation and mirror image are ignored. A hexagon in the figure denotes a fractum ' it becomes another connection type when it is turned over, but for simplicity we do not distinguish it.
We are now ready to explain how to describe the whole shape of the system. We use a combination of the type and the neighbor type. The above mentioned triangle is
Type transition diagram
In order to define the "distance" between two arbitrary types, we introduce the following type transition diagram (see Figure 8) . Nodes of this diagram denote a connection type, and a link between nodes denotes that one type can be changed to another type by a one step movement of a fractum. The distance between two connection types is defined by the distance of the shortest path between two nodes on the diagram. We evaluate the distance by simply counting the number of links on the path. This kind of distance is adopted for its simplicity. However, there is probably a more reasonable but more complicated definition of distance, such as a measure related to the energy required to transit from one type to another.
Shape description by type
We assume that each fractum knows its type by checking its state of connection. Moreover, we assume each fractum knows the type of neighboring fracta by communication. The list of types of neighboring fracta is called "neighbor type." To take a simple example, let us consider the shape shown in Figure 9 . This is a triangle configuration made of 10 fracta. There are 3 types of fracta, ''0" (comer), " K (edge) and "s" (center) . The neighbor type of the type "0" fracta is (K, K) . That of the described by the following 3 statements.
We should note that the higher symmetry results in the shorter description.
Here, a question arises about the uniqueness of the description. For a given shape, we can obtain a unique description, however, the reverse is not true. For instance, the existence of the type "h" might cause an optical isomer. But if the symmetry of the system is high as in this example, such kind of ambiguity is very small. Each fractum can evaluate this fitness independently. The first term in the minimizing operation denotes the distance between present type and one of the final types. The second term is to compare the neighbor types of present and final types. Generally, valences of present and final type, namely the lengths of the list, are different, thus, in such a case, insufficient terms are filled by type "e" for convenience. The fitness becomes zero, when the present situation of the fractum coincides with one of the statements of the description of the system. If the fitness of every fractum becomes zero. it means that the selfassembly of the whole system is successfully completed.
Movability
Every fractum in the system is not always able to move, for instance, a hexavalent fractum can not move at all. We must select several movable types, because of the limitation of the electromagnetic force which a fractum can generate. Type "e", "0" and "e" are selected as the movable types.
Moving strategy
It is natural to think that a fractum which has low (large) fitness has priority to move. Selection of the fractum which has the worst fitness, however, is difficult, because it requires information on the whole system. Instead of this, we adopt the following strategy.
[Strategy] A fractum which has movability, and whose fitness is relatively larger than the local average of the fitness, has a right to move. The direction of the movement is decided randomly. 0
The random decision of direction is certainly not a good strategy, especially just before the completion of the shape forming. But in the early stage, a good method of deciding the direction of the movement is not available. If the fitness of a fractum improves after a movement, priority of the fractum will decrease, and it becomes hard to move. A fractum will not move at all if it belongs to a finished part of the system. This mechanism prevents the process from going backward. Another merit of this strategy is localization. In a large scale system, multiple fracta are permitted to move concurrently, since the priority is evaluated only by local process.
The following question now arises: how to estimate the average of the fitness only by using local communication.
Field of diffusion
Let us assume that every fractum has one continuous variable, and also that it knows those of neighboring fracta. In order to estimate the average value of this variable independently on each fractum, we can use the following simple diffusion equation.
where, x(i): diffusion variable of i-th fractum n(i): set of indices of fracta which are connected to i-
This is an analogy of a water reservoir system. Each fractum has the same reservoir (the level of the water is x(i)), and the reservoir on each fractum is connected to neighboring reservoirs with the same pipe. The total quantity of the water is conserved, and sooner or later, the level of the water converges to the average level. Here, value of the diffusion variable x(i) must be larger than zero in order to prohibit minus level of water. If we use the fitness(i) for the initial value of x(i), it is possible to estimate the average value of the fitness by simulating this process.
In practical use, only at the moment the fitness is changed, we substitute new fitness to the diffusion variable. It causes, however, another problem, namely, the substitution of new fitness destroys the conservation. The total quantity of the water has a tendency to increase. To solve this problem, we modify the equation.
Here, L is a leak constant. This term not only prevents the system from overflow, but also helps movement of movable fracta.
Activation
In order to judge that a fractum has a relatively larger fitness than other fracta, we use the following inequality. G x(i) < fitness(i) (4) where G is the activation threshold ratio larger than 1. If a fractum satisfies this inequality, it moves immediately. We call this process activation of a fractum. A feature of this method is that a fractum which has zero fitness is never activated. If the shape of the whole system is close to the goal, the average of the fitness is very small. Some fracta, however, have a relatively larger fitness than the average, thus some of them will be activated. This process does not stop until the system reaches the goal. After the system completes self-assembly, fitness of all fracta becomes zero, and no fractum moves any more.
Computer simulation
We conducted computer simulations to verify the performance of the software. The triangle configuration (Figure 9 ) is used as the goal of self-assembly. We used a row of fracta as the initial configuration of the system (see Figure 10 ). This configuration is an example of a difficult initial configuration, because it includes only two movable fracta at both ends.
The parameters used in the simulations are as follows.
diffusion constant: K = 0.02 activation threshold ratio: G = 1.25 (for types "e" and "0") G = 20.0 (for type "E") L = 0.15 (for types "e" and "0") L = 0.02 (for type "E")
leak constant:
The reason why we make the type "E" harder to activate is that this type appears very often, and if the same value is used, the speed of convergence becomes worse. Random decision process is included in the strategy, thus the sequence of self-assembly becomes a stochastic process. To evaluate the efficiency of the software, we made lo00 simulation trials. The result of the simulation is that 972 cases have succeeded in reaching the goal before 2000 time steps. In the other cases, the system came to a deadlock, where there is no movable fracta. For I I 500 lo00 time step Figure 11 Change of fitness and diffusion variable instance, a ring of 6 fracta (like a molecule of benzen) is a deadlock, since every fractum is non-movable type "m." In Figure 11 , the change of the sum of fitness and that of diffusion variable in a successful case are plotted. It indicates that the process goes toward the goal, but is basically a random search process. Owing to the randomness of the search process, the larger the scale of the system, the worse the speed of convergence and the probability of success. For example, we tried a triangle made of 15 fracta as the goal, then the probability of success in 4ooo time steps decreased to 686 cases out of lo00 trials.
Toward self-repairing and other functions
The fractum is so versatile that various functions can be realized. Any structure is built by connecting the fracta (Fig.12 (a) ). This structure can be reformed and adapted to its environment if required. The connection between the fracta can be flexible. If the connecting strength is controlled actively, then an actuator is realized (Fig.12 (b) ).
The structure can move as a whole by transporting fracta one after another toward a certain direction (Fig.12 (c) ). Furthennore, self-repair is possible with a fractum-based machine ( Fig.12 (d) ). In order to realize this, basic design information must be held in a distributed manner in the group of fracta, and fault detection and recovery operation must be canid out in a cooperative manner.
It will be necessary to develop powerful "group intelligence," which recognizes the situation of the whole machine and makes an adequate decision for each fractum.
Conclusion
In this paper, we described a self-assembling machine which consists of homogeneous mechanical units. The proposed mechanical unit "fractum" is an autonomous mechanical unit that has a simple structure and simple software to control its action. Basically, if we do not consider efficiency, we can construct any mechanical system with the fractum, and in this sense, the fractum could be called "the atom of a machine."
We designed a two-dimensional fractum and its software. Three of them were made to examine basic functions of the fractum. The software was tested by computer simulations and the function of self-assembly of the whole system was confirmed.
Further studies are being planned to realize new functions such as self-repairing and adaptive reconfiguration.
