One of the main problems in software engineering is to determine the appropriate numbers of programmer working through the software-development life cycle, particularly in the process of coding, testing, and maintenance. The high numbers of the programmer increase the cost of developing software. However, the small teams cause another problem, especially in the process of testing software. Therefore, this article presents the simulation technique for the development team in order to determine the appropriate numbers of programmers, whereas the testing time is specified by the users. Firstly, the relationship among programmers, codes, and testing time are constructed and studied. Secondly, it is the application based simulation technique for determining the suitable numbers of programmers by running 20, 50, 100, and 200 experiments. Lastly, the proposed model interprets the percent errors for the different programs. The contribution is to manage and reduce the cost of developing program and increase the accuracy of testing software by improving the percent errors.
Introduction
Research questions, there are many problems can be occurred in each phase, but in this paper, it focuses two main drawbacks remained in the software maintenance. The first, how many programmers are suitable in the process of maintenance whereas the overnight is requested? Actually, people involve for all phases of SDLC. This paper concerns the process of software maintenance. The second, how many bugs will be occurred? The reasons that fail the software are not only the new bugs or faults, but it includes the requirement specifications from managers, users, stake holders, and the lines of code. Therefore, the objective of the article is to determine the appropriate numbers of programmers whereas the changes from requirement specification, lines of code, and bugs are being occurred. Another is to define the possibility of bugs, which can be occurred in the process of software maintenance. Finally, the article presents two contributions. First, simulation technique can be used for predicting the suitable numbers of programmers for each developed coding. Second, the proposed model can aim to prepare the plan to fixing bugs or faults overnight with the significant resources, e.g., the appropriate numbers of programmers.
Materials and Methods

Subject Programs
This paper applies seven programs written by C language in the experiment. The seven programs cooperatively are called the Siemens Programs, which are each described in this section. The Siemens programs are well-known and often used in the field of software maintenance. They were initially collected for and applied by Siemens Corporate Research in a study of regression test selection, e.g., data flow, random, graph-flow, and control-flow techniques [16] . Moreover, a large test pool, which full of possible test cases, is generated by the programmers of Siemens. First, they produced test cases by black-box technique, applying the enable methods of partition, plus the Siemens Test Specification Language tool [17] [18] . After producing a set of test cases, the specialists created another set of test cases by hand due to the white-box technique. Therefore, it guarantees that the coverage of each executable requirement, functions, boundary, and definition-use in the subject programs, particularly the control flow graph for at minimum thirty test cases. The specialists cover all introductions of bugs or faults within the programs. According to this, it provides the significant numbers of test cases as the representative as possible. Most scattered faults concern single line changes whereas a few can be found in the multiple lines. Particularly, the specialists combined bugs or faults that probably not monitored by at least three test cases in the test pool [19] . It proved that no more than 350 test cases found in the test pool. Table 1 collects the information of the subject programs as well as the numbers of functions (e.g., requirement specifications), lines of code, and numbers of versions. Moreover, the test pool size is generated for further studied. The subject programs from Siemens provided the respective test suites, which have several advantages. Especially for the field of software maintenance, it is the starting point of selecting the appropriate numbers of test cases in each test pool. Besides this, the test pools were fairly easy to acquire. This is because the Siemens team produced the programs, including test cases available to fellow experts. Relying on the method of their building the programs, the scattered bugs within the programs give model real-world errors. The subjects have also been applied previously in many studies [20] . 
Methods
The important of the proposed method are explained as follows; regarding to the concept of testing software, the high number of programmers are expensive and costly. Therefore, this article presents the methods of finding the suitable number of programmers. However, the performance of them will not be accountable. So far the bias of thinking will be protected. Simulation technique concerns mathematical model to avoid the errors of using irrelevant or subjective factors such as quality of programmers, skill, and knowledge. Simulation technique provides different running experiments, which are 20, 50, 100, and 200 rounds respectively. This can guarantee that the effective results can be usable and suitable. Therefore, the algorithm of the proposed method is shown as follows:
Step 1: Determine the relationship between numbers of programmers (P), testing time (T), and codes (C).
Number of programmer is directed to code: C P  Number of programmer is in-directed to testing time:
where c refers to constant value. In the experiment, random function is used for numbers of programmers, testing time, and codes. The random numbers are 1-100, 1-24, and 148-156 respectively. To ensure the validity of the results, the experiment will hold at least 20 times.
Step 2: Define the value of c. Using the results of "Step 1", the value of c can be determined as shown in equation.
In the experiment, the value c can be generated as finding median, average, and minimum values.
Step 3: Build a model from "
Step 2". Testing the results is required to ensure that step 1 and 2 are working.
Step 4: Prepare simulation. This step can be used to determine numbers of programmers while 20 experiments are required.
Step 5: Determine the relationship between bugs (B) and Functions (F). Number of bug is directed to function: F B  . Therefore:
where d refers to constant value, which is shown in equation:
Note: the similar methods of "Step5" follow "Step 1 to 4".
Regression Test Selection (RTS)
A novel RTS technique considers ontology driven systems [21] . This technique shows representations of the old and new ontologies, compares them to find entities affected by the changes. The algorithms are applied for number of programmers, testing time, and codes used in the process of testing software. Three steps of RTS are shown as follows:
Step 1: Compute number of test cases due to the different codes.
Step 2: Specify testing time
Step 3: Identify the number of programmers. Note that this RTS is a new technique (2012) and it will be used in the part of evaluation as one of the comparative studies.
Results and Discussions
Determining Numbers of Programmers, Testing Time, and Code
This article does not focus unequal performance of programmers, e.g., programming skill, knowledge, and experience. Specifically, one of the purposes is to find the appropriate numbers of programmers who can finish testing codes within the limited times. In general, the testing time may cause time delay of the development team. In some case, the developers spent long time (months) to test the software. According to the purpose of this research, testing times are varied from 1 to 24 hours (overnight) regarding the requirement specification by the users. This assumption is considered for planning and preparing the programmers, which are suitable in the process of testing codes. Codes approximately are 150 lines in order to avoid the complexity of fixing errors such as bugs. Of course, each program consist difference lines of code depending on the types of software and the business objectives, which are not discussed in this article. Running experiments, Table 2 is the example of the results by running experiments 20 rounds to find the value of numbers of programmer, testing time, and codes. In this section, 20, 50, 100, 200 rounds of running experiments are used to analyze the results as shown in Table 3 . It shows the provenance of the range of the number of programmers, testing time, and codes. All values will be applied to find median, average, and minimum as the representative of c for the next step. From the results, it shows that sometimes the lower numbers of programmers can finish the testing codes within the less time. This may be because of their abilities and experiences. Therefore, it assumes that the performances of testers are equal.
3.2.
Determining the Value of c.
According to the results in Table 2 , they are used to find the c-value. The values of c are computed based on median, average, and minimum as shown in Table 4 . Each time of doing experiments, the c-values will be recorded differently. Therefore, Fig. 2 is inserted, which shows three observations explained as follows: first is the value of c based on minimum. The c-value is too low to find the representative. Particularly, it is not significant to use these results because the skills and experiences of the testers are very high expectation. That's why; the numbers of programmers will depend on the code. However, another limitation is the quality and complexities of codes are assumed equally. Therefore, this technique may not guarantee the software testing can be done overnight. Second is the value of c based on median. The values of median as the representatives were plotted. The graph of Fig. 2 guides us to find the representative of c-value. It is not linear, exponential, or regression. Therefore, to avoid the bias is to select the middle value in order to get the c-value. Third is the value of c based on average. Fig. 2 shows the c-values from finding the average. As we can see that those results similar to the results computed by median. However, the problem is to find the right c. And the last one is analyzing the value between median and average. The value of c approximately can be computed, which depend on median and average. The values of c were recorded between lower and upper bound approximately from 3 to 6. Therefore, the middle point is computed to be the estimated c-value. Note: the results of running different rounds are closed to each. Therefore, the running 20 rounds are selected for the next studies. 
Simulation of Determining the Appropriate Number of Programmer
Finally, doing the simulation can find the approximate numbers of programmers, which testing time and checking codes. According to this, Table 7 reports percent errors within the testing program. The third column shows error during 45 rounds of the experiments. Moreover, column four gives the lesser percent errors, which lower than values from column three. The reason is that the results of column three are not related to the numbers of programmers. The results in column four, according to the similar methods start from Step 1 to 5, they can be applied to find the values of d, which refers to the percent error for each test. Furthermore, Fig. 3 is the graph of using percent errors by simulation technique versus numbers of testing programs. The results show that the percent errors are moving up and down between 5 and 20. This means the estimated numbers of programmers can reduce the percent errors (see the results between column 3 and 4)
Determining Percent Errors
Evaluation
In this section, 20 experiments are selected and provided in order to compare the results of finding the numbers of programmers by using the simulation, regression, and random techniques. Obviously, in experiment number 1, the testing time is requested for 12 hours. The result of random technique requires only one programmer to test the software. This is not practical while simulation and regression need 56 and 63 programmers, which are suitable to possibly to reach the goal. Besides this, in experiment number 10 and 11 request six hours to finish the jobs, the results from using the random technique suggests 123 or 70 programmers. According to this, the random technique has no plan to manage the jobs consistently while the results of applying simulation and regression techniques give the similar suggestion. As we can see the results in Table 8 , all number of programmers from simulation is less than regression. This interprets that the cost of testing software by using simulation is also less than the regression technique. Fig. 4 compares percent errors of the various techniques. It shows that the random technique cannot guarantee the errors during testing software. Even so, the simulation technique gives the lower errors than the traditional techniques. This supports the idea of finding the appropriate numbers of programmers by using the simulation technique, which can suggest the lower numbers of them while the percent errors are preserved. The details of simulation somehow reduce the validity to the results are explained as follows; It results the appropriate numbers of programmers in terms of quantitative criteria. However, the part of qualitative is one of the limitations of this paper such as skills and knowledge can affect the ability of testing the programs. Besides, the complexity of different programs causes testing time. Therefore, this technique can result only the suitable situations, whereas this constraint is assumed to be ineffective to the whole process of simulation. Moreover, finding P by simulation technique regarding testing time and line of codes may not be practical. Increasing the validity of simulation, the relevant factors should be considered, e.g., function and non-function requirements, software architecture, and the environmental changes. Table 6 .
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Conclusion
As we know that the SDLC is the well-known methodology for computer software engineering, particularly in developing, testing, and maintaining the program. Many researches propose techniques and methods for testing and maintaining software such as regression test selection. Nevertheless, this paper presents the simulation technique to determine the appropriate numbers of programmers in the process of software testing, whereas testing time is specified by the users. The proposed model gives minimum numbers of programmers compared with the traditional techniques. Moreover, it includes the most important factors, which are requirement specification (functions), lines of code, and faults. Another is to find the percent errors or bugs that may fail the entire software system. This article aims some of the researchers who want to answer the questions: "How many of programmers are required to test the software overnight?" and are the results after testing significant?
