ABSTACT IMS Learning Design (IMSLD) is an open standard that can be used to specify a wide range of pedagogical strategies in computer-interpretable models. Such models then can be played in any LD compatible execution environment to support teachers and students to conduct online teachinglearning. This chapter introduces the basic knowledge required to effectively use LD. First of all, we present fundamental principles behind LD. Then, we introduce main concepts and their relations in LD and discuss some technical issues about how to make a learning design executable in a computer-based environment. Finally, how to model learning designs using LD is explained through demonstrating the whole procedure to model a use case in Extensible Markup Language (XML). We expect that the readers of this chapter can apply LD to create simple learning designs and understand learning designs with sophisticated features. (IMSLD, 2003) is an open standard that is used to code a wide variety of digital courses (called "units of learning" or "units of study") in a formal, semantic, interoperable and machine readable way. In comparison with other e-learning technical specifications like SCORM (Sharable Content Object Reference Model), in which a learning process is modeled as a sequence of learning material, LD is strong in the support for the wide range of modern pedagogical approaches that are used today, like active learning, collaborative learning, adaptive learning, and competency based learning. It can also be used to support more informal learning that takes place in communities of practice and learning communities (Koper el al. 2004a(Koper el al. , 2004b(Koper el al. , 2005.
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Digital courses developed with LD differ in many aspects from the ones we are currently using in the regular Learning Management Systems (LMSs). The major difference is that it enables an author to specify the complete learning design of a course with all its details explicitly, instead of selecting a restricted set of hardwired designs in the LMS. This means that the designer can specify: or changing aspects of the workflow).
The basic challenge with LD is in the authoring aspects: you can design highly complex courses and implement many different pedagogical interactions, but this requires that you are able to design these interactions (most teachers are not highly skilled as instructional designers) and that you will need to learn to design and to use LD tools in order to produce the learning designs. In this chapter we will introduce you into the fundamental principles behind LD. To give you a kind of advanced organisor: the basic ideas behind LD before it was developed was the question whether it would be possible to make a kind of standard notation, like the music notation, that enables you to write down learning designs (compose music) at one place and to interpret the learning designs in many places for different users (different musicians, orchestras, bands, etc. all can reproduce songs and music that has been written in a rather similar way). LD is introduced as such a kind of standard notation, which is machine readable, (although it is also human readable) to help the users of computers to organize, adapt and orchestrate their different learning and teaching activities and the access to learning objects and services to an efficient, effective and synchronized whole for each individual user in any role. In order to explain how to create learning designs using LD clearly, we present the whole procedure to model a learning design by using an use case. We further discuss the issues to model complicated learning designs using LD. In summary, the purpose of this chapter is to answer three questions: why develop LD, what is LD, and how to use LD?
BACKGROUND
This section discusses the theoretical background to develop LD and the context of the learning design. As a convention, we use "LD" to refer to the IMS LD specification and use "learning design" to refer to the description of a course, a workshop, a seminar, and so on.
The central assumption behind LD is that the activities that learners undertake are central in any learning process, for instance activities like exploring, thinking, discussing, reading, and problem solving. The primary role of any instructional agent, whether it is a teacher, the learners themselves, or a computer, is to stimulate the formulation and execution of learning activities that will gradually result in the attainment of the learning objectives. The instructional agent defines the tasks, provides the contexts and resources to perform the tasks, supports the learner during task performance and provides feedback about the results. The learning activities that are needed to obtain some learning objectives are in most cases carefully sequenced according to some pedagogical principles. This sequence of learning activities that learners undertake to attain some learning objectives, including the resources and support mechanisms required to help learners to complete these activities, is called a learning design.
LD is based on an abstract model of learning designs, the pedagogical 'meta-model' which enables us to represent many different concrete examples of learning designs. Like all models this model abstracts reality. It must not be confused with the reality itself and it is not the only model possible describing learning and instruction. This is also true for the learning design in general. Learning designs are something different from what actually happens when they are executed and used in real practice. It is not the intention of a learning design to capture all the details of a course, but only its major points. Figure 1 provides the context of learning design and indicates the relations among the unit of learning, the learning model, the domain model, and theories of learning and instruction. The unit of learning is the result of learning design. The learning model describes how learners learn based on commonalities (consensus) in learning theories. The domain model describes the type of content and the organization of that content, for example, the domain of economics, law, biology, etc. Theories of learning & instruction describe the theories, principles and models of instruction as they are described in literature or as they are conceived in the head of practitioners. In this section we will discuss the three aspects related to a unit of learning in detail. 1. A person learns by (inter-)acting in/with the external world. 2. The real world could be considered to be composed of social and personal situations, which provide the context for actions. 3. A situation is composed of a collection of things and living beings in a specific interrelationship. 4. One part of situations is communities of practice and -more specifically -learning communities. 5. There are different types of learning, the one of interest to us is learning invoked by instructional measures. 6. Learning can be considered to be a change in the cognitive or meta-cognitive state. However, changes in the conation and affection can also be considered as the result of learning. When a person has learned he or she can a) carry out new interactions or carry out interactions better or faster in similar situations, or b) carry out the same actions in another situations (transfer). 7. A person can be urged to carry out specific interactions, if:
The Learning Model
-a person is willing to do so or stimulated to do so (conation / motivation factor); -a person is able to do so (cognition factor); -a person is in the mood to do so (affection / emotional factor); -a person is in the right situation to do so (situational factor). 8. What has been set out here regarding an individual is also valid for a group of people or an organization, even though this does not have to be reducible to individuals.
The essence here is that no value judgment is made in these axioms about the following questions:
1. What does a person or a group learn (knowledge, competencies, skills, insight, attitudes, intentional behavior) and in which domain? 2. What kinds of activities must be carried out to learn, for example: observing, describing, analyzing, experiencing, studying, problem solving, experimenting, predicting, practicing, exploring and answering questions? 3. How should a learning situation be arranged (context, which people, which objects) and what relationship does the situation have to the teaching-learning process? 4. To what extent are the components of the situation present externally and to what extent are they represented cognitively-internally? 5. How, precisely, do the learning and transfer processes occur? 6. How is motivation stimulated? 7. How is the learning result captured? 8. How should activities be stimulated?
The answers to precisely these questions determine the educational philosophy, the instructional model and the more practical design of the units of study. The meta-model provides the semantic framework for the units of study's notational system, alongside the structure of learning environments that was dealt with earlier.
A citation from Duffy & Cunningham (1996, p. 171 ) in this area: "As the quote from Skinner suggests, everyone agrees that learning involves activity and a context, including the availability of information in some content domain. Traditionally, in instruction, we have focused on the information presented or available for learning and have seen the activity of the learner as a vehicle for moving that information into the head. Hence, the activity is a matter of processing the information. The constructivists, however, view the learning as the activity in context. The situation as a whole must be examined and understood in order to understand the learning. Rather than the content domain sitting as central, with activity and the 'rest' of the context serving a supporting role, the entire gestalt is integral to what is learned."
The Domain Model
Every pedagogical model must take into account the characteristics of the content domain. Content domains are e.g. mathematics, cultural science, economics, psychology, electrical engineering, law, etc. Every content domain has its own structuring of knowledge, skills, and competencies. There are different cultures and communities of practice. Often there are also specifically designed pedagogical models for the domain, for instance, in mathematics teaching. We do not intent to discuss any specific domain model deeply in this chapter. In educational technology, there are different streams in which the characteristics appear to have what Thomas Kuhn (1962) describes as scientific paradigms. Greeno, Collins & Resnick (1996) make -in a meta-analysis -a distinction between three major streams of instructional theories:
Theories of Learning and Instruction
1. empiricist (behaviorist) 2. rationalist (cognitivist and constructivist) 3. pragmatist-sociohistoric (situationalist).
All stances have different views on topics such as: knowledge, learning, transfer and motivation. We will shortly address some of the differences.
According to the empirical approach, as typified by Locke and Thorndike, all reliable knowledge is based on experience. Locke said: "There is nothing in the mind that was not in the senses." The assumption is that behaviour is predictable, given the specific environmental conditions, and that processes can be analysed in isolation. The idea is that learning can influence outside of its context and without knowledge of the internal learning processes.
In the rationalist approach, as typified by Descartes and Piaget, thinking is considered the only reliable source of knowledge. In this case, it is supposed that cognition mediates the relationship between a person and the environment. As there is the possibility of large individual differences in cognitive processing, for example, because of differences in prior knowledge (Dochy, 1992) , meta-cognition (Flavell, 1979; Brown, 1980) , motivation (Malone, 1981) and learning styles (Vermunt, 1996) , the assumption of predictable behaviour falls away, and those involved must work with more open, authentic environments in which students themselves can build knowledge. The student is given a central, self-managing role in the educational process (Shuell, 1988; Schunk & Zimmerman, 1994) .
The third approach is called the pragmatic and cultural-historic approach, as typified respectively by James, Dewey and Vygotsky, Leont'ev, or in educational theory as social constructivism (Simons, 1999) . In this approach, the situation and the cultural-historical context that a learner is in, are given primary attention (Lave & Wenger, 1991; Cole & Engestrom, 1993) . Knowledge is distributed among individuals, tools, and communities, such as those of professional practitioners. The assumption is that there is collective as well as individual knowledge. Learning is considered as the adaptation of behaviour to the rules of the community. An important instrument for adapting and acquiring common views is discussion and cooperation in the communities.
According to most scholars and practitioners, these streams, or stances, are supplementary and offer different perspectives on the same themes (see also : De Boer, 1986; Molenda, 1991; Greeno, Collins & Resnick, 1996; Sfard, 1998; Jonassen, 1999; Roblyer & Edwards, 2000) . Just as psychology, economy and biology look at human behaviour in different ways.
Based on these stances there are -in literature -descriptions of hundreds of more theoretical or practical theories and models of learning and instruction. To name a few: competency based learning, project based learning, mastery learning, problem based learning, case based learning, experiential learning, action learning, etc. (see literature like Reigeluth, 1983 Reigeluth, , 1987 Reigeluth, , 1999 Merrill, 1980 Merrill, , 1983 Merrill, , 1987 Merrill, , 1988 Merrill, , 1999 Jonassen, 1999; Kearsley 1987) . Also lots of more informal teaching plans are available (see e.g. Eric's lesson plans at: http://ericir.syr.edu/Virtual/Lessons/). Another approach is based on human resource management, mostly referred to as performance improvement (sometimes human performance technology, see Stolovitch & Keeps 1999 for an overview).
We have also added a fourth type of model: the eclectic model. These are instructional design models using principles from different stances, just for the practical occasion. These models can be explicitly formulated, but mostly they are implicit.
We studied and analysed most of these models. We mapped the commonalities and listed the differences in order to derive the pedagogical meta-model. The meta-model is the core of LD, which will be presented in the sub-section "the conceptual model" below.
THE IMS LEARNING DESIGN SPECIFICATION
Above we presented the theoretical background to develop LD. In this section, we briefly introduce the basic knowledge about LD.
The Requirements
The major requirement for the development of LD is to provide a containment framework that uses and integrates existing specifications as much as possible, and which can represent the teaching-learning process in a unit of learning (UoL), based on different pedagogical models -including the more complex and advanced ones -in a formal way. More specifically an LD specification must meet the following requirements:
1. The notation must be comprehensive. It must describe the teaching-learning activities of a unit of learning in detail and include references to the learning objects and services needed to perform the activities. This means describing:
• How the activities of both the learners and the staff roles are integrated.
• How the resources (objects and services) used during learning are integrated.
• How both single and multiple user models of learning are supported. 2. The notation must support mixed mode (also called blended learning) as well as pure online learning. 3. The notation must be sufficiently flexible to describe learning designs based on all kinds of theories and so must avoid biasing designs towards any specific pedagogical approach. 4. The notation must be able to describe conditions within a learning design that can be used to tailor the learning design to suit specific persons or specific circumstances. 5. The notation must make it possible to identify, isolate, de-contextualize and exchange useful parts of a learning design (e.g. a pattern) so as to stimulate their reuse in other contexts. 6. The notation must be standardized and in line with other standard notations. 7. The notation must provide a formal language for learning designs that can be processed automatically. 8. The specification must enable a learning design to be abstracted in such a way that repeated execution, in different settings and with different persons, is possible.
The LD specification, following common IMS practice, consists of: (a) a conceptual model that defines the basic concepts and relations in an LD, (b) an information model that describes the elements and attributes through which an LD can be specified in a precise way, and (c) a series of XML Schemas (XSD) in which the information model is implemented (the so-called "binding") (d) a Best Practices and Implementation Guide, (e) a binding document and example XML document instances that express a set of learning requirement scenarios. In the following sections we will focus on the conceptual analysis work that informed the LD.
The Conceptual model
LD has been based on the analysis of many different pedagogical models described in the last section and in addition many different lesson plans that can be found on the Internet (Van Es, 2004) . We realised that we had to create an abstraction of all these examples, because there are so many and also because teachers and designers will not stop formulating new models all the time. Modelling each separate example and then developing tools to support it, would be a very inefficient path to follow. For this reason we aimed at the development of a more abstract notation that is sufficiently general to represent the common structure found in these different pedagogical models. With such a notation, learning designs for concrete courses can be specified that are applications of a specific pedagogical approach.
The pedagogical meta-model that has been developed to represent different kinds of learning designs is at the heart of the LD. It provides the conceptual structure of the specification as well as its underlying theoretical model (see figure 4) . The core concept of LD, as expressed in Figure 4 , is that a learning design can be represented by using the following core concepts: A person takes on a role in the teaching-learning process, typically a learner or a staff role. In this role he or she works towards certain learning objectives by performing learning and/or support activities within an environment. The environment consists of the appropriate learning objects and services to be used during the performance of the activities. Figure 5 contains an example of the use of these labels in a photograph of a classical learning design: a classroom setting. You can imagine that this type of labelling is possible on any photograph of any teaching-learning event, whether this is classroom teaching, self-study, group collaborations, field experiments, etc. However, photographs are static and the teaching-learning process is dynamic, so labelling of the visible entities is not sufficient. What is needed is an additional process description. This process description is provided in the method section of LD. The method is designed to provide the coordination of roles, activities and associated environments that allows learners to meet learning objectives (specification of the outcomes for learners), given certain prerequisites (specification of the entry level for learners).
The method section is the core part of the LD specification in which the teaching-learning process is specified. All the other concepts are referenced, directly or indirectly, from the method. The teachinglearning process is modelled using the metaphor of a theatrical play. A play has acts, and each act has one or more role-parts. Acts follow each other in a sequence, although more complex sequencing behaviour can take place within an act. The roles within an act associate each role with an activity. The activity in turn describes what that role is to do and what environment is available to it within the act. In the analogy, the assigned activity is equivalent to the script for the part that the role plays in the act, although less prescriptive. Where there is more than one role within an act, these are 'on stage at the same time', i.e. they run in parallel. Thus a method consists of one or more concurrent play(s); a play consists of one or more sequential act(s); an act consists of one or more concurrent role-part(s), and each role-part associates exactly one role with one activity or activity-structure.
The roles specified are those of learner and staff. Each of these can be specialized into sub-roles.
It is left open to the designer to name the roles or sub-roles and specify their activities. In simulations and games, for example, different learners can play different roles, each performing different activities in different environments.
Activities can be assembled into activity structures. An activity structure aggregates a set of related activities into a single structure, which can be associated with a role in a role-part. An activity-structure can model a sequence or a selection of activities. In a sequence, a role has to complete the different activities in the structure in the order provided. In a selection, a role may select a given number of activities from the set provided in the activity structure. This can, for instance, be used to model situations in which learners have to complete two activities, which they may freely select from a collection of five activities contained in the activity structure. Activity structures can also reference other activity structures and external UoLs, enabling elaborate structures to be defined if required.
Environments contain the resources and references to resources needed to carry out an activity or a set of activities. An environment contains three basic entities: learning objects, learning services and subenvironments. Learning objects are any entities that are used in learning, e.g. web pages, articles, books, databases, software, and DVDs. The learning services specify the set-up of any service that is needed during learning, e.g. communication services, search services, monitoring services, and collaboration services. An example of set-up information is the specification of which LD roles have user rights in the learning service. This, for instance, enables automatic set-up of dedicated forums each time a LD is instantiated.
A method may contain conditions, i.e. If-Then-Else rules that further refine the assignment of activities and environment entities for persons and roles. Conditions may be used to personalize LDs for specific users. An example of such a personalization condition could be: "If the person has an exploratory learning style, then provide an unordered set of all activities", or "If the person has prior knowledge on topic X, Then learning activity Y can be skipped".
The If part of the condition uses Boolean expressions on the properties that are defined for persons and roles in the LD. Properties are containers that can store information about people's roles and the UoL itself, e.g. user profiles, progression data (completion of activities), results of tests (e.g. prior knowledge, competencies, learning styles), or learning objects added during the teaching-learning process (e.g. reports, essays or new learning materials). Properties can be either global or local to the run of a unit of learning. Global properties are used to model portfolio information that can be accessed in any other unit of learning that is modelled with LD and has access to the same persistent storage for property data. Local properties are only accessible within the context of a specific run of a unit of learning and are used for temporary storage of data.
In order to enable users to set and view properties from content that is presented to them, so-called global elements are present in LD. These global elements are designed to be included in any content schema through namespaces. Content that includes these global elements is called 'imsldcontent'. The preferred content schema is XHTML. Global elements can be included in the XHTML document instances to show (or set) the value of a property, for instance a table with progression data, a report added by a learner, a piece of text or URLs added by a teacher, etc.
LD also contains notifications, i.e. mechanisms to make new activities available for a role, based on certain outcome triggers. These outcomes are, for example, the change of a property value, the completion of an activity, or certain patterns in the user profiles. The person getting the notification is not necessarily the same person as the one who triggered the notification. For instance, when one learner completes an activity, then another learner or the teacher may be notified and set another activity as a consequence. This mechanism can be used to model adaptive task setting LDs, where the supply of a consequent activity may be dependent on the outcome of previous activities. General pedagogical rules can also be implemented using the combination of conditions and notifications, e.g. "If a user has profile X, Then notify learning activity Y".
The Information Model and XML Binding
The conceptual model has been implemented in XML schemas. With XML it is possible to codify a concrete learning design in a machine interpretable way. A learning design language is a notation that describes learning designs in a machine interpretable way using any of the standard languages available. IMS has a preference for XML schema, so the LD language we use in practice is in XML.
The most obvious use of such a learning design language is that it can be used to codify the learning design of a course (as a flow of activities) and then this code is interpreted with a runtime engine that can repeat the course over and over again for different users in different situations, adapted to the characteristics of the individual users in the course. When the course is designed well, the different actors do not have to be concerned much about the management of activities and information flow within the course: this is done automatically. Also the adaptation rules that are specified are applied automatically and consistently within the course runs. Furthermore, the necessary content and services are setup automatically and made available to the users at the right moment.
Concretely speaking, the conceptual model is implemented as follows. A UoL is represented as an IMS Content Package (CP). A CP has an organization part that represents how items are organized in the package. Normally the organization part represents nothing more than a hierarchy of items, but the CP specification allows replacement of the organization structure by any other structure. In LD the organization part of a CP is replaced with a <learning-design> element (see figure 6 ). The <learning-design> element is a complex structure that includes elements that represent the conceptual model already outlined. The details of these elements are detailed in the information model document, together with their behavioural specifications. The information model describes the core aspects of the specification and contains details of: semantics, structure, data types, value domains, multiplicity, and obligation (e.g., whether mandatory or optional).
The learning design elements have an XML schema binding that can be represented as the tree in figure  7 . The XML binding is the preferred transformation of the UML to XML instances. The permitted syntax and semantics of the XML binding is defined using the appropriate XML schemas. The properties, activities, and environments of the components element and the conditions of the method element all, in turn, have complex sub-structures but these are not shown here for the sake of simplicity.
A distinction is always made between the package (reflecting the UoL at the class level) and the run of that package (an instance). In creating instances from a package, some customization and localization may typically take place.
A UoL package represents a fixed version of a UoL, with links to the underlying learning objects and service types. It may further contain XML document instances valid against the other appropriate schemas (e.g., IMS Content Package, IMS Question and Test Interoperability, etc) along with the physical files that are referred to in a fixed version and URIs (Uniform Resource Identifier) to other resources, including services. Such a package can be instantiated and run many times for different learners in different settings. If desired, it can also be adapted prior to instantiation in order to reflect local needs. This will create another version of the UoL and accordingly another UoL package.
Authoring LD
As mentioned above, by using LD a teaching-learning process has to be formalized as a computational model in XML format, which is a platform-independent web-standard notation for describing arbitrary structured data. This means that a learning design, encoded in XML, can be read and run by any LDaware player. The problem is that authoring a learning design in XML is a time-consuming and errorprone task. Especially for the authors who do not have knowledge about XML, it is impossible to create a learning design using XML.
In order to empower people to create learning designs, many LD authoring tools have been developed. At the moment there are more then 20 different tools available (see Griffiths et al., 2005 for a discussion and overview). To be mentioned are Reload (2005), MOT+ (Paquette et al, 2006) , ASK-LDT (Karampiperis & Sampson, 2005) CopperAuthor (2005), and CoSMoS (Miao, 2005) . Compared to common XML editors, these LD authoring tools provide user-friendly interfaces for learning designers to create, reuse, and customise UoLs. It is important to note that LD is divided into three parts, known as Level A, Level B, and Level C. Separate XML schemas are provided for each level, with Levels B and C each integrating and extending the previous level. Among existing tools, Reload and CoSMoS provide full functions to edit learning design at levels of A, B, and C. As illustrated in figure 8 , the Reload LD editor consists of several edit pages and each page supports editing a type of element such as role, activity, environment, method, etc. An element tree on each page enables to navigate through all elements with the same type. If an element is selected, the editor presents a form which provides a user-friendly interface for authoring the element in a series of panels. It facilitates to include resources and create UoL packages. The Reload LD editor is regarded as a reference implementation of LD authoring tool. CoSMoS is also implemented in a tree-form design. However, the tree includes all elements defined in the learning designs currently edited, so that the definition of references can be implemented by using drag&drop. The tool supports to define conditions easily and to do constructive and destructive editing work intuitively. Figure 9 shows a screenshot of CoSMoS used to define a condition showing in figure 22 and the code shown in this chapter is generated using this tool. 
Interpreting LD
When a UoL is specified in LD the result is a zip file. Running this zip file requires a runtime engine that handles at least the following five tasks:
1. A validation of the zip file to ensure that only valid LD is processed. Validation includes both technical and semantic checks and the validation results are reported.
Creation of one or more instances of the zip-file (this is called a 'run').
3. Assignment of persons to the specific roles in the run and setup of the required communication and collaboration services like forums, chats, wikis. 4. Interpretation of the LD and delivery of personalized and sequenced learning activities, content and services according to the rules defined in LD. This is achieved by keeping track of the user's progress and settings. 5. The concept of a run is described in (Vogten et al, , 2006 Tattersall et al, 2005) and is comparable with parallel classes in a school. A school may have different parallel classes: each with the same objectives and content, but with different learners and teachers. The same classes (runs) are also repeated year after year with different students (and sometimes different teachers), although the versions of the learning design may be adapted in between different runs. So, a run is an instance of a course with specific learners and teachers and is executed in a specific timeframe. A runtime engine must be able to setup and manage runs of UoLs packages.
An LD runtime engine must be able to interpret every LD zip file package. The challenge is that LD is a declarative language, meaning that it describes what an implementation must do. It does not specify how this should be done. Furthermore, LD is an expressive, i.e. semantically, language that enables expression of learning designs in a clear, natural, intuitive and concise way, closest to the original problem formulation. This expressive and declarative nature complicates the implementation of an engine that can interpret the specification. For this reason we implemented an open source runtime engine, called CopperCore ; see also www.coppercore.org) to serve as a reference implementation of LD handling. CopperCore can be used by any LMS to handle LD packages or be used as an example for the recoding of an LMS native runtime engine.
The CopperCore runtime engine does not provide user interfaces: it only provides APIs to build a dedicated user interface. For demonstration purposes CopperCore is provided with a simple user interface (CopperCore Player, see figure 10 ), but a better implementation of a player is the SLED player (see McAndrew, Nadolski & Little, 2005 ; see also sourceforge.net/projects/ldplayer). 
USING LD TO MODEL LEARNING DESIGNS
As introduced above, LD is a process modeling language for specifying teaching-learning processes. A learning design is a resulting process model to represent an educational process in LD. Before we develop learning designs using LD, we should consider what a kind of process we model, whether LD is suitable for modeling such a process, and what is the purpose to model a learning design. Then we should know how to develop a learning design in LD. This section discusses some general issues to model learning designs and presents the procedure to model learning designs through using a use case. In addition, we present how to model complicated learning designs.
Some General Issues to Model Learning Designs
In this section we discuss some general issues that should be taken into account in modelling learning designs.
Descriptive Process Model and Prescriptive Process Model
Process modelling can be understood in two ways: A descriptive model describes how a process is performed in a particular environment and a prescriptive model describes how a process should be performed.
LD can be used to model learning designs as both descriptive models (called descriptive learning designs) and prescriptive models (called prescriptive learning designs). When developing a descriptive learning design, learning designers first observe what actually happens during a kind of teachinglearning processes. Then, they can abstractly describe the teaching-learning processes in an inductive manner. Thus, a descriptive learning design is specific for certain teaching-learning processes observed and then generalized through systematic comparative analysis. A descriptive learning design should be sufficiently general to characterize a range of particular teaching-learning processes and sufficiently specific to allow reasoning about them.
When developing a prescriptive learning design, learning designers intuitively define many idiosyncratic details for articulating a desired teaching-learning process. Then, it will be used in practice as guidelines or frameworks to organize and structure how learning activities and support activities should be performed, and in what order. An initiative prescriptive learning design can be improved according to the experiences got in practice.
The Levels of Granularity
Granularity refers to the detail level of the process model. High granularity limits guidance and explanation to a rather coarse level of detail, whereas fine granularity provides more detailed capability, but sometimes restricts the fluidity of the teaching-learning process to some extent. Striving for an appropriate level of granularity will maximize ease of use, reuse, and manageability.
In theory, LD can be used to describe an educational process at any level of granularity. The coarse level of granularity is to represent an educational program consisting of a series of courses. The invocation of a single course, workshop, or seminar forms a medium level of granularity, whereas the execution of a lessen forms the fine level of granularity. In practice, LD is suitable for modelling educational processes at the medium and fine levels of granularity. A learning design serves normally like a lessen plan.
The Coercion Degrees
Coercion refers to the flexible level of the process model. Rigid process models are completely predefined and leave little scope for adapting them to the situation at hand. On the other hand, flexible process models provide freedom for actors to select and augment to fit a given situation.
Choosing an appropriate level of coercion is a trade-off in design. A certain degree of coercion is required for efficiency reasons, but too much might decrease the motivation of the staff and the learner involved. LD enables to specify learning designs with varied degrees of coercion. At the high end of the spectrum, many constrains such as the timing and duration of an activity, the accessibility of activities, the visibility of information items, the sequence of activities, and the intervention of the tutors can be precisely defined in design-time and learners will be guided and controlled in run-time accordingly. On the other hand, LD allows specifying learning designs with a high degree of flexibility. For example, participants can decide when to terminate activities, select some activities from a set of candidate activities, access to completed activities, and perform activities without following the suggested sequence, and so on. In addition, LD provides mechanisms to support computational adaptation, which will be discussed at the end of this section.
The Uses of Process Models
Process models can be used for varied purposes ranged from communication and analysis in the design-time to guidance and control in the run-time.
The use of learning designs can cover the whole spectrum.
1. A learning design as a description of a use case represented in a standardized language facilitates communication, understanding, and reuse. 2. A learning design provides a base for analysing the description of the actual or desired teachinglearning processes by using formal techniques (e.g., validation and simulation) for a deeper understanding, comparisons, and improvement. 3. A running learning design can scaffold staff and learners by providing indirect support through information which helps them to perform their tasks, such as the current status of the process, the suggested next steps to be executed, the appropriate learning objects and services, and decision points (e.g., terminating activities and entering environment), etc. 4. A running learning design can enforce staff and learners through execution environment by providing certain services to carry out prescriptive tasks such as doing a test with an IMS Question and Test Interoperability (IMSQTI 2006) player, by controlling the sequence of activities, and by orchestrating the actions performed by varied roles.
The Procedure to Model a Learning Design
As suggested in LD (IMSLD 2003) , modelling a learning design is a three-stage process: informal modelling in nature language, semi-formal modelling in UML activity diagrams, and formal modelling in XML. In this section we illustrate the general procedure to model a learning design through a use case.
Informal learning designs
Modelling a learning design starts with elicitation. The goal of elicitation is to acquire all information needed to describe the desired learning design. Such process information involves the objectives and context of the learning design, the learning content and facilities used in the learning process, the principal entities such as roles and activities, and any relationships among them in terms of workflow.
It is expected to describe behaviour features of the process (e.g., under which conditions an activity can start or complete), if necessary and possible. In LD, it is suggested to describe process information in a structured manner. In order to explain it clearly, the informal model of the use case is presented below in the form of a narrative. It is assumed that the learner will have a course that familiarizes the learners with various learning theories prior to taking this course. In this course the learners in pair help each other to remedy weaknesses by providing feedback. The tutor is involved in the assessment process as well.
Learning objectives: The objective is that the learner acquires compensatory knowledge about learning theories and can summarize and comment relevant articles.
Roles: The tutor and the learner.
Different types of learning content used: Web pages which contain content about various learning theories.
Different types of learning services/facilities/tools used: A monitor service is used to view the work of learners. A searching service is used to collect relevant learning materials. A forum is used for learners to discuss.
Different types of collaborative activities: Learning from each other by assessing peers' work. Discussing in a discussion forum.
Learning activity workflow (how actors/content/services interact): The course is comprised of four phases.
Phase 1: Registration
Each learner registers to a formative assessment process by providing personal information and by choosing one item from a list of learning theories (including behaviorism, cognitivism, and constructivism) as her/his specific learning interest. When both learners have finished registration, this phase is completed.
Phase 2: Provision with evidence
Each learner reads pre-defined learning materials about learning theories. Each learner is required to write an article in one and a half hour about a learning theory in which the learner has specially interested. The tutor monitors the state of learners' work and can decide to terminate this phase.
Phase 3: Assessment
Each learner reviews the article of her/his peer by commenting on and grading the article. After the peer's review is finished, the tutor will review the article with the consideration of the peer's review by commenting on and grading the article as well.
Phase 4: Follow-up activities
When the tutor has finished the review of the article of a learner, the comments of both the peer and the tutor are visible for learners. The final score of a learner is calculated in a way that tutor's weight is 0.6 and the weight of peer students is 0.4. According to the final score, an appropriate follow-up learning activity will be arranged for the learner.
Semi-formal learning designs
The process information gathered serves as input when the semi-formal model is developed as a UML activity diagram. Since activities are the entities which can be identified easily, the semi-formal process modeling should start by defining activities as box nodes. Next, the different roles such as the learner and the tutor should be identified and the responsibilities of each role should be defined by attaching the role to certain activities. In order to precisely model the interaction between the learners, it is necessary to distinguish them further as "learner1" and "learner2". Thus, activity nodes can be grouped using swim lanes based on the different roles. The suggested activity sequences can be drawn as solid arrows between activities. The artifacts produced and consumed in activities can be specified as data objects linked from/to the activities as dashed arrows. Complicated process control flow can be depicted using process control nodes such as branches, forks, and joins. Complicated activity structure can be depicted as embedded boxes. Figure 11 illustrates a semi-formal model of the use case as a UML activity diagram. 
Formal learning designs
A UML activity diagram does not fully and precisely cover detailed information needed for an executable process model. A formal model represented in LD has to be specified in the form of XML. Both bottom-up and top-down development approaches can be adopted to transform a UML activity diagram into a unit of learning. The bottom-up edit approach is to define components such as roles, activities, environments, and properties first and then to organize them as a learn-flow. The top-down edit approach is to specify a play-like scenario using the theatric metaphor first and then to define the missing components. In practice, these two approaches are used in a hybrid manner. In this chapter, we demonstrate how to develop a formal model of the use case by adopting bottom-up approach. Because two learners have the same behaviors, sometimes we just show the code of entities relevant to learner1. Note that the code is restricted XML code (e.g., removing the name space) based on LD for the purpose of simplicity and readability.
Modelling Roles
First we should specify who will participate in the teaching-learning process to be modeled. As illustrated in figure 12 , there are two roles: "tutor" and "learner". The learner role is refined as "learner1" and "learner2". The maximum and minimum number for each role has been restricted as one. It means that in an actual execution of the learning design each role has to be assigned by one and only one person. The corresponding LD code (in the form of XML) is presented in figure 12 :
<!--the definition of the role: learner --> <learner create-new="not-allowed" identifier="learner"> <title>Learner</title> <!--the definition of a sub-role of the learner: learner1 --> <learner create-new="not-allowed" identifier="learner1" match-persons="exclusively-in-roles" max-persons="1" min-persons="1"> <title>Learner1</title> </learner> <!--the definition of another sub-role of the learner: learner2 --> <learner create-new="not-allowed" identifier="learner2" match-persons="exclusively-in-roles" max-persons="1" min-persons="1"> <title>Learner2</title> </learner> </learner> <!--the definition of the role: tutor --> <staff identifier="tutor" create-new="not-allowed" match-persons="exclusively-in-roles" max-persons="1"> <title>Tutor</title> </staff> Figure 12 . The definitions of roles.
Modelling Properties
As described in the last section, properties are containers that can store information about people's roles and the UoL itself or learning objects added during the teaching-learning process. We can define a list of properties to represent various information units, which will be referred by definitions of other elements in the model. The definitions of properties relevant to learner1 is listed in figure 13 as "learnerName1" (learner1's name), "isWriting1Terminated" (whether has learner1 finished the writing activity), "review1.comment" (the comment of learner2's article provided by learner1), "review1.grade" (the grade of learner2 given by learner1), "tutorReview1.grade" (the comment of learner1's article provided by the tutor), "tutorReview1.comment" (the grade of learner1 given by the tutor), and "score1" (learner1's final score). Note that the definitions of properties relevant to learner2 (learnerName2, isWriting2Terminated, review2.comment, review2.grade, tutorReview2.grade, tutorReview2.comment, and score2) are omitted.
<!--the definition of a property representing the name of learner1 for providing awareness information --> <loc-property identifier="learnerName1"> <title>learner1's name</title> <datatype datatype="string"/> </loc-property> <!--the definition of a property representing the status of the activity in which learner1 writes an article --> <loc-property identifier="isWriting1Terminated"> <title>writing1 is terminated</title> <datatype datatype="boolean"/> <initial-value>false</initial-value> </loc-property> <!--the definition of a property representing learner1's comment on learner2's article --> <loc-property identifier="review1.comment"> <title>comment1-2</title> <datatype datatype="string"/> </loc-property> <!--the definition of a property representing the grade of learner2 given by learner1 --> <loc-property identifier="review1.grade"> <title>grade1-2</title> <datatype datatype="real"/> <initial-value>0</initial-value> </loc-property> <!--the definition of a property representing tutor's comment on learner1's article --> <loc-property identifier="tutorReview1.comment"> <title>tutor's comment1</title> <datatype datatype="string"/> </loc-property> <!--the definition of a property representing the grade of learner1 given by the tutor --> <loc-property identifier="tutorReview1.grade"> <title>tutor's grade1</title> <datatype datatype="real"/> <initial-value>0</initial-value> </loc-property> <!--the definition of a property representing the final score of learner1 --> <loc-property identifier="score1"> <title>final score1</title> <datatype datatype="real"/> <initial-value>0</initial-value> </loc-property> The definitions of other properties are listed in figure 14. They are "myName", "myEmail", "myInterest", "myProfile", "hasAllRegistered" (whether all learners finish the registration), "myArticle", "articlesSubmitted" (whether both learners have submitted articles), "learnerWeight" (the weight of learner's grade), "tutorWeight" (the weight of tutor's grade), and "ourProtocol" (the discussion record).
Note that some properties (e.g., "myName" and "myInterest") are defined as global personal properties, which capture personal profile information and will be maintained permanently. In comparison with the property "myName", the property "learnerName1" (see figure 13 ) is defined as a local property, because it is defined just for providing group-awareness information in an execution, which will be explained in detail later. The values of these two properties are identical. The property "myProfile" is defined as a property-group containing three properties with the same type. The property "myArticle" capturing learner's article is defined as a local personal property. The property "ourProtocol" is defined as a role property and stores the chat protocol of the learners. In addition, different data types (e.g., string, boolean, real) are used in the definitions of properties. The restriction type (e.g., enumeration) is used to define "myInterest" (e.g., behaviourism, cognitivism, and constructivism).
<!--the definition of a property representing the user name as a piece of profile information --> <globpers-property identifier="myName"> <global-definition uri="http://coppercore.org/name"> <title>name</title> <datatype datatype="string"/> </global-definition> </globpers-property> <!--the definition of a property representing the email address of the user for sending notification --> <globpers-property identifier="myEmail"> <global-definition uri="http://coppercore.org/email"> <title>email address</title> <datatype datatype="string"/> </global-definition> </globpers-property> <!--the definition of a property representing the learning need of the user --> <globpers-property identifier="myInterest"> <global-definition uri="http://coppercore.org/interest"> <title>learning interest</title> <datatype datatype="string"/> <restriction restriction-type="enumeration">behaviorism</restriction> <restriction restriction-type="enumeration">cognitivism</restriction> <restriction restriction-type="enumeration">constructivism</restriction> </global-definition> </globpers-property> <!--the definition of a property representing an aggregated information object about the profile of the user --> <property-group identifier="myProfile"> <title>personal information</title> <property-ref ref="myName"/> <property-ref ref="myEmail"/> <property-ref ref="myInterest"/> </property-group> <!--the definition of a property representing the article of the user --> <locpers-property identifier="myArticle"> <title>my article</title> <datatype datatype="text"/> </locpers-property> <!--the definition of a property representing whether all learners have submitted articles --> <loc-property identifier="articlesSubmitted"> <title>all articles are submitted</title> <datatype datatype="boolean"/> <initial-value>false</initial-value> </loc-property> <!--the definition of a property representing the weight of the learner used to calculate the final score --> <loc-property identifier="learnerWeight"> <title>learner's weight</title> <datatype datatype="real"/> <initial-value>0.40</initial-value> </loc-property> <!--the definition of a property representing the weight of the tutor used to calculate the final score --> <loc-property identifier="tutorWeight"> <title>tutor's weight</title> <datatype datatype="real"/> <initial-value>0.60</initial-value> </loc-property> <!--the definition of a property representing the chat protocol --> <locrole-property identifier="ourProtocol"> <title>protocol</title> <role-ref ref="learner"/> <datatype datatype="text"/> </locrole-property> Figure 14 . The definitions of properties irrelevant to a specific learner. Figure 15 lists the definitions of activities irrelevant to any specific learner. "LA-reading" is a learning activity performed by both learners. "SA-monitoring" is a support activity performed by the tutor. The reminder two learning activities provide additional learning opportunities for better learners and average learners interested in behaviorism. Note that the definitions of similar activities for cognitivism and constructivism are omitted. The last activity is defined for the tutor, who monitors the work progress of the learner and can terminate the writing activities of all learners.
Modelling Activities
<!--the definition of an activity to read learning material --> <learning-activity identifier="LA-reading"> <title>reading</title> <environment-ref ref="ENV-search-room"/> <activity-description> <title>reading material</title> <item identifier="ITEM-behaviorism-intro" identifierref="RESO-behaviorism-intro"> <title>behaviorism</title> </item> <item identifier="ITEM-cognitivism-intro" identifierref="RESO-cognitivism-intro"> <title>cognitivism</title> </item> <item identifier="ITEM-constructivism-intro" identifierref="RESO-constructivism-intro"> <title>constructivism</title> </item> </activity-description> </learning-activity> <!--the definition of a following-up activity for the learner who chooses the topic "Behaviorism" and has a high score --> <learning-activity identifier="LA-following-up-behaviorism-high"> <title>learning behaviorism (for the learner with a high-score)</title> <activity-description> <title>additional material</title> <item identifier="ITEM-behaviorism-material-high" identifierref="RESO-behaviorism-material-high"> <title>for students with a high grade</title> </item> </activity-description> </learning-activity> <learning-activity identifier="LA-following-up-behaviorism-low"> <title>learning behaviorism (for the learner with a low-score)</title> <activity-description> <title>additional material</title> <item identifier="ITEM-behaviorism-material-low" identifierref="RESO-behaviorism-material-low"> <title>for students with a low grade</title> </item> </activity-description> </learning-activity> <!--the definition of a monitoring activity performed by the tutor --> <support-activity identifier="SA-monitoring"> <title>monitoring</title> <environment-ref ref="ENV-monitoring-articles"/> <activity-description> <item identifier="ITEM-AD-1169591657609-33" identifierref="RESO-terminate-writing"> <title>monitor and complete writing articles</title> </item> </activity-description> <complete-activity> <when-property-value-is-set> <property-ref ref="articlesSubmitted"/> <property-value>true</property-value> </when-property-value-is-set> </complete-activity> </support-activity> Figure 15 . The definitions of activities irrelevant to a specific learner. Figure 16 illustrates some learning activities (LA-registering1, LA-writing1, LA-reviewing1, and LAviewing1), a support activity (SA-review-t1), and an activity-structure (AS-work1-structure), which are relevant to learner1. The activity structure "AS-work1-structure" consists of two sequential activities. The same set of definitions of tasks relevant to learner2 is omitted.
<!--the definition of a registration activity performed by learner1 --> <learning-activity identifier="LA-registering1"> <title>registering1</title> <activity-description> <item identifier="ITEM-AD-registration1" identifierref="RESO-registration-form" /> </activity-description> <complete-activity> <user-choice/> </complete-activity> <on-completion> <feedback-description> <item identifier="ITEM-FD-instruction" identifierref="RESO-1171624455265-87" /> </feedback-description> <change-property-value> <property-ref ref="learnerName1"/> <property-value> <property-ref ref="myName"/> </property-value> </change-property-value> </on-completion> </learning-activity> <!--the definition of an activity in which learner1 writes an article --> <learning-activity identifier="LA-writing1"> <title>writing1</title> <activity-description> <item identifier="ITEM-AD-writing1" identifierref="RESO-learner-write-article-form"> <title>write an article</title> </item> </activity-description> <complete-activity> <time-limit>P0Y0M0DT1H30M0S</time-limit> </complete-activity> </learning-activity> <learning-activity identifier="LA-reviewing1"> <title>reviewing1</title> <environment-ref ref="ENV-monitoring-articles"/> <activity-description> <item identifier="ITEM-AD-review1-2" identifierref="RESO-review1-2"> <title>review article</title> </item> </activity-description> <complete-activity> <user-choice/> </complete-activity> </learning-activity> <!--the definition of an activity in which learner1 view feedback from the peer and the tutor --> <learning-activity identifier="LA-viewing1"> <title>viewing1</title> <environment-ref ref="ENV-monitoring-articles"/> <environment-ref ref="ENV-for-discussion"/> <activity-description> <item identifier="ITEM-AD-view1" identifierref="RESO-view1"> <title>view feedback</title> </item> </activity-description> <complete-activity> <user-choice/> </complete-activity> </learning-activity> <!--the definition of an activity in which the tutor view information about the work of learner1 --> <support-activity identifier="SA-review-t1"> <title>t.reviewing1</title> <environment-ref ref="ENV-monitoring-articles"/> <activity-description> <item identifier="ITEM-AD-review-t1" identifierref="RESO-review-t1"> <title>Reviewing</title> </item> <item identifier="ITEM-1171619763078-71" identifierref="RESO-1171621288109-72"> <title>student's review</title> </item> </activity-description> <complete-activity> <user-choice/> </complete-activity> </support-activity> <!--the definition of an activity-structure which consists of two sequential activities: reading and writing --> <activity-structure identifier="AS-work1-structure" structure-type="sequence"> <title>work1</title> <learning-activity-ref ref="LA-reading"/> <learning-activity-ref ref="LA-writing1"/> </activity-structure> Note that an activity can be terminated by using user-choice (e.g., LA-registering1), time-limit (e.g., LA-writing1), and by evaluating a property (e.g., SA-monitoring). An activity may have no control for completion (e.g., LA-following-up-cognitivism-low). After being completed, an activity may have effect. For example, after "LA-registering1" is finished, an instruction about how to conduct this peer assessment will be provided as feedback and the name of the learner1 is assigned as my name.
The environments (e.g., ENV-search-room, ENV-for-discussion and ENV-monitoring-articles) associated with activities "LA-reading", "LA-viewing1" and "SA-review-t1" are defined below. Figure 17 shows the definitions of three environments: "ENV-search-room", "ENV-monitoringarticles" and "ENV-for-discussion". An environment may contain learning objects (e.g., LO-protocol) and/or services (e.g., search, monitor, or conference).
Modelling Environments
<!--the definition of an environment which contains a searching service --> <environment identifier="ENV-search-room"> <title>search room</title> <service identifier="INDEX-search-service"> <index-search> <title>search material</title> <index> <index-class index-class="learning theories"/> </index> <search search-type="free-text-search"/> </index-search> </service> </environment> <!--the definition of an environment which contains a monitoring service --> <environment identifier="ENV-monitoring-articles"> <title>environment for viewing articles</title> <service identifier="MONI-S-articles"> <monitor> <role-ref ref="learner"/> <title>Monitor learners' articles</title> <item identifier="ITEM-RE-monitor-articles " identifierref="RESO-monitor-articles"> <title>view articles</title> </item> </monitor> </service> </environment> <!--the definition of an environment which contains a conferencing service --> <environment identifier="ENV-for-discussion"> <title>discussion room</title> <learning-object identifier="LO-protocol"> <title>protocol</title> <item identifier="ITEM-RE-create-protocol" identifierref="RESO-create-protocol" /> </learning-object> <service identifier="CONF-conference"> <conference conference-type="asynchronous"> <title>conference service</title> <participant role-ref="learner"/> <item identifier="ITEM-conference" identifierref="RESO-create-protocol"> <title>discuss</title> </item> </conference> </service> </environment> 
Modelling Plays, Acts, and Role-parts
After defining all components of the learning design, we connect them together into a work procedure. As shown in figure 18 , a play (PL-procedure) consists of four acts. The first act (ACT-registration) contains two role-parts. Each role-part specifies that a learner registers to the assessment process. When both role-parts are completed, the act will complete and the value of the property "hasAllRegistered" becomes true. The second act (ACT-providing-evidence) has two role-parts representing that two learners work individually targeting an article. It finishes when both learners submit articles. Then peer learners and the tutor review the articles in the third act (ACT-assessment). Finally, learners do followup activities such as viewing feedback and reading additional learning material.
<!--the definition of the whole work procedure of a tutor-involved peer assessment --> <play identifier="PL-procedure"> <title>peer assessment procedure</title> <!--the definition of an act representing the first phase, in which two learners register to the assessment --> <act identifier="ACT-registration"> <title>registration</title> <role-part identifier="RP-learner1-registers"> <title>learner1 registers</title> <role-ref ref="learner1"/> <learning-activity-ref ref="LA-registering1"/> </role-part> <role-part identifier="RP-learner2-registers"> <title>learner2 registers</title> <role-ref ref="learner2"/> <learning-activity-ref ref="LA-registering2"/> </role-part> <complete-act> <when-role-part-completed ref="RP-learner2-registers"/> <when-role-part-completed ref="RP-learner1-registers"/> </complete-act> <on-completion> <change-property-value> <property-ref ref="hasAllRegistered"/> <property-value>true</property-value> </change-property-value> </on-completion> </act> <!--the definition of an act representing the second phase, in which two learners read learning material according his/her selected topic and write an article, while the tutor monitors the work progress --> <act identifier="ACT-providing-evidence"> <title>providing evidence</title> <role-part identifier="RP-learner1-work"> <title>learner1 works</title> <role-ref ref="learner1"/> <activity-structure-ref ref="AS-work1-structure"/> </role-part> <role-part identifier="RP-learner2-work"> <title>learner2 works</title> <role-ref ref="learner2"/> <activity-structure-ref ref="AS-work2-structure"/> </role-part> <role-part identifier="RP-tutor-monitors"> <title>tutor monitors</title> <role-ref ref="tutor"/> <support-activity-ref ref="SA-monitoring"/> </role-part> <complete-act> <when-property-value-is-set> <property-ref ref="articlesSubmitted"/> <property-value>true</property-value> </when-property-value-is-set> </complete-act> </act> <!--the definition of an act representing the third phase, in which each learner evaluates the article of his/her peer. The tutor will assess the learners' articles as well --> <act identifier="ACT-assessment"> <title>assessment</title> <role-part identifier="RP-learner1-reviews"> <title>learner1 reviews</title> <role-ref ref="learner1"/> <learning-activity-ref ref="LA-reviewing1"/> </role-part> <role-part identifier="RP-learner2-reviews"> <title>learner2 reviews</title> <role-ref ref="learner2"/> <learning-activity-ref ref="LA-reviewing2"/> </role-part> <role-part identifier="RP-tutor-review1"> <title>tutor review1</title> <role-ref ref="tutor"/> <support-activity-ref ref="SA-review-t1"/> </role-part> <role-part identifier="RP-tutor-review2"> <title>tutor review2</title> <role-ref ref="tutor"/> <support-activity-ref ref="SA-review-t2"/> </role-part> </act> <!--the definition of an act representing the fourth phase, in which each learner will perform a followingup activity according to the assessment result --> <act identifier="ACT-following-up-activities"> <title>following-up activities</title> <role-part identifier="RP-viewing1"> <title>learner1 views</title> <role-ref ref= 
Modelling Conditions and Notifications
Conditions can be used to conditionally tailor content, control the accessibility of an activity, and change the value of a property. Notification can be used to send message and trigger activities.
Let us see how visibility of different pieces of content in the resource are controlled by conditions. As shown in figure 19a , if learner1 has or has not finished writing article1 then the text fragments (see figure 19d ) controlled using classes "C-writing1-completed" and "C-writing1-not-completed" will be visible or not accordingly. Similarly, figure 19b shows a definition of a complicated condition controlling the visibility of text fragments according to the user's learning interests, Note that the value of a property like "myArticle" is submitted and accessible by using set-property and view-property. After the writing activity is finished, the learner can not change her/his article anymore. <if> <is> <property-ref ref="isWriting1Terminated"/> <property-value>true</property-value> </is> </if> <then> <show> <class class="C-writing1-completed" /> </show> <hide> <class class="C-writing1-not-completed" /> </hide> </then> <else> <hide> <class class="C-writing1-completed" /> </hide> <show> <class class="C-writing1-not-completed" /> </show> </else> <if> <is> <property-ref ref="myInterest"/> <property-value>behaviorism</property-value> </is> </if> <then> <show> <class class="C-behaviorism" /> </show> <hide> <class class="C-cognitivism" /> </hide> <hide> <class class="C-constructivism" /> </hide> </then> <else> <if> <is> <property-ref ref="myInterest"/> <property-value>cognitivism</property-value> </is> </if> <then> <hide> <class class="C-behaviorism" /> </hide> <show> <class class="C-cognitivism" /> </show> <hide> <class class="C-constructivism" /> </hide> </then> <else> <if> <is> <property-ref ref="myInterest"/> <property-value>constructivism</property-value> </is> </if> <then> <hide> <class class="C-behaviorism" /> </hide> <hide> <class class="C-cognitivism" /> </hide> <show> <class class="C-constructivism" /> </show> </then> </else> </else> <resource identifier="RESO-learner-write-article-form" type="imsldcontent" href="learner1-write-article-form.html"> <file href="learner1-write-article-form.html"/> </resource> Figure 19c . The declaration of the resource which presents content. <body> <h3>Hi, <ld:view-property ref="myName" view="value" /></h3>
<div class="C-writing1-not-completed"> <div class="C-behaviorism">Please write an article about behaviorism.</div> <div class="C-cognitivism">Please write an article about cognitivism.</div> <div class="C-constructivism">Please write an article about constructivism.</div> <p>After you finish the article, your article will be reviewed by your peer learner and your tutor:</p> <ld:set-property ref="myArticle" property-of="self" /> </div> <div class="C-writing1-completed"> <p>The writing activity is completed.
The following is what you write:</p> <p><ld:view-property ref="myArticle" view="value"/></p> </div> </body> Conditions can be used to control the accessibility of an activity. As shown in figure 20, accessibility of an activity "SA-review-t1" is controlled by a condition. This piece of code illustrates that after learner2 finishes reviewing2, the tutor then can start to review. Conditions can be used to conditionally change the value of a property. As shown in figure 21, after learner2 and the tutor grade article1, the final score of learner1 is calculated as a weighted sum of the grade given by learner1 and the grade given by the tutor. Conditions and notifications can be used together to implement a flexible task-assignment as shown in figure 22 . It means that if learner1's learning interest is "behaviourism" and his/her final score is less than 3 and larger than 0 then learner1 will be informed to perform a following-up activity by email. Figure 9 shows the interface of CoSMoS to define this condition. So far, the formal model is almost completed. The resources used in the learning design and some complicated process control will be represented in the next sub-section when discussing how to model advanced learning designs below.
Model Advanced Learning Designs
As mentioned before, LD can be used to formalize advanced learning designs that represent complicated teaching-learning processes such as collaborative learning, assessment, and adaptive learning. How to model sophisticated features using LD has been discussed before (Koper & Burgos, 2005) . In this chapter, we can further discuss this issue based on the use case described above. Within a complete context, it will be easy to understand how to model advanced learning designs. In order to explain sophisticated features, we sometimes extend the use case.
Collaborative learning
The literature (Dillenbourg 1999 , Dillenbourg 2002 Weinberger et al. 2005; Fischer et al. 2007 ) on collaborative learning shows that learners can often benefit from some guidance about how best to participate. One way that guidance can be provided is through collaboration scripts. In this part of the chapter, we now turn to show how LD notation can be used to represent group formation, group awareness, and group interactions which are crucial design issues for designing effective collaborative learning.
Modelling Groups
In LD, the notation "role" can be used to model groups. Normally, a role can be defined to represent a group. The minimum number and maximum number of a group can be specified as well. If group members have different behaviours in the process, it is necessary to distinguish them using sub-roles like "learner1" and "learner2" defined in the use case. In LD, roles can be defined as a tree-structure with arbitrary levels. Such a structure can meet the requirements in most cases for modelling group structure. Because sub-roles can be specified as "not-exclusively", a group can be divided into subgroups using more than one criterion and an actor can become members of several sub-groups at the same time.
If we extend the use case in a way that ten pairs in a class conduct the same peer assessment and can discuss in a shared forum in the last phase. In such an extended use case we have to define ten roles to represent ten groups respectively. The problem is how many pairs should be modelled if the number of learners is unpredictable or too large. A possible solution is to use role and local personal properties together. For example, using a role "pair" with two sub-roles "learner1" and "learner2" distinguishes the learners with different responsibilities in each pair and using a local personal property "pair_number" to represent a distinct pair to which a learner belongs. Thus, it is required that each participant has to input a pair number while registering. With such a pair number, a learner can be referred by using the definitions of the role and the property. As shown in figure 23 , a conditional expression represents a user who plays the role of "learner1" in pair No. 4. 
Providing Group Awareness Information
In a virtual collaborative learning environment, physical contact and many rich communication channels are lost. It would be nice to provide group awareness information in the e-learning environment such as who does what in which status. With such information, group members may adjust their behaviour in a coordinated and harmonious manner to achieve a shared goal. Figure 24 shows a piece of code in resource "RESO-view1", in which the information about who does what in which status is explicitly provided. This file will be visible for learner1 after learner2 and the tutor grade his/her article. Learner1 will be informed that learner2 reviewed his/her article and what are learner2's comments and grade. Moreover, tutor's comments and grade are shown. Finally, the final score is presented.
...... <h1>Your peer <ld:view-property ref="learnerName2" view="value"/> has reviewed your article. The feedback and grade is shown below:</h1> <h3>Comment:</h3> <p><ld:view-property ref="review2.comment" view="value"/></p> <p>The grade given by your peer is <ld:view-property ref="review2.grade" view="value"/></p> <h1>Feedback from your tutor:</h1> <h3>Comment:</h3> <p><ld:view-property ref="tutorReview1.comment" view="value"/></p> <p>The grade given by your tutor is <ld:view-property ref="tutorReview1.grade" view="value"/></p> <h1>Your final score is <ld:view-property ref="score1" view="value"/></h1> ...... 
Modelling Group Interaction
In a virtual collaborative learning environment, group members usually interact with each other using services and artifacts. LD allows to model synchronous and asynchronous communication and collaboration using conference services. Figure 17 shows the definition of a conference service in the environment "ENV-for-discussion", which is associated with learning activities such as "LAviewing1" (see figure 16 ). LD can be used to model sharing and exchanging artifacts. Figure 25 shows a piece of code (taken from the resource "RESO-create-protocol") concerting a shared artifact modelled as a role-property "ourProtocol" which can be written and viewed by the learner. Transference of artifact between group members can be modelled using set-property and viewproperty. Figure 26 shows two code fragments taken from the resource "RESO-learner-write-articleform" (see Figure 19 ) used by activity "LD-writing1" (see Figure 16 ) and from the resource "RESOmonitor-articles" referred by environment "ENV-monitoring-articles" (see Figure 17) , which is used in activity "LD-writing2". These code fragments illustrate a way to specify the transference of an article written by "learner1" and viewed by "learner2". In addition, some other mechanisms can be used to coordinate group interaction. For example, figure  20 illustrates an example of the task-driven mechanism, where the completion of an activity will trigger the start of another activity. Figure 21 illustrates an example of the data-driven mechanism, where the availability of expected data will trigger the accessibility of an activity. With all mechanisms, a collaborative learning process can be carried out in a way that group members can perform tasks in parallel or in turn in a coordinated manner.
Assessment
Assessment is an essential component of instruction. In a typical e-learning environment, assessment is conducted independently from learning processes and using multiple-choice, filling-in-blank and other forms of questions as summative assessment. Most assessment tools (e.g., QTI compatible tools) can support such assessment. Recently, it is more and more emphasized to integrate assessment with learning and to develop competence. LD can support formative assessment in an integrated learning process and support competence assessment in competence-based learning.
Formative assessment
Formative assessment refers to the use of a broad range of instruments and procedures during a course of instruction by feeding information back to learners and instructors for the purpose of improving teaching and learning. Characteristics of effective formative assessment are analyzed and identified in literature (Sadler 1989; Bell & Cowie, 2001) . From a perspective of process modelling, these characteristics can be summarized as: assessing what is actually taught and learnt at the right time; actively involving both teachers and students; using multiple and varied measures; and providing constructive and personalized feedback (Miao et al. 2007b ).
The use case as a whole is an example of formative assessment. This example demonstrates how to model a formative assessment process with these four identified characteristics to enhance effectiveness of learning. First, assessment is integrated in a learning process. The mastery of learning theories to be assessed is exactly the learning objective of this instruction. Secondly, both the tutor and the learner are engaged in the assessment. Third, learners provide evidence by writing an article. Such an open-question has no standard and correct answer. Fourth, the peer learner and the tutor provide feedback in forms of comment and rating. Rather than a pre-defined feedback according to a predictable answer, the comment is more constructive and personalized. Figure 27 shows a resource "RESO-review1-2" which is an QTI assessment item referred by an activity "LA-reviewing1" (see figure 16 ). Learner1 uses it as an assessment form answering two questions: an open-question and a multiple-choice question. Learner1's response to the first question "comment-article" will be treated as an outcome "comment". Learner1's response to the second question "grade-article" will be handled as an outcome "grade". The code fragment processing "choice 1" means if learner1's response is the first choice then grade is 1. The code fragments processing other choices are omitted.
It is important to note that the identifier of the property coupled with an outcome of the assessment item must be defined as a combination of the identifier of the item and the identifier of the outcome. For example, the identifier of the property "review1.comment" (see figure 13) is defined exactly by combining the identifier of the item "review1" and the identifier of the outcome "comment". If the identifiers of LD properties and the identifiers of outcome variables in QTI assessment items are specified in this way, the run-time environment will transfer data from QTI variables to LD properties automatically. The values of the properties can be viewed using global-element view-property like the code fragment shown in Figure 24 . As a consequence, a seamless integration of assessment with instruction can be supported.
<!--The definition of an assessment item --> <assessmentItem xmlns="http://www.imsglobal.org/xsd/imsqti_v2p0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://www.imsglobal.org/xsd/imsqti_v2p0 imsqti_v2p0.xsd" identifier="review1" title="review form" adaptive="false" timeDependent="false"> <!--The definitions of outcome variables and response variables --> <outcomeDeclaration identifier="comment" cardinality="single" baseType="string"/> <outcomeDeclaration identifier="grade" cardinality="single" baseType="float"/> <responseDeclaration identifier="comment-article" cardinality="single" baseType="string"/> <responseDeclaration identifier="grade-article" cardinality="single" baseType="identifier"/> <itemBody> <!--The definition of an open-question for capturing comment--> <extendedTextInteraction responseIdentifier="comment-article" expectedLength="1500"> <prompt>Please comment on this article and give a score on the next page.</prompt> </extendedTextInteraction> <!--The definition of a multiple-choice question with five choices for grading--> <choiceInteraction responseIdentifier="grade-article" shuffle="false" maxChoices="1"> <prompt>How do you think about this article?</prompt> <simpleChoice identifier="1">outstanding</simpleChoice> <simpleChoice identifier="2">very good</simpleChoice> <simpleChoice identifier="3">good</simpleChoice> <simpleChoice identifier="4">acceptable</simpleChoice> <simpleChoice identifier="5">unacceptable</simpleChoice> </choiceInteraction> </itemBody> <--The value of the outcome variable is the response of the user --> <responseProcessing> <setOutcomeValue identifier="comment"> <variable identifier="comment-article" /> </setOutcomeValue> <--calculate outcome based on responses --> <responseCondition> <responseIf> <match> <variable identifier="grade-article"/> <baseValue baseType="identifier">1</baseValue> </match> <setOutcomeValue identifier="grade"> <baseValue baseType="integer">1</baseValue> </setOutcomeValue> </responseIf> </responseCondition> ...... 
Competence Assessment
Competence assessment is an integral component of any competence development programme. Although traditional forms of assessment are still useful, competence assessment is usually based upon more advanced forms of assessment (e.g., self-and peer assessment, 360 degree feedback, progress testing, and portfolio assessment). In comparison with traditional assessment, both judgment making and administrative processes are more problematic in new forms of assessment, which are processbased and with involvement of multiple roles and multiple persons. Thus, rather than a test sheet, an assessment design for competence development is a description of an assessment process consisting of a set of coordinated activities (e.g., collecting information about a certain competence, assessing the competence, etc) with necessary resources (e.g., assessors, assessment items, and assessment-specific tools).
The use case as a whole is a peer assessment, one of the key forms of competence assessment. Note that the use case itself is not an example of competence assessment. It is just a traditional assessment, which aims at testing whether the knowledge and skills taught in a course have been acquired.
Normally the separation of learning and assessment is basic to competence assessment. The competence referred in this chapter is "effective overall performance within an occupation, which may range from the basic level of proficiency through to the highest level of excellence" (Cheetham & Chivers, 2005) . If we remove the reading activities and follow-up activities from the use case and replace the questions about mastery of learning theories with questions about possession of a specific competence, then the modified use case would look like a competence assessment. That is, we can use LD to model a peer assessment for assessing competence. In fact, the peer assessment and other new forms of assessment have some common characteristics such as process-oriented and with the involvement of multiple roles/users. Other forms of innovative assessment can be modelled using LD in the same way to model the peer assessment.
It is important to note that some specific application tools such as certain simulators and computer games may be needed in competence assessment. Although LD defines only four kinds of services, it is left open to integrate any application tools as services such as a concept-mapping tool, a latent semantic analysis (LSA) tool, or a simulator. Thus, through a combined use of LD, QTI, and assessment-specific tools, we can model a competence assessment as a unit of assessment, a specific unit of learning containing assessment items and/or assessment-specific services (Miao et al. 2007a ).
Adaptive learning
Traditional approaches to adaptive learning are adjusting contents, their structures, and presentations to learner's characteristics and learning requirements. Based on LD it is possible to support adaptive learning by adjusting learning activities and other process elements within a unit of learning to personal characteristics and requirements. In this sub-section, we discuss how to support adaptation using LD in a more general view.
Personalized Learning
In LD, personal properties are often used to represent learner's personal learning objectives, prior knowledge, proficiency level of competence, interests, preferences, performances, and other characteristics. The adaptable objects are learning/support activities, activity-structures, content fragments, information items, environments, plays, and even other units of learning. The condition can be used as an adaptation model that specifies adaptation logics and adaptation actions.
In the use case, as shown in Figure 9 , learner's task is adapted to the learning interest. This adaptation is implemented through a conditional tailoring content fragments. Another example is illustrated in Figure 12 , if the learner's learning interest is behaviorism and the final score is better than the average level, then a learning activity with appropriate learning material will be assigned to the learner. Readers interested in supporting personalized learning in LD can see the papers (Burgos et al. 2006a (Burgos et al. , 2006b ).
"Groupalized" Learning
Corresponding to the term of personalized learning, "groupalized" learning is a kind of learning design tailored for individual groups according to the diversity in group characteristics. Role properties can be used to model group's characteristics such as group size, homogeneous/heterogeneous in background and learning interest, preferred interaction modes, and so on. The adaptable objects and adaptation models are similar to those used in personalized learning.
The use case is not a "groupalized" learning. However, if we extend it in a way that ten pairs conduct peer assessment and the tutor is not engaged in the assessment process of any pair at the beginning. Each pair is defined as a role and a role property is defined for each role. The role property with a Boolean type represents whether learners in a pair have consensus after discussion. The learners in the pair can set the value of the property as true or false. If the value is false, the tutor will be involved in the assessment process of this pair. As a consequence, a pair may or may not have a need and a chance to interact with the tutor according to whether the pair achieves a consensus in peer assessment. Such an extension may be not a good design, because a pair may have an incorrect consensus. However, this extension just demonstrates how to support "groupalized" learning using LD. More discussion about supporting "groupalized" learning in LD can be found in (Miao & Hoppe, 2005) .
General Adaptive Learning
Adaptation can be defined in a more general level. Not only factors relevant to persons and groups are considered as the base of adaptation, but also some other factors can be used for the purpose of adaptation. Because a property can be defined to represent any thing or any status, in theory, adaptation can be modelled technically in a way to adapt the values of some properties to the value of other properties.
We can show such examples by extending the use case. For instance, we can define an adaptation model as:
If today is a working day, then use conference service A, else use conference service B The value of the property "today" can be set by the tutor or the learner. The configuration of work environment will be adapted to the weekday, having nothing to do with any person or group.
Another example is adapting types of conference services to the number of participants involved in a run. The adaptation model is defined as below:
If (3 >= number of participants > 1) then using chat, else if (6 >= number of participants > 3) then using audio tool with floor control, else if (number of users > 6) then using discussion forum In fact, more possibilities for adaptation can be supported at run-time. This issue is beyond the scope of this chapter.
CONCLUSION
In this chapter we presented the pedagogical meta-model behind LD, basic knowledge of LD, and the procedure to model learning designs using LD. From a design perspective, the course is the aggregate containing all the necessary features to make learning successful. It is at this level that educational modelling takes place and it is at this level that the pedagogical models are implemented. LD makes the use of pedagogical models explicit. This is one of the factors needed to enhance the quality of a pedagogical design. So the combination of good design and good structuring of the design in a notation will bring us the quality of learning we are searching for. LD provides the framework to notate and communicate the designs in a complete form, validates them on completeness in structure, makes it possible to identify the functionality of learning objects within the context of a unit of learning and provides means for real interoperability and reusability. LD can be used to model learning designs as descriptive models and prescriptive models. It can be used to describe an educational process at any level of granularity and with varied degrees of coercion. LD can be used for varied purposes ranged from communication and analysis in the design-time to guidance and control in the run-time. In this chapter, we presented the whole procedure to create a learning design through modelling a use case from an informal model in nature language, a semi-formal model in UML activity diagrams, to a formal model in XML. In particular, we demonstrated how to model advanced learning designs such as collaborative learning, new forms of assessment, and adaptive learning in LD.
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KEYWORDS
A learning design is a description of a sequence of learning activities that learners undertake to attain some learning objectives, including the resources and support mechanisms required to help learners to complete these activities and their temporary relations.
A learning design language is a notation that describes learning designs in a machine interpretable way. The most obvious use of such a learning design language is that it can be used to codify the learning design of a course (as a flow of activities) and then this code is interpreted with a runtime engine that can repeat the course over and over again for different users in different situations, adapted to the characteristics of the individual users in the course. When the course is designed well, the different actors do not have to be concerned much about the management of activities and information flow within the course: this is done automatically. Also the adaptation rules that are specified are applied automatically and consistently within the course runs. Furthermore, the necessary content and services are setup automatically and made available to the users at the right moment.
IMS Learning Design.
A specification released by the IMS Global Learning Consortium. It is a learning design language which can be used to specify a wide range of pedagogy strategies. The approach has the advantage over alternatives in that only one set of learning design and runtime tools then need to be implemented in order to support the desired wide range of pedagogies.
Unit of
Learning. An abstract term used to refer to any delimited piece of education or training, such as a course, a module, a lesson, etc. It represents more than just a collection of ordered resources to learn, it includes a variety of prescribed activities, assessments, services and support facilities provided by teachers, trainers and other staff members. In the context of LD, it refers to the result of modelling a learning design.
