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This engineering thesis is about designing and implementing large software systems by 
developing editors. The large software in this thesis is a game that has been developed 
during spare time. The purpose of this work is to help beginners who are moving on to de-
veloping large software systems. 
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SANASTO 
 
Editori = Tässä työssä editorista puhuttaessa tarkoitetaan pientä käyttöliitty-
mää, jonka tarkoituksena on toimia sovelluskehityksen työkaluna. Tällaisella 
käyttöliittymällä muokataan ja luodaan dataa sovelluksen käyttöön. 
JFrame = Javan luokka ikkunallisen käyttöliittymän luomiselle. JFrame on 
pohja, jonka päälle komponentit asetellaan. 
Swing-kirjasto = Javan kirjasto valmiille käyttöliittymäkomponenteille eli luo-
kille. Muunmuassa JFrame on yksi Swing-kirjaston komponenteista. 
Säie (Thread) = Tekniikka, jolla saadaan moniajojärjestelmissä näennäisesti 
asioita suoritettua yhtäaikaisesti.  Säie on suorituspolku. 
API = Application Program Interface eli ohjelmointirajapinta muodostaa kah-
den ohjelman, esimerkiksi käyttöjärjestelmän ja sovellusohjelman välisen ra-
japinnan, jonka tarjoamat valmiit palvelut helpottavat ohjelmoijan työtä. [9.]  
Luokka ja olio = Olioiden määrittelyssä käytetään hyväksi kokonaisuuksia 
(luokka) ja näiden kokonaisuuksien välisiä suhteita (luokkahierarkia). Olio voi 
kuulua useaan eri luokkaan. [9.] 
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1 JOHDANTO 
 
Tämä insinöörityö sai alkunsa ohjelmointiopiskelun ohella syntyneistä ideois-
ta, joista kehittyi normaalia suurempi peliohjelmointiprojekti, jota ryhdyin ke-
hittämään vähitellen vapaa-ajallani.  
Kehittelyn edetessä huomasin kuitenkin nopeasti, että kaikkien opittujen tai-
tojen soveltaminen yhdeksi suureksi kokonaisuudeksi ei onnistunutkaan hy-
vin ensimmäisellä kerralla. Jos sovelluksen rakenne on huono, niin sen jat-
ko-kehittäminen voi tulla aina vain vaikeammaksi. Vaikea sovellus voidaan 
toteuttaa loppuun asti, mutta useimmat luovuttavat ennen sitä. 
Tässä työssä alkuperäisellä järjestelmällä tarkoitetaan sitä, että projektilla on 
ollut useita kehitysvaiheita, joista on opittu, mikä ei toiminut ja mikä on nyt 
paremmin. Tämä projekti on viety moneen otteeseen erittäin pitkälle, kunnes 
on huomattu, että osiot kehittyvät liian monimutkaisiksi. Tämän jälkeen on 
kehitetty yksinkertaisempi ja paremmin jäsennelty ratkaisu, mitä ennen on 
jouduttu rikkomaan paljon vanhaa järjestelmää uuden tieltä. Tämä iteroiva 
prosessi on ollut äärettömän opettavaa, vaikkakin myös äärettömän turhaut-
tavaa. 
Viittaamalla näihin vanhoihin virheisiin, jotka projektin kehitysvaiheessa eivät 
vaikuttaneet virheiltä, saatan pelastaa jonkun tekemästä samoja virheitä. 
Tämä työ edellyttää lukijalta kohtuullisen hyviä java-ohjelmointitietoja ja -
taitoja, mutta työn osiot voivat aueta myös vähemmän kokeneelle tekijälle. 
Tässä työssä käsitellään sovelluksen ohjelmointia kehittämällä editoreja, joil-
la luodaan sovelluksen eri osia. Editoreilla tarkoitetaan pieniä käyttöliittymiä, 
joilla voidaan muokata tietoja erilaisiin kokonaisuuksiin. Pelitilanteen esittä-
miseksi luodaan tietorakenteet, joista jokin osa voidaan haluta täyttää tiedoil-
la. Tätä tehtävää varten luodaan editorit. Hyvä esimerkki editorille jaettavas-
ta kokonaisuudesta ovat kenttäeditorit, joita jaetaan joskus kaupallisten peli-
en mukana.  
Tämän insinöörityön taustalla kehitetään peliä, jolle luodaan editorit kaikkia 
tarpeita varten. Editoreita voivat käyttää sellaiset henkilöt, jotka eivät osaa 
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ohjelmoida, mutta voivat näin luoda pelille sisältöä. Dokumentissa käydään 
läpi myös erilaisia hyviksi ratkaisuiksi todettuja tekniikoita. Editorien kehittä-
minen voi olla hyödyllistä muidenkin sovellusten, kuin pelien kannalta. Mikä 
tahansa sovellus, jossa täytyy tallentaa ja ladata tietoa, voi hyötyä tässä 
työssä esitetyistä ohjelmoinnin kehitysvaiheista. Tässä käsitellään tiedon tal-
lentamisen ja lataamisen lisäksi tiedon verkon yli lähettämistä. Työssä käy-
dään läpi myös muutamia vaihtoehtoisia tapoja kehittää sovellusta, joita ta-
poja vertaillaan oman kehyksen luontiin. 
 
2 PELIKEHYKSET 
Monilla normaalia suuremmilla peleillä saattaa olla mukana tasoeditoreita tai 
muita vastaavia editoreita, joilla lisätään sisältöä peliin. Jos on tarkoitus luo-
da monta erilaista kenttää, niin pelin ohjelmoinnissa on helpointa luoda niitä 
käyttämällä siihen tarkoitettua työkalua.  
Toinen vaihtoehto on kirjoittaa tasojen jokainen yksityiskohta erikseen koo-
dina, mikä on kovaa työtä [1]. On olemassa myös keino, jolla algoritmilla ge-
neroidaan kentät automaattisesti. Algoritmille määritellään rajat ja ehdot, joi-
den mukaan se luo esimerkiksi kenttiä tai esineitä. Tällaisissa peleissä usein 
jokainen pelikerta on hieman erilainen kuin edellinen olettaen, että algoritmi 
käyttää satunnaisuutta hyväkseen. Satunnaisten kenttien ja esineiden huono 
puoli on siinä, että kentät eivät usein ole persoonallisia. Satunnaiset kentät 
voivat myös sisältää virheitä tai olla liian vaikeita tai helppoja. Tämä tietenkin 
riippuu täysin siitä, miten algoritmi toteutetaan, ja mitä asioita arvotaan. 
Kaikkea ei tarvitse arpoa. Voidaan myös arpoa käytettäviä persoonallisia ko-
konaisuuksia ja yhdistellä niitä toimivaksi kokonaisuudeksi. 
On olemassa paljon valmiita pelikehyksiä erilaisia tarpeita, kuten lautapelejä 
(Jogre), autopelejä ja roolipelejä varten. Pelikehyksiä on myös yleisesti mitä 
tahansa pelejä varten kuten esimerkiksi Multimedia Fusion 2.  
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Jotkut työkalut ovat erikoistuneempia joihinkin tiettyihin tapauksiin. Kehyksi-
en tarkoituksena on tehdä luomistyö helpoksi ja nopeaksi. Tässä insinööri-
työssä ollaan tekemässä täysin erikoistunutta kehystä. Tämä kehys tulee 
toimimaan vain siinä käyttötarkoituksessa, johon se on tarkoitettu. Kun ke-
hystä vertaa esimerkiksi Multimedia Fusion-ohjelmistoon, sillä pystyy tuotta-
maan monia erilaisia pelejä. Omalla kehyksellä on tavoitteena kehittää vain 
yksi peli.  
Multimedia Fusion ohjelmistolla voi tehdä nopeasti monenlaisia pelejä. Pe-
liobjektit voidaan raahata suoraan ruudulle ja niiden toimintaan vaikutetaan 
luomalla ehtoja niiden käyttäytymiselle ympäristön kanssa. Jossakin vai-
heessa käyttöliittymissä tulee raja vastaan niin, ettei voikaan tehdä juuri sitä, 
mikä oli tarkoitus. Multimedia Fusion ohjelmiston kilpailija Game Maker tar-
joaa lisäominaisuutena ohjelmointikielen. Jos Multimedia Fusion-
ohjelmistossa halutaan rikkoa käyttöliittymän rajoja, täytyy moduuleja ohjel-
moida ’C++’-kielellä. Eli jos tavoitteet ovat liian monimutkaiset, saattaa jou-
tua kuitenkin ohjelmoimaan, vaikka käyttäisi yleiskäyttöistä kehystä. Ongel-
mana voi olla myös hinta. Valmiissa kehyksessä on aina paljon opeteltavaa. 
Tietojen ja taitojen rajat voivat aiheuttaa projektille myös rajoituksia. Oman 
kehyksen tekemisessä on se etu, että silloin tietää täsmälleen, miten kehys 
toimii. Jos ohjelmointitaidot eivät ole vielä parhaat mahdolliset, niin on silti 
Kuva 1: Multimedia Fusion Developer 2 pelinkehitysohjelmisto. 
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parempi oppia ohjelmointikieli kuin toisen tekemä kehys. Kun työ aloitetaan 
ohjelmointikielellä, niin on rajattomasti kehittämisen varaa. Jos käytetään 
valmiita kehyksiä, joutuu opiskelemaan kehyksen, minkä lisäksi joutuu alis-
tumaan kehyksen tarjoamaan pelimoottoriin ja sen rajoituksiin (ei päde vält-
tämättä kaikissa tapauksissa). Kun kehittää koko sovelluksen itse, voi päät-
tää täsmälleen, miten sovellus toimii. Kun sen tekee kerran, niin seuraava 
kerta on jo helpompi. Kun työkalut ovat erikoistuneita omiin tehtäviinsä, nii-
den käyttäminen on usein erittäin nopeaa ja helppoa. Jos jonkin asian kehit-
tämiseen menee kauan aikaa, niin voi parantaa myös pelikehyksen työkalu-
ja. Rajoja ei siis ole, kun tekee kaiken itse.  
Huonona puolena on tietenkin se, että tehtävä vaatii usein enemmän työtä, 
varsinkin jos tavoite ei ole monimutkainen, jonka voisi helposti toteuttaa 
yleiskäyttöisellä kehyksellä. Jos käytetään ohjelmointikielenä Javaa, niin 
voidaan ottaa editoreissa käyttöön swing-kirjasto. Javalla voidaan helposti 
luoda pieniä yksinkertaisia editoreita käyttämällä swing-kirjastoa. Editorilla 
voi olla yksi päämäärä, joka voi olla esimerkiksi kentän luonti. Peli voidaan 
jakaa editoreilla kehiteltäviin osiin. Kun kehys on valmis, niin pelin kehittä-
mistä voi jatkaa myös ne ihmiset, jotka eivät ole ohjelmointia koskaan teh-
neetkään. Ei ole vaikea opetella sellaisten yksittäisten editorien käyttöä, joille 
on suunniteltu tarkoitus ja lopputuote. Työnjako toimii myös ohjelmointivai-
heessa. Jokainen ohjelmointityötä tekevä henkilö voi kehittää oman editorin-
sa ja oliot sitä varten. Yksi henkilö voi työskennellä pelimoottorin kera, jossa 
muiden tekemät tietorakenteet otetaan käyttöön. 
3 KEHITETTÄVÄ PELI 
Tässä työssä ollaan kehitetty 2D-roolipeli avaruudessa, joka sisältää tehtä-
viä ja taisteluja. Peli alkaa maapallolta, jossa voidaan nähdä tietoja planee-
tasta. Planeetalla voidaan keskustella planeetan johtajien kanssa tai käydä 
kauppaa. Keskusteluista voi saada tehtäviä, joita pelaaja suorittaa. Tehtävä-
nä voi olla mm. kaapparialusten tuhoaminen tai planeetalta toiselle kuljetta-
minen. Peliin voidaan kehittää tekoäly, jolla järjestelmä saataisiin elämään 
omaa elämäänsä. Todennäköisesti peliin voisi kehittää myös valtioita ja kor-
poraatioita. Tekoäly voisi myös pyrkiä levittäytymään asuttamattomille pla-
neetoille, kun resursseja riittää. Tarkoituksena olisi tuoda elämää järjestel-
mään. Tämän toteuttaminen olisi tässä vaiheessa kuitenkin vain bonus, jota 
ei välttämättä tarvittaisi lopullisen pelin toteuttamiseen. Tämän sijaan voisi-
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vat myös eri NPC-hahmot sattumanvaraisesti liikkua järjestelmistä toisiin ja 
teeskennellä tekevänsä jotakin.  
On kuitenkin mielenkiintoisempaa, jos jokaisella aluksen liikkumisella ava-
ruudessa olisi syvempi tarkoitus kuin pelkkä illuusion luominen. Voisi esi-
merkiksi seurata kauppa-alusta ja nähdä sen inventaario. Kauppa-alus voisi 
laskeutua planeetalle ja myydä ne tavarat, joita planeetalla kaivataan. Tä-
män jälkeen voisi nähdä tavaroiden ja rahan siirtyneen. Usein luodaan pelk-
kää illuusiota järjestelmän toiminnasta, mutta mahdollista olisi myös järjes-
telmän kehittymisen tilanteista luoda tehtäviä, jolloin pelaaja voisi vaikuttaa 
järjestelmän kehitykseen. 
Pelissä voi matkustaa tähtijärjestelmältä toiselle näin aluksi käyttämällä pla-
neettoja kiertäviä tukikohtia. Maailma koostuu siis useasta tähtijärjestelmäs-
tä, joista jokainen avautuu kerrallaan yhtenä pelikenttänä pelaajalle. Tähtijär-
jestelmän kaikki planeetat kiertävät toisia planeettoja. 
Peli toteuttaa tästä eteenpäin kaikkia perusroolipelielementtejä. Ostetaan ai-
na vain parempia aluksia, laitteita ja välineitä, jotta pärjätään tähtijärjestelmil-
lä, joilla on kovemmat haasteet. 
Projektissa on toteutettu myös moninpelimahdollisuus, jossa pelaajat työs-
kentelevät yhdessä tehtävien suorittamiseksi. Pelin isäntä voi tallentaa ja la-
data pelin, koska muut pelaajat ovat mukana vain auttamassa häntä. Jos 
isäntä matkustaa tähtijärjestelmältä toiselle, niin muutkin matkustavat. 
 
4 OHJELMAN PÄÄOSAT 
 
Perusohjelmistosuunnittelussa voidaan lähteä käymään läpi sanastoa ja 
tehdä sovelluksesta olioita, jotka kuvastavat pelitilannetta. Olioita voivat esi-
merkiksi olla taso, peli, pelaaja, vastustaja ja maailma. Jokaisella oliolla voi 
olla sisällään mitä hyvänsä dataa, eikä haittaa editorien kehittämistä. Esi-
merkiksi maailmassa voi olla useita kenttiä tai pelaajia. Kun pelitilanne voi-
daan esittää olioilla, niin peli täytyy jakaa eri pääosiin, eli päättää, mitä edito-
reita sovellukselle kehitetään. Seuraavaksi jatketaan käytännön esimerkistä, 
eli pelistä, joka on kehitetty.  
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Ensimmäiseksi jaetaan sovellus seuraaviin pääosiin: Worldiin, Sceneen, 
Shipiin, Conversationiin, Inventoryyn, NPC:hen, Journaliin ja Storyyn. Eli to-
dellisuudessahan olioita on huomattavasti enemmän, mutta nämä ovat niitä, 
joille tehdään omat editorit.  
 
 
Otetaan esimerkiksi Scene, joka sisältää planeettoja. Ei ole kannattavaa 
tehdä erillistä editoria planeetalle, koska Scene-editorissa se voidaan toteut-
taa samalla. Asioita kannattaa siis yhdistellä niin paljon kuin mahdollista, jot-
ta lopullisen sovelluksen rakentaminen on helpompaa. Toimii tosin siihenkin 
suuntaan, että jos yhdistelee liikaa, niin editorista voi tulla liian monimutkai-
nen ja hankala käyttää.  
Koko ruudun käyttöön siirryttäessä Swing-kirjaston komponenttien näkyville 
tuominen voi tuottaa hankaluuksia. Näin ollen kaikki pitää toteuttaa käyttäen 
Graphics2D-kirjastoa, mikä ei muutenkaan ole huono ratkaisu, sillä silloin voi 
itse täysin määritellä koko pelin ulkoasun. Jotta käyttöliittymien tekeminen 
käyttäen Graphics2D-kirjastoa ei olisi liian suuri työ, niin tehdään myös edi-
tori 2D-grafiikkaa varten. Graafisen käyttöliittymän luokan nimeksi tulee 
GFrame. 
Tätä projektia varten on myös tehty oma animaatioluokka. Etenkin tätä pro-
jektia varten on järkevää tehdä omat animaatiot. Java tarjoaa sprite-luokkia 
auttamaan animoinnin toteutusta, mutta tässä projektissa olisi hyvä saada 
suurempi hallinta animaatiosta. Täytyy voida määritellä, kuinka suurta osaa 
animaation pituudesta käytetään eri arvoilla. Tästä kerrotaan lisää luvussa 
Animation. Sprite-luokkien avulla tämä voisi toimia siten, että tehtäisiin usei-
Kuva 2: Tärkeimpien luokkien suhde keskenään yksinkertaisesti esitetty-
nä. Game-luokka on tietorakenteen juuri. 
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ta sprite-olioita, jotka aktivoituvat eri arvoilla, mutta hallinta ja portaattomuus 
saattavat kärsiä. 
4.1 World 
World on pelimaailma, joka sisältää tiedon jokaisen tähtijärjestelmän sijain-
nista. Tähtijärjestelmä on käytännössä Scene-luokka, mutta sitä ei suoraan 
ladata järjestelmän tietojen alle, vaan se tallennetaan tiedostonimenä. Jos 
tieto ladattaisiin suoraan muistiin, niin maailmaa ladattaessa ladattaisiin 
myös kaikki kentät samalla. Tämä käytäntö veisi huomattavasti enemmän 
muistia ja pidentäisi huomattavasti latausaikaa. Näin voidaan jakaa kuormi-
tusta. 
Jos kenttiä ei ladata yhtä aikaa, niin muiden kenttien tilanne ei muutu silloin, 
kun seikkaillaan toisella. Tällöin eri pelaajat eivät voi olla eri tähtijärjestelmis-
sä samaan aikaan. Tällä hetkellä ei ole vielä tiedossa, miten suuria tai ras-
kaita tähtijärjestelmät tulevat olemaan. Kun koko järjestelmä on rakennettu, 
ryhdytään kokeilemaan, voidaanko olla useammassa tähtijärjestelmässä yh-
tä aikaa käyttäen nykyistä järjestelmää vai täytyykö keventää suoritusta toi-
sella tavalla. Nykyisen suunnitelman mukaisesti ei ole mitään tarvetta olla 
kahdessa tähtijärjestelmässä samaan aikaan, mutta tällaisella pelillä voisi ol-
la mahdollisuus tehdä jotain isommallakin pelaaja määrällä. Tällöin olisi tar-
peellista olla eri tähtijärjestelmillä yhtä aikaa. Yksi tapa voisi olla antaa jokai-
selle järjestelmälle käyttöön oma palvelin.  
Kun siirtyy tähtijärjestelmältä toiselle, niin käytännössä siirtyy samalla palve-
limelta toiselle. Palvelin olisi siis useita tietokoneita, joilla yksi pääjärjestelmä 
sekä yksi palvelin tähtijärjestelmää kohden. Nykyisellä suunnitelmalla tämä 
olisi liioiteltu ratkaisu. Suunnitelmana on kuitenkin se, että odotettu pelaaja-
määrä on korkeintaan 6 pelaajaa. Ainoa pelitapa on pelata yhdessä, jolloin 
ei ole niin tärkeää olla eri järjestelmillä yhtä aikaa. Toisaalta pelaajat voisivat 
säästää aikaa, mikäli he voisivat mennä hoitamaan tehtäviä eri tähtijärjes-
telmille. Tämä ongelma voidaan hoitaa siten, että tekee yksin seikkailemi-
sesta liian vaarallista tai tehtävien suorituksesta tarpeeksi lineaarista. To-
dennäköisesti molempien yhdistelmä on paras ratkaisu. Näin ollen pelaajaa 
ei haittaa se, ettei voi yksin mennä tähtijärjestelmästä toiseen. 
Kuvan 3 Objects-menun alta voi laittaa myös taustakuvia kartalle ja myö-
hemmin voisi laittaa myös animaatioita. 
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Järjestelmät linkitetään toisiinsa. Nämä linkit kertovat, minkä järjestelmien 
välillä voidaan matkustaa. Editorisuunnittelussa kannattaa miettiä mahdolli-
simman pitkälle asioita, joita voidaan muokata. Esimerkiksi linkit eri järjes-
telmien välillä kannattaa olla kykeneviä asettumaan päälle tai pois, sillä sen 
avulla voidaan rajoittaa pelin etenemistä ja tuoda juonta mukaan. 
World-luokka, joka on tämän editorin lopputuote, koostuu listasta SceneLo-
cation-olioita. SceneLocation-luokka perii Location-luokan sitä varten, että se 
voidaan piirtää näkyville kartalle. SceneLocation-luokka sisältää linkkitiedot, 
järjestelmän nimen ja tason tiedostonimen. World-luokalla on myös listat 
Animation- ja Location-olioita. Location-luokkaa voidaan käyttää minkä ta-
hansa kuvan tai kuvion esittämiseen tasossa. Animation-luokka sisältää 
animaation, jotka on tehty omalla editorillaan. 
 
 
Koska World-editori on kohtuullisen yksinkertainen, ja se voidaan käsittää 
koko pelinkehityksen juurena, niin lisätään kaikki editorit tämän käyttöliitty-
män ”Editors”-menun taakse. Jokainen editori aukeaa omana JFrame-
ikkunana.  
Kuva 3: Maailmaluontieditori, johon on asetettu kaksi järjestelmää. 
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Seuraavissa kappaleissa puhutaan editoreista, jotka aukeavat tämän menun 
painikkeista. Ainoastaan Horde-editoria ei käsitellä, koska on vielä harkinnan 
alla, miten sen kanssa tulisi toimia. Horde-editori tulisi olemaan editori, johon 
kerätään lista NPC-olioita sekä yksi johtaja. Tarkoituksena olisi, että voisi 
synnyttää pieniä joukkueita kerrallaan sen sijaan, että jokainen NPC-hahmo 
olisi yksilö. Harvoin vastassa on vain yksi vihollisalus, vaan suurempia jouk-
koja, jolloin Horde-editori helpottaisi vihollislaumojen luomista etukäteen. 
Suurin osa kaikista luokista hyödynnetään seuraavassa luvussa esiteltäväs-
sä Scene-luokassa. 
 
 
4.2 Scene 
 
Scene on tähtijärjestelmä. Scene-editori on yksi sovelluksen tärkeimmistä 
editoreista, sillä se on käytännössä kenttäeditori. Tähtijärjestelmällä on pla-
neetat, alukset ja pelaajat. Suurin osa kaikesta toiminnasta tapahtuu tähtijär-
jestelmissä. World-luokka sisältää tiedostoniminä linkkejä Scene-
tähtijärjestelmiin, ja itse pelikenttä on kuvan 4 tapainen. Pelaaja ei itse näe 
koko järjestelmää ilman karttaa. Kuten World-luokassa viitataan tiedos-
tonimillä suurempiin kokonaisuuksiin, niin planeetoillakin viitataan keskuste-
luihin sekä kauppoihin samalla tavalla. 
Kuva 4: Scene-editori, jossa on otettu ominaisuudet Earth-nimisestä planeetasta. 
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Kuvan 4 oikealla puolella olevassa listassa on kohta nimeltä ”conversationfi-
lename”, joka on viittaus planeetalla käytettävään keskustelutiedostoon. Ob-
jects-valikon alle kerätään kaikkia asioita, joita kentälle voi laittaa, ja kaikista 
voi ottaa ominaisuudet, kuten kuvan oikeassa laidassa on esitetty. Scene-
luokka koostuu Projectile-, Planet-, EventArea-, Horde-, NPC-, Meteor-, 
SpaceStation- ja Ship-listoista. Monet näistä ovat sellaisia, jotka ovat käy-
tössä vasta pelissä, eikä täytetä käyttäen editoria. Editorissa asetetaan Hor-
de-, NPC–, Planet-, EventArea- ja SpaceStation-oliot paikoilleen. Jokaista 
vihollista ei kuitenkaan tarvitse erikseen asettaa. Tässä kohtaa tulee käyt-
töön EventArea-luokka.  
EventArea-luokan tarkoitus on asettaa alueita pelikentälle, mikä aktivoi ta-
pahtumia. EventArea-olion alueella voidaan asettaa syntymään meteoreja ja 
vihollisia. Alue voi aktivoida myös muita tapahtumia tai siihen voidaan aset-
taa keskustelu. Alueeseen voidaan vaikuttaa aktivoimalla ehtoja. Esimerkiksi 
planeetalla oleva keskustelu voi aktivoida ehdon, joka käskee asettamaan 
tietyn alueen synnyttämään vihollisia tai poistamaan alueen toiminnot käy-
töstä. Aktivoimalla ehtoja voidaan luoda lähes minkälaisia skenaarioita ta-
hansa. Keskustelu voi aktivoida myös ehdon, joka kadottaa NPC-hahmon 
olemasta ja toinen ehto voi ottaa sen takaisin näkyviin. Voidaan siis väittää, 
että joku tietty NPC-hahmo lähtee järjestelmältä toiselle, vaikka todellisuu-
dessa se piilotetaan nykyisellä järjestelmällä ja otetaan näkyviin seuraavas-
sa järjestelmässä. Osa listoista on käytössä vasta itse pelissä; kaikkea ei 
tarvitse erikseen asettaa. Esimerkiksi Meteor-olioita syntyy niille asetetuille 
alueille ja lista on käytössä vasta itse pelitilanteessa. 
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4.3 Ship 
 
Ship on alus. Jokaisella pelaajalla ja NPC-hahmolla on oma aluksensa. 
Alusten hallinta voidaan toteuttaa siten, että jokaisella Player- ja NPC-luokan 
jäsenellä on Ship-olio. Pelaaja ja tekoäly voivat siis hallita vain itsellään ole-
vaa alusta. Alukset ovat myös Scene-luokassa listana. Alukset ovat listana 
Scene-luokassa, koska voi olla aluksia, jotka ovat tyhjiä avaruudessa. Tämä 
tarkoittaa siis sitä, ettei niitä hallitse yksikään NPC-hahmo tai pelaaja. Alku-
peräisessä järjestelmässä pelaajilla ja NPC-hahmoilla oli omat aluksensa, 
eikä niitä ollut yhteisessä aluslistassa. Tästä tuli useita tilanteita, joissa alus-
ten käsittely kävi sekavaksi. Esimerkiksi alus voi olla tyhjä, tai jokaiseen 
alukseen pääsee käsiksi vain pelaajien tai NPC-hahmojen kautta. Alkuperäi-
sessä järjestelmässä oli myös päätetty, että pelaajalla on ainakin pelin aloi-
tusalus. Jos se tuhoutuu, niin peli on ohi. Tämä oli myös virhe, koska toimin-
not piti ohjata aina joko käytettävälle alukselle tai aloitusalukselle, jota käsi-
teltiin erillisenä. Tämä teki alusten käsittelystä sekavaa. 
Kuva 5: Editorilla ollaan luomassa alusta. Musta neliö on valinta alue, jolla voidaan 
luoda törmäysalueita sekä määritellä sektorialue. 
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Editorissa alukselle asetetaan kuva ja ominaisuuksista määritellään koko. 
Toisin sanottuna samalla kuvalla voi tehdä isompia tai pienempiä aluksia. 
Alue jaetaan sektoreihin. Se rajoittaa käytettävät alueet. Sektorit ovat kaksi-
ulotteinen lista Sector-olioita. Sector-olio sisältää tiedon siitä, onko se käy-
tössä ja mitä rajoitteita sillä on. Kuvan 5 eriväriset sektorit ovat rajoitteita. 
Keltaisella on rajoitettu paikka, johon aluksen moottori asetetaan. Vihreät 
sektorit ovat sivuaseistusta varten ja punaiset sektorit ovat pääasetta varten. 
Alueelle voi asettaa mitä tahansa muuta, sillä rajoite koskee vain siihen koh-
distettua tapausta. Violetit alueet ovat törmäysalueita, jotka linkitetään sekto-
reihin sisäisen vahingon jakautumisen mallintamista varten. Alukselle voi-
daan asettaa animaatioita, kuten aikaisimmissa editoreissa. Esimerkiksi 
aluksesta voidaan tehdä elävämpi lisäämällä siihen vilkkuvia valoja. Aluk-
sessa myös määritellään moottorien sijainti. Kuvan 4 keltaisen alueen ala-
puolella olevat kaksi vihreää neliötä kertovat moottoreista lähtevän liekin si-
jainnin. Moottorin liekin animaation määrää se kyseinen moottori, joka keltai-
selle alueelle asetetaan. Moottoreita luodaan Module-editorilla ja ne laitetaan 
ostettavaksi kaupoissa.  Edelleen moottorin liekin animaatio luodaan Anima-
tion-editorilla. 
 
4.4 Conversation 
Conversation on keskustelu. Useimmissa roolipeleissä on keskusteluja, jois-
sa on mahdollisuus valita oma vastaus listasta vastausvaihtoehtoja. Tämän 
jälkeen keskustelun toinen osapuoli vastaa vastausvaihtoehtoon sopivalla 
tavalla. Keskustelu koostuu listasta ConvItem-olioita, joista jokaisella on kor-
keintaan yhdeksän vaihtoehtoa ja otsikko. Joka sivulla määritellään, onko 
puhuja NPC vai pelaaja. Jos puhuja on NPC, niin vaihtoehto valitaan kuvan 
6 vasemmalla puolella olevien ehtojen mukaisesti. Kuvan Next-painikkeet 
vievät kyseisen vaihtoehdon seuraavalle sivulle.  
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Jokaisella NPC-hahmolla ja planeetalla voi olla oma keskustelunsa. Keskus-
teluilla on tärkeä osa pelin ja tarinan eteenpäin viemisellä. Keskusteluilla 
voidaan vaikuttaa maailman tapahtumiin aktivoimalla kuvan 6 oikealla puo-
lella olevia ehtoja. Aina, kun valitaan tietty vaihtoehto, sen ehto aktivoidaan. 
Ehdon päämäärä voi olla esimerkiksi ”piilota NPC-hahmo, jonka ehto on 
LIPPU”. Kaikki elementit, joihin voidaan vaikuttaa ehdoilla, toteuttaa Condi-
tionable-rajapintaa. Rajapinta palauttaa merkkijonon, eli jokaisella toteutta-
valla oliolla täytyy olla merkkijono. Tämän merkkijonon arvoksi asetetaan ai-
kaisemman esimerkkitapauksen mukaisesti ”LIPPU”. Kun ehto aktivoidaan, 
etsitään elementti, jonka ehto on ”LIPPU”, jonka jälkeen elementin tietoja 
muokataan komennon mukaisesti. Ehto voi olla kokonaisuudessaan ”LIP-
PU:HIDDEN:FALSE”. Merkkijono leikataan kaksoispisteiden kohdalta ja vie-
dään komentotulkin läpi. Sana ”HIDDEN” on käsky, joka muokkaa elementin 
näkyvyyttä. Sen jälkeen tulee totuusarvo. Jos käskyä ei kirjoiteta oikein, niin 
virheilmoitus esitetään. Ehto voisi olla käytännössä vaikka linkin aktivoimi-
nen kahden järjestelmän välille. Tämä voidaan toteuttaa laittamalla se näky-
viin tai pois näkyvistä. Välilyönnillä voidaan myös leikata komentoja, jolloin 
yhdellä kentällä voidaan aktivoida useita ehtoja. Esimerkiksi ”LIP-
PU:HIDDEN:FALSE LIPPU2:HIDDEN:TRUE” tarkoittaa, että LIPPU-ehdon 
elementti asetetaan näkymättömäksi ja LIPPU2-ehdon elementti asetetaan 
näkyväksi. Kun vaikutetaan esimerkiksi LIPPU-ehtoon, niin voidaan vaikut-
taa useampaan elementtiin kerralla, kun näiden kaikkien elementtien vaikut-
tavaksi ehdoksi asetetaan arvoksi ”LIPPU”. Samalla järjestelmällä vaikute-
taan Journal-luokan toimintaan. 
Next-painike vie toiselle samanlaiselle tyhjälle sivustolle, jossa valitaan, onko 
puhuja NPC vai pelaaja itse. Set Jump painikkeella voidaan asettaa seuraa-
Kuva 6: Kuvassa on luotu esimerkki keskustelun ensimmäinen sivu. 
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va olemaan joku aiemmin tehty kohta keskustelusta, esimerkiksi paluu kes-
kustelun alkuun. On vielä harkinnassa kannattaako ladata yhdelle NPC-
hahmolle useita keskusteluja. Ongelma on se, että jos käytetään esimerkiksi 
maapalloa erittäin usein ja kauan paikkana, mistä saa tehtäviä, ja tilanteet 
muuttuvat aikaisemmillakin paikoilla erittäin pitkään. Silloin ne keskustelut, 
jotka suoritettiin alussa tällä planeetalla, ladataan aina mukaan, vaikkei niitä 
enää tarvita. On siis mahdollista luoda tällä järjestelmällä, miten massiivinen 
keskustelu tahansa. Tilanteen mukaan puhuja aloittaa tietyllä tavalla, mikä 
haarauttaa koko keskustelun täysin erilaiselle alueelle kuin se alun alkaen 
meni. Lopulta keskustelutiedoston koko voi olla aika iso. Voi myös olla, että 
se on monimutkainen täyttää ja pysyä haarautumisen perässä. Voi olla esi-
merkiksi sellainen tapaus, että tarinan kappale vaihtuu, jolloin ei ainakaan 
palata vanhoihin keskusteluihin enää ollenkaan. Tällöin voitaisiin ladata seu-
raavan kappaleen keskustelut käyttöön. Todennäköisesti useita keskusteluja 
tullaan lisäämään, vaikka seikkailun voisi myös toteuttaa tarpeeksi lineaari-
seksi, jolloin ei vierailla samassa paikassa ikuisesti uudestaan. 
4.5 Inventory 
 
Inventory on kauppoja varten. Kaupat voitaisiin toteuttaa myös arpomalla 
sopivia varusteita, mutta toinen tapa on valita, mitä kaikkea mihinkin kaup-
paan laitetaan esille. Myöhemmin todennäköisesti kaupat tulevat sisältä-
mään myös satunnaisesti arvottuja kauppatavaroita, mutta editorilla voidaan 
määritellä, mitä on ainakin varmasti olemassa. Voidaan määritellä tehtäviin 
liittyviä esineitä, joita ei satunnaisesti voi arpoa. Kaupat sijaitsevat planeetoil-
la. Kauppaa voidaan myös ehkä myöhemmin toteuttaa toisten NPC-
hahmojen kanssa. Kuvan 7 käyttöliittymän vasemmalle puolelle ladataan 
kaikki kiintolevyltä löytyvät alukset. Oikealle puolelle ladataan esineet. Tava-
rat siirretään kuvan 7 alapuolelle sijaitsevaan inventaarioon. Kauppa tallen-
netaan tiedostoon ja planeetalta kauppaan viitataan tiedostonimellä. 
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Samanlaiset inventaariot ovat kaikilla aluksilla. Inventaario koostuu listasta 
listoja, joissa on Item-rajapintaa toteuttavia esineitä. Item-rajapinta antaa ra-
jat sille, mitä yhteistä jokaisella esineellä on. Jokaisella esineellä on hinta ja 
paljonko tilaa se vie inventaariosta. Esineestä on olemassa ainakin neljä eri-
laista päätyyppiä, jotka ovat kauppatavarat, moduulit, tehtäväesineet sekä 
alukset. Kauppatavarat ovat ruokaa ja muita perusvarusteita, joita myydään 
ja ostetaan tukuittain. Ne voivat myös liittyä tehtäviin. Moduuleja on suurin 
osa kaikesta inventaariosta. Niitä voidaan asettaa aluksen sektoreihin kiinni 
ja parantaa aluksen ominaisuuksia. Tehtäväesineet ovat esineitä, jotka akti-
voivat ehtoja. Alukset on myös määritelty esineiksi, niillä on oma hinta ja ko-
ko. Alukset toimivat myös kauppatavarana sekä niitä voi olla inventaariossa. 
Esineistä on monta listaa niiden järjestelemisen takia. Jos kaikki olisi yhdes-
sä listassa, inventaarion läpikäyminen olisi raskasta. Järjestely tehdään 
määrittelemällä Item-rajapintaan lajittelunumero. Jokainen Item-rajapintaa 
toteuttava esine asettaa konstruktorissaan itselleen oman lajittelulukunsa. 
Kun esine viedään varastoon, kysytään Item-rajapinnalta, mihin listaan se si-
joitetaan. Item-rajapinnassa on myös määritelty esineen tietojen piirtämistä 
varten funktio. Kun esine valitaan, voidaan suoraan käskeä sitä piirtämään 
itsensä. 
Kuva 7: Kaupan inventaarion valintaeditori. 
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4.6 NPC 
 
NPC on lyhenne sanoista ”non player character”, eli kyseessä on tekoälyllä 
toimiva pelaaja. Tekoälypelaajalla on oma keskustelunsa ja aluksensa. Tällä 
editorilla voidaan varustella alus samalla ja tallentaa NPC-olion sijaan myös 
Ship-olio varusteltuna. Näin ollen voidaan laittaa kauppaan myytäväksi alus, 
missä on valmiina esimerkiksi moottori ja varastotilamoduulit asetettuna. 
NPC-olioita ladataan käyttöön Scene-editorissa.  NPC-hahmolla on tiedossa 
mitä rotua, kansallisuutta ja ammattia se edustaa.  Editorissa asetetaan 
NPC-hahmolle myös taidot. NPC-luokka omistaa yhden aluksen, jota hallin-
noidaan tekoälyfunktiolla, joka suoritetaan NPC-luokassa. 
 
 
4.7 Story 
 
Story on tarina, joka voidaan aktivoida haluttuihin väleihin edistämään tari-
naa. Lopullisessa käytössä tätä voisi verrata Power Point esitykseen. Kuvat, 
tekstit ja animaatiot tulevat hiljalleen näkyviin käyttäen läpinäkyvyyden eri 
asteita. Editorissa määritellään jokaisen elementin esilletuloaika. 
Kuva 8: Asetetaan yhden sektorin kokoinen moduuli pieneen alukseen. 
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Story-olio koostuu listasta Background-olioita, joihin voidaan asettaa kuvia ja 
animaatioita. Tekstien sijainnit, koot ja fontit voidaan myös vaihtaa. Sivuja 
voidaan vaihtaa hiiren klikkauksella. Editorissa jokaisen sivun voi myös tal-
lentaa Background-muodossa. Background-olioita voidaan käyttää keskuste-
luiden taustoina esittämään puhujan kuvan. Tämän voi myös animoida. Ku-
vassa 9 tehdään pelin aloitussivustoa, eli sitä ei ole pakko käyttää pelkän ta-
rinan eteenpäin viemisessä. Pelin aloituskuvat voidaan luoda käyttämällä tä-
tä editoria, jolloin hyödynnetään yhtä editoria useampiin käyttötarkoituksiin. 
Background-olion jokaisesta sivusta voi ottaa ominaisuudet ja asettaa ääniä 
soimaan jokaisella sivustolla erikseen. Koko kuvaesityksen ajaksi voidaan 
myös määritellä soimaan musiikkia.  
 
Kuva 9: Tarinan luontieditorissa tehdään koko sovelluksen ensim-
mäisenä avautuvaa sivustoa. Raahaamalla vihreitä neliöitä voidaan 
siirtää tekstien sijaintia. Neliöt eivät näy lopullisessa käyttöpaikassa. 
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4.8 Journal 
 
Roolipeleissä pelaajan apuna on usein päiväkirja, joka kertoo, mitä tehtäviä 
on tehty ja mitä pitäisi vielä tehdä. Journal-luokka ottaa talteen kaikki annetut 
tehtävät ja pitää kirjaa suoritetuista tehtävistä.  
 
Keskusteluissa aktivoidut ehdot viedään Journal-luokalle, joka asettaa tarvit-
tavat tehtävien selostukset näkyviin käskyjen vaatimalla tavalla. Jokaisen 
tehtävän suorittamisesta voi saada palkkion. Tässä vaiheessa palkkio on ra-
haa ja kokemusta, mutta se voisi olla myös esineitä. Editorin oikeaan laitaan 
voitaisiin lisätä lista esineistä, jotka tehtävästä saa. Näitä voitaisiin erikseen 
ladata tiedostoista. Journal-olio koostuu listasta JournalEntry-olioita. Jokai-
nen JournalEntry-olio sisältää tehtäväselostuksen, otsikon sekä ehdon, joka 
vaikuttaa kyseiseen JournalEntry-olioon. JournalEntry-oliolla on myös tieto 
siitä, onko tämä tehtävä näkyvissä tehtävänä vai tehtynä. Aluksi tehtävä on 
näkymätön, mutta esimerkiksi keskustelussa tehtävä voidaan asettaa näky-
ville tai tehdyksi. Pelin puolella tehdään oma sivusto päiväkirjalle, jossa on 
kaksi listaa. Toinen lista esittää tehdyt tehtävät ja toinen aktiiviset tehtävät, 
joita ollaan juuri tekemässä. Voidaan myös tehdä sellainen ominaisuus, että 
klikkaamalla aktiivista tehtävää laitetaan näkyviin kohde, mihin täytyy tehtä-
Kuva 10: Päiväkirjan luontieditori. 
20 
 
vän mukaan mennä. Tämä toteutetaan antamalla JournalEntry-luokalle kaksi 
merkkijonotietoa. Toinen merkkijono viittaa siihen, missä järjestelmässä teh-
tävä on ja toinen kertoo kohteen, millä planeetalla tehtävä suoritetaan. Voi-
daan myös määritellä planeetan kohteen sijasta koordinaatit, mikäli tehtävää 
ei suoriteta planeetalla. Kohteena voi olla myös NPC-hahmo. Scene-luokalla 
on metodit, joilla voidaan hakea elementtejä nimen mukaan. Jokainen tällai-
nen palautettu tietue on Location-olio. Ei tarvitse tietää, onko kyseessä pla-
neetta vai alus, vaan tarvittava tieto on sijainti ja Location-olio sisältää tämän 
tiedon. 
 
 
4.9 GFrame 
 
Kun koko näyttö tuli käyttöön, niin täytyi luopua Swing-kirjaston käyttöliitty-
mäkomponenteista, joilla pystyi helposti ottamaan käyttöön tekstikenttiä 
(JTextField) ja nappeja (JButton). GFrame on yksi oman käyttöliittymäkirjas-
ton luokista, joka on kehitetty vastineeksi JFrame-luokalle, jossa piirretään 
suoraan Graphics2D-pohjalle (Graphical Frame). GFrame-luokalla on meto-
di, jolla sen kaikki komponentit piirretään Graphics2D-pohjalle. Tällä hetkellä 
piirrettäviä komponentteja ovat GLabel, GTextField ja GButton. Nämä ovat 
javan JFrame-pohjan päälle asetettavia vastineita. Suunnitelmissa on kehit-
tää GTree-luokka. 
Kuva 11: 2D Graafisen käyttöliittymän luontieditori. 
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Editorilla voidaan määritellä komponenttien täsmälliset sijainnit. GLabel-
komponentti voi ottaa sisälleen kuvan, jolloin voidaan koristella käyttöliitty-
mää. Jokaisen käyttöliittymän kirjoittaminen käsin on erittäin työlästä. Siksi 
tätä varten luodaan oma käyttöliittymä. 
Pelillä voi olla erikokoisia resoluutioita, jolloin nappien sijainnit vaihtelevat. 
Napit siis toimivat, mutta jos resoluutio on iso, niin oikeassa reunassa olevat 
napit eivät näkyisi ruudulla ollenkaan. Ongelma voidaan ratkaista antamalla 
GFrame-käyttöliittymälle tieto resoluutiosta, jolla komponentit on asetettu 
paikalleen. Kun sovellus ajetaan, jokainen komponentti asetetaan paikalleen 
suhteellisesti käyttäen resoluutiota, jolla se on luotu, ja sitä resoluutiota, jota 
käytetään.  
 
GFrame-käyttöliittymä otetaan käyttöön piirtämällä se Graphics2D-pohjalle 
sekä liittämällä siihen toimintakuuntelijat. Jotta käyttöliittymä olisi mahdolli-
simman muokattavissa, lisätään GLabel-komponentille muuttuja nimeltä ”va-
riable”. Tämän tarkoituksena on toimia sitä varten, että komponentti voidaan 
hakea muiden joukosta käyttäen merkkijononimeä. Tarkoituksena on se, että 
jos halutaan esimerkiksi määritellä tutkan sijainti, niin se voidaan tehdä myös 
käyttäen GFrame-luokkaa antamalla sille GLabel-komponentti, jonka teksti-
nä ei ole mitään, mutta variable-muuttujan arvo on vaikka ”RADARLOC”. 
Tämän jälkeen, kun käyttöliittymää piirretään, niin voidaan hakea sijainti 
GFrame-luokalta pyytäen komponenttia, jonka variable-muuttujan arvo on 
”RADARLOC”. Samalla tavalla voidaan hakea esimerkiksi GLabel-
komponentti, jonka tarkoituksena on vain esittää tietoa. Esimerkiksi aluksen 
kestävyys voisi olla 100 pistettä. Se asetetaan GLabel-komponenttiin, jonka 
variable-muuttujan arvo on esimerkiksi ”HULLPOINTS”. Kun GFrame-
käyttöliittymää tehdään, niin täytyy ottaa huomioon, miten sitä käytetään.  
4.10 Animation 
Animaatio koostuu listasta olioita, joilla on olemassa jokaisella yksi kuvalista 
tämän kuvan sijainneista jokaisella ajan hetkellä. Käyttäen taas Location-
luokkaa määritellään kuvalle asemointi. Voidaan asettaa useita eri kuvia, el-
lipsejä tai nelikulmioita samaan animaatioon. Tällä hetkellä kuvat vaihtuvat 
joka päivityksellä, mutta joka aseman välille voitaisiin asettaa myös aikavii-
ve. 
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Animaatioiden luontieditori on räätälöity pitkälle tätä projektia varten. Jokai-
selle animaatiolle voidaan määritellä, kuinka pitkälle se toimii eri arvoilla (ks. 
kuvan 11 oikeanpuolen ominaisuudet). Ominaisuuksissa voidaan muokata 
arvot ”valuestart” ja ”valueend”, jotka ovat valitun FrameMarker-olion valinta 
kriteerit. Kun animaatiolle syötetään kyseinen arvo, niin animaatio etsii Fra-
meMarker-olioiden listasta sen, jonka arvo täsmää ja ottaa sen käyttöön. 
Tämän jälkeen animaatio työskentelee valitun FrameMarker-olion sääntöjen 
mukaisesti. Animaatio käyttää valitun FrameMarker-olion ”framestart” ja 
”frameend” muuttujia päättämään, mistä mihin animaatiota suoritetaan. Tar-
koitus on se, että voidaan tehdä yksi suuri animaatio ja esittää siitä erikokoi-
sia osia syöttämällä animaatiolle eri arvoja. 
Animaatiolla on oma sijaintinsa, joka editoria käyttäessä on kohta (0,0). 
Animaation eri kuvat ja sijainnit piirretään suhteessa tätä sijaintia kohden. 
Käytännössä voidaan määritellä tämä (0,0) sijainti mihin tahansa kohtaan, ja 
näin animaation kaikkien kuvien sijainti muuttuu. 
Käytännössä animaatioita voidaan käyttää asettamalla lista animaatioita 
alukselle. Aluseditorissa voidaan sitten ladata animaatioita ja asettaa niitä 
aluksen eri kohtiin. Voidaan tehdä aluksesta eläväisempi. Alukselle asete-
taan myös tuhoutumisanimaatio aluksen tuhoutumista varten. GButton-olion 
animointi voidaan myös toteuttaa Animation-luokan avulla. Vaikka Animati-
Kuva 12: Animaattorilla tehdään sirkkeliä. Se koostuu yhdestä kuvasta ja vii-
destä sijainnista eri kulma-asteilla. 
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on-luokka on räätälöity tätä projektia varten, niin se voi silti toimia muissakin 
tehtävissä. 
4.11 Module 
 
Erilaisia moduuleja on paljon. On suunniteltu jo 23 erilaista moduulityyppiä, 
ja kaikki perivät Module-abstraktinrajapinnan. Erilaisia moduuleja ovat esi-
merkiksi moottorit, aseet, tavaratilat, korjausvälineet, tehtaat ja energialaturit. 
Module-rajapinnan avulla moduulit voidaan asetella aluksiin ja sisällyttää 
kaiken, mitä yhteistä kaikilla moduuleilla on, kuten rakennusnopeuden ja 
koon sektoreina. Module-rajapinta edelleen perii Item-rajapinnan, jossa on 
hinta, koko ja massa. Tällä hetkellä kaikki moduulit voivat olla vain nelikul-
maisia, mutta myöhemmin olisi tarkoitus tehdä tetrispalikan muotoisia mo-
duuleja, joita voi kääntää 90 asteen kulmissa. 
Eri moduuleille voidaan tehdä omat käyttöliittymänsä käyttäen GFrame-
luokkaa. Esimerkiksi suojamoduulit voivat aukaista käyttöliittymän, jossa voi-
daan määritellä suojan korkeus ja leveys. Mitä suuremman suojakentän te-
kee, sitä enemmän se vie energiaa. Käyttöliittymä piirretään inventaa-
rionäkymään. 
Kuva 13: Kehitteillä on moottorimoduuli, jonka koko on 5 kertaa 5 sektoria. 
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4.12 Projectile 
 
Projectile-editorilla luodaan aseille ammukset. Moduuli-editorissa voidaan 
asettaa asemoduuleille ammus, jota käytetään. Ominaisuuksista voidaan 
muokata ammuksen törmäyssäde sekä mahdollisen räjähdysalueen korke-
us, leveys, tyyppi ja voima. Esimerkki kuvan 14 ammuksen suuruus on nolla. 
Törmäysalue tulisi piirrettyä punaisella ympyrällä sekä jälkiräjähdyksen alue 
violetilla ympyrällä. Näitä ääriviivoja pitkin tehdään projektiilin animointi. 
Keskipiste on vihreän neliön vasemmassa ylänurkassa. Kaikki kuvat ja ani-
moinnit täytyy asettaa suhteessa tähän keskipisteeseen.  
Aikaisemmin puhuttiin siitä, että animoinnilla on eri tasoja. Jokaisella moduu-
lilla on oma toimintataso, joka on 0-100 %. Tämä prosenttiarvo määrittää 
sen, mitä animaation tasoa käytetään. Moduulin työskentelyllä on siis oma 
animaationsa. Jos kyseessä on asemoduuli ja ammus ammutaan, niin am-
mukselle annetaan sama prosenttiluku kertomaan, mitä animaation tasoa se 
käyttää. Näin ollen ammus voi olla pienempi pienellä energiamäärällä tai 
isompi isommalla energiamäärällä riippuen siitä, miten animointiin on asetet-
tu FrameMarker-olioita. 
Kuva 14: Tehdään ammusta, jonka animaationa sirkkeli pyörii. 
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5 OHJELMAN YLEISRAKENNE 
5.1 Editorien rakenne 
  
Jokainen editori on pieni sovelluksesta erillinen JFrame-ikkuna. JFrame-
ikkunoilla toteutetaan kaikki editorit. GFrame-käyttöliittymät toimivat koko-
näyttöä käyttävässä pelissä. Editori perii JFrame-luokan ja toteuttaa sen 
kaikki toimintakuuntelijat itse. Jokaiselle komponentille laitetaan toimintojen-
kuuntelijaksi luokka itse. Toimintoja voi toteuttaa monella tapaa, mutta tämä 
on ollut selkein tapa. Rakenne on siis seuraavanlainen: komponenttien mää-
rittely, konstruktorissa käyttöliittymän rakentaminen, toimintakuuntelijat ja lo-
puksi toimintojen suorittamat metodit. Usein käytössä on myös piirto-luokka, 
jos editori sellaista vaatii. Eli useimmat editorit voidaan toteuttaa käyttäen 
kahta käyttöliittymäluokkaa. Kun pitää asian kompaktina, niin editorista ei tu-
le liian laaja tai vaikeasti luettava. Tämän lisäksi editori on erillisenä koko jär-
jestelmästä, niin se ei tee mistään muusta sovelluksen osasta yhtään seka-
vampaa. Jos aikoo tehdä suuremman editorin, mitä esimerkeissä on esitelty, 
niin voi olla parempi käyttää MVC-rakennetta. Esitelty rakenne toimii pienis-
sä käyttöliittymissä. 
5.2 Piirto-luokka 
Editorien yhteydessä käytetään usein piirto-luokkaa. Tämä tulee yleensä 
keskelle editoria. Piirto-luokka osaa kertoa, missä hiiren kursori sijaitsee to-
Kuva 15: Editorien rakenne yksinkertaisesti esitettynä. 
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dellisuudessa. Tämän tiedon avulla voidaan esittää mitä tahansa 2D graafi-
sia tietorakenteita ja luoda editori niille. Kun piirto-luokalle asetetaan hiiri-
kuuntelija ja kysytään sen sijainteja, niin se pitää paikkaansa niin kauan, 
kunnes muutetaan piirtämisen tarkennusta tai sijaintia (scale ja transformati-
on). Hiirikuuntelija antaa aina samat koordinaatit. Piirtoalueen vasen 
ylänurkka on hiirikuuntelijan näkökulmasta kohta (0,0) ja oikea alanurkka on 
kohta (x,y), jossa x on piirtoalueen leveys ja y on korkeus. Jos muutetaan 
tarkennusta niin tämä tieto täyty käsitellä vastaamaan todellisuutta jakamalla 
se tarkennusarvolla ja lisäämällä siihen sijainti. 
 
5.3 Olioiden käsittely 
Editorin komponenttien määrittelyjen joukossa alustetaan olio, jota rakenne-
taan editorilla. Tämä voi olla esimerkiksi Scene-olio, eli käytännössä taso. 
Taso sisältää mm. planeettoja, avaruusjärjestelmiä ja tapahtuma-alueita. 
Tehdään jokaiselle asialle, mitä halutaan lisätä tasolle oma työkalu. Jos työ-
kalua painetaan, niin ollaan sijoittamassa kyseistä esinettä. Piirto-luokan 
avulla voidaan määritellä, mihin kohtaan halutaan valittu esine laittaa. Piirto-
aluetta painettaessa voidaan hakea esine, jota on klikattu. Valitulle esineelle 
asetetaan piirtoluokan avulla sijainti ja luodaan oletusesine. Tämän jälkeen 
esine voidaan valita, jolloin haetaan klikatusta sijainnista elementtiä. Editorin 
muuttujissa voidaan määritellä muuttuja nimeltä ”selection”, joka on tyyppiä 
Location. Kun se valitaan, niin selection-muuttuja saa viittauksen valittuun 
olioon, jolloin sitä on helpompi käsitellä. 
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5.4 Pääsovelluksen rakenne 
 
Pääsovellus toteuttaa MVC-rakennetta (Model View Controller). Jokaiselle 
näkymälle on tässä sovelluksessa toteutettu oma hallintayksikkönsä. Näky-
mät on talletettu UserInterface-luokkaan, josta niitä voi vaihtaa change-
Panel(int)-metodia käyttäen. Vaihdettavat näkymät ovat käytännössä pelkkiä 
hallintayksiköitä. Hallintayksikön takaa löydetään piirtoluokka. Hallintayksik-
kö toteuttaa rajapintaa, jolla voidaan peli piirtää sekä päivittää pelitilannetta. 
Päähallintayksikkö eli Controller-luokka saa itselleen viittauksen rajapintaan 
DrawingInterface, jota kaikki pienemmät hallintayksiköt toteuttavat. Control-
ler-luokassa toteutetaan säie, jolla peliä päivitetään. Eri näkymillä voi olla eri-
laisia päivitystapoja, joten DrawingInterface-luokassa toteutetaan myös pelin 
päivitysmetodi. Näkymää vaihdettaessa täytyy UserInterface-luokassa myös 
vaihtaa toimintakuuntelijat. Ruudun päivitys hoidetaan ScreenManager-
luokassa. Näkymää vaihtaessa ScreenManager-luokalle viedään myös viit-
taus DrawingInterface-rajapintaan, jonka avulla ruudulle piirretään haluttu 
näkymä. 
 
Alkuperäisessä järjestelmässä jokainen näkymä oli oma JFrame-luokkansa, 
mutta tämä muuttui, kun koko näyttö otettiin käyttöön. Koko näytön asetta-
minen käyttää JFrame-luokkaa, mutta pohjan täytyy olla puhdas ja täytyy 
pystyä toteuttamaan setUndecorated(true)-metodi. Nyt JFrame sijaitsee 
ScreenManager-luokassa puhtaana. ScreenManger-luokka päivittää itse 
säikeenä ruutua, sillä jos käyttäjällä on moniydin prosessori, niin suoritus on 
tehokkaampaa. 
Kuva 16: Pääsovelluksen perusrakenne. 
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Pelin kaikki tiedot tallennetaan olioon nimeltä Game. Game-luokka sisältää 
kaikki pelin esittämiseen tarvittavat tiedot. Jos peli tallennetaan, se tarkoittaa 
sitä, että Game-luokka tallennetaan. Kaikki tiedot tallennetaan DataStorage-
luokkaan staattisesti. Tämä tarkoittaa sitä, että on aina käytössä vain yksi 
peli ja siihen pääsee käsiksi mistä tahansa. 
6 TEKNIIKOITA 
Seuraavassa käydään läpi joitain hyviä tekniikoita, joita on otettu käyttöön 
projektin edetessä.  
6.1 Olioiden lataus ja tallennus 
On olemassa tiettyjä olioita, jotka tullaan tallentamaan levylle [5;6]. Alkupe-
räinen järjestelmä keräsi staattiseen luokkaan jokaista oliota varten lataus- ja 
tallennusmetodit. Tämä ratkaisu on toimiva, eikä mahdoton ylläpitää. Tosin 
se vaatii paljon toistoa. Tästä kuitenkin tuli kehitettyä parempi versio, jota 
tässä luvussa käsitellään.  
 
Kuva 17: Projektin 
tiedostorakenne. 
Tiedostot menevät 
omiin kansioihinsa 
automaattisesti käyt-
täen esiteltävää tek-
niikkaa. 
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Jokainen tallennettava olio laitetaan toteuttamaan rajapintaa, jonka avulla 
voidaan kysyä tarvittavat tiedot olion tallentamista varten. Eli kun luodaan 
olio, jota aiotaan tallentaa, annetaan sille tieto siitä, mihin kansioon ja millä 
nimellä se aiotaan tallentaa. Tämän jälkeen, kun lähdetään tallentamaan 
oliota, niin voidaan mistä tahansa kutsua tallennus- sekä latausmetodeja 
samalla tavalla. Ensin tarkastetaan, onko kansiota olemassa. Jos ei ole, niin 
se luodaan.  
Ratkaisussa käytetään Externalizable-rajapintaa olioiden tallentamista var-
ten, mutta se ei ole pakollista. Voidaan myös laittaa jokainen talletettava 
luokka toteuttamaan Serializable-rajapintaa, jolloin sovellus pyrkii tallenta-
maan koko olion kaikki tiedot. Externalizable-rajapinnan kanssa täytyy mää-
ritellä, mitkä muuttujat aiotaan tallentaa. Tämä selvästikin lisää työmäärää, 
mutta kaikkea ei tarvitse tallentaa, jolloin verkon yli olioiden lähettäminen voi 
toimia nopeammin. Tämän lisäksi versionhallinnan kanssa Serializable-
rajapinta ei ole yhtä luotettava. Jos Serializable-rajapintaa käyttävään luok-
kaan tuodaan uusi muuttuja, niin talletettua luokkaa ei voida ladata enää, 
vaan koko tieto menee toimintakyvyttömäksi, sillä versio muuttuu. Externali-
zable-rajapinnan avulla näitä ongelmia voidaan itse hallita ja välttää siihen 
asti, kunnes olioiden sisällä on muita olioita. Kuitenkaan ei haluta lähteä kir-
joittamaan jokaisesta luokasta erikseen, mitä asioita aiotaan tallentaa. Tämä 
johtuu siitä, että jokaisen luokan kanssa usein aiotaan tallettaa kaikki tai ai-
nakin lähes kaikki tiedot. Tämän takia luodaan metodi, joka osaa ladata tai 
tallentaa Externalizable-rajapintaa käyttävän luokan kaikki tiedot automaatti-
sesti (katso liite 1).  
Kannattaa huomioida, että tämän liitteen koodi ei käsittele kaikkia tietotyyp-
pejä. Esimerkiksi käsittelijää ei ole tehty short-tyypille. Käsittelijää ei ole teh-
ty, koska peli ei käytä short-tyyppiä missään vaiheessa. Näille write- ja rea-
dExternalAllBut-metodeille annetaan parametrina lista niiden kenttien nimis-
tä, joita ei haluta tallentaa. Tämä metodi toimii käyttäen javan introspection-
API:a hyväksi. Tämän API:n avulla voidaan tutkia eri luokista, mitä muuttujia 
ja olioita sillä on. Saadaan palautettua tietyn muuttujan getterit ja setterit, eli 
metodit, joilla tieto asetetaan muuttujalle tai otetaan esille. Lataus ja tallen-
nus vastaavat metodit täytyy toimia toisiaan täysin vastaavalla tavalla. Kirjoi-
tettaessa manuaalisesti kaikki muuttujat talteen ne täytyy myös ladata täs-
mälleen samassa järjestyksessä. Nyt muuttujat vaativat myös sen, että niillä 
täytyy olla omat getterit ja setterit tai niitä ei voida tallentaa. Käyttäen tätä 
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API:a voidaan toteuttaa toinen, erittäin hyödyllinen tekniikka, joka esitellään 
kohdassa 6.2. 
Olioiden sarjallistamisesta on myös hyvä tietää se, että kaikkia tietoja ei voi-
da tai edes kannata sarjallistaa. Yleinen ajatusvirhe on ladata kuvat käyttöön 
suoraan talletettaville olioille. Esimerkiksi jos Ship-luokan, joka kuvastaa pe-
lissä olevaa alusta, sisälle ladataan kuva, niin tämä tekee luokasta enem-
män muistia vievän. Tehdään vaikka käyttäen Externalizable-rajapintaa niin, 
ettei käytettävää kuvaa sarjallisteta (sitä ei edes voi). Tällöin tulee sellainen 
ongelma, että sovellus tulee viemään huomattavasti turhaan muistia käytös-
sä. Jos meillä on sata tällaista alusta, jotka kaikki käyttävät samaa kuvaa, 
niin muistin käyttö voidaan toisella ratkaisulla vähentää yhteen sadasta. Tä-
mä sama kuva voidaan esittää erikokoisina Graphics2D-pohjalla. Jos Ship-
oliolla on tämä kuva, niin sama kuva ladattaisiin käyttöön sata kertaa, kun se 
voitaisiin ladata vain kerran ja kaikki käyttäisivät samaa kuvaa. Tietysti Ship-
luokalla voi olla tiedossa tämä kuva ja silti kaikki käyttäisivät samaa, jos ku-
van muistiosoite viittaa yhteiseen paikkaan. Tämän projektin ratkaisu on tal-
lentaa ImageIndex-olio, joka sisältää kuvan osoitteen sekä kokonaisluku in-
deksin. Sitten ladataan kuva staattisesta sijainnista, esimerkiksi käyttäen 
ImageStorage.loadImage(ImageIndex ii)-komentoa. Metodi palauttaa osoi-
tetta vastaavan kuvan (BufferedImage). Ensimmäisellä kerralla se tutkii, on-
ko kuvaa aiemmin ladattu. Jos on, niin ImageIndex-olio ottaa muistiin tämän 
kuvan indeksin, jolloin seuraavalla kerralla kuva löytyy heti. 
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6.2 Olioiden tietojen muokkaaminen 
 
Editoreita kehitettäessä huomataan, että on paljon yksinkertaisia olioita, joita 
tarvitsee täyttää tiedoilla. Esimerkiksi planeetalla on mm. nimi, kuvaus ja 
kiertonopeus. Alkuperäisen järjestelmän idea oli se, että on käyttöliittymä-
luokka, jolle kerrotaan, miten näitä kaikkien eri olioiden kenttiä käsitellään. 
Tämän ylläpitäminen on työlästä. Javan introspection-API:n käyttöönoton 
jälkeen huomattiin, että tietojenkeräämisluokkien tekeminen oli täysin turhaa. 
Introspection-API:n avulla voidaan nimittäin kerätä minkä tahansa luokan 
kaikki tiedot ja tehdä sille oma pieni käyttöliittymä.  
 
Käydään läpi luokan jokainen muuttuja, jolle on määritelty getteri ja setteri ja 
luodaan sille oma kenttä. Kun kenttä luodaan, sille otetaan muistiin viittaus, 
jolla päästään käsiksi sen tietoihin. Jokaista muuttujatyyppiä varten voidaan 
määritellä oma käsittelytapansa. Määritellään jokaiselle kentäksi JTextField, 
eli tekstikenttä. Tämän jälkeen määritellään, miten tieto kulkee käyttöliitty-
mälle ja muokattavalle objektille. Eli merkkijonot kulkevat sellaisenaan, mutta 
Kuva 18: Itse tehty Text - luokka avattuna 
käyttäen introspection -API:a. 
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kokonais- ja desimaaliluvut täytyy muuttaa oikeisiin muotoihinsa. Esimerkki 
sovelluksessa on käytetty IntPoint-luokkaa, joka käytännössä vastaa ja-
va.awt.Point-luokkaa. Se sisältää x- ja y-koordinaatit kokonaislukuina. Kuten 
IntPoint-luokalle, muillekin luokille voi samalla tavalla tehdä erilaisia käsitte-
lytapoja. Tässä tapauksessa IntPoint-olion käsittelijä hyväksyy vain esimer-
kiksi merkkijonon 5:6, joka antaa IntPoint-oliolle arvot x=5 ja y=6. Näin ollen 
täytyy vain päättää, miten erilaiset tyypit käsitellään sen sijaan, että jokaisen 
olion jokainen kenttä pitäisi erikseen määritellä. Työmäärä pienentyy huo-
mattavasti. Kaikkia kenttiä ei välttämättä haluta täyttää ja käyttäjälle olisi 
mukavampi, jos turhia kenttiä ei olisi näkyvillä. Tätä varten voidaan viedä lis-
ta olion lataavalle metodille, joka sisältää niiden kenttien nimet, joita ei ladata 
käyttöön. 
Käyttöliittymiä varten on myös tehty varasto, ettei jokaista latausta varten 
tarvitse luoda uutta käyttöliittymää, vaan jos saman luokan oliota käytetään, 
niin voidaan käyttää aiemmin luotua käyttöliittymää olion tietojen täyttämi-
seksi. 
 
6.3 Olioiden automaattinen kopiointi 
Introspection-API:a voi hyödyntää myös tekemällä metodi, joka kopioi tiedot 
lähteestä kohteeseen. Tarkoituksena on luoda automaattinen kopiokonstruk-
tori. NPC-editori, jossa pystyy siirtämään esineitä pelaajien inventaarioon 
hyödyntää tätä. Jos yrittäisi siirtää suoraan tiedostosta ladattua moduulia in-
ventaarioon käyttäen remove- ja add-komentoja, se toimii ensimmäiselle 
esineelle. Seuraavalle samalle esineelle se ei enää toimi, sillä kyseessä on 
sama olio, jota siirretään. Jos haluaa useita samanlaisia olioita, niin on tarve 
kopioida se. Jos Javassa oliolle sanotaan ”=” se tarkoittaa sitä, että oliot viit-
taavat samaan olioon. Jos perustyypille, kuten int-muuttujalle sanotaan ”=”, 
niin muuttujat eivät viittaa samaan muistipaikkaan. Kopiointi siis suoritetaan 
luomalla uusi samanlainen olio käyttäen new-komentoa, johon asetetetaan 
kaikki samat arvot. Tämän voi toteuttaa normaalisti käyttäen kopiokonstruk-
toria tai Cloneable-rajapintaa. Tarve on kuitenkin määritellä jokaisen tiedon 
siirtäminen erikseen uudelle oliolle, joka on usein iso työ, etenkin listojen ja 
sisäkkäisten olioiden käsittelyssä. Tämän työn helpottamiseksi tuli toteutet-
tua metodi käyttäen introspection-API:a, joka ottaa parametrikseen kohde 
olion sekä lähdeolion. Metodi tutkii lähdeolion jokaisen tietueen läpi ja siirtää 
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ne kohde olioon automaattisesti. Olioiden luonnollisesti täytyy olla samaa 
tyyppiä tai tulee ongelmia. Tämä tekniikka myös toimii ainoastaan omille itse 
tehdyille olioille. Metodia kehittäessä  huomataan, että javan omille olioille 
täytyy määritellä omat käsittelykeinot. Työn määrä vähenee silti huomatta-
vasti. Esimerkiksi merkkijonot täytyy määritellä luomaan uusi merkkijono 
käyttäen vanhaa merkkijonoa. Jos yrittäisi käsitellä merkkijonon samalla ta-
valla kuin perustyypin, niin käytännössä tietue ei kopioituisi. 
Toinen keino, millä tämän ongelman voi ratkaista, on sarjallistaa olio ja lada-
ta se uudelleen. Kuten NPC-editoriesimerkissä, jossa esinettä siirretään,  
ensimmäinen esineen siirto toimisi oikein. Tämä johtuu siitä, että se on ladat-
tu levyltä käyttäen Externalizable- tai Serializable-rajapintaa, josta aiheutuu 
uusi olio. Jokaisen olion kopiointi voidaan suorittaa samalla tavalla. Tämä 
tekniikka vie enemmän muistia ja on todennäköisesti myös vähän hitaampi. 
6.4 Verkkopelin toteuttaminen 
Verkkopelin toteuttamisesta on monenlaisia töitä ja apuja olemassa [10]. 
Tässä käsitellään verkkokommunikaation toteuttamistavasta, jonka tarkoitus 
on vähentää järjestelmän vaikeutta. Aloitetaan siitä, että verkkokommunikaa-
tio voi olla mitä vain tyyppiä, mutta mitä pienempi viesti on, sen parempi. Mi-
tä pienemmällä informaatiolla toiminnot voi toteuttaa, sen nopeammin viestit 
kulkevat. Ensimmäisissä verkkopelitesteissä tuli lähetettyä kaikki oliot verkon 
yli kokonaan. Viestien koko oli reaaliaikaisen pelin kehitystä varten aivan lii-
an iso. Kun viestejä lähetetään suhteellisen usein, niin esimerkiksi koko pe-
laajaolion lähettäminen on aivan liikaa. Turhaa informaatiota ei kannata lä-
hettää. Toisin sanottuna verkkokommunikaatio kannattaa toteuttaa tavalla tai 
toisella lähettämällä viesteinä mahdollisimman pieniä komentoja. Tässä pro-
jektissa käytetään lyhyitä merkkijonoja, jotka pakataan ennen lähtöä ja pure-
taan perillä. Tämä ratkaisu alkaa jo toimia, jos käyttäjiä ei ole liikaa. Tästä 
voi mennä vielä pidemmälle, mutta toteutetaan nyt käyttäen merkkijonoko-
mentoja.  
Alkuperäisessä järjestelmässä, kun toiminto suoritettiin omalla koneella, niin 
toiminto suoritettiin omalla koneella ja viesti lähetettiin verkon yli toiminnosta, 
joka suoritettiin. Verkon yli tullut viesti tulkittiin komennoksi, jonka jälkeen 
lähdettiin suorittamaan tälle käyttäjälle samanlaista toimintoa. Tällöin joudu-
taan toteuttamaan jokainen toiminto paikallisesti sekä verkon yli tulevalla 
komennolla. Alkuperäisessä järjestelmässä tuli toteutettua verkkopeliä tällä 
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tavalla, mutta ei mennyt kovin pitkään, kun peli alkoi mennä sekavaksi ja 
raskaaksi päivittää. Lopulta idea kehittyi järjestelmään, jossa tehtäisiinkin 
niin, että yhdistetään paikalliset ja verkkotoiminnot käyttämään samoja ko-
mentoja. Vaikka itse suoritetaan toiminto, niin ei mennä suoraan toteutta-
maan sitä, vaan lähetetään toiminto merkkijonokomentona itselle. Tämä toi-
minto käytännössä sanoo, että pelaaja ID:llä X suorittaa toiminnon Y ja 
mahdolliset parametrit päälle. Tämän jälkeen merkkijonokomento tulkitaan 
toiminnoksi ja se suoritetaan käyttäen sitä tulkitsevaa algoritmia. Pelaaja 
ID:llä X voi olla siis kuka tahansa verkkopelaajista tai paikallinen pelaaja itse. 
Tämän jälkeen viesti lähetetään kaikille muille käyttäjille ja he toteuttavat 
saman asian samalla tavalla. Näin ollen, kun toteutetaan toiminnot itselle, 
niin teoriassa kaikki toiminnallisuus tulee samalla toteutettua N määrälle 
käyttäjiä. Tärkeintä on se, että toimintoja toteutettaessa ne voidaan suorittaa 
sanomalla, mille pelaajalle ne suoritetaan näkökulmasta riippumatta. Merkki-
jonokomentoa ei ole itselle pakko lähettää, mutta komentotulkin virheiden 
tutkintaa ja testausta varten se voi olla hyödyllistä. 
Ideasta syntyi Commander-luokka. Normaalisti merkkijonokomennot voitai-
siin määritellä xml-tiedostoihin, mutta tässä tapauksessa komennot on mää-
ritelty suoraan koodissa. Commander-luokka suorittaa komentojen tulkitse-
misen toiminnoiksi. Ennen tätä komennot seulotaan läpi ConnectionBridge-
luokassa, jossa käsitellään yhteyden ja synkronisaation ylläpitäviä tapauksia. 
Erotellaan vielä komennoissa siis erikseen toiminnot sekä yhteyteen liittyvät 
tapahtumat selkeyden vuoksi. ConnectionBridge-luokka suorittaa myös 
omaa säiettä, joka tarkastelee yhteyden kuntoa sekä laskee synkronisaatio 
arvoja. Tämä arvo voidaan saada laskemalla yhteisellä tavalla yhteen kaik-
kien kentällä olevien elementtien sijainnit ja kääntökulmat. Jos luvut ovat lä-
helle samat, niin ollaan tarpeeksi lähellä totuutta. Jos luvut ovat täysin eri, 
voidaan asettaa peli pysähdyksiin kaikille käyttäjille sekä lähettää epäsynk-
ronisaatiossa kulkevalle pelaajalle peli uudestaan. Kun synkronisaatioarvoa 
laskeva säie on eri, kuin peliä päivittävä säie tai pelin kuvaa päivittävä säie, 
niin otetaan hyötykäyttöön moniydinprosessoreita. Tästä aiheesta lisää seu-
raavassa luvussa.  
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6.5 Säikeistäminen 
Jos tehdään yksi säie ja laitetaan se suorittamaan toistolausetta ikuisesti il-
man nukkuma-aikaa prosessorissa, jossa on vain yksi ydin, niin se käyttää 
prosessorin tehoista 100 %. 4-ydinprosessorin suorittaessa tämän saman 
testin teho on yhden ytimen verran eli 25 % koko prosessorin suoritustehos-
ta. Eli normaalisti, jos ohjelmoi pelin ja on vain yksi peliä päivittävä säie, niin 
vaikka käyttäjällä olisi 4 ydintä käytössä, niin parhaimmillaan käytetään vain 
25 % koko prosessorin suoritustehosta. Jos saavutetaan tämä 25 %:n suori-
tusteho, niin tästä eteenpäin pelin suoritusnopeus alkaa hidastua. Jos taas 
käynnistetään kaksi säiettä, jotka suorittavat toistolausetta ilman taukoja, niin 
suoritustehon käyttö on samaisella 4-ydinprosessorilla 50 %. Jokainen säie 
voi ottaa käyttöönsä parhaimmillaan vain yhden ytimen kerrallaan. Mitä 
enemmän asioita pystyy säikeistämään, sitä paremmin javassa otetaan käyt-
töön moniydinprosessorit. Jos ei ole moniydinprosessoria, niin java pystyy 
silti suorittamaan useita säikeitä myös yhdellä prosessorilla. 
Selvästi voidaan toteuttaa piirtäminen ja pelin päivitys eri säikeisiin. Voidaan 
harkita, että tehdään oma säie myös tekoälylle. Pelin päivityssilmukassa on 
erittäin paljon työtä ja laskettavaa, mutta tätä on vaikeampi jakaa eri säikei-
siin. Huolimaton säikeistäminen voi johtaa vaikeasti löydettäviin virheisiin 
sekä synkronisaatio-ongelmiin. Jos kaksi säiettä on yhtä aikaa muokkaa-
Kuva 19: Kuvassa esitys yhteyksien kommunikaatiosta. Punaiset viivat osoittavat komentojen 
reittiä ja numerointi kertoo järjestyksen. Kaavio selventää palvelimen toiminnon suorittamista. 
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massa yhtä muuttujaa, niin voidaan saada odottamattomia tuloksia ulos, 
esimerkiksi silloin, jos on kokonaislukumuuttuja X, jonka arvo on aluksi 0. 
Kaksi eri säiettä lisäävät 30 millisekunnin välein muuttujaan X arvon 1. Tätä 
toimintoa suorittavat molemmat säikeet 100 kertaa ja lopettavat. Tämän jäl-
keen, kun tulostetaan muuttujan X arvo, niin se ei ole välttämättä 200. Tu-
loksena saattaa olla jopa yli viisinumeroinen luku. Tämä johtuu siitä, että 
summaus ei ole javassa vain yksi komento todellisuudessa. Jos komentoa 
tarkastellaan assembly-kielen, näkökulmasta, eli alemmalla tasolla, niin 
huomataan, että summaaminen koostuu useammasta komennosta kuin yh-
destä. On siis käynyt niin, että kun säie 1 on ollut lisäämässä arvoa muuttu-
jaan X, niin säie 2 on samaan aikaan suorittanut toista osaa lisäyskomen-
nosta. Tulokset ovat täysin arvaamattomia. Jos samaa muuttujaa käsittele-
vät kaksi eri säiettä, niin sitä täytyy käsitellä omalla vuorollaan. 
Yksi tapa minkä tahansa asian säikeytykseen voisi olla se, että säikeiden 
toiminnot synkronoidaan. Ensin määritellään asetukset eri ydinmäärille. 
Käyttäjä päättää, montako ydintä on käytössä. Jokainen asetus jakaa las-
kentatyöt eri ytimien suoritettavaksi. Avataan niin monta säiettä kuin asetus 
vaatii. Jokaisella päivityksellä pyydetään jokaista säiettä suorittamaan omat 
laskutoimituksensa, jonka jälkeen pääsäie odottaa jokaisen valmistumista. 
Kun kaikki säikeet ovat valmiita, niin ollaan valmiita tekemään sama uudes-
taan. Jos sovellus ei ole raskas, niin tämä saattaa hidastaa järjestelmän no-
peutta. 
6.6 Piirtäminen 
Piirtäminen kannattaa toteuttaa piirrettävän luokan sisällä. Alkuperäisessä 
järjestelmässä kaikki piirtäminen suoritettiin olioiden ulkopuolelta käsin, mut-
ta näin koodista tulee vaikeasti läpikäytävää. Jos halutaan tietää, miten alus 
piirretään, niin nyt voidaan suoraan suunnistaa Ship-luokan piirtometodia 
kohti. Ennen olisi pitänyt mennä katsomaan piirtoluokan metodi ja kohta. Nyt 
piirtoluokan piirtävien metodien kohdalla ei ole pitkää tarinaa, miten joku olio 
piirretään. Olio piirtää ”piirrä olio” -komennolla itse itsensä. 
Graphics2D toimii siten, että kun piirretään esimerkiksi neliö käyttäen 
draw(new Rectangle2D.Double(xsijainti,ysijainti,leveys,korkeus)-komentoa, 
niin jos piirretään toinen neliö, se piirretään edellisen päälle. Eli piirtojärjes-
tyksellä päätetään, mikä on päällä ja mikä alla. Muita tärkeitä toimintoja ovat 
translate-komento, jolla voidaan päättää mihin asetetaan Graphics2D-pohjan 
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piirtämisen 0 piste, Scale, jolla päätetään tarkennuksen taso ja rotate, jolla 
voidaan kääntää koordinaatistoa. Normaalisti siis ruudun vasen ylänurkka on 
nollapiste. Translate-komennolla sitä voidaan siirtää ja rotate-komennolla 
kääntää. Rotate-komennolle voidaan antaa myös parametreina keskipiste, 
jonka ympäri koordinaatistoa käännetään. Scale-komennolla voidaan kään-
tää koordinaatisto antamalla sille negatiivinen luku. 
Pelissä pelattava hahmo piirretään aina keskelle ruutua, ja maailma on se, 
joka liikkuu. Kyse on siitä, miten asiat esitetään. Todellisuudessa sijainnit 
ovat kaikille aina samat. Eli jos planeetan x-sijainti on 100 ja y-sijainti myös 
100, niin se on sitä myös kaikille pelaajille, mutta pelaajan sijainnista riippu-
en planeetta saatetaan piirtää joskus kohtaan 50 ja joskus kohtaan 150. Pe-
laajan siirtyessä kohtaan x on 100 ja y on 100, niin planeetta piirretään suo-
raan pelaajan alle. Tähän päästään siten, että pelaajan sijainnista erotetaan 
piirrettävän objektin sijainti. Jokaiselle pelaajalle siis sijainti on aina yhteinen, 
vaikka se piirretäänkin eri kohtiin esittämistä varten. Voitaisiin jopa tehdä niin 
radikaaleja ratkaisuja, missä pelaaja piirretään ruudun alanurkkaan ja kään-
tyessä kääntyy katselukulma, eli koko maailma kääntyisi pelaajan näköken-
tän mukana. Piirtämisen helpottamiseksi voidaan ensin siirtää nollapiste 
aluksen keskelle käyttäen translate-komentoa ja piirtää siitä näkökulmasta. 
6.7 Kokonäyttö 
Kokonäyttötoiminnallisuuden hoitaa ScreenManager-luokka [4]. Suurin osa 
avusta tämän tekemiseen löytyi www.youtube.com internet-sivustolta. Käyt-
täjä nimeltä Bucky on tehnyt monta eri peliohjelmoinnin aihealueista opetus-
videoita. Tämä ScreenManager-luokan pohja on tehty näiden videoiden pe-
rusteella. Käytössä on BufferStrategy-luokka, jonka tarkoitus on helpottaa 
kuvaruudun päivittämisen ohjelmointia. Normaalisti piirrettäisiin kuva muistiin 
ja laitettaisiin se esille. Tästä voi seurata hitaasti päivittyvää kuvaruudun päi-
vitystä. Parempi tapa on pitää kahta muistipaikkaa kuvien piirtämisiä varten 
ja aina, kun tarvitsee laittaa kuva näkyviin, niin vaihdetaan esitettävää muis-
tipaikkaa. Näin ollen kuva saadaan heti näkyville ja taustalla piirretään kuvaa 
seuraavaan muistipaikkaan. Tämä on se tekniikka, jota BufferStrategy-
luokalla pyritään saamaan aikaiseksi. On muitakin keinoja saman asian to-
teuttamiseen, mutta tämä on javan oma luokka tekniikan helpottamiseksi. 
On tärkeää, että pelin tilannetta päivittävä säie on eri kuin kuvaa päivittävä 
säie. Pakollista tämä ei tietenkään ole, mutta java osaa automaattisesti hyö-
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dyntää useampaa ydintä, jos suoritus tapahtuu eri säikeissä. Näin ollen voi-
daan ottaa paremmin hyöty irti moniydinprosessoreista. Toinen säie päivittää 
pelitilannetta omaa tahtiaan ja toinen hoitaa ruudun päivittämistä. Näitä kah-
ta säiettä ei ole pakko synkronoida, sillä ruutu päivittää omaa tahtiaan ja peli 
omaansa. Jos suorittavassa tietokoneessa on vain yksi ydin, niin ratkaisu on 
huonompi. Lähes kaikissa nykyajan tietokoneissa alkaa olla ainakin kaksi 
ydintä, jolloin ratkaisu on järkevä. 
Koko näytön asettaa setFullScreen-metodi ja aloittaa ruudun päivittämisen. 
Koko ruuduksi asetetaan luokassa määritelty JFrame-olio. Piirtäminen suori-
tetaan run-metodissa. Aina, kun pelin ikkunaa vaihdetaan, tulee Screen-
Manager-luokkaan uusi DrawingInterface-rajapinta käyttöön. Tämä Drawin-
gInterface-rajapinta on käytännössä yhden ikkunan hallintayksikkö. Sitä voi-
daan käskeä päivittämään pelitilannetta tai piirtämään ruutu. Hallintayksiköi-
tä voidaan vaihtaa keskenään. Hallintayksiköitä ovat esimerkiksi pelin pää-
näkymä tai planeettanäkymä. Ne päivittävät peliä samalla tavalla, mutta niillä 
on omat napit, joiden animaatiota päivitetään. On turha siis päivittää planee-
talla käytettävien nappien toimintaa, jos niitä ei ole näkyvillä. Samalla vaih-
tuu piirrettävän metodin lopullinen kohde, jolloin näkymä vaihtuu. 
 
7  SOVELLUKSEN PÄIVITTÄMINEN 
Oletetaan, että sovellus on valmis. Monta käyttäjää on tehnyt sovellukselle 
paljon sisältöä. Jos nyt vaikka Module-luokkaan lisätään uusi muuttuja, niin 
yhtäkään Module-luokan tallennusta ei voida enää ladata käyttöön. Tämä 
tarkoittaa sitä, että kaikki työ menisi hukkaan. Jos tehdään vain uusia meto-
deja luokkiin, niin sillä ei ole merkitystä. Versio vaihtuu vasta, kun siellä ole-
vat muuttujat vaihtuvat, jotain lisätään tai otetaan pois. Näin toimii javan sar-
jallistuminen. 
Externalizable-rajapintaa käyttäen ongelmia voidaan vältellä. Externalizable-
rajapinnan kanssakin tulee omat ongelmansa. Tämä ongelma tapahtuu, kun 
olion sisällä on toinen olio. Kun tämä tallennetaan, niin se voidaan kirjoittaa 
käyttäen writeObject-metodia. Vaikka writeObject-metodi kutsuu Externali-
zable-rajapinnan käyttämiä toimintatapoja, niin silti readObject-metodi tar-
kastaa version lukiessa ja saattaa sanoa, että versio on eri. Jos sovellusta 
aiotaan jatko kehittää, niin se täytyy tehdä tarkasti ja suunnitellusti käyttäen 
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rajapintoja. Toinen suunnitteilla ollut ratkaisu on ollut muuntaa sarjallistetut 
oliot merkkijonotiedoksi varmuuskopiointia varten. Tässä voidaan hyödyntää 
jälleen introspection-api:a, mutta täytyy tehdä eri luokille omat käsittelijänsä, 
joka vaatii hieman enemmän raakaa työtä. Esimerkiksi, jos tallete on lista, 
niin täytyy tehdä sille oma käsittelijänsä, mikä käy läpi kaikki listan elementit. 
Tästä ideasta tuli toteutettua algoritmi, joka luo komentosarjan olioiden luon-
tia varten. Tarkoituksena oli nopeuttaa testausta kehitysvaiheessa.  
Kehitysvaiheessa, kun muutoksia tulee usein tehtyä luokka rakenteisiin ja 
joudutaan luomaan joka kerta uudestaan uutta testimateriaalia. Tällöin on 
hyvä luoda komentosarja aineiston luomiseksi. Komentosarjan tekeminen 
voi olla ikävää varsinkin, kun on luonut työkalut aineiston luomiseksi, mutta 
joka testiä varten aineiston luominen editorilla on työlästä. Komentosarjan 
avulla voidaan aina ennen sovelluksen suoritusta suorittaa komentosarja, jo-
ka luo aineiston uudestaan. Tällöin ei tule ikinä ilmoitusta virheellisestä ver-
siosta. Komentosarja käytännössä luo tarvittavaa tietoa ja asettaa niille sopi-
vat arvot testausta varten. Sopiva algoritmi pystyy käymään läpi editoreilla 
tehdyt materiaalit ja tulostamaan niistä tällaisen komentosarjan, jonka voi sit-
ten kopioida suoritettavaksi. 
8 YHTEENVETO 
Editoripohjaisen projektin työn jakaminen olisi ollut helppoa, jos olisi ollut 
muita ohjelmoijia apuna. Projektin ensimmäisellä tapaamisella suunnitellaan, 
mitä ollaan tekemässä, ja sovitaan, mitä editoreita tulee olemaan. Jokainen 
työntekijä keskittyy tekemään oman editorinsa ja siihen liittyvät tietoraken-
teet. Kun kaikki editorit ovat valmiita, asiat yhdistellään ja aletaan valmistella 
itse peliä tai sovellusta käyttäen editoreita ja niiden käyttämiä tietorakenteita. 
Aikaisempana ohjelmistotuotantoprojektina tehtiin sovellus, jossa piti voida 
luoda monivalintatehtäviä sekä vastata niihin. Käytännössä ratkaisu on sa-
mankaltainen eli editoripohjainen, mitä tässä insinöörityössä on käyty läpi. 
Luodaan oliot tehtävien esittämiselle, jonka jälkeen luodaan editori, jolla teh-
tävät voidaan täyttää tiedoilla. Tämän jälkeen tehtävät tallennettiin tietokan-
taan. Lopulta tehtävät ladataan käyttöön toisessa käyttöliittymässä, jossa 
näihin tehtäviin voidaan vastata. Kyseessä ei ole peliohjelmointiaihe, mutta 
samat ideat toimivat. Edelleen voitaisiin hyödyntää tässä esiteltyä palvelin-
järjestelmää kysymysten edelleen lähettämiseen muille käyttäjille tai jopa 
monen käyttäjän yhtäaikaista vastaamista varten. 
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Verrattuna valmiisiin editoreihin tai suoraan algoritmeilla luotuun sisältöön 
editorien luominen vaatii usein enemmän työtä. Tällä hetkellä kuitenkin on 
vaikuttanut siltä, että kehitetyillä editoreilla on muitakin käyttöjä, mihin ne on 
alun perin suunniteltu. GFrame-luokan nappien animointiin voidaan harkita 
ottaa käyttöön Animation-luokalla tehtyjä animaatioita. Tämän jälkeen voi-
daan tehdä helposti kaksiulotteisia käyttöliittymiä javalla ilman rajoitteita. 
GFrame-luokan nappien painamiseen voidaan myös laittaa ääni. Eli ei voi 
sanoa, että työtä olisi mennyt hukkaan. Jos ryhtyisi tekemään uutta roolipe-
liä, niin voitaisiin ottaa käyttöön mm. Conversation-editori valmiina. Lisäksi 
animaatioita voi hyödyntää monessa muussakin paikassa, kuten esimerkiksi 
GFrame-käyttöliittymän animoinnissa tai kokonaan uuden pelin hahmojen 
animoinnissa. 
Lyhyesti pelin kehityksen vaiheet olivat seuraavanlaiset: tietorakenteet, edi-
torit, pääsovellus ja yhdisteleminen. Projektin tulevaisuus vaikuttaa siltä, että 
se laajenee vielä huomattavasti, ennenkuin ollaan tyytyväisiä. Toivotaan, et-
tä tämän insinöörityön sisältö vastaa vain pieneltä osalta lopullista tuotosta. 
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 LIITE 1  1(2) 
 
 
 
Liite 1 : Introspection ja Externalizable 
 
public void readExternal(ObjectInput oi) throws IOException 
{ 
      Vector<String> dontread = new Vector<String>(); 
      ObjectDB.readExternalAllBut(dontread, this.getClass(), this, oi); 
} 
public void writeExternal(ObjectOutput oo) throws IOException 
{ 
      Vector<String> dontwrite = new Vector<String>(); 
      ObjectDB.writeExternalAllBut(dontwrite, this.getClass(), this, oo); 
} 
   
public static void readExternalAllBut(Vector<String> dontread, Class<?> 
theclass, Object o, ObjectInput oi) 
{ 
   try 
   { 
      BeanInfo info = Introspector.getBeanInfo( theclass, Object.class ); 
          
      for (PropertyDescriptor pd : info.getPropertyDescriptors()) 
      { 
         if(isMeantToBeUsed(pd.getName(), dontread)) 
         { 
            if(pd.getWriteMethod()!=null && pd.getReadMethod()!=null) 
            { 
               if(pd.getPropertyType().toString().equals("int")) 
               { 
                  pd.getWriteMethod().invoke(o, oi.readInt()); 
               } 
               else if(pd.getPropertyType().toString().equals("double")) 
               { 
                  pd.getWriteMethod().invoke(o, oi.readDouble()); 
               } 
               else if(pd.getPropertyType().toString().equals("float")) 
               { 
                  pd.getWriteMethod().invoke(o, oi.readFloat()); 
               } 
               else if(pd.getPropertyType().toString().equals("long")) 
               { 
                  pd.getWriteMethod().invoke(o, oi.readLong()); 
               } 
               else if(pd.getPropertyType().toString().equals("boolean")) 
               { 
                  pd.getWriteMethod().invoke(o, oi.readBoolean()); 
               } 
               else 
               { 
                  pd.getWriteMethod().invoke(o, oi.readObject()); 
               } 
            } 
         } 
      } 
   } 
   catch(Exception e) 
   { 
      e.printStackTrace(); 
   } 
} 
 LIITE 1  2(2) 
 
 
public static void writeExternalAllBut(Vector<String> dontwrite, Class<?> 
theclass, Object o, ObjectOutput oo) 
{ 
   try 
   { 
      BeanInfo info = Introspector.getBeanInfo( theclass, Object.class ); 
          
      for (PropertyDescriptor pd : info.getPropertyDescriptors()) 
      { 
         if(isMeantToBeUsed(pd.getName(), dontwrite)) 
         { 
            if(pd.getWriteMethod()!=null && pd.getReadMethod()!=null) 
            { 
               if(pd.getPropertyType().toString().equals("int")) 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeInt(((Integer) result).intValue()); 
               } 
               else if(pd.getPropertyType().toString().equals("double")) 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeDouble(((Double) result).doubleValue()); 
               } 
               else if(pd.getPropertyType().toString().equals("float")) 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeFloat(((Float) result).floatValue()); 
               } 
               else if(pd.getPropertyType().toString().equals("long")) 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeLong(((Long) result).longValue()); 
               } 
               else if(pd.getPropertyType().toString().equals("boolean")) 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeBoolean(((Boolean) result).booleanValue()); 
               } 
               else 
               { 
                  Object result = pd.getReadMethod().invoke(o); 
                  oo.writeObject(result); 
               } 
            } 
            else 
            { 
               Format.showMessage("Could not use: "+pd.getName()); 
            } 
         } 
      } 
   } 
   catch(Exception e) 
   { 
      e.printStackTrace(); 
   } 
} 
