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Zusammenfassung 
Ein Parser ZUni Erkennen und ein Pretty-Printer zum Erzeugen cler 
Prolog-artigen S:.ntax von Relfun werden beschrieben. Ein wei teres Kapi-
tel erUiutert die Einbindung in das Relfun-System und die Auswirkungen auf 
seine Kommalldos. 
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1 DIE ZlVEI SYNTAXEN VON RELFUN 3 
I\onkrete Syntax Abstrakte Syntax 
Lisp- altig Prolog- artig 
-
abc Abc (var i abc) 
Tabelle 1: Abstrakte und konkrete Syntax 
1 Die zwei Syntaxen von Relfun 
Die Sprache Relfun [Bo192] besitzt so\\'ohl funktionale als auch relationale Elemente. 
Sie verbindet di e Vorteile beider Programmierstile. Um sowohl der Lisp-Welt als 
auch del' Prolog- \-Velt e inen einfac hen Einstieg anzubieten, besitzt Relfun zwei Syn-
taxen . Die eine ist an Lisp angelehnt und aufgrund del' Implementierung von Relfun 
in Lisp schon seit Anfang an in Gebrallch. Die zweite orientiert sich an Prolog. Sie 
ist zwar defini erl, lVar abel' bisher noch nicht implementiert. Diesel' Text beschaftigt 
sich mit del' Realisierung der Prolog-artigen Syntax. 
1.1 Abstrakte und konkrete Syntax 
Solange man sich nur als Anwender mit einer Sprache beschaJtigt kommt man nur 
mit del' konkreten Sy ntax in I\ontakt. Das ist die Syntax, die im jeweiligen Sprachre-
port definiert wird. 1m Compilerbau gibt es dartiberhinaus den Begriff der abstrakten 
Syntax . Darlln ter versteht man die interne Darstellung von Strukturen, die in der 
konkreten Syntax definiert wurden. Je nach Implementierung wird die abstrakte 
Syntax von einem Interpreter ausgefi.ihrt oder von einem Compiler weiterverarbei-
tet. 
Als Beispiel betrachte man die Darstellung von Variablen (Tab. 1). In der Lisp-
artigen Syntax werden sie durch einen fiihrenden U nterstrich gekennzeichnet. In 
der Prolog-artigen Syntax beginnen sie mit einem GroBbuchstaben (genaueres im 
nachsten I\apitel ). Beide Formen werden intern jedoch als Liste mit fiihrendem 
vari- Tag dargest.ellt. 
Das spateI' beschrieben e lVIodlll Li sp2Pro hat. die Aufgabe. die abstrakte Syntax 
in die Prolog-artige Zll t ransformieren. Pr02Lisp realisiert die umgekehrte Rich-
tung. Streng genommen ist clie Bezeichnung "Lisp" in den Modulnamen unglucklich 
gewahlt , denn die Lisp- artige Syntax wird in den Transformationen nicht explizit 
berucksichtigt. .. Li sp2Pro'· (statt " Abs2Pro" ) unci "Pr02Lisp" (statt "Pr02Abs" ) 
sind allerdings vertretbaT , wenn man bedenkt , daB Lisp-artige Syntax und abstrakte 
Syntax in vielen Bereichen identisch sind und von Relfuns Lisp-Implementation im-
plizit ineinander i.i berftihrt werden . 
1.2 Die Prolog-art ige Syntax 
Abbildung 1 ze igt cl ie forma.Je Definit.ion der Prolog- artigen Syntax. Dabei wurde 
die EBNF -Notat ion yerwenclet. wie sie in [Wir84] clefiniert ist. Insbesondere sind 



















































hom-ish_clause I footed_clause, 
harnish_fact I homislLrule , 
footed_factI' I footed_l'ule , 
head" ." , 
head" : -" expl,* " . " , 
head" : -Be" expr" ," , 
head" : -" expN "Be" exp1' . , 
term" (" tel'm* [" I" val'iable] ")" 
[tJ'pr+J ' 
[" " J UpI' , expr+ , 




. term [" ," te1'm+] , 
constant I variable I list I structure, 
symbol I ,:;/ring I integer I nal , 
b'ig_char {char} I "-" I "_" (smalLchar I digit) {char} 
"[" I [" I" t. ] "]" erm* erm " 
trm erm* term " t "[" t [" I" ] "]" 
term" is" expr I builtin" (" expr* [ " I" expr] ")" 
lisp-function I lisp-p1'edicate I lisp-exira I log-extra , 
"+" I" " I" *" 
atom , , , " " I 
"1 d" I oa ", 
"call" I "once" I "naf" I "tupof" " 
sma/LeilaI' {char} , 
"II" { h } "II" C ar , 
integer" ," d igil+ [" E" integer J " 
["+"1"-"] digit+" 
sma/LeilaI' I big_chat, I digit I "-" " 
"a"I"b" 1· ,·I"z" 1"+"1"-"1"*"1"/"1"<"1"=" I">" · 
II A" I "B" I .. . I"Z" 
"0" 1 "1" 1 ··· 1 "9" 
digit {digit} " 
A.bbjJdung 1: Die Prolog-artige Syntax 
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"+" und "*" keine ~Ietazeiehen . Als I\ommentarzeiehen client ,,%". Es kennzeiehnet 
den Rest del' Zeile als I\ommentar. Lisps Semikolon ist in diesel' Funktion ungunstig, 
da es in Standard-Prolog die Disjunktion ausdrilekt. 
Vergleieht man die Prolog-artige Syntax von Relfun mit der Syntax von 
Standard-Prolog, so faUt auf, dail in Relfun einige Elemente, wie etwa das Amper-
sand ,,&" zur I\ennzeiehnung eines Rilekgabewert.es, hinzugekommen sind. Struktu-
ren dagegen gibt es in beiden Spraehen, dennoeh werden sie untersehiedlieh formu-
liert. Wahrend man in Prolog runde Klammern benutzt (z.B. book(bible)), ver-
langt Relfun naeh eekigen (z.B. book [bible]). Diese Unterscheidung mag Prolog-
Umsteigern clie Einarbeitung in Relful1 ersehweren, ist jedoch nicht zu vermeiden, 
da Relfun runde !\Iammern fill' aktive Aufrufe reserviert. 
Zu envahnen ist weiterhin. da.J3 arithmetische Operatoren in Relfun als Prafix 
geschrieben werden (z.B . +(3, 4)). Es ist dem Benutzer nicht moglich, eigene 
Infix-Operatoren Zll definieren. 
Filr Relfun-I\enner ist sieherlich del' Vergleich der Prolog-artigen mit der Lisp-
artigen Syntax aufschillilreich. Tab. :2 stellt die charakteristischen Konstrukte ge-
genuber. Man beachte, dail die P-Syntax zwei Notationen fill' Variablen vorsieht, 
die intern nieht lInterschieden werden. 
Den Abschillfi c1ieses Kapitels soli das FakulUitsbeispiel in drei Formulierun-
gen bilden, wobei flir die heiden Relfun-Formulierungen eine Funktionsdefinition 
gewahlt wlIrde. wabrencl Prolog nalurlieh eine Relationsclefinition benlltzt: 
Relfun in Lisp-Stil 
(ft (fac 0) 1) 
(ft (fac Jl) 
(> Jl 0) 
(* Jl 
(fac (- Jl 1)))) 
Relfun in Prolog-Stil 
fac(O) :-& 1. 
fac(N) :-






N > 0, 
M is N-1, 
fac(M, F), 
R is N * F. 
1m Anhang :\ wird beschl'ieben. Wle man ieicht weitere Beispiele zur Prolog-
artigen Syntax gewinnen kann. 
2 Lisp2Pro: Pretty-Printer fur die Prolog-
artige Syntax 
Aufgabe des l\10duls Lisp:2Pro ist es, einen Ausdruck, der in der abstrakten Syntax 
vorliegt. in die Prolog-artige Syntax zu transfol'mieren. 
2.1 Die Schnittstelle 
Die Besehreibllng der eXj)ortierten Funktion ist in del' DarsteUungsform angelehnt 
an den Common-Lisp-Sprachreport: 





Konstanten john john john 
Variablen Xyz _xyz (vari xyz) 
_xyz J.yz (vari xyz) 
Listen [a, b I xJ '(tupab I J.) (inst (tup a b I (vari x») 
Strukturen book[bibleJ '(book bible) (inst (book bible» 
Aufrufe father(sue) (father sue) (father sue) 
Arithmetik +(3, 4) (+ 3 4) (+ 3 4) 
IS X is 3 (is -x 3) (is (vari x) 3) 
Konj un ktiollE'Il X is 1, (is J. 1) (is (vari x) 1) 
f (X) (f J.) (f (vari x» 
Horn- Fak ten on(hat, tom). (hn (on hat tom» 
Horn-Regeln p(X) :- q(X), (hn (p _x) 
rO. (q -x) (r» 
Footed-Fakten on(torn) : -& hat. (ft (on tom) hat) 
Footecl-RegelJ\ p(X) :- q(X) & (ft (p _x) 
rO . (q _x) (r» 
Kommentare X is 1 % Korn ... Cis _x 1) ; Korn . .. Ci s ( v ar i x) 1) 
- - - - -----
Tabelle 2: Vergleich der Syntaxen Wenn in der 1'echten Spa/te ein lee1'es Feld 
a uftn:tt , unlerscheiden sich abstmkte Syntax und Lisp-adige Syntax nur in der Dar-
stellung von Variablen. 
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pro-print upr-or-claust [Function] 
Ihr Wert ist unbestimmt. Als Nebeneffekt wird jedoch del' Ausdruck in P-Syntax 
ausgegeben. In Relfun ubliche Umleitungen del' Ausgabe, z.B. die parallele Erzeu-
gung eines Scriptfiles, werden dabei korrekt behandelt. Die Zeilenbreite wird aus 
der Relfun- Variablen *relfun-print-width* gelesen. 
2.2 Ausgabeformate 
Lisp2Pro verwendet drei Ausgabeformate: 
(1) linear 
junctoJ'( (t 'gull!cnlj . . ... (lJ'gulHt.ni n ) 
(2) senkrecbt 
junctor( (LJ'y-umenll \ 
(l1'gl/IHenl" ) 
(3) senkrecht lind eingertickt 
functo/'{ 
al'gw77 ell t I. 
argwnenl n ) 
Welches Format ver\\'endet wird, hangt vom auszugebenclen Ausdruck abo Das 
primiire Ziel bei dcl' Wahl des Formats is die Erzeugung eines leicht lesbaren Aus-
drucks. Insbesondere wird gegebellenfalls auch dann eine neue Zeile angebrochen, 
,venn die aktuelle noch ausreichen wi'lI·de. Zur \/eranschaulichung betrachte man die 
folgenden Beispiele: 
(1) +(1,2,3,4, 5,6) 
Die Flinktion + hat hier zwar sechs Argumente, jedoch bietet auch das lineare 
Format eine gute Lesbarkeit. Eine Allfspaltung in Einzelzeilen wilrde den Leser 
in den meisten Fa.llen storen, da durch die mangelhafte Platzausnutzung nur 
wenige Informationen auf den Schirm passen. 
(2) append([a, b, c, [1,2, 3JJ, [x, y, [zl, z2, z3], zJ) 
Hier hat append Z\\'(l1' nm zwei Argumente. lind del' gesamte Ausdruck pafit 
auf eine Zcile. jedoch ersch\\'eren verschacht.elte Listen die Lesbarkeit. Hier 
sollte also d(ls senkrechte FOr\1l(1t ge\\'ahlt werden: 







[z 1, z2, z3], 
z]) 
Die Entscheidung liber das Format lauft auf ein etwas diffiziles Problem hinaus. 
Zum einen benotigt man eine gewisse Erfahrung mit typisehen Relfun-Ausgaben, 
zum anderen geht auch der personliehe Gesehmaek ein. Wer hier etwas andern 
moehte, sei auf die Funktionen pro-print-arg-list und get-arg-list-info des 
Moduls Lisp2Pro verwiesen. 
2.3 Der Ma6baum 
Dieser Absehnitt behandelt ein wesentliehes Merkmal del' Implementierung. 
Eine Frage, die sich im Laufe der Ausgabe wiederholt stellt, lautet: PaBt der 
Rest des Ausdrucks noeh auf dieselbe Zeile oder muS ein Umbrueh erfolgen? Urn 
diese Frage fur einen Allsdruck del' Form functor( arYl,' .. , argn ) zu beantworten, 
konnte man zlinachst argl, ... , arg" in P-Syntax in einem String zwisehenspeiehern. 
Stellt sich nun heralls, daB alles auf eine Zeile paBt, ergeben sich keine Nachteile. 
1st dies jedoch nicht der Fall, so werden (t7'YI,' .. ,argn auf separate Zeilen verteilt. 
Flir jedes a1'Yi steUt sieh nun wieder die gleiehe Frage. Daher muB jedes nun zum 
zweiten Mal in einen String transformiert werden. Je schmaleI' die Zeilen, je tiefer 
die Verschachtelung, desto groBer wird die Ineffizienz des Verfahrens. 
Urn das zu vermeiden, werden zwei Uiufe liber den auszugebenden Ausdruck 
gemacht. Der erste erganzt Langeninformationen und wandelt aile atomaren Be-
standteile (Zahlen, SymboJe) in Strings urn. Als Ergebnis entsteht ein MaBbaum 
(measure-h'ee) . Der zweit.e Lauf entscheidet anhand dieser Informationen liber das 
Format und fi.ihrt die A llsgabe durch. 
Ein Knoten des Baumes ist dabei durch folgenden Datentyp definiert: 
(defstruct pro-expr 
type dom (type) = {rou nd-a pplication, sq r-a pplication, 
argument-list, arg-list-tail. is, 
varia ble-binding, atom ic} 
len dom (len) = integer 
value The value depends on the type-field 
) 
Zwei einfache Beispiele sollen den Ma13baum verdeutlichen. Zunachst sei eine 
honstante auszugeben: 
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> (construct-measure-tree 'son nil) 
#S(pro-expr type atomic len 3 value "son") 
Weil verschachtelte Strukturen durch den Lisp-Pretty-Printer nur schwer les-
bar ausgegeben werden, enthiUt Lisp2Pro zu Debugging-Zwecken die Funktion pps 
(pretty-print-structure), die in diesem Fall die folgende Ausgabe erzeugt: 





Der Parameter nil in construct-Measure-tree steuert die Ausgabe verschach-
telter Strukturen und ist hier nieht von Interesse. 
N un soli ein Funktionsaufruf ausgegeben werden. 























Wenn type mit round-application besetzt ist, enthalt value eine Liste aus 
Funktor und Argumentliste. Analog ist value mit einer Liste aus Argumenten 
besetzt, falls in type argument-list steht. Die Beziehung zwischen diesen beiden 
Feldern ist im Quelltext ausflihrlich dokumentiert. 
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Die Lange 11 der Argumentliste (eve, adam) errechnet sich wie folgt : 
11 = len("eve") + len("adam") + len("()") + /en(", u") 
Der Gesamtallsdrllck likes (eve, adam) hat damit die Lange 16 . 
3 Pro2Lisp: Reader fiir die Prolog-artige Syn-
tax 
Das Modul hat die Aufgabe, einen Ausdruck, der in Prolog-artiger Syntax als Folge 
von ASCII-Zeichen vorliegt, in die abstrakte Syntax zu transformieren . 
3.1 Die Schnittstelle 
Es werden vier Prozeduren exportiert. 
pro-read-data-base filename [Function] 
Nimmt an, daB die durch filename bezeichnete Datei Klauseln enthalt. Liefert 
eine Liste der Klauseln in abstrakter Syntax. Sollte nur eine Klausel vorhanden 
sein , wird eine einelementige Liste zuruckgegeben. Eine leere Datei erzeugt eine 
Fehlermeldung. 
pro-read-goal string [Function] 
Liest ein Ziel aus stJ'ing. Das Ziel darf nicht mit einem Punkt enden. Liefert eine 
Liste, deren Elemente die Faktoren des Ziels sind. 
pro-read-clause string [Function] 
Liest eine Klausel aus string. Liefert die aquivalente Form in abstrakter Syntax. 
Das Ergebnis ist eine Liste, deren erstes Element ein Tag (hn oder ft) ist. 
pro-split-input .:;fn:ng [Function] 
Liefert ein PaM. Ober den A ufbau entscheidet das erste Token von string: Steht 
dort ein Symbol , so wird es an die erste Position des Paares geschrieben. Das zweite 
Element besteht aus dem Rest der Eingabe als String, beginnend beim ersten non-
whitespace nach dem Symbol. Andernfalls wird die erste Position mit nil und die 
zweite mit dem leeren String besetzt. Die Funktion wird fUr die Behandlung von 
Relfun-Kommandos gebraucht. 
Tritt in der Eingabe ein Fehler auf. so wird eine Fehlermeldung ausgegeben und 
der Wert nil zuriickgeliefert. 
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3.2 Transformation der Grammatik 
3.2.1 Anforderungen 
Urn den spateI' beschriebenen Parser moglichst einfach und effizient zu halten, 
mussen Grammatikregeln, die eine Alternative der Form 
ausdrucken, zwei Bedingungen erfUllen [Wir84J: 
(1) Die First-Mengen mussen paarweise disjunkt sein: 
first(/3d n first(/3j) = 0 Vi =/; j 
Dnter first(j3) versteht man dabei die Menge aller Terminalsymbole, mit de-
nen eine Ableitung aus /3 beginnen kann. 
(2) Nul' eine del' Alternativen clarf mit einem Nichtterminalsymbol beginnen. 
Die erste Regel erlaubt einen Verzicht auf Backtracking und die Begrenzung der Vor-
ausschau des Parsers a.uf ein Symbol. Die zweite bewirkt, daB in der transformierten 
Grammatik keine First-Mengen berechnet werclen mussen. Die entsprechenden In-
formationen sind direkt aus clen Regeln ablesbar. 
3.2.2 Regeln 
Urn die Grammatik gemaB den Anforclerungen Zli transformieren, benotigt man 
die nachfolgencl beschriebenen Regeln [ASUSS]. Dabei stehen Grof3buchstaben fUr 
Nichtterminalsymbole, griechische Zeichen fur beliebige EBNF -Ausdrucke. 
( 1) Ei nsetzen. 
Eine Regelmenge der Form 
A B10 1 1B2o 2 
B1 = /31 
B2 = /32 
transformiert man durch Einsetzen ZlI: 
(2) Faktorisieren. 
geht uber in: 
A = /3(01102) 
Man beachte, daB die rllnden I"':!ammern zur EBNF-Notation gehoren. 
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(3) Aufiosen. 
Die Linksrekursion 
A = ,81IA,82 
wird in eine iterative Form umgewandelt: 
A = ,8d,B2} 
3.2.3 Transformationen 
Zu transformieren sind drei Regeln der Grammatik in Abb. 1: 
clause = horn ish-clause I footed-clause 
horn ish-fact I horn ish-rule I footed-rule I footed-factr 
II. _" exp1'* ["&; II expr] ". ") 





= (constant I variable I li s t ) {li s t} 
ex])r exp7' "(" el~pr* ["1" el~p7'] ")" 
term 
p1'imitivt 
exp7' II (" el~pr* [" I" expr] ") II 
term 
term "is" expr 
builtin "(11 expr* ["1" ex pr] tI)" 
e.xpr " (II exp1'* [" I" expr] It)" 
tenn ["is" expr] 
builtin II (ti e:rpr* ["1" expr] I') II 
t enn ["is" expr] 
builtin .,CIf expr* [" I" exp,' ] 11)" 
{ II ( .. expr* [" I" exp1'] It) " } 
3.3 Scanner und Parser 
Betrachtet man die Grammatikregel 
constant = s ymbol I string I intege7' I real 
12 
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so mag es verwlIndern, daf3 sie nicht transformiert wlIrde, obwohl jede Alternative 
mit einem Nichtterminal beginnt. Del' Grund liegt darin, daf3 der Parser den Quell-
text nicht zeichenweise liest, sondern in Form von lexikalisch zusammenhangenden 
Einheiten (Tokens). Ein Token besteht etwa aus allen Ziffern einer Zahl oder aus 
allen Zeichen eines Strings. Die Arbeit, Tokens zu bilden, ist Aufgabe des Scanners. 
Der Scanner liefert dazu bei jedem Aufruf ein Datum folgenden Typs: 
(defstruct token 
) 
type dom = {num ber, constant, variable, 
round-left, round-right, sqr-Ieft, square-right 
point, comma, ampersand, 
im plies, im plies-am per, 
is, empty} 
value used with number, constant, variable 
x-pos 
y-pos 
to report an error- position 
Durch die Transformation der Grammatik wird del' Parser sehr einfach. Er ist 
nach dem Pl'inzip des rekul'siven Abstiegs konstruiel't. Fur jedes Nichtterminal wird 
eine Funktion definiert, deren Aufgabe es ist, die entsprechende Regel zu erkennen 
und Aktionen einzuleiten, urn die abstrakte Syntax zu generieren. Diese Funktion 
wird nur aufgerufen, wenn feststeht, daf3 die korrespondierende Regel anwendbar 
ist. 
Normalerweise gestaltet sich die Zusammenarbeit von Scanner und Parser so: 
(defun scanner () 
Lispcode zum Erkennen von Tokens 
) 
(defun parse-term () 
) 
Lispcode zur Verarbeitung der Regel term. 
Dazu wird der Scanner aufgerufen, 
um Tokens aus dem Eingabetext zu lesen. 
Der Nachteil dieser Losung ist die grof3e Anzahl globaler Variablen. So benotigt 
man mindestens eine Variable last-token, die das zuletzt gelesene Token aufnimmt. 
Weiterhin werden Variablen fUr die aktuelle Zeilen- und Spaltennummer gebraucht. 
Dieser Nachteil la.f3t sich vermeiden, indem man last-token und Verwandte zu 
privaten Variablen des Scanners macht. Aus del' Sicht der objektorientierten Pro-
grammierung wird der Scanner dadurch zu einem Objekt. Man kann ihm nun eine 
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Nachricht (z.8. next-token) senden, urn eine seiner Dienstleistungen auszuwahlen. 
Implementierungstechnisch erreicht man dies dadurch, daB fur jeden zu lesenden 
Quelltext eine Funktion scanner zur Laufzeit des Programms erzeugt wird [ASS87J: 
(defun gen-scanner (input-stream) 
Clet (Clast-token init-value) 
(x-pos init-value) 





(next-token. .. ) ;Code, um das nachste Token zu liefern. 
weitere Nachrichten 
) ) ) ) 
(defun parse-term (scanner) 
Lispcode, um te1'm zu verarbeiten. 
Dabei wird der Scanner in der Form 
(funcall scanner 'next-token) 
aufgerufen 
) 
Allen Parserfunktionen wird also der Scanner als Argument ubergeben. Der 
objekt-orientierte Eindruck wird syntaktisch leider durch die Verwendung von 
funcall etwas getriibt. 1 
4 Einbindung in das Relfun-System 
Urn die neue Syntax in das Relfun-System einzubinden, sind zunachst die Mo-
duln Lisp2Pro und Pro2Lisp hinzuzufugen. AuBerdem werden System-Funktionen 
modifiziert sowie einige neue erganzt. Wesentlich ist die EinfUhrung der globalen 
Variablen *style* mit dem Wertebereich {lisp, prolog}. Sie entscheidet tiber 
die Syntax bei Ein- / A usgabeoperationen. 
ICommon-Lisp schreibt die Benutzung von funcall vor. Der Grund ist vermutlich darin 
zu sehen, daB das Common-Lisp-Komitee die Doppelwertigkeit eines Symbols aufrechterhalten 
wollte. Ein Symbol kanll ZlI einer Zeit sowolll einen mit-tels defun zugewiesenen Wert haben, als 
auch einen, der mil setq eingel'ichtet wurde. 1m Scheme-Dialekt VOIl Lisp wurde diese Ambiva.lenz 
fallengelassen. Das Whrt zu einer klal'en Semantik und erlaubt den Verzicht auf funcall . 
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4.1 Ein-/ A usgabefunktionen 
Beabsichtigt das Relfun-System eine Ausgabe, so wird pp oder pp-c1ause aufgeru-
fen. Dort wird nun die Variable *style* abgefragt und gegebenenfalls pro-print 
aus dem Modul Lisp2Pro aufgerufen. 
1m Faile einer Eingabe ruft Relfun die Prozedur readl auf. Die Eingabe wird 
gelesen und in Abhangigkeit von *style* in die abstrakte Syntax transformiert. 
Del' Aufrufer von readl merkt also gar nicht, daB moglicherweise die Prolog-artige 
Syntax aktiviert ist. 
Ein ahnlicher Eingriff ist in read-db-frorn-file notig. Schlief3lich miissen noch 
einige syntax-spezifische System-Kommandos (z.B. aO) abgefangen werden. Diese 
Arbeit erledigt handle-rfi-cmd. 
4.2 System-Kommandos 
Es gibt ein neues System-Kommando: 
style: 
Format: style io-style 
Optionen: keine. 
Effekt: Legt die Syntax fUr Ein-j Ausgabeoperationen fest. Erlaubte Werte fiir io-
style sind lisp unci prolog. Der aktuelle Slil wird im Prompt angezeigt. 
Dariiberhinaus werden einige bestehende Kommandos beeinfluf3t, falls die P-
Syntax aktiviert ist . 
• aO, az , rx 
erwarten ihr Argument in Prolog-artiger Syntax . 
• consult, replace und tell 
Verwenden als Standard-Filename-Extension" . rfp". 
Literatur 
[ASS87] Harold Abelson, Gerald J. Sussman, and Julie Sussman. Structure and 
Interpretation of Computo' P1'ograms. M IT Press, 1987. 
[ASU88] Alfred V. Aho, Ravi Sethi, and Jeffrey D. Ullman. Compilerbau, Teil l. 
Addison- Wesley, 1988. 
[BoI92] HaTold Boley. Extended logic-plus-functional programming. In Workshop 
on Erftllsions of Logic Programming. ELP '91, Stockholm 1991, LNAI. 
Springer. 199:2. 
[Wir84] Niklaus \Virth. Compilel'bau. Teubner, 1984. 
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A Beispieldialog 
Das folgende Scriptfile zeigt eine Beispielsitzung. Man beachte, daB man mittels 
style lisp 
consult filename- without-proper-extension 
style prolog 
tell fi lena m e-without-proper- extension 
; consult erganzt " . rf" 
% tell erganzt " . rfp" 
eine Datei von der Lisp-artigen in die Prolog-artige Syntax transformieren kann. 
Dabei gehen Kommentare verloren. 
rfi-l> consult higher-order 
; Reading file "higher-order . rf" 
rfi-l> listing 
(ft (twice1 _f) 
'(compose _f _f) ) 
(ft «twice2 _f) _a) 
('(compose _f _f) _a) ) 
(ft «compose _f _g) I _a) 
(_f (_g I _a)) ) 
(ft (adofad1) 
(twice1 1+) ) 
(ft (adofad2) 
' (twice2 1+) ) 
(ft (add2 _x) 
«twice1 1+) _x) ) 
(ft (goal1) 
('(compose 1+ *) 2 3) ) 
(ft (goa12) 
(twicel 1+) ) 
(ft (goa13) 
«twice1 1+) 0) ) 
(ft (goa14) 
CCadofad1) 0) ) 
(ft (goalS) 
(add2 0) ) 
(ft (goa16) 
(twice1 twice!) ) 
(ft (goa17) 
«(twice1 twice1) 1+) 0) ) 
rfi-l> style prolog 
rfi-p> listing 
twice1(F) : -& compose[F, FJ . 
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twice2[F](A) : -& compose[F, FJ(A). 
compose[F, G](I A) : -& F(G(I A». 
adofadl() :-& twice1(l+) . 
adofad2() : -& twice2[1+J. 
add2(X) :-& twicel(1+)(X) . 
goall () :-& compose[l+, *J(2, 3). 
goa12() : -& twice! (1+) . 
goa130 : -& twicel(1+)(O) . 
goa14() :-& adofadl () (0) . 
goa150 : -& add2(0) . 
goa16 () :-& twicel(twicel). 
goa170 :-& twicel(twicel)(l+)(O). 
rfi-p> tell higher-order % erzeugt die Datei higher-order.rfp 
rf i -p>goal1 () 
7 
rfi-p> goa12() 
compose [1+, 1+ J 
rf i -p> goa13 () 
2 








B BEISPIELE IN Z\VEI SYNTAXEN 18 
B Beispiele in zwei Syntaxen 
Zur Veranschaulichung folgt nun eine Reihe von Beispielprogrammen. Jedes wird in 
L-Syntax und in P-Syntax aufgefuhrt. Die Origina.le in Lisp-artiger Syntax wurden 
zum Testen del' Beispiele in [Bol92] erstellt. 
1m Prinzip handelt es sich urn ein Script des folgenden Batchfiles. Lediglich die 
Zwischeniiberschriften wurden von Hand erganzt. 
style lisp 
destroy 
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rfi-l> consult "/home/rfm/RFM/extensions/attval.rf" 
; Reading file" /home/rfm/RFM/extensions/attval. rf" 
rfi-l> listing 
(ft (attval _obj _valfilter) 
(tup _f (_valfilter (_f _obj))) ) 
(ft (numfilter _x) 
(numberp _x) 
_x ) 
(ft (area china) 
3380 ) 
(ft (pop china) 
825 ) 
rfi-l> style prolog 
rfi-p> listing 
attval(Obj, Valfilter) :-& tup(F, Valfilter(F(Obj»)), 
numfilter(X) : - numberp(X) & X. 
area(china) : -& 3380 , 





rfi-l> consult "/home/rfm/RFM/extensions/genints.rf" 
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o ) 
(ft (genints) 
(genints I (_sign 0» ) 
(ft (genints (_sign _n» 
(is _sign s) 
I <-sign _n) ) 
(ft (genints (_sign _n» 
(is _sign p) 
I <-sign _n) ) 
(ft (genints (_sign _n» 
(genints I (_sign (_sign _n») ) 
rfi-l> style prolog 
rfi-p> listing 
genints() :-& O. 
genints() :-& genints(Sign[O]). 
genints(Sign[N]) :- Sign is s & Sign[N] . 
genints(Sign[N]) : - Sign is p & Sign[N]. 
genints(Sign[N]) : -& genints(Sign[Sign[N]]) . 
B.3 . lnv 
rfi-p> 
. style lisp 
rfi-l> destroy 
rfi-l> consult "/home/rfm/RFM/extensions/inv . rf" 
; Reading file "/home/rfm/RFM/extensions/inv.rf" 
rfi-l> listing 
(ft «inv _f) _v) 
(is _v (_f I _x» 
_x ) 
(ft (area india) 
1139 ) 
(ft (f -:-i _j I _r) 
-j ) 
rfi-l> style prolog 
rfi-p> listing 
inv[F](V) : - V is F(I X) & X. 
area(india) :-& 1139. 
f (I, J I R) : -& J . 
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rfi-l> consult "/home/rfm/RFM/extensions/revise.rf" 
; Reading file "/home/rfm/RFM/extensions/revise.rf" 
rfi-l> listing 
(ft (revise _f _n (tup» 
(tup) ) 
(ft (revise _f 1 (tup _h I _t» 
(tup Cf _h) I _t) ) 
(ft (revise _f _n (tup _h I _t» 
(tup _h I (revise _f (1- _n) _t» ) 
rfi-l> style prolog 
rfi-p> listing 
revise(F, N, []) : -& tupO . 
revise(F, 1, [H IT]) : -& tup(F(H) IT) . 





rfi-l> consult "/home/rfm/RFM/extensions/serialisef.rf" 
; Reading file "/home/rfm/RFM/extensions/serialisef.rf" 
rfi-l> listing 
(ft (serialise _1) 
(numbered (arrange (pairlists _1 _r» - 1) 
_r ) 
(ft (pairlists (tup _x I _1) (tup _y I _r» 
(tup 
'(pair _x _y) 
I 
(pairlists _1 _r) ) ) 
(ft (pairlists (tup) (tup» 
(tup) ) 
(ft (arrange (tup _x I _1» 
(partition _1 _x _11 _12) 
(is _t1 (arrange _11» 
(is _t2 (arrange _12» 
' (tree _t1 _x _t2) ) 
(ft (arrange (tup» 
void ) 
(hn (partition (tup _x I _1) _x _11 _12) 
(partition _1 _x _11 _12) ) 
(hn (partition 
(tup _x I _1) 
-y 
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(tup _x I _11) 
_12 ) 
(before _x _y) 
(partition _1 _y _11 _12) ) 
(hn (partition 
(tup _x I _1) 
-y 
_11 
(tup _x I _12) ) 
(before _y _x) 
(partition _1 _y _11 _12) ) 
(hn (partition (tup) _y (tup) (tup») 
(hn (before (pair _xl _yl) (pair _x2 _y2» 
(string< _xl _x2) ) 
(ft (numbered 
(tree _tl (pair _x _nl) _t2) 
_nO ) 
(numbered _t2 (1+ (is _nl (numbered _tl _nO»» ) 
(ft (numbered void _n) 
n ) 
rfi-l> style prolog 
rfi-p> listing 
seria1ise(L) : - numbered(arrange(pair1ists(L, R», 1) & R. 
pairlists([X I L], [Y I RJ) :-& tup(pair[X, Y] I pairlists(L, R». 
pairlists([], [J) : -& tupO . 
arrange([X I L]) : - partition(L, X, Ll, L2), 
Tl is arrange(Ll), 
T2 is arrange(L2) & 
tree[Tl, X, T2J. 
arrange([]) :-& void. 
partition([X I LJ, X, Ll, L2) :- partition(L, X, Ll, L2). 
partition([X I LJ, 
Y, 
[X Ll] , 
L2) : - before(X, V), partition(L, Y, Ll, L2). 
partition([X I L], 
Y, 
Ll, 
[X I L2]) : - before(Y, X), partition(L, Y, L1, L2) . 
partition([J , Y, [], [J). 
before(pair[Xl, Yl], pair[X2, Y2]) :- string«Xl, X2) . 
numbered(tree[Tl, pair[X, Nl], T2], NO) :-& 
numbered(T2, l+(Nl is numbered(Tl, NO»). 
numbered(void, N) :-& N. 
22 





rfi-l> consult "/home/rfm/RFM/extensions/serialiser.rf" 
; Reading file "/home/rfm/RFM/extensions/serialiser.rf" 
rfi-l> listing 
(hn (serialise _1 _r) 
(pairlists _1 _r _a) 
(arrange 3 _t) 
(numbered _t 1 _n) ) 
(hn (pairlists 
(tup _x I _1) 
(tup _y I _r) 
(tup (pair _x _y) I _a) ) 
(pairlists _1 r _a) ) 
(hn (pairlists (tup) (tup) (tup))) 
(hn (arrange 
(tup _x I _1) 
(tree _tl _x _t2) ) 
(partition _1 _x _11 _12) 
(arrange _11 _tl) 
(arrange _12 _t2) ) 
(hn (arrange (tup) void)) 
(hn (partition (tup _x I _1) _x 11 _12) 
(partition _1 _x _11 _12) ) 
(hn (partition 
(tup _x I _1) 
-y 
(tup _x I _11) 
_12 ) 
(before _x _y) 
(partition _1 _y _11 _12) ) 
(hn (partition 
(tup _x I _1) 
-y 
_11 
(tup _x I _12) ) 
(before _y _x) 
(partition _1 _y _11 _12) ) 
(hn (partition (tup) _y (tup) (tup))) 
(hn (before (pair _xl _yl) (pair _x2 _y2)) 
(string< _xl _x2) ) 
(hn (numbered 
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(tree tl (pair x _nl) _t2) 
_nO 
_n ) 
(numbered _tl _nO _nl) 
(is _n2 (+ _nl 1» 
(numbered _t2 _n2 _n) ) 
(hn (numbered void _n _n» 
rfi-l> style prolog 
rfi-p> listing 
24 
serialise(L, R) :- pairlists(L, R, A), arrange (A , T), numbered(T, 1, N). 
pairlists([X I L], [y I R], [pair[X, yJ I AJ) :- pairlists(L, R, A). 
pairlists([], [J, [J). 




partition([X I L], X, Ll, L2) 
partition([X I L], 
Y, 
[X LlJ , 
partition(L, X, Ll, L2). 
L2) :- before(X, Y), partition(L, Y, Ll, L2). 
partition([X I L], 
Y, 
Ll, 
[X I L2]) :- before(Y, X), partition(L, Y, Ll, L2). 
partition([], Y, [], [J). 
before(pair[Xl, Yl], pair[X2, Y2]) :- string«Xl, X2). 
numbered(tree[Tl, pair[X, Nl], T2J, NO, N) :- numbered(Tl, NO, N1), 
numbered(void, N, N) . 





numbered(T2, N2, N). 
rfi-l> consult "/home/rfm/RFM/extensions/signum.rf" 
; Reading file "/home/rfm/RFM/extensions/signum.rf" 
rf i -1> list ing 
(ft (signum _x) 
« _x 0) 
-1 ) 
(ft (signum 0) 
o ) 
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(ft (signum _x) 
(> _x 0) 
1 ) 
rfi-l> style prolog 
rfi-p> listing 
signum(X) «X, 0) 
signum(O) :-& O. 




C LISTING: LISP2PRO 
C Listing: Lisp2Pro 
Module Lisp2Pro .Lsp : 
Michael H erfert. 
2/92: First Version 
Transforms an expression given in the Lisp-like 
syntax into the Prolog-like syntax. 
7/92: Fixed problem with " I" 
Exported Item : 
pro-print ex pr -or -cI a use- in-I i s p-s y n tax 
Pr ints the argument in a pretty-print format in Prolog-like syntax. 
(defun inst-tup-t (x) 
(and (inst-t x) 
(tup-t (second x» » 
(defun inst-vari-t (x) 
(and (inst-t x) 
(vari-t ( second x» » 
(defun variable-binding-t (x) 
(and (consp x) 
(= 3 <length x» 
; (vari-t (first x)) 
(eq '= (second x» » 
(defconstant the-non-printing-char (code-char 0» 
; ; The following constants are parameters of the pretty printer . 
;; They can be changed here without side effects : 
; ; Small number ==> use many lines when printing : 
(defconstant max-len-of-a-simple-arg 7) 
;; Small number ==> use many lines when printing : 
(defconstant max-args-per-line 3) 
(defun internal-error (trest msgs) 
(mapcar # ' rf-print msgs) 
(error "Internal-Error , ") ) 
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[Function] 
C LISTING: LISP2PRO 
The type pro-expr describes the Prolog-like representation of a RelFun-
expression . 
The field len describes the space to print the whole expression 
including commas . spaces and parentheses resp . brackets . 
The contents of value depends on the value of type : 
type = atomic (that means constant or variable) 
value : the string-form of the atom . 
type = argument-list 
value: a list of the arguments. 
type = arg-list-tail (e.g. " I (vari x)") 
value : a pro-expr , normaly containing a variable 
type = round-application (e .g . f(x, y)) 
value : a list . First element : the functor , 
Second element : 
type = sqr-application (e .g . g[a,b]) 
the argument-list . 
value: a list . First element : the functor or nil if it is a tupel. 
the argument-list . Second element : 
type = is (e .g. X is 5) 
value : a list . First element : left side of is 
right side of is Second element : 
type = variable-binding (e .g . (X = 10)) 
value : a list. First element : the variable 
Second element : the binding-value 
(defstruct pro-expr 
type dom(type) = {round-application . sqr-application, 
argument-list , arg-list-tail , is, 
variable-binding , atomic} 
dom(len) = integer len 
value dom(value) = STRING u pro-expr. 
(defun newline-indent (indent) 
(rf-terpri) 
(dotimes (i indent) 
(rf-princ-like-lisp " ") » 
(defun pps (s toptional (indent 0) tkey rem) 
;; pretty-pr int-structure useful for debugging. 
(if rem (progn (rf-terpri) (rf-princ-like-lisp rem) (rf-terpri») 
(cond «pro-expr-p s) 
(rf-princ-like-lisp" <*pro-exprn") 
(newline-indent indent) 
(rf-princ-like-lisp "Type: ") 
(rf-princ-like-lisp (pro-expr-type s» 
(newline-indent indent) 
(rf-princ-like-lisp "Len: ") 
(rf-princ-like-lisp (pro-expr-len s» 
(newline-indent indent) 
(rf-princ-like-lisp "Val : ") 




C LISTING: LISP2PRO 
s) 
(mapcar #'(lambda (x) 
(newline-indent (1+ indent» 






(rf-princ-like-lisp s) » 
(defun construct-measure-tree (expr must-be-sqr-p taux pair) 
Returns a value of type pro-expr. 
The parameter must-be-sqr-p signals that all round applications 
have to be transformed to sqr-applications, because the call came 
from inside a sqr argument list . 
(cond «stringp expr) 
(make-pro-expr :type 'atomic 
:len (flatsize expr) 
:value (prinl-to-string expr) » 
«eq 'id expr) 




(make-pro-expr :type 'atomic 
:len (flatc expr) 
:value (string-downcase (princ-to-string expr» » 
«vari-t expr) 
; expr = (VARI symbol) 
(let «name-cone-level (pro-get-variable expr») 
(make-pro-expr :type 'atomic 
:len (length name-cone-level) 
:value name-cone-level ») 
«variable-binding-t expr) 
expr = (variable = binding-value) 
If the interpreter is active, then variable is a sym bol with 
leading "_" (e.g. -xyz) . 
If the emulator is active then, variable is a taged list 
(e .g (vari x)) 
(let «var-as-str 
(if (atom (first expr» 
(lisp-var-sym->pro-var-sym (first expr» 
(pro-get-variabla (car expr» ») 
(setq pair (list (make-pro-expr 
:type 'atomic 
:len (length var-as-str) 
:value var-as-str ) 




: 1 en (+ 3 3 = length(" = ") 
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(pro-expr-len (tirst pair» 
(pro-expr-len (second pair» 
:value pair » 
«is-t expr) 
; expr = (IS left right) 
; imp!. INST on the left side 
(setq pair (list (construct-measure-tree (second expr) 
t) ; left 
(construct-measure-tree (third expr) 
(make-pro-expr 
:type 'is 
:len (+ 4 
(pro-expr-len (tirst pair» 
(pro-expr-len (second pair» 
:value pair » 
«and must-be-sqr-p (tup-t expr» 
;; expr = (tup arg-l . arg-n) 
; ; inst outside -> suppress the tup-constructor 
must-be-sqr-p ) » ; right 
4 = length(" is .. ) 
(setq pair (list ; constructor 8£ argument-list 
nil 
(construct-measure-tree-ot-arg-list (cdr expr) 
t ) » 
(make-pro-expr 
:type 'sqr-application 
:len (pro-expr-len (second pair» 
: value pair » 
(must-be-sqr-p 
;; expr = (constructor arg-l .. arg-n) 
;; inst outside -> handle inst like any other constructor 
(setq pair (list constructor 8£ argument-list 
(make-pro-expr 
(construct-measure-tree (tirst expr) t) 
(construct-measure-tree-ot-arg-list (cdr expr) t) » 
:type 'sqr-application 
:len (+ (pro-expr-len (tirst pair» 
(pro-expr-len (second pair» 
:value pair » 
;; there was no inst outside: 
; ; By the following case (inst (vari x)) is printed as X if there 
; ; was no inst outside. 
;; Remove this sexpression and (inst (vari x)) is printed as inst(X). 
«inst-vari-t expr) 
(construct-measure-tree (second expr) nil) ) 
«and (inst-t expr) (not (vari-t (second expr»» 
;; expr = (INST (constructor arg-l ., arg-n)) 
(construct-measure-tree (second expr) t) ) 
(t 
; ; expr = (functor arg-l ,. arg-n) 
(setq pair (list 
(construct-measure-tree (tirst expr) nil) 




C LISTING: LISP2PRO 
: len (+ (pro-expr-len (first pair» 
(pro-expr-len (second pair» ) 
:value pair »» 
(defun construct-measure-tree-of-arg-list (arg-list must-be-sqr-p) 
Returns a value of type pro-expr . 
; The len-field contains the whole length included parentheses (or brackets) . 
; commas and spaces. 
(do. «arg-list-tail-p nil) 
(1 arg-list (cdr 1» 
(arg (car 1) (car 1» 
(tree nil) 
(result nil) 
(first-arg-p t nil) 
(total-length 2) ; 2 = length(" 0" ) 
) 
«null 1) (make-pro-expr :type 'argument-list 
:len total-length 
:value result » 
(if (eq '\1 arg) 
(progn (if (not first-arg-p) 
; bar not at the beginning: 
; 1 = length(" " ). space before the bar 
(setq total-length (1+ total-length» 
(setq arg-list-tail-p t) ) 
(progn (setq tree (construct-measure-tree arg must-be-sqr-p» 
(if arg-list-tail-p 
; last argum ent was a bar : 
(setq tree (make-pro-expr 
(if (not first-arg-p) 
:type 'arg-list-tail 
:len (pro-expr-len tree) 
:value tree » ) 
; ; 2 = length(" . .. ) resp . length(" I .. ) 
; ; seperator before this arg o 
(setq total-length (+ 2 total-length» 
(setq total-length (+ total-length 
(pro-expr-len tree) » 
(setq result (append result (list tree») »» 
(defun construct-measure-tree-of-head (head) 
(if (consp head) 
; head = (functor arg- l arg-2 .. ) 
(let «pair (list 
; fu nctor &. argum ent-list 
(construct-measure-tree (first head) t) 
(construct-measure-tree-of-arg-list (cdr head) t) ») 
(make-pro-expr 
:type 'round-application 
:len (+ (pro-expr-len (first pair» 
(pro-expr-len (second pair» 
:value pair » 
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; head = ATOM 
(construct-measure-tree head nil) » 
(defun construct-measure-tree-of-footed-rule (arg-list) 
(let «r (construct-measure-tree-c i -arg-list arg-list nil») 
(setf (pro-expr-len r) (1+ (pro-expr-len r») 
; 1 = length(" &" ) - length(" ," ) 
r » 
(detun pro-print (expr ~optional (x-cursor 1» 
Prints expr in the Prolog-style syntax. 
; Starts at x-cu rsor . 
; Returns no value 
(if (consp expr) 
(case (car expr) 
(hn (if (= 2 
(length expr» 
(pro-print-clause 




(construct-measure-tree-of-head (second expr» 
(construct-measure-tree-of-arg-list (cddr expr) nil) 
'horn-rule ») 
(ft (if (= 3 
(l ength expr» 
(pro-print-clause 
(construct-measure-tree-of-head (second expr» 
(construct-measure-tree-of-arg-list (cddr expr) nil) 
'footed-fact) 
(pro-print-clause 
(construct-measure-tree-of-head (second expr» 
(construct-measure-tree-of-footed-rule (cddr expr» 
'footed-rule ») 
(t (pro-print-tree (construct-measure-tree expr nil) x-cursor» 
(pro-print-tree (construct-measure-tree expr nil) x-cursor) » 
; ; All functions nam ed pro-print- . return the position of the 
; : cursor after printing the expression . 
(defun pro-print-clause (left right type toptional (x-cursor 1» 
; dom(type) = {horn-fact. horn-rule. footed-fact . footed-rule} 
(let «middle nil) 
(sep-beiore-last #\.) 
(same-line-p nil) <==> left middle are on the same line 
(x x-cursor) ) 
(case type 
(horn-fact (setq middle nil» 
(horn-rule (setq middle" : - "» 
(footed-fact (setq middle" :-t "» 
(footed-rule (setq middle" ") 
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(setq sep-before-last " 1:") ) 
(t (internal-error "unknown type in <pro-print-clause>: " type») 
(setq x (pro-print-tree left x-cursor» 
(if middle 
(progn 
(setq same-line-p (space-enough-p (length middle) x» 
(setq x (pro-print-string middle x» » 
(it right 
(it same-line-p 








) ) ) 
(pro-print-char #\. x) » 
(defun pro-print-tree (tree x-cursor) 
(case (pro-expr-type tree) 
(atomic 
(pro-print-atom tree x-cursor) ) 
«round-application sqr-application) 
(pro-print-application tree x-cursor) 
(arg-list-tail 
;; the bar was printed by pro-print-arglist-elem ents. 
;; Now print the tail itself: 
(pro-print-tree (pro-expr-value tree) x-cursor) ) 
(is 
(pro-print-is tree x-cursor) ) 
(variable-binding 
(pro-print-variable-binding tree x-cursor) ) 
(t 
(internal-error "Unknown tree-type in <pro-print-tree>" 
(pro-expr-type tree) »» 
(defun pro-print-atom (tree x-cursor) 
(if (space-enough-p tree x-cursor) 
(progn (rf-princ-like-lisp (pro-expr-value tree» 
(+ x-cursor 
(pro-expr-len tree) » 
(progn (rf-terpri) 
(rf-princ-like-lisp (pro-expr-value ·tree» 
(pro-expr-len tree) ») 
(defun pro-print-application (tree x-cursor) 
; type = round-application or sqr-application 
; value = (functor arg-list) 
(let «functor (first (pro-expr-value tree») 
(arg-list (second (pro-expr-value tree») 
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(case (pro-expr-type tree) 
(round-application (setq open-char round-left) 
(setq close-char round-right) 
(sqr-application (setq open-char sqr-left) 
(setq close-char sqr-right) 
(t (error "in pro-print-application . "» ) 
(it functor 
; it's not a list: 
(progn (it (space-enough-p functor x) 
; never break a functor 
(setq x x-cursor) 
(setq x (pro-newline-and-indent 1» 
(setq xx (pro-print-tree functor x» ) 
it's a list : 
(setq xx x) ) 
(pro-print-arg-list arg-list 
xx 




(defun pro-print-arg-list (arg-list x-cursor x-cursor-left 
open-char close-char sep-before-last 
(let. «elements (pro-expr-value arg-list» 
(arg-list-into (get-arg-list-into elements» 
(nr-of-el (first arg-list-info» 
(max-len (second arg-list-info» 
(simple-args-p (third arg-list-into» 
) 
(cond «and (or «= nr-of-el max-args-per-line) 
simple-args-p ) 
(space-enough-p (pro-expr-len arg-list) x-cursor) ) 




(pro-print-char open-char x-cursor) 
nil ; no extra-lines 
sep-betore-last ») 
«or (space-enough-p max-len x-cursor .2) 2 = length(sqr-Ieft" ,") 
«= x-cursor x-cursor-left) ) 
; ; functor( arg-I, 




(pro-print-char open-char x-cursor) 
t ; print on separated lines 
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t ; print on separated lines 
sep-before-last »»» 
(defun pro-print-arg-list-elements (elements x-cursor 
extra-lines sep-before-last) 
(do. «rest-elements elements (cdr rest-elements» 
(akt-element (first rest-elements) (first rest-elements» 
(next-element (second rest-elements) (second rest-eiements» 
(first-arg-p t nil) 
(x x-cursor) ) 
x ) 
«null rest-elements) 
; ; at least one left to print : 
(if (and first-arg-p 
(eq 'arg-list-tail (pro-expr-type akt-element» 
;; tail at the front. no space before the bar: 
(return (pro-print-tree akt-element 
(pro-print-string "I " x) » ) 
; : no tail at the begin of the arg-list : 
(setq x (pro-print-tree akt-element x» 
;: the akt. argum ent has been printed . 
; ; How many args are left? 
(cond «null (cdr rest-elements» 
;; no args left: 
(return x) ) 
«not (null (cddr rest-elements») 
;; more then one argument left to print : 
(setq x (pro-print-char comma x» 
; . exact one argument left to print : 
«eq 'arg-list-tail 
(pro-expr-type next-element) 
;: to print :" I" <tail> 
(setq x (pro-print-string " I" x» 
; : last element is not of type arg-list-tail: 
«stringp sep-before-last) 
(setq x (pro-print-string sep-beiore-last x» ) 
(t 
(setq x (pro-print-char sep-beiore-last x» » 
(if extra-lines 
(setq x (pro-newline-and-indent x-cursor» 
(setq x (pro-print-char #\space x» ») 
(defun pro-print-is (tree x-cursor) 
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type = is 
value = (left-side right-side) 
(let «x x-cursor) 
(left-side (first (pro-expr-value tree») 
(right-side (second (pro-expr-value tree») 
(setq x (pro-print-tree left-side x» 
(pro-print-tree right-side 
(pro-print-string " is to 
x 
x-cursor »» 
(defun pro-print-variable-binding (tree x-cursor) 
type = variable-binding 
; value = (variable binding-value) 
; Assumes that x-cursor = l. 
(let «variable (first (pro-expr-value tree») 
(binding-value (second (pro-expr-value tree») 
(pro-print-tree 
binding-value 
(pro-print-string " - " 
(pro-print-tree variable x-cursor) 
x-cursor ») ) 
(detun pro-print-char (char x-cursor) 
(it (char= char the-non-printing-char) 
x-cursor 
(case char 
«#\ . #\, #\space) 
(rf-princ-like-lisp char) 
(1+ x-cursor) ) 
(t 
(if (space-enough-p 1 x-cursor) 
(progn (rt-princ-like-lisp char) 
0+ x-cursor) ) 
(progn (pro-newline-and-indent 1) 
(rt-princ-like-lisp char) 
2 »»» ; 2 = Cursor column 
(defun pro-print-string (str x-cursor ioptional (x-cursor-left 1» 
; Tries to print str on the current line . 
; If not possible print on the next line at column x-cursor-left . 
(let CCstr-wo-blank ""» 
(cond «space-enough-p (length str) x-cursor) 
; fits on line 
(rf-princ-like-lisp str) 
(+ x-cursor 
(length str) » 
«space-enough-p (length str) x-cursor-left) 
; next line with indentation 
(pro-newline-and-indent x-cursor-left) 
(if (char= #\Space 
(char str 0» 
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(setq str-wo-blank (subseq str 1» 
(setq str-wo-blank str) ) 
(rt-princ-like-lisp str-~o-blank) 
(+ x-cursor-lett 
(length str-wo-blank) » 
(t 
; next line without indentation 
(pro-newline-and-indent 1) 
(if (char= #\Space 
(char str 0» 
(setq str-~o-blank (subseq str 1» 
(setq str-~o-blank str) ) 
(rt-princ-like-lisp str-~o-blank) 
(+ x-cursor-lett 
(length str-wo-blank) »») 
(detun pro-newline-and-indent (x) 
(rt-terpri) 
(dotimes (i (1- x) x) (rt-princ-like-lisp II "» ) 
(detun space-enough-p (tree-or-number x-cursor ~optional (extra-space 0» 
Note: the last colum n is reserved for special characters, which 
never should be printed at the begin of a line (e.g comma. 
point) 
(>= (- .rt-print-width. x-cursor extra-space) 
(it (pro-expr-p tree-or-number) 
(pro-expr-len tree-or-number) 
tree-or-number ») 
(detun pro-get-variable (var) 
var = (VARI name level) 
; where the level-field is optional. 
; Example: var = (VARI time 127) ==> " Time:127" 
(let «level (level-ot var» 
(name (string-upcase 
(string-downcase (princ-to-string 
(second var» ) 
:start 0 
: end 1 ») 
(it (not (null level» 
(setq name (strcat name " : " (princ-to-string level») 
(it (digit-char-p (character (subseq name 0 1») 
(strcat "_" name) 
name ») 
(detun lisp-var-sym->pro-var-sym (lisp-var-sym) 
; Example : input : -xyz 
output : Xyz 
(let «pro-name 
(nstring-upcase (nstring-downcase 
(subseq (princ-to-string lisp-var-sym) 1» 
:start 0 
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:end 1 ))) 
(if (digit-char-p (character (subseq pro-name 0 1))) 
(strcat "_" pro-name) 
pro-name ))) 
(defun get-arg-list-info (elements) 
; ; Returns a list. 1.: No. of elements in elements. 
•. 2.: Length of biggest element. 
• . 3 : sim ple-arg-p 
(do. «n 0 (1+ n)) 
(maxi 0 (max maxi 
(pro-expr-len element) )) 
(simple-arg-p t (and simple-arg-p 
(or (eq 'atomic 
(pro-expr-type element) ) 
«= (pro-expr-len element) 
max-len-of-a-simple-arg)))) 
(1 elements (cdr 1)) 
(element (car 1) (car 1) ) 
) 
«null 1) 
(list n maxi simple-arg-p) ))) 
; : End of Module Lisp2ProLsp 
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D Listing: Pro2Lisp 
Module Pr02Lisp Lsp: 
Michael Herfert. 2/92 
Exported items 
pro-read-data-base 
Contains functions to read goals und clauses 
given in the Prolog-like syntax of Relfun. 
The input can be read from a string or from a 
file of chararacters. 
The output contains the equivalent form in 
the Lisp-like syntax as a symbolic expression. 
If an error is detected a message is displayed 
an the value NIL is returned. 
filename 
Assum es that the file contains clauses. 
Returns a list of the clauses in Lisp-like syntax . 
pro-read-goal string 
Reads in a single goal from a string. 
Note that there is no point at the end of a goal. 
pro-read-clause string 
Reads in a single clause from the string . 
pro-split-input string 
Splits the given string in the first symbol and the rest 
of it . Useful for recognizing system-commands. 
Returns a pair . 
Examples : 
(pro-split-input" consult my-base .rfp") 
==> (consult. "my-base .rip") 
(pro-split-input" [a. b.c]") 
==> (nil . .... ) 
(detun set-syntax-pro (a-readtable) 
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(set-macro-character #\1 #'single-char-reader nil a-readtable) 
(set-macro-character #\, #'single-char-reader nil a-readtable) 
(set-macro-character #\' #'single-char-reader nil a-readtable) 
(set-macro-character #\' #'single-char-reader nil a-readtable) 
(set-syntax-from-char #\_ #\A a-readtable nil) 
a-readtable ) 
(defun single-char-reader (stream char) 
(declare (ignore stream» 
char ) 
(defvar *rfi-readtable-pro* 
; this is a read-only variable 
(set-syntax-pro (copy-readtable nil» ) 
; Easy life for the editor: 
(defconstant sqr-left #\[) 
(defconstant sqr-right #\]) 
(defconstant round-left #\() 
(defconstant round-right #\» 
(defconstant comma #\,) 
(defconstant bar #\1) 
(defconstant eof-char (code-char 4» 
(defun signal-error (scanner trest msg-s) 
nil -> copy of std. readtable 
; Prints all arguments and the error-position via the scanner. 
(pro-print-error scanner msg-s) 
(throw : pro-read-error-tag nil» nil signals an error 
(defun pro-print-error (scanner msg-s) 
; msg-s = (msg-l msg-2 .. ) 
(rf-terpri) 
(let «x (token-x-pos (funcall scanner 'last-token») 
(y (token-y-pos (funcall scanner 'last-token») 
(last-line (funcall scanner 'last-line» 
(act-line (funcall scanner 'act-line» 
) 
(rf-princ-like-lisp (format nil 
"Error near line ~A, column ~A.~%" 
y 
x » 
(mapcar #'(lambda (msg) 
(if (token-p msg) 
msg-s 
(rf-terpri) 
(if (> y 1) 
(if (token-value msg) 
(rf-princ-like-lisp (token-value msg» 
(rf-princ-like-lisp (tok-type->string 
(token-type msg) ») 
(rf-princ-like-lisp msg) » 
(rf-princ-like-lisp last-line) ) 
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(defun tok-type->string (tok-type) 
(case tok-type 
(round-left (string round-left» 
(round-right (string round-right» 
(sqr-left (string sqr-left» 
(sqr-right (string sqr-right» 
(comma (string comma» 





(empty "End of input") 
(t (princ-to-string tok-type» » 
; : The scanner returns a value of this type : 
(defstruct token 
type ; dom = {constant . variable. 
round-left. round-right, sqr-Ieft . square-right 
point , comma , ampersand, implies, 
is , empty} 
value used with number, constant, variable . 
x-pos 
y-pos 
to report an error- position 
(defun neq (x y) 
(not (eq x y» 
(defmacro accept-token-type (tok-type) 
; Signals an error , if the wrong token is found, 
;otherwise it reads in the next token . 




(format nil "Expected: -A-%Found : 
(tok-type->string ,tok-type) 
(funcall scanner 'last-token) ») 
(defmacro strcat (trest strings) 
'(concatenate 'string 
,~strings » 
(defun gen-scanner (the-input-stream) 
; Returns a scanner-function . 
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; The scanner could be seen as an object in the view of OOP. 
; A very big function. but there are many local functions defined by LABELS. 




(last-token (make-token :x-pos 1 :y-pos 1 :type 'empty» 
(last-line 0000) 
(act-line 001: H) 
; : term inating characters: 
; : (cons <char> <type» 
(terminating-chars (list (cons sqr-left 'sqr-left) 
(labels 
CCget-ch () 
(cons sqr-right 'sqr-right) 
(cons round-left 'round-left) 
(cons round-right 'round-right) 
(cons #\. 'point) 
(cons #\. 'comma) 
(cons #\1 'bar) 
(cons #\t 'ampersand) ») 
(if (char/= last-ch eof-char) 
(progn 
(setq last-ch (read-char the-input-stream 
nil 
eof-char » 
(setq char-pos (1+ char-pos» 
(cond «char= last-ch #\Newline) 
(setq x-pos 1) 
(setq y-pos (1+ y-pos» 
(setq last-line act-line) 
(setq act-line (strcat (princ-to-string y-pos) 
H . 00 ») 
(t 
(setq act-line (strcat act-line (string last-ch») 
(setq x-pos (1+ x-pos») ») 
last-ch ) 
(scan-item (continue-p) 
(let «r .oo,» 
(loop (if (and (char/= eof-char last-ch) 
(funcall continue-p last-ch) 
(setq r (strcat r (string last-ch») 
(return r) ) 
(get-ch) ») 
(id-char-p (ch) 
(cond «both-case-p ch) t) 
«digit-char-p ch) t) 
(t (member ch '(#\+ #\- #\* #\1 #\_ #\1 #\< #\> 
#\= 
) 
:test #'char=» » 
(special-char-p (ch) 
(cond «assoc ch terminating-chars : test #'char=) 
nil ) 
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«member ch '(#\; #\' #\') :test #'char=) 
nil ) 
«char<= ch #\Space) nil) 
«char> ch (int-char 127» nil) 
«digit-char-p ch) nil) 
«both-case-p ch) nil) 
(t t) » 
(string-constituent-p (ch) 
(and (not (char= #\" ch» 
(not (char= #\Newline ch» » 
(scan-whitespace () 






(#\% (do «abort nil» ; comment 
(abort) 




(t (setq abort t» ») 
(scan-digits () 
;; digits := digit {digit} 
;: returns a string of digits 








; ; integer := [" +" I" -"] digits 
; ; returns a string 





(t II .. »» 
(strcat sign (scan-digits» » 
;; real := integer ["" digits] 
[' E" integer] 
; ; returns a number 
(let. «left-side (scan-integer» 















(strcat "E" (scan-integer» 
(t .... ) » ) 




(let «r nil) 
(*readtable* *rti-readtable-pro*) ) ; dynamic variable 
(scan-whitespace) 
(setq r (make-token :x-pos x-pos :y-pos y-pos» 
(cond «digit-char-p last-ch) 
(sett (token-type r) 'constant) 
(it (char= #\1 last-ch) 
;; cneck for functors 1- and 1 + 
(case (peek-char nil the-input-stream 
nil eot-char) 
(#\+ (sett (token-value r) '1+) 
(get-ch) (get-ch) ) 
(#\- (sett (token-value r) '1-) 
(get-ch) (get-ch) ) 
(t (sett (token-value r) 
(scan-real) ») 
(sett (token-value r) (scan-real»» 
«lower-case-p last-ch) 
(sett (token-value r) 
(read-trom-string (scan-item 
#' id-char-p» 
(it (eq 'is (token-value r» 
(sett (token-type r) 'is 
(token-value r) nil 
(sett (token-type r) 'constant) » 
«upper-case-p last-ch) 
(sett (token-type r) 'variable) 
(sett (token-value r) 
(read-trom-string (scan-item 
#'id-char-p» » 
«char= #\_ last-ch) 
(get-ch) ; read tne underscore 
(cond «digit-char-p last-ch) 















"Uppercase-letter not allowed atter _"» 
(t ; anonymous variable 




« char= #\" last-ch) 
; ;(setf (token-type r) 'string) 
(setf (token-type r) 'constant) 
(get-ch) ; read opening quote 
(sett (token-value r) 
(scan-item #'string-constituent-p) 
(if (char= #\" last-ch) 




"Expected: \"-%Found: -C" 
last-ch »» 
«or (char= #\+ last-ch) 
(char: #\- last-ch) 
(cond «digit-char-p (peek-char 
nil the-input-stream 
nil eof-char» 
; ;( setf (token-type r) 'num ber) 
(setf (token-type r) 'constant 
(token-value r) (scan-real) » 
(t 
(setf (token-type r) 'constant 




;; read in a max. sequence of special-chars 
(let «str (scan-item #'special-char-p») 
(if (string= ":-" str) 
(setf (token-type r) 'implies) 
(setf (token-type r) 'constant 
(token-value r) (read-from-string str) 
) ) ) ) 
«char= eot-char last-ch) 
(setf (token-type r) 'empty) 
(t (let «pair-of-char-and-type 
(assoc last-ch terminating-chars) » 
(if pair-of-char-and-type 
(progn 
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"Illegal character: -Coo 
last-ch »»» 
(setq last-token r) 
r » 
(continue-atter-error () 
; : searches for the next token after a point, 
(loop 
(case '(token-type last-token) 
(point (return (next-token») 
(empty (return last-token» 
(t (next-token» ») 
(scanner (toptional (message 'next-token» 
(case message 





(last-token-type (token-type last-token» 








(t (internal-error "unknown message in scanner" 
message» ») 
#' scanner ; value of gen-scanner-from-fct 
») 
(defun builtin-sym-p (tok) 
; ; for future extensions 
(declare (ignore tok» 
nil 
) 
Following two meta-rules to obtain a clear structure: 
(defun parse-general-loop ( scanner syntax-rule 
first-of-syntax-rule 
toptional auto-inst-p 
Parses a construct of the form: 
syntax-rule {syntax-rule} 
where fi rst( syntax-rule) = first-of-syntax-rule, 
syntax-rule is a parser-function, first-of-syntax-rule is a token-type, 
Returns a list of the results 
(do «1 (list (funcall syntax-rule scanner auto-inst-p» 
(append 1 (list (funcall syntax-rule scanner auto-inst-p») » 
«neq first-of-syntax-rule 
(funcall scanner 'last-token-type) 
1) » 
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(defun parse-general-enumeration (scanner syntax-rule ~optional auto-inst-p) 
Parses a construct of the form: 
syntax-rule {" ," syntax-rule} 
where syntax-rule is a parser-function . 
Returns a list of the results. 
(do «1 (list (!uncall syntax-rule scanner auto-inst-p» 
(append 1 (list (funcall syntax-rule scanner auto-inst-p») » 
«neq (token-type (funcall scanner 'last-token» 
'comma) 
1 ) 
(accept-token-type 'comma) » 
(defun parse-clause 
clause .: = head 
(scanner) 
( 
I "-" [body]"" 
) 
(let. «head (parse-head scanner» 
(tok-type (tuncall scanner 'last-token-type» 




(list 'hn head» ; horn-fact 
(if (eq 'point (funcall scanner 'last-token-type» ;rule 
; empty body: 
(progn (accept-token-type 'point) 
(list 'hd head) ) 
(progl (parse-the-body scanner head) 
(accept-token-type 'point) ») 
(t (signal-error scanner 
(defun parse-head (scanner) 
"Unknown symbol between head and body: " 
tok-type »») 
; head :: = term round-list-with-terms 
(cons (parse-t erm scanner t) t means auto-inst-p 
(parse-round-list-with-terms scanner) » 
(defun parse-the-body (scanner head ~aux body) 
body ::= ( expr+ [" &" expr] ) 
I ( "&" expr ) 
Returns a horn- or a footed-rule. 
(if (neq 'ampersand (!uncall scanner 'last-token-type» 
(setq body (parse-expr+ scanner» ) 
(if (eq ' ampersand (!uncall scanner 'last-token-type» 
(progn (accept-token-type 'ampersand) 
'(ft ,head ,~body ,(parse-expr scanner» ) 
'(hn .head . ~body) » 
(defun parse-expr (scanner toptional auto-inst-p) 
expr : = (term [ {round-list} 
I IS expr 
] 
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I builtin 
auto-inst-p is not used in this function. 
(declare (ignore auto-inst-p» 
(if (builtin-sym-p (funcall scanner 'last-token» 
(error "Noch zu ergaenzen") 
(let «r (parse-term scanner») 
(case (funcall scanner 'last-token-type) 
(is (accept-token-type 'is) 
(list 'is (remove-non-var-inst r) (parse-expr scanner») 
(round-left (construct-application 











If auto-inst-p is t then no explicit inst-tag is generated. 
Needed for terms in the head of a rule and for nested lists. 




(case (token-type tok) 
(constant (setq 1 (token-value tok» 
(accept-token-type 'constant» 
(variable (setq 1 (parse-variable scanner») 
(sqr-left (setq 1 (cons 'tup (parse-sqr-list scanner t» 
sqr-left-p t » 




"Constant, variable or [ . expected." 
"-XFound: " » 
(if (eq 'sqr-left (funcall scanner 'last-token-type» 





sqr-left-p t » 
(if (and (not auto-inst-p) 
sqr-left-p ) 
(setq 1 (list 'inst 1» 
1 » 
t ) ) 
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(defun parse-round-list (scanner toptional auto-inst-p laux 1) 
; round-list :: = "(" [expr+] [" I" expr] ")" 
(accept-token-type 'round-left) 
(case (funcall scanner 'last-token-type) 
(bar ) 
(round-right ) 
(t (setq 1 (parse-expr+ scanner») ) 
(if (eq 'bar (funcall scanner 'last-token-type» 
(progn (accept-token-type 'bar) 
(setq 1 (append 1 
(list '\ I (parse-expr scanner auto-inst-p» »» 
(accept-token-type 'round-right) 
1 ) 
(defun parse-sqr-list (scanner toptional auto-inst-p taux 1) 
; sqr-list ::= "[" [term+] [" I" term] " ]" 
(accept-token-type 'sqr-left) 
(case (funcall scanner 'last-token-type) 
(bar ) 
(sqr-right ) 
(t (setq 1 (parse-term+ scanner auto-inst-p») 
(if (eq 'bar (funcall scanner 'last-token-type» 
(progn (accept-token-type 'bar) 
(setq 1 (append 1 
(list '\1 (parse-term scanner auto-inst-p» »» 
(accept-token-type 'sqr-right) 
1 ) 
(defun parse-round-list-with-terms (scanner taux 1) 
; round-list-with-terms :: = " (" [term +] [" I" VARIABLE] " )" 
(accept-token-type 'round-left) 
(case (funcall scanner 'last-token-type) 
(bar ) 
(round-right ) 
(t (setq 1 (parse-term+ scanner t») ) 
(if (eq 'bar (funcall scanner 'last-token-type» 
(progn (accept-token-type 'bar) 
(setq 1 (append 1 
(list '\1 (parse-variable scanner» »» 
(accept-token-type 'round-right) 
1 ) 
(defun parse-expr+ (scanner toptional auto-inst-p) 
expr+ :: = expr {" ,.. expr} 
; Returns a list of results . 
; auto-inst-p is not used in this function . 
(declare (ignore auto-inst-p» 
(parse-general-enumeration scanner #'parse-expr) 
(defun parse-term+ (scanner toptional auto-inst-p) 
; : term+ ::= term {" ," term} 
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; Returns a list of results . 
(parse-general-enumeration scanner #'parse-term auto-inst-p) ) 
(defun parse-variable (scanner) 
(let «var-name (funcall scanner 'last-token-value») 
(accept-token-type 'variable) 
(if (eq '_ var-name) 
'id 
(list 'vari var-name) ») anonymous variable 
(defun construct-application (functor list-of-arg-lists) 
Example : functor = f 
list-of-args-lists = ((a b) (x y)) 
Result ((f a b) x y) 
(if (null list-of-arg-lists) 
functor 
(construct-application (cons functor 
(car list-of-arg-lists) 
(cdr list-of-arg-lists) ») 
(defun remove-non-var-inst (term) 
;: removes a possibly existing INST-tag if is not followed by a variable. 
(if (and (consp term) 
(inst-t term) 
(not (vari-t (second term») 
(second term) ; remove inst 
term » 
(defun pro-parse-head (head-as-string) 
(with-input-from-string (the-input-stream head-as-string) 
(catch :pro-read-error-tag 
(parse-head (gen-scanner the-input-stream» ») 
Exported functions : 
(defun pro-read-data-base (filename) 
(catch :pro-read-error-tag 
(with-open-file 
(the-input-stream filename :direction :input) 
(let «scanner (gen-scanner the-input-stream» 
(clause nil) 
(data-base nil) 
(error-p nil) ) 
(loop 
(if (eq 'empty (funcall scanner 'last-token-type» 
(if error-p 
(return nil) 
(return (reverse data-base» » 
(setq clause 
(catch :pro-read-error-tag 
(parse-clause scanner) » 
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(cond «null clause) 
;: Error 
(setq error-p t) 
(rt-terpri) 
(rf-princ-like-lisp "Continue reading to tind more") 
(rt-princ-like-lisp " errors in line ,,) 
(tuncall scanner 'continue-atter-error) 
(rt-princ-like-lisp (token-y-pos (tuncall scanner 




;: Error in previous clause -> don't construct database 
(t 
No error 
(setq data-base (cons clause data-base» »»») 




(let. «scanner (gen-scanner the-input-stream» 
(clause (parse-clause scanner» ) 
(cond «null clause) 
;: Error 
nil ) 
«eq 'empty (tuncall scanner 'last-token-type» 





(list "Only the first part ot the input is correct."» 
nil »»» 
(detun pro-read-goal (str) 




(let. «scanner (gen-scanner the-input-stream» 
(goal (parse-general-enumeration scanner #'parse-expr» ) 
(cond «null goal) 
; ; Error 
nil ) 
«eq 'empty (tuncall scanner 'last-token-type» 
;; all of the input is o.k. 
goal ) 
«eq 'point (tuncall scanner 'last-token-type» 
(pro-print-error 
scanner 
(list "Point not allowed at the end ot a goal.") ) 
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(list "Only the first part of the input is correct.") ) 
nil )))))) 
(defun pro-split-input (input-line) 
Examples: 
(pro-split-input" consult my-base .rfp" ) 
==> (consult. "my-base.rfp") 
(pro-split-input" [a.b,cr) 




(let. «scanner (gen-scanner the-input-stream)) 
(tok (funcall scanner 'last-token)) ) 
(if (and (eq 'constant 
(token-type tok) ) 
(symbolp (token-value tok)) 
(cons (token-value tok) 
(subseq , input-line 
(funcall scanner 
'pos-of-first-non-white) )) 
(cons nil "") ))))) 
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