Comprensión de programas por inspección visual y animación by Berón, Mario et al.
Comprensio´n de Programas por Inspeccio´n Visual y
Animacio´n
Mario M. Beron Roberto Uzal
Universidad Nacional de San Luis - Departamento de Infoma´tica
San Luis - Argentina
mberon@unsl.edu.ar, ruzal@sinectis.com.ar
Pedro R. Henriques
Universidade do Minho - Departamento de Informa´tica Braga - Portugal
prh@di.uminho.pt
Maria J. Varanda Pereira




PCVIA (Program Comprehension by Visual Inspection and Animation) es un
proyecto de investigacio´n que estudia la construccio´n de me´todos, te´cnicas y her-
ramientas que ayuden al ingeniero del software en el ana´lisis y comprensio´n de apli-
caciones. Estos estudios tienen como objetivo contribuir en distintas actividades de
la Ingenieria del Software como por ejemplo mantenimiento, reingenieria, ingenieria
reversa, entre otras tantas aplicaciones. Para construir ambientes de comprensio´n
de programas es necesario concebir herramientas que permitan extraer y visualizar
informacio´n de los sistemas. Para lograr este objetivo es necesario analizar los
me´todos, te´cnicas, herramientas, etc. existentes con el objetivo de incrementar la
funcionalidad de las mismas, o bien, proponer otras nuevas.
En este art´ıculo describimos un abordage para la construccio´n de herramientas de
comprensio´n que se basa en la instrumentacio´n del co´digo fuente del sistema de
estudio. Entre los objetivos de esta aproximacio´n se encuentran la elaboracio´n de
estrategias de navegacio´n y relacio´n entre las distintas perspectivas de un sistema
desarrollado usando el paradigma imperativo. Por otra parte se planifica analizar
la extensibilidad de las mismas a otros paradigmas como por ejemplo el orientado
a objeto.
Palabras Claves: Comprension de Programas, Me´todos, Estrate´gias, Herramien-
tas.
1 Introduccio´n
El proyecto PCVIA tiene como principal objetivo estudiar, explorar e implementar te´cnicas y
herramientas de comprensio´n de programas. La comprensio´n de programas se traduce en la
habilidad de entender una pieza de co´digo escrito en un lenguaje de alto nivel. Un programa
no es mas que una secuencia de instrucciones que sera´n ejecutadas de forma de garantir una
determinada funcionalidad. El lector de un programa consigue extraer el significado de un
programa cuando comprende de que forma el co´digo cumple con la tarea para la cual fue
creado.
El a´rea de comprensio´n de programas es una de las mas importantes de la Ingenier´ıa del
Software porque es necesaria para tareas de reutilizacio´n, inspeccio´n, manutencio´n, migracio´n
y extensio´n de sistemas de software. Puede tambie´n ser utilizada en a´reas como Ingenier´ıa
Reversa o ensen˜anza de lenguajes de programacio´n. La tarea de comprensio´n de programas
puede tener diferentes significados y puede ser vista desde diferentes perspectivas. El usuario
puede estar interesado en como la computadora ejecuta las instrucciones con el objetivo de
comprender el flujo de control y de datos, o puede querer verificar los efectos que la ejecucio´n
del programa tiene sobre el objeto que esta siendo controlado por el programa. Considerando
estos dos niveles de abstraccio´n, una herramienta versa´til de inspeccio´n visual de co´digo es
crucial en la tarea de comprensio´n de programas.
Existe un conjunto enorme de herramientas de comprensio´n de programas [7] [5] [4] con-
struidas para diversos lenguajes que usan varios abordages. En el a´mbito del proyecto PCVIA
estan siendo desarrolladas herramientas usando diferentes perspectivas. En este art´ıculo se usa
un abordaje dependiente del lenguaje que permite la generacio´n de visualizaciones [3] en varios
niveles de abstraccio´n y refuerza la importancia del mapeamiento entre estas visualizaciones.
2 Sistema de Comprension de Programas
Normalmente, cuando el programador quiere entender un sistema necesita inspecionar diferentes
aspectos del mismo. Para construir estas perspectivas es necesario extraer informacio´n desde los
sistemas y representarla adecuadamente. La extraccio´n de la informacio´n es importante porque
es la base para constuir diferentes vistas. Por otra parte, la visualizacio´n de la informacio´n
es escencial para propo´sitos de comprensio´n. En las secciones siguientes describimos las vistas
y las estrate´gias de extraccio´n de informacio´n usadas en la construccio´n de herramientas de
comprensio´n en el contexto del proyecto PCVIA.
2.1 Vistas de un Sistema
Una vista es una representacio´n de la informacio´n de un sistema que facilita la comprensio´n de
un aspecto del mismo.
Cuando un programador esta comprendiendo un sistema la primera vista con la que se
enfrenta es su co´digo fuente. Esta vista es u´til porque el programador esta familiarizado con los
lenguajes de programacio´n. Sin embargo, cuando el taman˜o del sistema crece pierde claridad
y otras prespectivas del sistema son necesarias.
Un aspecto del sistema que se encuentra en un nivel de abstraccio´n ma´s alto consiste en
visualizar las funciones del sistema y las relaciones existentes entre las mismas. Un ejemplo
de esto es el Grafo de LLamadas a Funciones (GLF). GLF es un grafo donde el conjunto de
nodos esta compuesto por las funciones del sistema de estudio y la relacio´n entre ellos esta
dada por la comunicacio´n de las funciones atrave´s de sus invocaciones. Normalmente, el grafo
GLF es una vista deseada por los programadores, sin embargo, de la misma forma que el co´digo
fuente, cuando el taman˜o del sistema crece no presenta una ayuda a la comprensio´n. Como
una alternativa al grafo GLF el sistema puede ser visualizado a usando los mo´dulos que lo
componen. En este caso es posible definir un grafo que muestra la relacio´n de comunicacio´n
entre ellos. Normalmente este grafo es conocido con el nombre de Grafo de Comunicacio´nes
de Mo´dulos (GCM). Nuestros experimentos indican que GCM presenta una vista clara del
sistema aun cuando el taman˜o del mismo es grande. No obstante, al presentar un mayor grado
de abstraccio´n oculta detalles que pueden ser u´tiles en el proceso de comprensio´n.
Las vistas descritpas hasta este momento pueden ser construidas usando la informacio´n
esta´tica del sistema. Sin embargo no siempre todas las funciones o mo´dulos son usados cuando
el sistema bajo estudio se ejecuta. Teniendo en cuenta este aspecto es importante recuperar
informacio´n dina´mica para visualizar, animar o describir solo las componentes utilizadas por el
sistema. Por ejemplo, podr´ıa ser u´til presentar un subrafo de GLF o GCM mostrando solo las
componentes utilizadas.
Por otra parte es posible tambie´n visualizar el contenido los mo´dulos objeto del sistema.
Esta vista puede ser de importancia para el programador experto cuando desea modificar el
codigo generado por el compilador.
Finalmente es importante notar que las vistas permiten mostrar aspectos del sistema bajo
estudio en distintos niveles de abstraccio´n.
2.2 Relacio´n entre las Diferentes Vistas de un Sistema
Las vistas son importantes y ayudan en la comprensio´n de sistemas. Sin embargo, no es
suficiente visualizarlas, es necesario posibilitar su navegacio´n. Esto se debe a que normalmente
el proceso de comprensio´n de programas implica visualizar aspectos de alto, medio y bajo nivel
del sistema. Por ejemplo, puede ser importante estudiar cual es el mo´dulo ma´s importante del
sistema, en ese caso GCM puede ayudar en esa tarea. Pero luego de identificar dicho mo´dulo
es interesante estudiar el GLF correspondiente.
Teniendo en cuenta esta observacio´n construimos un prototipo de una arquitectura que per-
mite la navegacio´n entre las distintas vistas del sistema de estudio. Acontinuacio´n describimos
las componentes ba´sicas que la arsquitectura contiene actualmente.
Sistema de Extraccio´n de la Informacio´n: extrae informacio´n esta´tica y dina´mica de un sis-
tema. Utiliza te´cnicas descriptas en [6][8][1][2] para lograr este objetivo.
Repositorio de Informacio´n: almacena datos producidos por el Sistema de Extraccio´n de la
Informacio´n, como por ejemplo: mo´dulos, funciones, tipos, datos, etc.
Administrador de Visualizacion y Navegacio´n: utiliza la informacio´n disponible en el reposi-
torio de informacio´n para proporcionar navegacio´n entre las distintas vistas.
Visualizador Operacional: consta de un conjunto de mo´dulos que implementan las distintas
vistas. Es el sistema encargado de mostrar los objetos del dominio del programa
Visualizador Comportamental: consite de la salida del sistema, en otras palabras el resultado.
La relaciones entre las diferentes vistas es llevada a cabo por el Administrador de Visual-
izacio´n y Navegacio´n que recupera informacio´n desde el Repositorio de Informacio´n para lograr
su objetivo. Podemos decir que todas las relaciones, con excepcio´n de la vinculacio´n entre las
vistas operacional y comportamental, son logradas de esta manera.
2.2.1 Estrategia de Relacio´n Operacional-Comportamental
La estrategia de relacio´n operacional-comportamental, denifinida por nuestro grupo de inves-
tigacio´n, utiliza infromacio´n dina´mica y esta´tica del sistema de estudio. Adema´s se basa en la
siguiente observacio´n:
La salida de un sistema esta compuesta de objetos del dominio del problema. Usualmente
estos objetos son implementados por tipos de datos abstractos, en el caso de lenguajes imper-
ativos, o por clases, en el caso de lenguajes orientados a objetos. Tanto los TDAs como las
Clases tienen un objetos de dato que almacenan su estado y un conjunto de operaciones que los
manipulan. Entonces es posible describir cada objeto del dominio del problema a traves de los
TDAs o clases que los implementan.
Esta estrategia denominada BORS (Behavioral-Operational Relation Strategy) aplica los
siguientes pasos para alcanzar su objetivo.
1. Detectar los tipos de datos relacionados con cada objeto del dominio del problema
2. Construir un a´rbol de ejecucio´n de funciones usadas en tiempo de ejecucio´n
3. Explicar las funciones encontradas en el paso 1 usando el a´rbol construido en el paso 2.
El lector interesado puede encontrar en [9] una explicacio´n detallada de la estrategia BORS.
En la pro´xima seccio´n presentaremos las te´cnicas de extraccio´n de la informacio´n usadas para
recolectar datos desde el sistema bajo estudio.
3 Me´todos de Extraccio´n de la Informacio´n
Para la extraccio´n de la informacio´n fue necesario construir un parser del lenguaje de progra-
macio´n utilizado por el sistema de estudio. Una vez realizado esta tarea se procedio´ a incorporar
los atributos y acciones sema´nticas necesarias para extraer informacio´n esta´tica del sistema.
Para recuperar la informacio´n dina´mica del sistema se instrumento el co´digo fuente con
funciones de inspeccio´n y control. Las primeras fueron insertadas al inicio y en los puntos de
retorno de cada funcio´n. Las segundas son utilizadas para controlar las iteraciones ya que dentro
de ellas pueden haber invocaciones a funciones. Estas en algunos casos son redundantes porque
son utilizadas para inicializar estructuras de datos. Con este esquema se pudo recuperar y
controlar el flujo de ejecucio´n de funciones. El lector interesado puede encontar una explicacio´n
detallada de estas aproximaciones en [6][9]. Para la recuperacio´n de datos se construyo´ una tabla
de s´ımbolos del lenguaje de programacio´n (en este caso C) que posibilita recuperar informacio´n
detallada de cada una de los objetos de datos del sistema. Esta caracter´ıstica permitira´ en el
futuro extender el esquema de instrumentacio´n para inspeccionar datos.
4 Conclusio´n
En este articulo presentamos el proyecto PCVIA y describimos las actividades actualmente
realizadas. Presentamos, caracter´ısticas u´tiles de una herramienta de comprensio´n de programas
y describimos las componentes ba´sicas de una arquitectura que responde a los requisistos de
las herramientas basadas en vistas. Mencionamos que es importante que las herramientas de
comprensio´n de programas permitan la navegacio´n entre las distintas vistas que ellas proveen.
Por otra parte, describimos un procedimiento denominado BORS para relacionar dos vistas
muy importantes como lo son la operacional y comportamental. Esta u´ltima estrategia es uno
de los resultados recientes y relevantes de nuestra investigacio´n.
Adema´s de la estrategia BORS describimos sinte´ticamente distintas te´cnicas de instru-
mentacio´n y extraccio´n de la informacio´n que hemos desarrollado y aplicado con e´xito. Es
importante notar que estas estrategias (las de instrumentacio´n de co´digo y extraccio´n) no re-
quieren intervencio´n del usuario por ser totalmente automa´ticas. Como trabajo futuro nos
proponemos extender BORS con instrumentacio´n de datos como as´ı tambie´n proveer algu´n
mecanismo de indentificacio´n precisa de elementos del dominio del problema. Por otra parte,
pretendemos construir un ambiente que permita decorar la salida del sistema con los objetos
del dominio del programa.
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