Abstract. The multi-constrained path (MCP) selection problem occurs when the quality of services (QoS) are supported for point-to-point connections in the distributed multimedia applications deployed on the Internet. This NP-complete problem is concerned how to determine a feasible path between two end-points, so that a set of QoS path constraints can be satisfied simultaneously. Based on the branch-and-bound technology and tabu-searching strategy, an optimal algorithm and a heuristic algorithm are proposed in this paper. The experimental results show that our heuristic algorithm not only has very good performance on several different network topologies, but also is very efficient method for solving large-scale MCP problem.
Introduction
For real-time multimedia applications deployed on the broadband integrated services networks, various QoS requirements, such as bandwidth, delay, cost, delay jitter, packet loss rate, etc., must be supported in order to provide appropriate service quality [8, 9, 10] . To provide such QoS-based services, a routing problem concerning how to select a feasible path between two end-points so that all the given QoS constraints can be satisfied simultaneously. This QoS routing problem is often referred as a multi-constrained path selection problem (MCP) [1, 2, 3, 4] .
The MCP problem is known to be NP-complete [1] . To cope with the NPcomplete, a number of heuristics were developed for MCP problems in the past [1, 2, 3, 4, 6] . In [1, 2, 6] , the MCP problem with only two independent constraints was studied, and polynomial-time heuristic algorithms were proposed. For kconstrained routing problem, a limited path heuristic modified from extended Bellman-Ford algorithm was developed in [3] , where the simulation results show that this method works well for small meshes. However, since it requires O(N 2 * ln N ) space in each node to store partial paths, the required running space could be enormous for large-scale networks. In [4] , a randomized heuristic was proposed for MCP problem with k constraints. For a small real network with 32 nodes, it can find a feasible path in a very high probability. For the MCP problem, a heuristic method may not find a feasible path; even there exists at least one feasible path in the network.
In this paper, a branch-and-bound based optimal algorithm and a tabusearch based heuristic algorithm are presented for the k-constrained QoS routing problem. Based on the simulations conducted in this study, our heuristic method not just performs very well on a number of different network topologies, but also is an efficient method for the MCP problem. The heuristic was developed based on the tabu searching strategy and the branch-and-bound technique. As for the optimal algorithms, our branch-and-bound based method [11] is also much more efficient than the extended-Bellman-Ford method that was proposed in [3, 5] .
The MCP Problem
Consider a network that is modeled by a directed graph G(V, E), where V is a set of nodes and E is a set of links. Each link (v, u) ∈ E is associated with K positive additive QoS parameters:
. For a link e from node u to node v, the notation w(u, v) = w(e) = (w 0 (e), w 1 (e), ..., w K−1 (e)) represents K QoS parameters assigned on link e. In addition, for a path P and a QoS parameter i , the path weight W i (P ) is defined as the summation of w i (e) on every link e along the path P .
Given
, and a pair of nodes S and T representing the source node and destination node respectively, the goal of our MCP problem is to find a path P from S to T such that W i (P ) ≤ C i .
The Optimal Algorithm
In this section, we present an optimal algorithm for the MCP problem. This algorithm is developed based on the branch-and-bound technique. The optimal algorithm is given in Figure 3 , and is used as a kernel function in our tabu-search based heuristic algorithm, which is represented in section 4.
The Branch-and-Bound Algorithm
In order to solve the MCP problem optimally, a data structure called state-space tree is created from a given network to record all the feasible paths. Based on the state-space tree, a branch-and-bound algorithm is applied to search for a feasible path. The state-space tree is constructed in the following ways.
Let the source node of network G be the root of the state-space tree. As shown in Figure 2 , for each state node S j in the state-space tree, two labels mark it: one is the node number j in the original network and another one is an attribute vector. Let Y j denote the attribute vector of state node S j . Let K denotes the number of QoS constraints, and Y j can then be defined as follows:
2. The obj value j of the attribute vector Y j is computed based on the following equation:
In the above equation, we use w i (s → j) to represent the summation of w i (e) on every link e along the path from source node s to node j.
For any state node S u with node-label u, a new state node S v is created for each downstream node v, if the link (u, v) is in the network G. In addition, these new state nodes are made to be children of S u , and they are at the same level in the state-space tree. For any intermediate state node S j with node-label j, downstream nodes of node j cannot be added in the state-space tree if the w j,i > C i , for some i. Since one of QoS constraints is violated, the path from root to state node S j is infeasible. As a result, the state node S j becomes a leaf node in the state-space tree.
By applying the above branching process recursively, the entire state-space tree is then obtained for the MCP problem. The destination node must appear at some of the leaf nodes of the state-space tree. Since the goal of our problem is to find a feasible path that satisfies all the path constraints, we may speed up this searching process by giving priorities to the state nodes that are eligible for branching. That is, the state node j with the smallest obj value j should have the highest priority to be selected for branching. This searching strategy is based on an observation that a state node with smaller obj value would have more chance to lead to a feasible path. A priority heap maintained in Figure 3 is used to keep the state node with the smallest obj value always on the top of the heap. As shown in lines 14 ∼ 15 of Figure 3 , only non-destination state nodes whose obj values are not greater than zero, are eligible for further branching, and are thus stored into the heap R.
The time complexity of our branch-and-bound algorithm is bounded by O(d n ) where n denotes the number of nodes and d represents the largest nodedegree in the network, since at the worst case the height of a state-space tree is at most n and the number of children of any state node could be as large as d.
The Example
To illustrate our branch-and-bound method for the MCP problem, a numerical example is given in Figure 1 and 2. Based on a six-node network given in Figure 1 , the nodes 0 and 5 are assumed to represent the source node and destination node respectively, and the paths between these two nodes must satisfy two QoS constraints, C 0 and C 1 , which are no more than 5. A state-space tree is then constructed in Figure 2 , where all the state nodes are numbered based on their creating sequence.
For example, state nodes s 4 and s 5 are created earlier than state nodes s 6 and s 7 , because the obj value of s 3 is −6 and the obj value of s 2 is −7. The branching process occurs on state node s 2 is earlier than state node s 3 . After the first feasible path is found (s 0 → s 2 → s 5 → s 8 ), the branching process stops. 
A Tabu-Search Based Algorithm
Since the MCP problem is NP-complete, the optimal algorithm presented in the previous section is only good for networks with a small number of hops between source and destination nodes. For large-scale networks, it may take too much time to traverse the whole state-space tree to find a feasible path. In this section, a tabu-search based heuristic algorithm is developed to deal with large-scale MCP problems. The main idea of this method is as follows:
(a) Find a good path P as an initial solution. (b) Select a pair of nodes u and v on P , and delete all the edges between them.
Note that the length of this selected partial path between u and v is not greater than a predetermined constant L. (c) Apply the above branch-and-bound based optimal algorithm to search for a feasible partial path between nodes u and v. Then, rebuild the whole path between original source and destination nodes. (d) The above path-rebuilding process is then embedded into an iteration loop, which is developed based on the tabu-search technology. A tabu list is implemented on a circular queue for storing partial paths, which have been visited recently. Only partial paths not in the tabu list are eligible for rebuilding. The procedure stops after a predefined number of iterations.
The complete heuristic procedure based on the above idea is developed and presented in Figure 4 . Note that if the constant L in (b) is made greater than the number of hops of any feasible path between the source and destination nodes, the tabu-search based algorithm becomes an optimal algorithm. Hence, the constant L is adjustable. The time complexity of the heuristic algorithm is bounded by the number of times of branch-and-bound procedure at line 10 being executed. It is O(d n * IT ERAT ION S) at the worst case.
1. Let S denote the source node, and T denote the destination node; 2. Initialize a node heap R; Let Cj= the jth constraint, 0 ≤ j ≤ (K − 1); 3. Let S0 store the source node S and be the root of state-space tree; 4. Let wj(u, v)= the jth QoS parameter on link (u, v); Add S0 to heap R;
For each node v adjacent to node u contained in state node Su{ 8.
if(v is not on the path from S0 to u and v is unvisited from u){ 9.
Create a new state node Sv for v based on the state node Su, and let Sv to be a child-node of Su; 10.
Sv → branch = Y ES; Sv → path = Su → path + (u, v); 11.
Let Pv be the path from S0 to Sv; 12.
else{Add v to heap R;} 16. } } } Fig. 3 . The optimal algorithm 1. Let S denote the source node, and T denote the destination node; 2. Let Cj= the jth constraint, 0 ≤ j ≤ (K − 1); 3. Let F ={P |P is a path from S to T , andP is determined by Dijkstra algorithm based on K QoS parameters.} 4. Let P ∈ F, and P contains the longest partial path that satisfies all the constraints; 5. Let a circular queue Q be the tabu list; k = 0; L= a small integer; 6. While(k < IT ERAT IONS){ 7.
Randomly select a partial path R on P where R ⊂ P , |R| ≤ L; 8.
Let P = P1 + R + P2 and R is a path from node u to node v;
Apply the optimal algorithm to find a new feasible path from u to v; LetR be this new path; 11.
if(R satisfies all sub-constraints Cj(R), ∀j){ 12.
Rebuild a new pathP from u to v such thatP = P1 +R + P2; 13.
if(P is a feasible path){returnP ;} 14.
else{P =P ;}} 15. k = k + 1;} 
Simulation Results
In this section, we have several sets of experiments for comparing performance and efficiency between optimal and heuristic algorithms presented in this paper for solving the MCP problem. Two network examples, ANSNET and mesh, are studied in this study, and all the simulations are done with the following experimental parameters: PIII 866 MHz CPU, 512MB RAM, Linux OS, and programs are developed by c++. For all benchmarks, all QoS parameters (the weights) on each link are randomly selected from the range 0 ∼ 100, and the constant L is set to be 12.
Performance
(a) ANSNET A network topology shown in Figure 5 is modified from ANSNET [7] , which was studied in [3, 4] . Under the same experimental environments on ANSNET, for example: the values of QoS parameters on all links are kept the same, 400 distinct pairs of source and destination nodes are randomly selected for performance comparisons. Under 400 runs, success ratio is defined as follows: Success ratio= number of feasible paths found by optimal algorithm / number of feasible paths found by our tabu-search based heuristic algorithm.
As shown in Table 1 , the average success rate is more than 99% for different number of QoS constraints. This experimental results show that our heuristic algorithm is very effective method for the MCP problem.
In this set of experiments, the longest path of a mesh is used for evaluate performances. The source and destination nodes are then selected as the way shown in Figure 6 . The number of hops between two end-points of the longest diagonal line of an N × N mesh is at least 2 * (N − 1). In Table 2 , based on the same source and destination nodes in an 8 × 8 mesh, 1000 distinct configurations are generated with different number of constraints. In this paper, a configuration is defined as a set of QoS values assigned on all the links in a mesh. The average success ratio is also more than 99%.
Efficiency
In order to evaluate the executing speed for the tabu-search based heuristic algorithm, two given nodes (source and destination) located at two end-points of the longest diagonal line of a mesh is used for test. The simulation results are shown in Table 3 , where each data entry is measured based on 10 different configurations. For the number of nodes not greater than 100, the executing performance of tabu-search based heuristic is much better than branch-andbound based optimal algorithm. In addition, the heuristic can efficiently solve the MCP problem for large-scale network. For example, for a 10000-node network in Table 3 , it takes only 7.2 seconds to find a feasible path with at least 198 hops.
Conclusions
Based on the branch-and-bound technique and tabu-searching strategy, an optimal algorithm and a heuristic are presented for the MCP problem in this paper. 
