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ABSTRAKT
Përderisa në fillimin e përdorimit të ueb aplikacioneve bizneset ishin tejet mase të
limituara se çfarë mund të paraqitnin në ueb faqen e tyre, tanimë ai është problemi më i
vogël. Gjatë njëzet viteve të fundit ueb aplikacionet kanë marrë pothuajse rritje
eksponenciale për nga përdorimi. Me rritjen e hovshme të përdorimit të ueb aplikacioneve
është rritur edhe nevoja për ueb aplikacione gjithnjë e më të përsosura. Kur bie fjala te
përsosmëria këtu ka plot elemente që duhet marrë parasysh, por sidoqoftë disa prej tyre
janë më të rëndësishme.
Gjatë këtij punimi do t’i analizojmë faktorët që më së shumti ndikojnë që një ueb
aplikacion të jetë efecientë dhe funksional. Për të arritur një rezultat, ne gjatë këtij punimi
do ta zhvillojmë një aplikacion identik për nga funksionaliteti dhe nga pamja, por vetëm
se ai ueb aplikacion do të zhvillohet në dy teknologji të ndryshme, bëhet fjalë për
JavaScript Vanilla dhe Angular 2+. Pasi që të përfundohet zhvillimi në të dy këto
teknologji, atëherë mund t’i krahasojmë aplikacionet e zhvilluara në aspekte të ndryshme,
si performancë, UI apo eksperiencë të përdoruesit dhe skalabilitet apo rritje potenciale të
projektit. Në përfundim do ta kemi mundësinë të vendosim se në cilat raste duhet përdorur
njëra teknologji e në cilat raste duhet përdorur teknologjia tjetër.
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1. HYRJE
Ueb Aplikacionet janë tani më pjesë e pazëvendësueshme e botës ku ne jetojmë, ato kanë
gamë të gjerë të përdorimit në fusha prej më të ndryshmeve, duke filluar nga inovacioni,
hoteleria, mjekësia, shërbimet civile, shërbimet private, rezervime të ndryshme, lojërat,
automjete e shumë lami të tjera. Disa nga këto fusha janë më të komplikuara e disa më
pak. Gjatë viteve ka pasur orvatje që të automatizohet puna e ndërtimit të aplikacioneve
duke krijuar aplikacione të rishfrytëzueshme për degë të caktuara si: hoteleri, auto sallone,
rezervime dhe të tjera të ngjashme, mirëpo kërkesat edhe pse janë të përafërta, ato nuk
janë gjithmonë të njëjta, gjë që e pamundëson përdorimin e aplikacioneve të
ripërdorueshme. Kur duhet të përdorim teknologjitë dhe framework-ët e gatshme dhe kur
duhet të fillojmë gjithçka nga e para. Në projekte që pritet të kanë jetëgjatësi të
konsiderueshme, është tejet e rëndësishme të merren vendimet e mira në fillim të projektit
[1]. Rifaktorimi gjatë zhvillimit është i pashmangshëm, e veçanërisht kur kemi të bëjmë
me aplikacione që kanë volum të madh të përdorimit siç është rasti e një projekti gjigand
si amazon.com, facebook.com apo twtter.com. Gjithmonë do të hasim në probleme gjatë
zgjerimit të ueb aplikacionit dhe do të jetë e pamundur që gjithmonë të bëjmë zgjidhjet
më të mira, mirëpo të paktën pikënisja të jetë siç duhet. Gjatë këtij diskutimi do të
mbledhim të gjitha informatat e nevojshme për të marrë një vendim në bazë të kërkesave
për të realizuar një projekt. Pas mbledhjes së informatave të nevojshme do ta ndërtojmë
një ueb aplikacion të njëjtë në dy mënyra të ndryshme, me anë të një framework-ut dhe
JavaScript Vanilla ku krahasimi do të jetë i qartë sa i përket faktorëve të ndryshëm.
1.1

Pyetjet Hulumtuese

Në vazhdim do t’i paraqesim pyetjet hulumtuese në bazë të cilave do të tregojmë se në
cilat pika është e bazuar analiza e krahasimit mes JavaScript Vanilla dhe Angular 2+.

1. Vështirësia në rritje të aplikacionit (skalabiliteti) në dhe JavaScript Vanilla dhe si
në Angular 2+?
2. Performanca në dhe JavaScript Vanilla dhe si në Angular 2+?
3. Si e arrihet ‘Templating’ (përdorimi i template-ve në HTML) në dhe JavaScript
Vanilla dhe si në Angular 2+?
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2. DEKLARIMI I PROBLEMIT
Përderisa me fillimin e zhvillimit të industrisë të software-it ishte çështje vetëm të
zhvillohet ndonjë aplikacion, kurse tani para se të fillohet zhvillimi i një projekti duhet të
mendohemi gjatë se si ta trajtojmë në aspektin se a është më e përshtatshme të zhvillojmë
aplikacione nga fillimi, apo të përdorim një framework të gatshëm. Ky problem i afekton
të gjithë zhvilluesit e software-it, pa dallim të profilit (frontend, back-end), e në veçanti
zhvilluesit që sapo kanë hyrë në industri, megjithatë gjatë këtij diskutimi ne do të
fokusohemi në profilin frontend. Ëndrra e çdo zhvilluesi është që kërkesat e projektit të
jenë të qarta dhe të pandryshueshme deri në fund të zhvillimit, gjithashtu të mos ketë
kërkesa të reja dhe gjithçka të përfundoj kur të përfundoj implementimi, mirëpo ja që
realiteti është krejt diçka tjetër. Asnjë projekt nuk fillon me të gjitha kërkesat e sqaruara
në detaje dhe pothuajse gjithmonë do të paraqitet nevoja për kërkesa të reja gjatë
zhvillimit. Duke i pas parasysh këta dy faktor do të mundohemi që gjatë këtij diskutimi
të bëjmë zgjidhjen e duhur ne bazë të kërkesave që kemi përmes krahasimeve mes këtyre
dy opsioneve.
Ofrimi i një zgjidhje se kur është më e përshtatshme të zhvillojmë diçka nga fillimi e kur
të përdorim një framework do të ishte jetike për zhvilluesit e rijnë. Këta të fundit
zakonisht janë të profilizuar si njohës të një gjuhe programuese në pamundësi të
eksperimentimit dhe si shkak si mos eksperiencës, prandaj për ta është e pamundur të
dinë gjithçka sa i përket avantazheve dhe të metave të njërës qasje apo të qasjes tjetër.
Duke pasur këtë, ne gjatë këtij diskutimi do të zhvillojmë një ueb aplikacion me
JavaScript Vanilla dhe të njëjtin aplikacion do ta zhvillojmë me anë të një framework-ut
përkatësisht Angular 2+.
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3. SHFLETIMI I LITERATURËS
WEB – Uebi

3.1

Që ne të shohim përbërjen e një ueb aplikacioni browser-i apo shfletuesi i uebit pranon
HTML dhe CSS nga ueb server që është duke bërë hosting. Është ueb browser-i ai i cili
e bën të mundur krijimin e faqes që ne e shohim vizualisht duke interpretuar e kodin e
shkruar në HTML dhe CSS. Uebi përveç HTML dhe CSS përbëhet prej shumë
komponentëve të tjera si: imazhe, zë, video apo edhe animacione. Shumica e ueb
aplikacioneve interaktive gjithashtu përdorin JavaScript dhe gjuhë të tjera programuese
[2]. Ueb faqet e vogla dhe jo-interaktive zakonisht nuk kanë nevojë për më shumë se
HTML dhe CSS. Ndërsa ueb faqet më të mëdha e në veçanti ato ueb faqe që kanë të bëjnë
me manipulim të dhënave, menaxhim të kontentit dhe ruajtje të dhënave shpesh herë
përdorin teknologji më komplekse. Këto teknologji janë: databaza, gjuhët programuese
si JavaScript, PHP, ASP.Net, Java, ose Ruby në ueb server.
3.1.1 HTML
Çka është HTML? HTML është shkurtesë për Hyper Text Markup Language. HTML
përdoret për ta përshkruar strukturën e një ueb faqe dhe në të njëjtën kohë i tregon
browserit se si të paraqitet përmbajtja e faqes. HTML përbëhet prej elementeve që ne
gjuhën e programimit quhen tags. Që nga krijimi i uebit e deri më tani kanë ndryshuar
disa versione të HTML dhe CSS gjithmonë duke pas qëllimin që të përmirësohet version
i kaluar. Versioni i parë i HTML quhej HTML dhe u prezantua për herë të parë ne vitin
1991, versioni i dytë quhej HTML 2.0 në vitin 1995, pastaj HTML 3.2 më 1997, HTML
4.01 1999, XHTML 2000 dhe HTML5 në vitin 2014 dhe vazhdon të përdoret në ditët e
sotme [3].
3.1.1.1 HTML 1.0 (1989- 1994)
Verzioni i parë i HTML ishte versioni HTML apo HTML 1.0. HTML 1.0 ishte tejet
version i limituar sa i përket stilizimi dhe reprezentimit të përbërjes së ueb faqeve. Në
HTML 1.0 nuk ishte e mundur që të përdoreshin:
•

Tabelat

•

Frames

•

Fontet specifike
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•

Ndryshimi i prapavijës (background-it)

•

Përdorimi i formave.

Ky version përkrahte imazhet inline dhe text controls. Për shkak të këtyre limitimeve çdo
ueb faqe e krijuar me HTML 1.0 dukej pothuajse identike në pamje.
3.1.1.2 HTML 2.0 (1995)
Ky version përkrahte më shumë shfletues apo browsers. HTML 2.0 ishte përmirësuar
dukshëm në aspektin e përkrahjes. Ai përkrahte:
•

Format ( të limituara me elemente si text boxes dhe option buttons)

•

Ndryshimi i prapavijës së faqes (background-it)

•

Përdorimi i tabelave

3.1.1.3 HTML 3.20 (1997)
Versioni 3.2 përfshinte përkrahjen për krijimin e tabelave dhe opsioneve të zgjeruara
(expended options) për elementet e formave. Ky version gjithashtu lejonte që ueb faqet
të përmbanin ekuacione komplekse matematikore.
3.1.1.4 HTML 4.01 (1999)
Ky version e shtoi mbështetjen duke filluar në style sheets dhe scripting ability për
elementet si tekst, imazhe, audio, video (multimedia elements). HTML 4.01 kishte
fokusin kryesor në ndarjen e prezantimit të informacionit për stilizim nga përmbajtja,
ndarja e HTML dhe CSS. Në versionin 4.0 tani ishte e mundur që të ndërrohej pamja e
ueb faqeve vetëm me ndërrimin e stylesheet-it apo file-it të CSS. Në krahasim me
versionet më të hershme të HTML ishte përparim tejet i madh, sepse më parë duhej të
ndryshohej çdo faqe individualisht për të ndryshuar pamjen e ueb-it kurse në HTML 4.0
mjaftonte ndryshimi në file-in përkatës të CSS [4].
3.1.1.5 HTML 5 (2014)
HTML5 është version i fundit sa i përket standardeve që e definojnë HTML. Termi
HTML5 definon dy koncepte të ndryshme. Është një version i ri i gjuhës HTML, me
elemente, atribute dhe sjellje të reja, si dhe me një grumbull të teknologjive që lejojnë
ndërtimin e ueb faqeve më të gjera dhe më të fuqishme. E dizajnuar që të përdoret nga të

4

gjithë zhvilluesit e uebit të hapur (Open Web Developers), është klasifikuar në disa grupe
bazuar në funksionin e tyre.
•

Semantics: lejimi i përshkrimit më të saktë apo preciz se çka është realisht
kontenti.

•

Connectivity: lejimi i komunikimit me server në mënyra të reja dhe innovative.

•

Multimedia: pranimi i video dhe audio-ve si first-class citizens në ueb të
hapur(Open Web)

•

2D/3D grafikë dhe efekte.

•

Performance and integration: shpejtësi, optimizmi dhe përdorim më të mirë të
hardware-it kompjuterik.

•

Device access: lejimi i përdorimit të input dhe output pajisjeve të ndryshme.

•

Stying: ofrimi i mundësisë ndaj autorëve që të shkruajnë theme më të sofistikuara
[5].

3.1.1.6 Tags
HTML perdor elemente për ta formuar apo për ta përshkruar strukturën e faqeve e ato
ndryshe quhen tags. Tags e luajnë rolin e një kutie apo një kontejneri që përmban
informacion në veti. Informatat qëndrojnë brenda hapjes së një tag-u dhe mbylljes së tij.
Në figurën 1 është një shembull i paraqitur se si funksionojnë tags.
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Figura 1 - Përshkrimi i punës me HTML [6]

Karakteri përbrenda tag-ut e tregon qëllimin e atij tag-u, për shembull <p>, karakteri “p”
tregon që ky tag është paragraf. Tag-u përbëhet prej dy pjesëve, pjesës hapëse dhe pjesës
mbyllëse, gjithçka që është në mes të pjesës hapëse dhe të pjesës mbyllëse është përbërja
e atij tag-u. Disa nga tags më të shpeshta në përdorim janë: <html>, <body>, <header>,
<div>, <p>, <a>, <img>, <li>, <ul>, <i>, <b>, <h1>, <h2>, <h3>, <hr> etj. Gjë shumë e
rëndesishme e nje tag-u janë padyshim atributet (attributes në angisht). Atributet
qëndrojnë në pjesën hapëse të tag-ut, ato kërkojnë një emër dhe një vlerë.
Përshembull <p id=”identifikues”></p>, në këtë rast “p” është tag-u i llojit paragraf, “id”
është emri i atributit dhe “identifikues” është vlera e atij atributi. Arsyeja e përdorimit të
atributeve është qasja ndaj atij atributi. Qasja ndaj një atributi është për nevoja të
ndryshme, p.sh një nga nevojat është stilizimi apo përdorimi i CSS ndaj atij atributi. Një
rast tjetër është selektimi i vlerës së një atributi që më pas të kryejmë ndonjë operacion
tjetër me anë të asaj vlere [7].
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3.1.2 Cascading Style Sheet (CSS)
CSS është një gjuhë që kategorizohet si stylesheet, e cila përdoret për të prezantuar një
dokument të shkruar në HTML apo XML. CSS përshkruan se si duhet të renderohen
elementet në ekran, në letër, në një fjalim, apo në media të tjera. CSS është një prej
gjuhëve themelore të uebit të hapur (open web) dhe është e standardizuar nëpër të gjithë
shfletuesit e uebit (browsers) sipas W3C specification. E zhvilluar në nivele, CSS1 është
tanimë jashtë përdorimit, CSS2.1 është e rekomanduar dhe së fundmi CSS3, tani e ndarë
në module, është duke bërë përparim në fushën e standardizimit [8]. CSS është gjuhë që
bën të mundur krijimin e rregullave që specifikojnë se si duhet të paraqitet një element i
HTML. Për shembull, specifikë e një elementi mund të quhet ngjyra e prapavijës të ati
elementi, një tjetër shembull mund të jetë që të gjithë paragrafët të paraqiten në ngjyrë të
kaltër dhe të gjithë të përdorin llojin e fontit Arial, apo të gjithë titujt e nivelit të parë të
jenë të kuq, italic dhe të fontit Times [9]. CSS punon duke i ndërlidhur rregullat e
deklaruara në stylesheet me elementet në HTML. Këto rregulla diktojnë se si përmbajtja
e një elementi specifik duhet të paraqitet. Një rregull e CSS i përmban dy pjesë: pjesën e
selektorit dhe pjesën e deklarimit.

Figura 2 - Përshkrimi i selektorit në CSS [10]

Në figurën 2 e kemi një shembull se si deklarohet një rregull e CSS ndaj një selektori. Në
rastin tonë kjo rregull tregon se të gjitha elementet <p> të paraqitura në HTML duhet të
kenë llojin e fontit Arial. Selektorët tregojnë për cilin element vlen rregulla apo deklarimi.
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E njëjta rregull mund të vlen për më shumë se një element në qoftë se ato elemente janë
të ndara me presje. Pjesa e deklarimit tregon se si duhet të stilizohet elementi i referuar
në selektorë. Deklarimet janë të ndara në dy pjesë (property dhe value) dhe janë të ndara
me pikëpresje [11]. Gjatë krijimit të një ueb faqeje duhet pasur parasysh përparësitë për
t’i vendosur rregullat e CSS nëpër stylesheet të ndryshme. Të gjitha faqet mund ta
përdorin stylesheet-in e njëjtë. Kjo është e mundur me anë të përdorimit të elementit
<link> nëpër çdo faqe të HTML që ka nevojë për atë lloj stilizimi të elementeve. Kjo do
të thotë se nuk është nevoja për përsëritjen e kodit në çdo faqe, gjë që si rezultat na jep
faqet të HTML të cilat përbëhen prej më pak rreshtave kod. Kjo do të thotë se Nëse ka
nevojë për ndryshime, mjafton të bëhen ndryshimet në file të CSS dhe të gjitha faqet që
shfrytëzojnë atë file, do të reflektojnë me ndryshimet e reja. Pasi që përdoruesi e ka
shkarkuar CSS stylesheet, pjesa e mbetur e faqes do të ngarkohet më shpejtë. Jo vetëm që
lehtësohet puna me anë të kësaj qasje, mirëpo gjithashtu pjesa e kodit në HTML do të jetë
shumë më lehtë e lexueshme, sepse nuk do të ketë shumë rregulla të CSS në të njëjtin
dokument. Kjo konsiderohet të jetë praktikë e mirë e përdorur për ndarjen e përmbajtjes
së faqes dhe rregullave të CSS që e përcaktojnë se si të paraqitet ajo përmbajtje.
3.1.2.1 CSS Frameworks
Për të krijuar CSS konsistent, preciz dhe të njëjtën kohë efektiv, kërkon mjaft punë. Ka
shumë gjëra për të konsideruar duke filluar nga reagimi (responsiveness), qasja dhe
struktura. Kjo është njëra prej arsyeve pse zhvilluesit përdorin Frameworks. Disa pra
frameworks më të përdorura do t’i cekim në vijim:
•

Bootstrap

•

Foundation

•

Bulma [12]

3.1.2.1.1 Bootstrap
Bootstrap është një font-end framework e cila përdoret për të krijuar ueb faqe responsive.
Pavarësisht se çka do të jetë përmbajtja e ueb faqes, Bootstrap është lehtë e përshtatshme
dhe mund të jetë lehtë e ndryshueshme. Kjo framework është kombinim i HTML, CSS
dhe JavaScript pa shkruar shumë kod. Me një sistem të parazgjedhur të grid-ave, layouts
dhe butonave të stilizuar, nav elementeve, tabelave Bootstrap ofron një markup mjaft
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komplet dhe tejet të lehtë për tu përdorur. [13]. Nevoja për të standardizuar mjetet e fontend inxhinierëve në kompani kishte sjellë në jetë Bootstrap-in nga dy themeluesit e kësaj
framework-ut, Mark Otto dhe Jacob Thornton. Që nga lansimi në gusht të vitit 2011,
Bootstrap kishte marrë popullaritet të madh. Dizajni responsive, kolonat, tabelat e përplot
elemente të tjera e bën që të ketë përdorim të gjerë nga zhvilluesit e uebit. Inkuadrimi i
kësaj framework-u në ueb është po aq e thjeshtë sa që mjafton kopjimi i një pjese të CSS
në root të ueb aplikacionit [14].
3.1.2.1.2 Foundation
Nuk mund të ketë diskutim të framework-ëve të CSS modern pa e përfshirë Foundation.
Po të vizitoni ueb faqen e Foundation, me siguri do të hasni në sloganin e tyre “Front-end
framework-u më i avancuar dhe responsive në botë”. Në fillim mund të duket sikur një
kampanjë e zakontë e marketingut, mirëpo, përzgjedhësit e këtij slogani e kanë të qartë
se ka diçka të vërtetë pas kësaj. Nëse e krahasojmë me versionet e më hershme të
Bootstrap-it, është më e lehtë dhe më intuitive të mbahet mend sintaksa. Tani do ti cekim
disa nga përparësitë dhe të metat e kësaj framework-ut. Në përparësitë e Foundation
hyjnë:
•

Kontroll i plotë: është e ndërtuar si një përmbledhje modulare e mjeteve që kanë
për qëllim zgjidhjen e pothuajse të gjitha problemeve të front-end.

•

Fleksibilitet i madh: Për dallim nga Bootstrap, Foundation është ndërtuar që të iu
jap kontroll të plotë zhvilluesve ndaj UI (User Experience) të tyre.

•

Më shumë se komponentë të UI: Përderisa Foundation përmban përmbledhjen e
elementeve të saj të UI, ajo bën më shumë se kaq. Zhvilluesit e kanë të përfshirë
një sistem të avancuar të imazheve responsive, tabelat me çmimore, validimin e
formave, mbështetje për gjuhët që lexohen nga e majta në të djathë dhe shumë e
shumë të tjera.

Si çdo gjë, edhe Foundation ka të metat e saj. Disa prej tyre janë këto:
•

Komunitet më të vogël: Komuniteti i Foundation, është shumë më i vogël se ai i
Bootstrap, gjë që e bën ngecjen në ndonjë problem më të gjatë.
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•

Kompleksitet: Nëse zhvilluesi paraprakisht nuk ka përvojë me framework,
Foundation di të jetë mjaft komplekse.

•

Shumë opsione: Shpesh herë duam që vetëm ta përfundojmë problemin e
paraqitur dhe mos të thellohemi, gjatë këtyre situatave Foundation di të jetë
frustruese meqenëse ofron shumë zgjidhje për variacione të ndryshme. [15]

3.1.2.1.3 Bulma
Bulma është anëtar relativisht i ri në konkurrencën në mes CSS framework-ëve por
megjithatë ka arritur popullaritet të konsiderueshëm për një kohë mjaft të shkrurtër.
Atraktiviteti i kësaj framework-u shtrihet mbi aspektin e rreptësisë. Pra trajtimi i njohur
si “CSS-only” do të thotë që nuk përfshinë fare komponentë të JavaScript-ës, është
elegante që e bën tejet të dëshirueshme për zhvilluesit me sy të mirë të dizajnit. Disa prej
avantazheve të Bulma-s janë:
•

Mjaft e popullarizuar: Nuk është më e popullarizuar se Bootstrap, mirëpo Bulma
ka krijuar emër të mirë në Github, gjë që argumenton që Bulma është aprovuar
nga komuniteti i zhvilluesve.

•

Lexueshmëri: Bulma përfshinë Metro-style grids, që quhen tiles, të cilat janë
shumë të thjeshta për përdorim.

•

E lehtë për t’u mësuar: Bulma është CSS framework tejet modulare dhe arsyeja e
krijimit të kësaj framework-u ishte parimisht zgjidhja praktike e problemeve
ditore që shumica e zhvilluesve individual hasin.

•

Elegante: Bulma ka një komunitet relativisht të vogël, mirëpo mjaft të apasionuar.
[16]

Disa nga të metat e Bulma-s janë:
•

Bulma është ende në fazën e zhvillimit me një version final që ende nuk është
lansuar.

•

Bulma punon ngadalë në Internet Explorer [17].
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3.1.3 JavaScript
JavaScript është një gjuhë programuese e uebit. Shumica dërrmuese e ueb faqeve
moderne dhe shfletueseve të uebit (browsers) përdorin JavaScript. JavaScript përdoret në
desktop, në konsolla të lojërave, tablet, telefon të mençur. JavaScript ka edhe përkthyesit
e saj (JavaScript interpretors), gjë që e bën këtë gjuhë gjuhën programuese më të gjithë
pranishme në histori. JavaScript është pjesë përbërëse e treshes së teknologjive që të
gjithë zhvilluesit e uebit duhet ta mësojnë: HTML për specifikim të përmbajtjes së ueb
faqes, CSS për specifikim të prezantimit të ueb faqes dhe JavaScript për specifikim të
sjelljes së ueb faqes. JavaScript është gjuhë programuese e nivelit të lartë (high-level
language), dinamike që është lehtë e përshtatshme me gjuhët programuese të orientuara
nga objektet (object-oriented) si dhe me stilin e programimit funksional (functional
programing styles). Sintaksa e JavaScript derivohet nga Java dhe nga trashëgimia e bazuar
në prototip të vetvetes. Sidoqoftë emri i “JavaScript” është disi çorientues. JavaScript
është komplet gjuhë ndryshe nga gjuha programuese Java. JavaScript cilësohet si një
gjuhë efeciente me qëllim gjeneral [18].
3.1.3.1 JavaScript Client Side
JavaScript na lejon që të shkruajmë skripta për përmbajtjen e HTML dhe prezantimin e
dokumenteve me CSS në shfletues të uebit (web browser), por JavaScript gjithashtu na
lejon që të definojmë sjelljet e atyre dokumenteve në event handlers. Një event handler
është funksion i JavaScript që e regjistrojmë bashkë me shfletuesin e uebit dhe është puna
e shfletuesit të uebit që të bëj thirrje kur ndodh ndonjë lloj speficik i evenit. Ky event për
të cilin po flasim mund të jetë një klikim i miut ose ndonjë klikim i tastit në tastierë e
kështu me radhë. Event handler mund të shkaktohet kur shfletuesi i uebit përfundon së
ngarkuari ndonjë dokument, kur përdoruesi e ndryshon madhësinë e faqes së shfletuesit,
apo kur përdoruesi shkruan të dhëna në ndonjë element të HTML. Mënyra më e thjeshtë
për të definuar një event handler është me atribute të HTML që fillojnë me “on”. Event
handler “onclick” është veçanërisht i rëndësishëm për të ndërtuar programe të thjeshta.
Meqenëse client-side API në JavaScript janë disi më komplekse dhe deri vonë kanë qenë
të mbushura me pa përputhshmëri mes shfletuesve të uebit, shumë zhvillues të uebit për
arsyet e më lartë të përmendura përdorin client-side-library apo ndonjë framework për të
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thjeshtësuar detyrat e tyre programuese. Libraria më e njohur e këtij lloji është jQuery
[19].
3.1.3.2 Libraria jQuery
JavaScript në thelb e ka një API tejet të thjeshtë, mirëpo sa i përket client-side API, në
përgjithësi është shumë e komplikuar dhe ka pa përputhshmëri të mëdha në mes
shfletuesve. Edhe pse me arritjen e IE9 (Internet Explorer 9) pa përputhshmëritë më të
rënda janë eliminuar, shumica e zhvilluesve e kanë më të lehtë që të shkruajnë ueb
aplikacione që përdorin framework të JavaScript-it apo librari që ta thjeshtësojnë punën
dhe që ti fshehin dallimet në mes të shfletuesve. Libraria më e njohur dhe më së shumti e
përdorura për këtë arsye është jQuery.
Për arsyen që kjo librari është aq e njohur dhe e përdorur, zhvilluesit e uebit duhet të jenë
të familjarizuar me të, edhe në qoftë se nuk e përdorin për të shkruar kodin e tyre, secili
zhvillues duhet ta ketë parasysh që ka shumë mundësi të has gjatë shikimit të kodit të
zhvilluesve të tjerë. Puna e jQuery është që ta bëj sa më të lehtë gjetjen e elementeve në
dokument dhe më pas të manipulohen ato elemente qoftë duke shtuar përmbajtje, duke i
edituar atributet e HTML, duke i edituar karakteristikat (properties) e CSS, duke i
definuar event handlers dhe për të kryer animacione. Ajo gjithashtu përmban thirrjet e
dinamike të AJAX dhe funksione të qëllimit të përgjithshëm për të punuar me objekte
dhe array.
Ashtu edhe siç e ka emrin jQuery, ajo është e fokusuar në query. Një query tipik përmban
një selektor të CSS për të identifikuar një varg të elementeve në dokument dhe për të
kthyer si rezultat një objekt që reprezanton ato elemente. Objekti i kthyer si rezultat
përmban shumë metoda për të operuar në elementet e përputhura si një grup. Kurdo që
është e mundur, këto metoda kthejnë si rezultat objektin në të cilin ato janë të thirrura, gjë
që lejon lidhjen e ngjeshur të metodave mes vetit si zinxhir e njohur si “method chaining”.
[20]

3.1.3.2.1 jQuery themelore
Libraria jQuery e definon një funksion global të quajtur jQuery(). Ky funksion është tejet
mase i përdoruar sa që libraria gjithashtu e definon simbolin e global “$” si mënyrë më e
shkurt për qasje. Pra janë vetëm dy simbole që jQuery i definon si namespace globale.
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Ky funksion global me dy emra është query kryesor i jQuery-it. var divs = $(“div”), Pra
ky është një shembull se si të kërkojmë për të gjithë elementet e llojit <div> në dokument.
Vlera që kthehet si rezultat nga ky funksion e përfaqëson zero apo më shumë DOM
elemente dhe është i njohur si objekti i jQuery-it. Duhet pas parasysh se jQuery() është
një funksion e jo konstruktor, ai kthen si rezultat një objekt të ri që krijohet, mirëpo pa u
përdorur fjala e rezervuar new. Objektet e jQuery-it kanë të definuar mjaft metoda për të
operuar në një varg të elementeve që ato i përfaqësojnë [21].
3.1.3.2.2 Funksioni jQuery
Funksioni jQuery() apo ndryshe i njohur si $() është funksioni më i rëndësishëm në tërë
librarinë e jQuery-it. Janë katër mënyra se si mund të thirret ky funksion.
E para dhe më e zakonta mënyrë që përdoret është ta kalojmë një selektorë të CSS (llojit
string) si parametër. Përdorimi i kësaj mënyre rezulton që të kthehen si rezultat një varg
i elementeve nga dokumenti aktual të cilat përputhen me selektorin. jQuery e përkrah
shumicën e sintaksës të CSS3 selektorëve si dhe disa nga vazhdimi i tyre.
Mënyra e dytë për thirrjen e jQuery-it është që t’ia kalojmë si parametër një element, një
dokument apo një window objekt. Nëse thirret në këtë mënyrë, jQuery thjeshtë e
mbështjell elementin, dokumentin apo window objektin në një objekt të jQuery-it dhe e
kthen si rezultat atë objekt. Me ketë mënyrë është e mundur që të manipulohen elementet
pa pas nevojë të përdoren metoda të pa përpunuara të DOM-it.
Mënyra e tretë për thirrjen e jQuery-it është duke i ‘ia kaluar një copë teksti të HTML të
llojit string. Me këtë mënyrë jQuery krijon HTML elementin apo HTML elementet e
përshkruara nga ai tekst dhe pastaj kthen një objekt që i përfaqëson ato elemente. jQuery
nuk i fut elementet e sapo krijuara në dokument, por metodat e jQuery-it lejojnë që t’i
insertesh ato ku të duash.
Dhe më në fund mënyra e katërt, është duke ia kaluar një parametër të llojit funksion.
Duke bërë këtë, funksioni që pasohet si parametër do të thirret kur dokumenti të jetë
ngarkuar dhe DOM të jetë gati për tu manipuluar [22].
3.1.3.3 Libraria React
React është librari shumë e njohur e cila përdoret për krijimin e aplikacioneve. React u
ndërtua nga Facebook me qëllimin e adresimit të disa nga sfidave të lidhura me zgjerimin
e madh të kodit dhe të dhënave të shumta. Kur u lansua në 2013, projekti fillimisht ishte
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shikuar me shumë skepticizëm për arsye të konventave unike që React po përdorte. React
është një librari e vogël që nuk përmban të gjitha elementet që një zhvillues ka nevojë
gjatë zhvillimit të aplikacionit, pra nuk përdor një arsenal të veglave që në fillim të
instalimit. Shumica e vendimeve se çfarë mjete të përdoren në sistemin e zhvillimit, iu
janë lënë në dorë të vetë zhvilluesve. React është librari që përdoret vetëm për një pjesë
të vogël të punës [23]. Që të gjithë e dimë se krijimi i një aplikacioni të thjeshtë sot
përfshinë HTML, CSS dhe JavaScript. Arsyet për ndarjen e këtyre tre teknologjive janë
sepse kemi nevojë t’i adresojmë tri shqetësime të ndryshme.
•

Përmbajtjen e faqes (HTML)

•

Stilizimin (CSS)

•

Logjikën (JavaScript)

Kjo ndarje është qasje mjaft e mirë për krijimin e ueb aplikacioneve dhe njihet si ndarje
tradicionale ku punojnë zhvillues të ndryshëm në pjesë të ndryshme të ueb faqes. Një
person për strukturimin e faqes duke përdorur HTML dhe duke e stilizuar me CSS dhe
pastaj një zhvillues tjetër për të implementuar sjellen dinamike të elementeve në atë ueb
faqe duke përdorur JavaScript.
Në ditët e sotme, ne nuk mendojmë më për ueb faqe si një grumbull i dokumenteve. Në
të kundërtën, tani ndërtojmë ueb aplikacione që përdorin vetëm një faqe dhe ajo faqe
shërben si një kontejner për aplikacionin tonë duke prezantuar përmbajtje të ndryshme
kohë pas kohe. Aplikacionet e tilla, pra aplikacionet që përmbajnë vetëm një faqe, quhen
aplikacione Single Page Applications (SPA). Për të paraqitur informata dhe përmbajtje
shtesë atëherë normalisht që na nevojitet përmbajtje shtesë e HTML. Duke e pas parasysh
që manipulimi i DOM-it në JavaScript rezulton me këto dy probleme:
•

Ky lloj i kodimit rezulton me kod që me kalimin e kohës bëhet gjithnjë e më i
vështirë për tu mirëmbajtur.

•

Manipulimet e DOM-it janë të ngadalshme sepse ato nuk mund ta optimizojnë
shpejtësinë.

Fatmirësisht të dy nga këto probleme janë të zgjidhura nga React [24].
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3.1.3.4 Angular 2+ Framework
Angular është framework liderë e cila përdoret për ndërtimin e aplikacioneve të mëdha.
Shpesh herë përdoret për ndërtimin e “Single Page Apps” apo SPA shkurt, pra
aplikacioneve të ndërtuara në vetëm një faqe. Në një ueb aplikacion standard, kur
klikojmë në një link, e gjithë faqja ringarkohet. Në aplikacionet SPA, në vend që të
ringarkohet e gjithë faqja, ne e ringarkojmë vetëm pamjen të cilës përmbajtja i ka
ndryshuar. Një aplikacion SPA gjithashtu e mbanë në mend historinë se ku ka naviguar
përdoruesi. Pra një aplikacion SPA ofron një eksperiencë fluide dhe të shpejtë për
përdoruesin. Gmail është një shembull i mirë i një aplikacioni SPA.
Meqenëse ka framework të tjera të cilat ofrojnë funksionalitete të ngjashme pyetja
qëndron pse të përdorim Angular? Angular është një prej teknologjive liderë në ketë
aspekt, në aspektin e aplikacioneve SPA. Ka qenë në përdorim tanimë për një kohë mjaft
të gjatë, ka një përkrahje të madhe të komunitetit, është e mbështetur fuqishëm nga
Google dhe kërkesa për zhvillues që përdorin Angular gjithnjë e më shumë po rritet.
Angular në vend të JavaScript përdor TypeScript, mirëpo TypeScript është një set që në
vete e përmban JavaScriptin që do të thotë se çdo kod i që shkruhet në JavaScript është
valid edhe në TypeScript. TypeScript vjen me disa të reja që mungojnë në shumicën e
shfletuesve të uebit në JavaScript. Ajo përmban module, klasa, interface, access modifiers
si private dhe public, intellisense dhe complie time checking, gjë që mundëson kapjen e
eroreve gjatë kompajllimit [25].
3.1.3.4.1 Komponentët (Components)
Në thelb gjenden komponentët. Një komponent e enkapsulon një template, të dhënat dhe
sjelljen e një pamje është më e përshtatshme që të quhet një pamje e komponentit. Për
shembull në qoftë se dëshirojmë të ndërtojmë një aplikacion si amazon, mund ta ndajmë
aplikacionin në tri komponentë. Komponentin për të kërkuar, komponentin anësorë dhe
komponentin e produkteve.

15

Figura 3 - Komponentët dhe organizimi i tyre [26]

Një aplikacion në botën reale mund të përmbajë dhjetëra mijëra komponentë. Secili
komponent ka përmbajtjen e tij në template, të dhënat e tij dhe logjikën. Komponentët
mund të përmbajnë komponent të tjerë. Për shembull në komponentin ku gjenden
produktet mund të paraqesim një listë të produkteve, ku do të ishte e rrugës të përdorim
komponentin e një produkti shumë herë. Dobia e kësaj qasje qëndron tek ndarja e
aplikacioneve të mëdha nëpër pjesë më të vogla që janë më lehtë të kontrolluara dhe të
ndryshueshme [27].
3.1.3.4.2 Serviset (Services)
Shpesh herë, komponentët kanë nevojë të kenë lidhje me serviset e back-end për të marrë
të dhëna nga databaza. Për ndarje të punëve specifike në aplikacion, çdo logjikë që nuk
ka të bëjë me përdoruesin për shembull si thirrjet http, rregullat e biznesit etj. të gjitha
këto duhet të ndahen në një klasë të quajtur service [28].
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3.1.3.4.3 Router
Router-i është përgjegjës për navigacion. Përderisa ne navigojmë nga një faqe në tjetrën,
router-i është ai i cili përcakton se cili komponent do të paraqitet në ekran [29].
3.1.3.4.4 Direktivat (Directives)
Ngjashëm me komponentët edhe direktivat përdoren për të punuar me DOM. Direktivat
përdoren për të shtuar sjellje elementeve ekzistuese të uebit. Për shembull ne mund të
përdorim direktivën “autoGrow” për ta rritur tekstin automatikisht në momentin që
fokusohet nga përdoruesi [30].
3.2

Databaza (Database)

Databazat dhe sistemet e tyre janë pjese esenciale e jetës modern në shoqëri. Shumica nga
ne hasim në përplot aktivitete në jetën e përditshme që kanë të bëjnë me ndonjë
bashkëveprim me databazë. Nëse shkojmë në bankë për të deponuar të holla apo për të
tërhequr fonde, nëse bëjmë një rezervim të hotelit apo ndonjë blerje të biletës së aeroplanit
online, nëse qasemi në një bibliotekë online, nëse blejmë diçka online qoftë libër, qoftë
lodër për fëmijë apo edhe kompjuter shanset janë që aktivitet tona kanë të bëjnë me qasje
në databazë. Edhe në rastet kur blejmë produkte në një supermarket, shpeshherë lista e
produkteve me automatizëm përditësohet pas çdo blerje.
Këto bashkëveprime janë shembull se çka quajmë aplikacione tradicionale të databazës
(traditional database applications), në të cilën shumica e informative që janë të ruajtura
dhe që janë të qasshme, janë ose të shprehura në tekst ose në numra. Në vitet e fundit,
avancimi i teknologjisë ka bërë të mundur krijimin e aplikacioneve të reja të sistemeve të
databazës. Teknologjia mediatike ka bërë të mundur ruajtjen e imazheve, zërit dhe videove, të cilat janë duke u bërë pjesë e rëndësishme e databazave multimediale (multimedia
databases).
Për ta kuptuar thellësisht teknologjinë e databazës, duhet të fillojmë nga aplikacionet e
thjeshta tradicionale të databazës [31]. Fjala databazë do të thotë një grumbull i të dhënave
që kanë lidhje në mes tyre. Me të dhëna nënkuptojmë fakte që mund të ruhen dhe kanë
kuptim të patundur. Për shembull, emrat, numrat e telefonit, adresat e personave që i
njihni. Këto të dhëna mund të ruhen në hard drive duke përdorur kompjuterin personal
apo edhe programet siç janë Microsoft Access apo Excel. Ky grumbull i të dhënave me

17

kuptim të padyshimtë quhet databazë. Por ky definicion është tejet i përgjithshëm, për
shembull mund të thuhet që grumbulli i fjalëve të e përbëjnë këtë faqe përbëjnë një
databazë. Sidoqoftë, përdorimi më i shpeshtë i fjalës databazë është më i kufizuar.
Databaza ka këto veti në vijim:
•

Databaza e përfaqëson një aspekt të botës reale, nganjëherë të quajtur botë e
vockël apo universi i komunikimit në të shkruar.

•

Databaza duhet të ketë lidhje logjike dhe të pandarë me të dhënat e saj. Një lloj i
rastësishëm i të dhënave nuk mund të thuhet se është një databazë.

•

Databaza është e dizajnuar, e ndërtuar dhe e populluar me të dhëna për një qëllim
të veçantë.

Me fjalë të tjera, një databazë ka një burim nga i cili derivohen të dhënat, një shkallë të
bashkëpunimit me ngjarjet nga bota reale dhe një audiencë e cila është në mënyrë aktive
e interesuar për përbërjen e saj [32].
3.2.1 Konceptet e Modelit Racional – SQL
Modeli racional përfaqëson databazën si një grumbull të lidhjeve apo relacioneve. Çdo
lidhje është e ngjashme me një tabelë të vlerave. Kur një lidhje është e menduar si një
tabelë me vlera, çdo rresht në atë tabelë përfaqëson një grumbull të dhënave të lidhura
mes vete. Një rresht prezanton një fakt që në mënyrë tipike i përgjigjet një entitetit apo
një lidhjeje të botës reale. Emri i tabelës dhe emrat e kolonave përdoren për të ndihmuar
interpretimin e kuptimit që përmbajnë vlerat në secilin rresht. Për shembull, tabela e
quajtur Studenti, përmban fakte që përfaqësojnë një entitet të posaçëm të studentit. Emrat
e kolonave si emri, numri_i_studentit, klasa, studimi të gjitha këto specifikojnë si të
interpretohen vlerat përbrenda secilit rresht [33].
3.2.2 Arkitektura e MySQL
Arkitektektura e MySQL është shumë ndryshe nga ajo e databazave të serverëve dhe është
e dobishme për qëllime të shumta. MySQL nuk është pa të meta, por është mjaft fleksibile
për të punuar mirë në shumë ambiente të kërkuara si ueb aplikacionet. Për ta shfrytëzuar
maksimalisht MySQL, së pari duhet kuptuar mënyrën se si është dizajnuar në mënyrë që
të punohet me të, e jo kundër saj. MySQL është fleksibile në shumë mënyra. Për shembull,
mund të konfigurohet që të funksionojë në plot pajisje harduerike dhe gjithashtu përkrahë
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shumëllojshmëri të tipeve të dhënave. Sidoqoftë, vetia më e pazakontë dhe të e
rëndësishmja e MySQL, është arkitektura e ruajtjes në makinë (storage-engine
architecture), dizajni i të cilës e ndanë secilin procesim të kërkimit nga punët e tjera të
ruajtjes dhe marrjes e të dhënave [34].
3.2.3 Firebase
Firebase është një databazë reale e cila është e hostuar në cloud. Të dhënat janë të ruajtura
si JSON dhe të sinkronizuara gjatë gjithë kohës me secilin prej klientëve të lidhur me të.
Pra aplikacionet e krijuara me android, JavaScript SDK, iOS, të gjitha ndajnë të njëjtin
burim të dhënave në kohë reale dhe automatikisht pranojnë përditësimet me të dhënat më
të reja. Databaza e Firebase mundëson krijimin e aplikacioneve të pasura dhe kolaborative
duke lejuar qasje direke dhe të sigurte nga kodi në client-side. Të dhënat ruhen lokalisht,
kështu që edhe kur përdoruesi është offline, eventet real-time vazhdojnë të ndodhin, duke
i dhënë eksperiencë të mirë përdoruesit. Kur pajisja rilidhet në internet, databaza
sinkronizon të dhënat lokale me ato në server të cilat kanë ndodhë gjatë kohës kur
përdoruesi ka qenë offline. Databaza reale është një databazë NoSQL që si e tillë ka
dallimet e saj në optimizmin dhe funksionalitet krahasuar me databazat relacionare. API
i databazës reale është i dizajnuar që të lejoj vetëm operacionet të cilat mund të
ekzekutohen shpejt. Kjo qasje bën të mundur ndërtimin e aplikacioneve realtime që mund
t’ju shërbejë miliona përdoruesve duke iu qasur të njëjtit burim [35].
3.3

Hostimi

Në botën moderne, në qoftë se një projekt nuk ka një ueb faqe, ai projekt thjesht nuk
ekziston. Një prej sfidave kryesore që zhvilluesit ballafaqohen kur punojnë në një ueb
faqe është hostimi stabil. Zgjedhjet e shumta rreth hostimit të uebit që gjenden në internet
e bëjnë edhe më të vështirë që të vendosim për një hostim.
Janë tri pako më të njohura sa i përket hostimit. Ato janë: Shared, VPS dhe Dedicated. Të
tri këto pako kanë përparësitë dhe të metat e tyre dhe tani do të flasim për secilën prej
tyre.
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3.3.1 Shared Hosting
Shared hosting është ajo e cila është më e përshtatshmja për të filluar një projekt fillestar.
Këto pako zakonisht kanë çmim të lirë dhe kanë disa tipare bazike të përfshira. Në qoftë
se zgjidhni këtë pako, ju do të ndani një server me shumë ueb faqe të tjera. Gjë që rezulton
me problemin kryesor, varësia ndaj të tjerëve që e ndani serverin së bashku. Përveç
mangësie të madhe, shared plans janë shumë të përshtatshme për pika në vijim:
•

Promo websites

•

Professional portfolio

•

Startup project

•

Blog or writer’s website

•

Early stages of photo gallery

•

Simple eCommerce websites [36].

3.3.2 VPS Hosting
Pakot VPS janë pothuajse standardja e hostimit të uebit. Serviset e tilla zakonisht kanë
përkrahje të qëndrueshme ndaj konsumatorit dhe VPS gjithashtu ka kapacitet mjaft të
madh krahasuar me Shared plans. E meta më e madhe e VPS është se nuk keni kontroll
mbi shumicën e funksioneve të serverit (gjë që është e mundur tek Dedicated Plans). Me
rritjen e projektit ueb masterët kanë nevojë për më shumë e më shumë opsione për
menaxhimin e ueb faqes në mënyrë efektive.
Ndërsa në avantazhet e VPS bën pjesë mos konfigurimi i tepërt [37].
3.3.3 Dedicated Hosting
Kur kemi të bëjmë me rritje të dimensioneve të mëdha të biznesit, atëherë duhet të
përdorim Dedicated Hosting. Ky lloj i planit avantazhin më të madh e ka në ofrimin e
kontrollit në të gjithë serverin. Por si çdo gjë tjetër edhe ky plan ka mangësitë e tij.
Mangësia më e madhe ë këtij plani qëndron tek çmimi, pra kostoja është tejet më e madhe
në krahasim me planet e lartcekura. Serverët e dedikuar janë të përshtatshëm për kapacitet
të madh. Pra ofrojnë bandwidth dhe hapësirë të diskut dhe gjithashtu FTPs, databaza dhe
email-a [38].
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3.3.4 Firebase Hosting
Firebase Hosting është tejet e shpejtë dhe me pak mund për zhvilluesit. Me vetëm një
komandë, zhvilluesit mund ta vendosin versionin lokal në domain-in që dëshirojnë.
Firebase Hosting është e ndërtuar për zhvilluesit e uebit modern. Ueb faqet dhe
aplikacionet janë tani më të fuqishme se kurrë me ngritjen e JavaScript framework-ëve si
Angular. Pavarësisht se çfarë lloji të aplikacionit do ta vendosni në domain, Firebase
Hosting ju ofron infrastrukturë, tipare dhe mjete për të menaxhuar aplikacionin tuaj. Për
të servuar përmbajtjen e faqes tuaj, Firebase ofron disa domain-e dhe nën domain-e:
•

Parimisht çdo projekt i ndërtuar me Firebase ka nën domain-et web.app dhe
firebaseapp.com. Këto dy faqe shërbejnë për përmbajtje dhe konfigurim.

•

Mund të krijohen disa ueb faqe nëse ka përmbajtje të ndryshme por ndanë të
njëjtat resurse të projektit të Firebase.

Mund të lidheni me projektin e Firebase me doman-in që e posedoni [39].
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4. METODOLGJIA
Për të realizuar këtë punim janë përdorur disa metoda të cilat kanë kontribuar në studim
më të thelluar dhe më të detajuar të temës që e kemi përzgjedhur. Metoda këto me anë të
cilave është arritur rezultati aktual. Më konkretisht gjatë këtij studimi janë përdorur këto
metoda:
1. Shfletimi i literaturës – metodë e cila është përdorur që të bëhet i mundur kërkimi
i projekteve, materialit, fakteve, librave dhe hulumtimeve të ngjashme. Kjo
metodë ka kontribuar në zgjerimin e diapazonit në këtë lami dhe është arritur
niveli i duhur për t’u realizuar ndërtimi i aplikacionit me temë.
2. Metoda analitike – metodë e cila ka bërë të mundur kërkimin dhe grumbullimin
e të gjitha informatave të nevojshme për realizimin e hulumtimit tonë. Me anë të
metodës përkatëse fillimisht është bërë eksperimentimi e më pas e testojmë se a
përshtatet me aplikacionin tonë. Pas konkludimit se çka të përdorim atëherë
vazhdojmë me zhvillimin e aplikacionit.
3. Implementimi – metodë e cila ka bërë të mundur zhvillimin e aplikacionit me
anë të cilës e përcaktojmë se a kemi arritur rezultatin e dëshiruar.
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5. REZULTATET
Zhvillimi i internetit po përshpejtohet gjithnjë e më shumë. Po me të njëjtin ritëm po rritet
kërkesa për ueb faqe më lehtë të përdorshme apo ne anglisht më “user-friendly”. Kur
është fjala për zhvillimin e një aplikacioni të suksesshëm në internet, ka një numër
faktorësh që përcaktojnë atë sukses. Konsumatorët janë të etur të njohin aspekte të
ndryshme të produktit, siç është kostoja, shikimi dhe ndjenja dhe e fundit por jo më pak
e rëndësishmja, vlera në para. Për të ditur për detajet e kompanisë, klientët mund të
vizitojnë faqen e internetit të kompanisë, aplikacionet mobile dhe platformat e mediave
sociale. Kështu, është tejet e rëndësishme se të bashkëveprojmë dhe të ju përgjigjemi
klientëve. Gjatë punës me klientë, zhvilluesit e uebit ballafaqohen me tri sfida të
pashmangshme:
•

Dizajni dhe UI (Përvoja e përdoruesit)

•

Skalabiliteti (Kapaciteti për rritje)

•

Performanca

Në aplikacionin tonë “Expenses” (https://expenses-9e7f5.firebaseapp.com/) që është i
zhvilluar në dy teknologji, JavaScript Vanilla dhe Angular 2+ tani do të thellohemi në
dallimet mes tyre. Për sa i përket dizajnit dhe UI në kemi kombinim të përdorimit të
framework-ut të CSS Bootstrap dhe përdorim të CSS. Në që të dy projektet e kemi krijuar
një file të quajtur “style.css” i cili përmban pothuajse shumicën e stilizimit të projektit
tonë. Në figurën 4 e kemi të paraqitur vendndodhjen e këtij file në projektin të zhvilluar
në JavaScript Vanilla kurse në figurën 5 e kemi vendndodhjen e file-it “styles.css”.
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Figura 4 - Vendndodhja e style.css në JavaScript Vanilla

Figura 5 - Vendndodhja e style.css në Angular 2+

Siç po e vëreni vendndodhja e këtij file dallon nga projekti në projekt, sepse në
aplikacionin e zhvilluar në Angular 2+ është e detyrueshme që të gjithë file-at që kanë të
bëjnë me zhvillim duhet të përfshihen brenda folder-it “src” i cili gjenerohet si rrjedhojë
e ekzekutimit të komandës “ng new expenses-Angular”. Brendësia e që të dy file-ave
është e njëjtë dhe na shërbejnë për të stilizuar ato elemente që kanë nevojë të stilizohen
në mënyrë specifike, të cilat nuk përkrahen nga Bootstrap.

24

Figura 6 - Përshkrimi i stilizimit speficik

Në figurën 6, e kemi një rast ku po e modifikojmë një klasë të framework-ut Bootstrap,
klasat e tjera të definuara në “style.css” si “required, colorred, colorgreen etj.” të gjitha
janë klasa të cilat i kemi deklaruar dhe të njëjtat i përdorim për të stilizuar elementet në
HTML.

Figura 7 - Integrimi i Bootstrap në JavaScript Vanilla
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Në figurën 7 në rreshtin e nënvizuar me të kuqe e kemi të paraqitur se si integrohet
Bootstrap në projekt kur kemi të bëjmë me JavaScript Vanilla.

Figura 8 - Integrimi i Bootstrap në Angular 2+

Në figurën 8 në rreshtin e nënvizuar me të kuqe e kemi të paraqitur se si integrohet
Bootstrap në projekt kur kemi të bëjmë me Angular 2+, pra e integrojmë në file
“package.json” ku më pas duhet të ekzekutojmë komandën “npm install”.
Sa i përket skalabilitetit, pa diskutim se Angular 2+ është më e përsosur në ketë aspekt.
Koncepti i krijimit të komponentëve të ripërdorshëm dhe koncepti i “two way binding”
bashkë me sistemin e “templating” të integruar e bënë skalabilitetin mjaft të thjeshtë dhe
lehtë të përdorshëm, pa shumë komplikime, siç di të komplikohet në aplikacionet të
zhvilluara me JavaScript Vanilla.
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Figura 9 - Komponentët dhe templating 1

Figura 10 - Komponentët dhe templating 2

Figura 11 - Komponentët dhe templating 3
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Figura 12 - Komponentët dhe templating 4

Në figurën 9, 10, 11 dhe 12 është i paraqitur rasti se si një komponent mund të ripërdoret
më shumë se në një vend. Pra në rastin tonë në figurën 9 është e paraqitur brendia e
komponentit të krijuar në figurën 10 dhe në figurat 11 dhe 12 është ripërdorur duke
shkruar vetëm një copë të vogël të kodit. Për të arritur të njëjtin rezultat në JavaScript
Vanilla do të na duhet të rishkruajmë në secilën faqe brendësinë e të komponentit “appfooter”.

Figura 13 - Komponentët dhe templating 5
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Figura 14 - Komponentët dhe templating 6

Pra siç është e paraqitur në figurat 13 dhe 14 po e vërejmë një fenomen të ripërtëritjes së
kodit të njëjtë, gjë që është tejet e kushtueshme në aplikacione të mesme dhe të mëdha,
paramendoni sikur aplikacioni të përmbajë më shumë se 100 faqe, atëherë do të duhej që
për një ndryshim t’i ndryshojmë që të gjitha faqet.
Sa i përket performancës edhe kjo është variabile, në raste kur kemi të bëjmë me
aplikacione të thjeshta dhe kryesisht në front-end atëherë është shumë më efikase të
shkojmë me JavaScript Vanilla, sepse krijimi i një aplikacioni me anë të “npm packages”
në rastin e Angular-it krijon file të shumta të cilat në parim nuk na hyjnë në punë. Një
aplikacion i shkruar me elegancë në JavaScript Vanilla është tejet i shpejtë, mirëpo në
momentin e rritjes së tij atëherë performancë bie. Ndërsa në anën tjetër me përdorimin e
Angular 2+, ngarkesa është e madhe në fillim, kurse me rritjen e aplikacionit vihet në pah
efikasiteti në performancë. Do të thotë performanca është e varur direkt nga vëllimi i
aplikacionit dhe sa më voluminoz të jetë aplikacioni aq të e mirë do të jetë performanca
e aplikacionit në Angular, kurse tek JavaScript Vanilla vlen e kundërta, sa më i vogël
aplikacioni aq më performancë të mirë kemi, e me rritje të aplikacionit bie performanca.
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6. DISKUTIME DHE PËRFUNDIME
Si pjesë e këtij punimi kemi zhvilluar dy aplikacione me teknologji të ndryshme. Si
qasje fillestare kemi filluar zhvillimin me teknologjinë JavaScript Vanilla ku e kemi
pasur probleme me përsëritje të kodit të njëjte. Për të adresuar këtë problem sigurisht që
qasje më e përshtatshme do të ishte krijimi i një funksioni për të krijuar template.
Mirëpo për shkak se krijimi i një funksioni të tillë përveç se do të merrte kohë dhe mund
për ta menduar çdo përdorim të mundshëm, gjithashtu do të ishte e mundimshme të
shkruhej dokumentimi për të që ta bënte përdorimin më të lehtë dhe të kuptueshëm nga
zhvilluesit e tjerë të përfshirë në projekt. Në rastin e projektit tonë nuk do të ishte e
nevojshme fare përdorimi i template-ave, meqenëse është projekt relativisht i vogël dhe
me funksionalitete të limituara. Por në qoftë se kemi të bëjmë me projekte të mëdha dhe
me përdorim të shumë formave dhe funksionaliteteve, atëherë qasja e duhur do të ishte
të përdorej një teknologji që në rastin tonë kemi përdorur Angular 2+. Arsyeja është
mjaft e dukshme, pra më pak kod dhe më stabil, nëse do të na duhej një ndryshim,
atëherë do të duhet të ndryshonim vetëm në një vend. Përveç kësaj, arsyeja tjetër po aq e
rëndësishme është mbështetja që ofron komuniteti. Pra në qoftë se hasim në ndonjë
pengesë, atëherë e kemi shumë më të lehtë zgjidhjen e problemit duke kërkuar zgjidhje
online në qoftë se ka hasur ndokush në të njëjtin problem. Kur do të ishte ideale
përdorimi i JavaScript Vanilla? Përdorimi i JavaScript Vanilla do të ishte më se ideal në
rastet kur kemi të bëjmë me vetëm një funksionalitet të caktuar dhe në projekte
relativisht të vogla. Për shembull, krijimi i ndonjë kalendari, apo kalkulatori, aplikacion
për zgjedhje të rastësishme të ndonjë fituesi, e kështu me radhë.
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