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En este informe, se documenta el desarrollo de una interficie PWP 
(Pseudo pilot Working Position), después de 3 meses en practicas en el 
grupo de investigación ICARUS. 
Las RTS (Real Time Simulations) son una de las bases de la investigación 
del ATM (Air Traffic Management), ya que permiten recrear escenarios 
reales en simuladores para ser estudiados. 
El diseño de una nueva PWP, se debe a que eDEP, uno de los RTS más 
utilizado para estudios de control aéreo, no presenta un diseño correcto 
para su interficie PWP, ya que éste centra sus estudios en la CWP 
( Controller Working Position). Su mal diseño, acarrea una reducción en 
la eficiencia de los pseudo pilotos, y es demasiado propensa al error 
humano.  
Con el nuevo diseño creado, se pretende aumentar la eficiencia de los 
usuarios y reducir su tasa de error humano. 
Se han realizado pruebas a diferentes perfiles de individuos para valorar 
y determinar la viabilidad del producto. 
El informe, documenta la versión actual de la aplicación, así como 
comparaciones del mismo con eDEP y los resultados obtenidos de las 
pruebas realizadas.
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In this report, the development of an interface PWP (Pseudo pilot Working 
Position), after 3 months internship in the research group ICARUS is 
documented. 
The RTS (Real Time Simulations) are one of the bases of research of ATM 
(Air Traffic Management), allowing simulators recreate real scenarios to 
be studied. 
The design of a new PWP, is because eDEP, one of the RTS most widely 
used for studies of air traffic control, do not have a proper design for the 
PWP, since it focuses its studies on the CWP (Controller Working 
Position). The poor design, entails a reduction in the efficiency of pseudo 
pilots, and the prone to do human error. 
With the new design created, it is intended to increase user efficiency and 
reduce the rate of human error. 
Tests have been performed at different profiles of individuals to assess 
and determine the viability of the product. 
The report documents the current version of the application, and 
comparisons thereof with eDEP and the results of test. 
Agradecimientos 
La realización del presente trabajo final de grado, es fruto de las orientaciones, 
sugerencias y estímulo del profesor Marc Pérez-Batlle, quien me ha conducido 
durante estos meses con un talante abierto y generoso, guiándome sin ser 
directivo y mostrando en cada momento una inmejorable disposición ante las 
dudas que durante la realización del mismo me surgieron, aportando valiosas 
observaciones que en todo momento guiaron este proyecto y adaptandose a los 
contratiempos que nos han surgido . 
Deseo agradecer profundamente la oportunidad que ICARUS me brindó de 
colaborar en su proyecto para la integración del RPAS en el espacio aéreo, 
ERAINT. 
Y, por supuesto a mis familiares y amig@s que supieron respetar durante este 
tiempo mis horas de “aislamiento”. 
En especial a mi hermana Diana, por guiarme y estar siempre a mi lado. Y a 
Noelia, por quererme como me quiere. 
Para Emma … 
Si  Borja, a ti también. 
TABLA DE CONTENIDO 
INTRODUCCIÓN 1 
Motivaciones del Proyecto 2 
1. Justificación del proyecto 2 
2. Objetivos del proyecto 2 
Capítulo 1: Conceptos Clave 3 
1. Factores Humanos ( Human Factors) 3 
1. 1. Error Humano 3 
1. 2. Categorización del error humano 3 
1. 3. Cómo mitigar el error humano 3 
2. Simuladores de ATC 4 
2. 1. Simulador ESCAPE 4 
2. 2. Simulador NARSIM 4 
2. 3. Simulador ATMOS 5 
2. 4. Simulador eDEP 6 
3. Interfaz PWP del simulador eDEP 6 
3. 1. Kit de herramientas de la PWP 6 
3. 2. Carencias y virtudes del interfaz 10 
Capítulo 2. Requisitos y especificaciones del interfaz 13 
1. Requisitos de la aplicación 13 
2. Especificaciones del interfaz 14 
Capítulo 3. Diseño de la aplicación 16 
1. Interfaz gráfica de usuario (GUI) 16 
1. 1. Pantalla principal 16 
1. 2. Ventanas emergentes 18 
1. 3 Espacio adicional 25 
2. Programación de la aplicación 25 
2. 1. Lenguaje de programación utilizado 26 
2. 2. Versión de la aplicación 26 
2. 3. Patrón Model-View-ViewModel 26 
2. 4. MVVM en la aplicación 30 
2. 5. Cómo implementar la aplicación 31 
Capítulo 4. Demostraciones y resultados 32 
1. Preparación de los simuladores 32 
2. Tiempo de adaptación 33 
3. Pruebas en tiempo 33 
3. 1. Primera prueba 33 
3. 2. Segunda prueba 34 
3. 3. Tercera prueba 34 
4. Opinión del usuario 34 
5. Estudios realizados con los datos obtenidos 34 
5. 1. Estudió de adaptación 34 
5. 2. Estudios de tiempo de ejecución de comandos 35 
5. 3. Estudio de la tasa de error 35 
5.4 Estudio de opinión del usuario 35 
6. Resultados obtenidos 36 
6. 1. Resultados del estudio de adaptación 36 
6. 2.  Resultados del estudio de tiempo de ejecución de comandos 36 
6.3.  Resultados del estudio de tasa de error 38 
6.4. Resultados del estudio de la opinión de los usuarios 38 
CONCLUSIONES 39 
REFERENCIAS 40 
ANEXOS I 
ANEXO A. Comandos de la interficie PWP de eDEP III 
Cambio de Flight Level III 
Cambio de frecuencia III 
Cambio de Rate of Climb V 
Cambios en la velocidad VI 
Otros comandos VI 
ANEXO B. Estudios realizados en NEST VII 
B. 1. Preparación del escenario VII 
B.2. Estudio de niveles de vuelo VII 
B.2.1. Vuelo a distancia larga VIII 
B.2.2. Vuelos a distancia media/corta IX 
B.3. Estudio de capacidad de tráfico XI 
ANEXO C. Preparación de eDEP para las pruebas XIV 
C.1. Generación de tráfico XIV 
C.2. Adaptación del espacio XV 
C.3. Introducción de los ficheros XV 
ANEXO D. Pruebas realizadas XVI 
D.1. Órdenes de la primera prueba XVI 
D.2. Órdenes de las pruebas 2 y 3 XVII 
ANEXO E. Código de la aplicación XIX 
E. 1. Views XIX 
E. 2. ViewModels XLI 
E. 3. Models XLIV 
E. 4. Data XLVII 
E. 5. COMMON XLIX
TABLA DE FIGURAS 
Figura 1.1.  NARSIM Tower. 5 
Figura 1.2.  NARSIM Radar. 5 
Figura 1.3.  Componente en vuelo, ATMOS. 6 
Figura  1.4.  Componente en tierra, ATMOS. 6 
Figura 1.5  pantalla PWP. 7 
Figura 1.6.  Ventana tráfico. 8 
Figura 1.7.  Zona de ordenes. 8 
Figura 1.8.  Tráfico en zona de órdenes. 9 
Figura 3.1.  Pantalla principal 16 
Figura 3.2.  Ventana Changefl. 19 
Figura 3.3.  Ventana ChangeG/S. 19 
Figura 3.4. Ventana SelectTime. 20 
Figura 3.5.  ventana changehdg, 21 
figura 3.6.  comando more options. 22 
Figura 3.7.  ventana changef 22 
Figura 3.8,  changespeed en Mach. 23 
figura 3.9.  changespeed en ias. 23 
figura 3.10.  ventanachangewp. 24 
Figura 3.11.  ventana turn. 24 
figura 3.12. ventana squawk.  25 
Figura 3.13.  Patrón MVVM. 27 
Figura 3.14.  partes de la clase plane. 28 
Figura 3.15.  xaml de la pantalla principal. 29 
Figura 3.16.  Solution Explorer de la aplicación. 30 
figura 3.17.  almacén de datos. 31 
figura 4.1.  Trafico de la simulación. 32 
Figura I. Flight Level eDEP. III 
Figura II. Transfer eDEP. III 
Figura III. Heading eDEP. IV 
Figura IV. Turn eDEP. IV 
Figura V. DIRECT eDEP. V 
Figura VI. NEWROUTE eDEP. V 
Figura VII. RATE eDEP. V 
Figura VIII. Speed eDEP. VI 
Figura IX. SRR eDEP. VI 
Figura X. TCASRA eDEP. VI 
Figura XI. Tráfico NEST. VII 
Figura XII. Perfil vertical BRU737. VIII 
FIGURA XIII. PERFIL VERTICAL KLM54M. IX 
Figura XIV. Perfil Vertical EZY17NP. X 
Figura XV. Sector EDWWCTAE. XI 
Figura XVI. Sector EGTTCTAC. XII 
Figura XVII. Sector LECMCTAS. XIII 
Figura XVIII. Sector LOVVCTA XIII 
Figura XIX. Generación de Tráfico en eDEP. XIV
TABLAS 
Tabla 4.1. Resultados del estudio de adaptación. 36 
Tabla 4.2. Resultados de la primera prueba. 37 
Tabla 4.3. Resultados de la segunda prueba. 37 
Tabla 4.4. Resultados de la tercera prueba. 38
  1
INTRODUCCIÓN 
En los últimos años, el mundo de la simulación ha ganado peso en la aeronáutica. 
La simulación siempre ha sido una gran herramienta, con ella se pueden describir 
situaciones o sistemas reales en un tiempo reducido o a un coste económico menor y, a la 
vez, sin correr riesgos. 
En  concreto, los simuladores de tráfico aéreo están cogiendo importancia, ya que los 
retos del sector aeronáutico incluyen, entre otros, el aumento de demanda, cambios en la 
sectorización del espacio aéreo europeo o la introducción del RPAS. 
Los tres retos mentados tienen mucha relación entre sí y, para lograr solucionarlos, la 
simulación es una pieza clave. 
El RPAS ( Sistemas Aéreos Pilotados en Remoto) es una de las tecnologías más 
prometedoras pero la falta de coordinación y de voluntad política ralentiza el proceso de 
integración de estos sistemas. Mediante los simuladores de tráfico aéreo, se pueden crear 
escenarios reales e introducir estos sistemas en ellos para estudiar, valorar y demostrar la 
viabilidad del RPAS. 
La unificación del espacio aéreo europeos es uno de los temas más importantes del 
sector aeronáutico actual. El aumento de la demanda y la ineficiencia del sistema actual 
frente a éste aumento fuerzan a buscar nuevas soluciones. El programa SESAR[1] (Single 
European Sky ATM research) estudia la implementación de nuevos métodos y la 
simulación de escenarios reales es totalmente necesaria para reducir el coste económico 
y el tiempo de desarrollo. 
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Motivaciones del Proyecto 
1. Justificación del proyecto 
El aumento del uso de la simulación en sistemas y situaciones, cada vez mas complejas, 
fuerzan a crear simuladores de tráfico aéreo más completos, con menos tasa de error, 
menos fallos, con más funciones y más fiabilidad, entre otras características.  
Simuladores como eDEP [3] o ESCAPE [4] de EUROCONTROL [2] son capaces de 
simular situaciones reales  de ATC ( Control de Tráfico Aéreo) muy completas pero, el 
factor humano, es muy importante al valorar la fiabilidad y la calidad de una simulación. 
A la hora de recrear un escenario para el ámbito del ATC se utiliza la técnica del 
pseudopilotaje. 
Un pseudo piloto actúa como piloto, de varios aviones, en una simulación, ya sea para la 
preparación de controladores aéreos, o para estudios. Esto representa una gran ventaja 
ya que, con poco personal, puedes recrear un escenario con gran cantidad de tráfico 
pero, la carga de trabajo o workload del pseudo piloto, puede ser muy elevado ,a la hora 
de ejecutar las órdenes de los ATC, si hay un gran número de comandos a realizar. Esto 
puede forzar fallos humanos en la simulación. Es por eso, que la mejora de las pantallas 
de pseudo pilotaje es importante a la hora de mejorar la fiabilidad de los simuladores de 
ATC. 
2. Objetivos del proyecto 
Para aumentar la fiabilidad de las simulaciones, se pretende mejorar el interfaz de la 
pantalla de pseudo pilotaje, con la intención de reducir los fallos por factor humano. 
Para ello, se ha creado un pantalla de pseudo pilotaje, basada en el simulador eDEP, con 
ciertas modificaciones para facilitar la compresión del interfaz y la ejecución de los 
comandos y, a la vez, reducir la carga de trabajo de los pseudo pilotos y el tiempo de 
ejecución de las órdenes. 
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Capítulo 1: Conceptos Clave 
1. Factores Humanos ( Human Factors) 
Como se ha mencionado en el proyecto, los factores humanos tienen gran impacto en las 
simulaciones ATC. Es por eso que, en ésta sección, se va a explicar en profundidad 
diferentes factores humanos importantes para la realización de éste proyecto. 
1. 1. Error Humano 
El error humano puede considerarse el principal factor causal de los fallos o incidentes en 
una simulación ATC, y su identificación ha de ser el punto de partida del análisis y diseño 
de un interfaz. 
Es evidente que el factor humano es uno de los mas difíciles de prever dada la 
complejidad de la naturaleza humana. No obstante, es necesario evaluar la variabilidad 
en el comportamiento del personal que utiliza tanto desde el punto e vista cognitiva como 
desde el punto de vista de la ingeniería. Identificar los errores que se producen al usar un 
interfaz dan paso a posibles mejoras del mismo. 
1. 2. Categorización del error humano 
Hay muchas maneras de catalogar el error humano pero, en este caso, la más propia es 
errores relativos a la detección y diagnostico de problemas, errores de planificación y 
ejecución de acciones, errores por nivel de análisis, errores a nivel cognitivo del ser 
humano y errores en al comunicación. 
  
1. 3. Cómo mitigar el error humano 
- Errores relativos a la detección y diagnostico de problemas: A la hora de crear un 
interfaz de ATC el personal debe disponer de el máximo de información posible sobre la 
situación del escenario en concreto para poder estar al corriente de situaciones que 
requieran más atención y concentración y poder evitar un posible estrés. 
- Errores de planificación y ejecución de acciones: Si las acciones o comandos a realizar 
no se tienen que asemejar al procedimiento real, lo mas idóneo es que sean lo más 
simples posible para reducir el tiempo de ejecución y evitar posibles cúmulos de 
comandos a ejecutar. 
- Errores por nivel de análisis: Tener conocimiento de las tareas a ejecutar y como 
ejecutarlas es clave para evitar errores. Un interfaz simple e intuitivo ayuda a mitigar 
este tipo e error. 
- Errores a nivel cognitivo: tanto el límite de la memoria humana como la falta de 
atención afectan a la toma de decisiones. Un interfaz difícilmente puede intervenir en la 
atención de un usuario en un simulador ATC pero si que puede reducir los datos a 
memorizar simplificando comandos y organizando la información de una manera 
idónea. 
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- Errores en la comunicación: El interfaz de una pantalla de ATC puede mejorar este tipo 
de error ,en simulaciones en las que se utilice la técnica del Data-Link, con una mejor 
ubicación y optimización de los mensajes de texto. En el resto de casos se puede 
mejorar la comunicación con agentes externos al interfaz como, por ejemplo, un mejor 
equipo. 
Obviamente hay otro tipo de errores pero, dentro de los márgenes del proyecto, éstos son 
los únicos que afectan. 
2. Simuladores de ATC 
Actualmente existen varios simuladores de ATC, algunos de ellos son muy completos así 
que, en esta sección, se exponen varios simuladores ATC con sus características 
principales. 
2. 1. Simulador ESCAPE 
El simulador ESCAPE ( EUROCONTROL Simulation Capabilitienes and Platform for 
Experimentation) de EUROCONTROL, es utilizado en el MUAC ( Maastricht Upper Area 
Control Center), para gran variedad de estudios relacionados con el control aéreo. 
También se utiliza para el entrenamiento de personal en el IANS (Institute of Air 
Navigation Services) en Luxemburgo y en ENAC (École Nationale de l’Aviation Civile), 
Toulouse. En el HungaroControl, en Budapest y en ENAV (Ente Nazionale Assistenza al 
Volo), en Roma, lo utilizan para R&D ( Research and Development). Otros organismos, 
como la FAP ( Força Aérea Portuguesa) lo utilizan para pruebas y ensayos, en el ámbito 
militar. Se ha utilizado en gran cantidad de proyectos y estudios realizados por FABEC 
( Functional Airspace Block Europe Central) o SESAR, entre otros. Se utiliza casi 
rutinariamente en Centros de control de tráfico aéreo. 
ESCAPE incluye el software OSYRIS, es adaptable a cualquier sistema operacional del 
mundo y su configuración es muy rápida, dandole así una gran flexibilidad. 
El simulador dispone de un gran cantidad de funciones y características, tales como un 
sistema de tierra, un generador de tráfico aéreo, un sistema para procesar los datos de 
vuelo, HMI ( Human Machine Interface), entre otras. 
Además, puede recrear prácticamente cualquier situación aérea a gran escala, gracias a 
sus 64 CWP, 70 PWP y su capacidad para soportar hasta 600 aeronaves volando 
simultáneamente.  
La cantidad de funcionalidades y servicios que presta el simulador hacen que, para 
aprovechar su rendimiento al máximo, sean necesarios un gran numero de equipos de 
alta calidad y elevado coste. El sistema es tan íntegro que se ha llegado a utilizar su 
modo avanzado en un ATC real en vivo durante dos horas en Roma, en el sector MIEW, 
en un proyecto sobre el MTCD ( Medium Term Conflict Detection). 
2. 2. Simulador NARSIM 
NARSIM [6] (NLR Air Traffic Control & Research simulator), de NLR [5], Países Bajos, es 
un simulador de torre y de control apron ( pista delante de los hangares). NARSIM 
es uno de los simuladores más importantes y completos de la actualidad. 
NARSIM dispone de una torre, NARSIM tower (Figura 1.2), y de una zona radar, 
NARSIM radar (Figura 1.2), en ellas se realizan simulaciones a tiempo real para la 
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investigación y el entrenamiento para HMI, validación y diseño de herramientas 
ATC, y verificaciones de conceptos ATM, entre otras.  
La Torre NARSIM permite un fácil configuración e integración de sistemas de 
terceros ya que todo el software está enfocado para que sea totalmente 
configurable y modulable. Esto hace que pueda utilizarse para cualquier tipo de 
simulación, desde grandes ensayos de validación hasta ensayos a escala pequeña 
o creación de prototipos. 
 
FIGURA 1.1.  NARSIM TOWER. 
FIGURA 1.2.  NARSIM RADAR. 
2. 3. Simulador ATMOS 
ATMOS [8] (Air Traffic Management and Operations Simulator) pertenece a la institución 
alemana DLR [7]. 
Este simulador permite realizar escenarios totalmente automatizados, permite repetir 
ciertas situaciones y simular escenarios con volumen de tráfico parecido al que se espera 
que sea en el futuro. Gracias a este tipo de simulación automatizada, se pueden estudiar 
procedimientos de despegue y aterrizaje para un gran número de aeronaves. Aún así, el 
simulador está diseñado para ejecutar simulaciones a tiempo real y realizar interacciones.  
El simulador dispone de dos componentes, componente “en vuelo“ y componente “en 
tierra”. 
La componente en vuelo (Figura 1.3) dispone de diferentes facilidades para ensayos del 
Institute of Flight Guidance pero suele utilizarse como zona para pseudo pilotos. 
La componente de tierra (Figura 1.4) adopta la función de simulador de gestión e tráfico 
aéreo. Es la instalación experimental central en la simulación total. Calcula un modelo 
físico para cada aeronave. 
Usando ambas componentes, se pueden hacer estudios de la posición de trabajo de los 
ATC. 
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FIGURA 1.3.  COMPONENTE EN VUELO, ATMOS. 
FIGURA  1.4.  COMPONENTE EN TIERRA, ATMOS. 
2. 4. Simulador eDEP 
El simulador eDEP (Early Demonstration & Evaluation Platform), de EUROCONTROL,  es 
una plataforma de bajo coste y peso, perfecta para estudios, proyectos conceptuales 
avanzados o prototipos o demostraciones simples. 
La herramienta está programada en lenguaje Java, permitiendo así ser ejecutada en 
computadoras comunes con sistemas operativos Windows, Linux o Unix. Este simulador 
permite conectar varios equipos para realizar simulaciones a tiempo real. 
eDEP se centra en en control aéreo y los subsistemas de tierra por lo que, su interfaz 
CWP dispone las herramientas de generales necesarias, ya que es el foco de estudio en 
las simulaciones que se realizan. Por otro lado, el interfaz PWP está en un segundo plano 
en este simulador por lo que su interfaz tiene las facilidades necesarias para que los 
pseudo pilotos pueda recrear el comportamiento real de las aeronaves, pero no es foco 
de estudio en ningún caso. 
3. Interfaz PWP del simulador eDEP 
El interfaz PWP es el foco de este proyecto, el objetivo es crear una pantalla PWP para un 
simulaciones centradas en la posición CWP, hacer que éstas sean lo más fiables posible. 
El simulador eDEP es un buen punto de partida, es una plataforma que se centra en la 
CWP. En esta sección se expondrán las diferentes características del interfaz PWP de 
eDEP y se analizarán sus componentes detalladamente. 
  
3. 1. Kit de herramientas de la PWP 
Como se ve en la figura 1.5, la pantalla de pseudo pilotaje está dividida en cuatro 
secciones diferenciadas por colores. 
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FIGURA 1.5  PANTALLA PWP. 
Ventana de tráfico 
En la zona marcada en azul, se puede visualizar la ventana de tráfico. Ésta se divide en 
celdas con cada uno de los vuelos manejados por el pseudo piloto. 
en la figura 1.6, se pueden diferenciar las características de los vuelos disponibles, las 
cuales son: 
•  AIRCRAFT: Call Sign de los vuelos. 
•  D/L: Departure/Landing. 
•  ASAS. 
•  FLIGHT LEVEL. 
•  F: Frecuencia. 
•  HEADING. 
•  BCN: Fix al que se dirige. 
•  ETA. 
•  REPORTS: De donde viene el vuelo y a que hora ha cruzado ese punto. 
  
Cuando un avión entra al sector en el que trabaja el pseudo piloto, su celda AIRCRAFT 
aparece en color verde, cuando el pseudo piloto indique su entrada clicando con el ratón 
en la columna REPORTS, la celda será blanca. Al transferir un vuelo, éste desaparece de 
la lista. Al clicar en cualquier celda de un vuelo, se activan algunas de las funciones de la 
zona de comandos/ordenes, por ejemplo, si se clicla en la columna LEVEL, se activa el 
comando LEVEL, para cambiar el nivel de vuelo. 
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FIGURA 1.6.  VENTANA TRÁFICO. 
Zona de comandos/órdenes 
La sección marcada en amarillo, es la denominada zona de comandos o de órdenes. Esta 
es la sección más compleja, con mas funciones, permite realizar modificaciones en el 
comportamiento del vuelo. 
 
FIGURA 1.7.  ZONA DE ORDENES. 
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Las órdenes disponibles en el interfaz PWP son las mostradas en la figura 1.7, sus 
funciones son las siguientes: 
• TRANSFER: Permite transferir un vuelo a otro sector mostrando diferentes frecuencias 
seleccionables en la zona de valores de comandos (zona marcada en verde en la Figura 
1.5). Al transferir un vuelo éste desaparece de la ventana de tráfico. 
• DIRECT:  Si se desea, se puede cambiar el FIX al que se dirige el vuelo con este 
comando. 
• LEVEL: Este comando permite cambiar el nivel de vuelo del vuelo seleccionado. Los 
valores posibles aparecen en la zona de valores de comando. 
• NEWROUTE: Permite desviar el avión hacia la derecha o la izquierda. 
• TURN: Para realizar un giro. 
• HEADING: Muestra, en la zona de valores, opciones de cambio de heading. 
• HOLD: Par realizar una espera. 
• RATE: Para cambiar la pendiente de ascenso o descenso. 
• INTERCEPT: Este comando permite interceptar un ILS. 
• SSR: Opciones de cambio de SSR Code, SQUAWK… 
• TCASRA: Protocolo TCAS, da la opción de seleccionar las aeronaves implicadas. 
• SPEED: Permite hacer cambios de velocidad, en Mach y en IAS. 
• BACKTRACK y CANCEL: para volver al paso realizado anterior o cancelar todo el 
comando. 
Si no se selecciona ninguna avión, en la zona de comandos se muestra el tráfico, como 
se puede apreciar en la figura 1.8. 
  
FIGURA 1.8.  TRÁFICO EN ZONA DE ÓRDENES. 
En el Anexo adjunto se muestran imágenes de todas las subórdenes de éstos comandos. 
Valores del comando 
La zona marcada en verde, cambia según el comando a realizar seleccionado en la zona 
de comandos. Esta sección adopta los valores a elegir para realizar la modificación en el 
vuelo, ya sea niveles de vuelo, headings, fines, etc… 
Imágenes de todos los casos adjuntas en el Anexo. 
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Representación gráfica del entorno 
El área marcada en rojo, muestra una representación orientativa del Flight Plan del vuelo 
seleccionado y como avanza este hacia el destino. 
3. 2. Carencias y virtudes del interfaz 
Como se ha mencionado anteriormente, el simulador eDEP está orientado a estudios 
desde la posición CWP. Su pantalla de pseudo pilotaje es muy básica, muy simple. Sus 
comandos junto con su distribución repercuten en la veracidad de los estudios. En este 
apartado, se analizarán sus carencias y virtudes. 
Capacidad de la ventana de vuelos 
La capacidad de la ventana de vuelos es de veinte. Ésta dispone de un pequeño botón 
para cambiar de página si se requiere, añadiendo veinte espacios más por página. La 
capacidad en sí en ilimitada pero en grupos de veinte. En general, en un escenario, es 
muy común superar esta cantidad por lo que se requiere cambiar de página 
constantemente. Algo más de capacidad por página reduciría, un poco, el tiempo que se 
emplea a localizar los aviones. Lo ideal sería conseguir una capacidad por página que 
abarque una cantidad de aviones más común. Si por casualidad se ordenara 
alfabéticamente justo cuando entra un vuelo en el sector, se daría el caso en el que, si se 
está en una de las páginas de la ventana de tráfico ,y este vuelo aparece en otra de ellas, 
el usuario no se daría cuenta, por lo que no contactaría con el controlador para introducir 
el avión en el sector hasta que éste le llamara la atención o hasta que ejecutara un 
cambio de página. 
Distribución 
Un de los fallos más significativos de la plataforma es la distribución de las funciones. 
Como se puede observar en la figura 1.5, mostrada anteriormente, para realizar un 
comando, los cambios de foco de visión son demasiados, primero hay que localizar el 
vuelo deseado en la parte superior del interfaz, seguidamente hay que cambia el foco a la 
parte inferior izquierda, donde están los comandos, y localizar el comando. Seguidamente 
hay que cambiar el foco de nuevo a la zona donde se encuentran los valores de los 
comandos, seleccionar el deseado y volver a cambiar a la zona de comandos, para darle 
a confirmar. Esto genera perdidas de tiempo que, en momentos de estrés, puede generar 
fallos humanos de ejecución de acciones. El cambio de foco también afecta a la atención 
del usuario, pudiendo generar, al mismo tiempo, errores a nivel cognitiva. 
La vista del pseudo piloto tiene que seguir movimientos fluidos, que cambie el foco lo 
mínimo posible, para tener el máximo rendimiento. El hecho de distribuir las funciones de 
tal manera que la vista tenga que realizar movimientos bruscos hace que dicha 
distribución no sea idónea. 
Es cierto que, al seleccionar un vuelo en el interfaz, puedes seleccionar algunos de los 
comandos en la misma ventana de vuelos, en este punto, si que es eficiente ya que, la 
vista del usuario, realiza movimientos fluidos, localiza el vuelo y busca directamente el 
comando mientras desplaza la vista hacia la derecha. Pero, seguidamente, para 
seleccionar el valor del cambio tiene que cambiar el foco a la parte inferior de la pantalla. 
En siguientes secciones, se explicará como debería distribuirse un interfaz para que sea 
eficiente. 
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Tamaño de los comandos 
El tamaño de los botones, en la zona de comandos, es demasiado grande, parecen 
diseñados para un dispositivo táctil. 
A la hora de decidir el tamaño del botón hay que tener en cuenta las consecuencias que 
conllevan asignarle tales medidas. Un botón pequeño hace que, el foco de la vista del 
pseudo piloto, alcance más comandos al mismo tiempo, permitiéndole así, identificar su 
objetivo con más facilidad. Pero, al mismo tiempo, un botón de tamaño reducido, dificulta 
el ser clicando con el ratón y, al combinar varios comandos en la misma zona, puede 
provocar que, el usuario, seleccione el comando erróneo y pierda tiempo al rectificar. 
También hay que tener en cuenta el espacio que se destina a dichos botones, botones 
grandes conllevan la necesidad de invertir más espacio en ellos, espacio que se podría 
utilizar para otras cosas como, por ejemplo, agrandar la ventana de vuelos para tener más 
capacidad, uno de los defectos que se ha comentado anteriormente. También se podría 
agrandar la representación del entorno, que es el defecto que se comenta a continuación. 
Representación gráfica 
Como se ha mencionado anteriormente, el interfaz de pseudo pilotaje, dispone de una 
representación del vuelo seleccionado y su plan de vuelo. Ésta representación no significa 
una aportación de valor para el usuario ya que, ¿ Para que quieres tener una 
representación de la ruta que va seguir un vuelo si no ves el tráfico que hay a su 
alrededor?, Es cierto que, mirando la ruta que van a seguir todos los vuelos puedes llegar 
a detectar posibles momentos conflictivos pero, este procedimiento no es óptimo, genera 
grandes perdidas de tiempo. Una representación del tráfico en un cierto perímetro o de 
todo el sector en el que se está volando podría ayudar al pseudo piloto a detectar 
momentos de estrés. Dándole la opción al pseudo piloto de detectar situaciones en las 
que le van a llegar muchos comandos para realizar, le permite, por ejemplo, adaptar otra 
posición y escribir todas las ordenes que le llegan en una hoja, por ejemplo, en vez de ir 
memorizando todo lo que le llega ya que no lo tenia previsto. Al evitar este tipo de 
situaciones que dependen de la memoria del usuario, se reduce el numero de fallos a 
nivel cognitivo. 
Entradas y transferencias 
No todo son fallos en el interfaz PWP, uno de los aciertos en su diseño se halla en la 
ventana de vuelos. Cuando un avión entra en el sector comandado por el PWP, su celda 
de identificador o “ Call Sign” aparece en color verde hasta que el pseudo piloto decida, 
clicando en ella. Esto reduce la cantidad de errores a nivel de análisis y cognitivo al 
facilitarle al usuario las tareas que debe realizar. Gracias a esto, el pseudo piloto no tiene 
que memorizar los aviones que le quedan por identificar en el sector. 
Otro acierto se encuentra en las transferencias. Al transferir un vuelo, éste desaparece de 
la lista al darle al botón de actualizar el tráfico, aunque siga dentro del sector. Esto hace 
que la simulación se asemeje a la realidad ya que, obviamente, al transferir una aeronave, 
el ATC pierde la comunicación con la misma por lo que, el pseudo piloto encargado de 
ese mismo sector, debe perder el poder de modificar las actuaciones. 
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Comandos posibles 
El simulador dispone de una gran variedad de comandos para realizar, asemejando así el 
comportamiento de los aviones al real. Aún así, hay ciertas situaciones en las que no se 
puede satisfacer la orden del ATC. En ocasiones, se solicitan cambios por tiempo, 
cambiar el heading al llegar a un Way Point subir o bajar el nivel de vuelo en menos de un 
tiempo determinado y, para éste tipo de situaciones, se pueden hacer apaños, como 
aumentar o disminuir la pendiente de ascenso o descenso pero falsean un poco los 
resultados. 
Botón de confirmación 
Al realizar cualquier cambio en el comportamiento de un vuelo, hay que clicar el botón de 
confirmar para que se efectúe. Para efectuar un cambio, son necesarios cuatro clics con 
el ratón, tres para el comando y uno para la confirmación. Esto implica que, a lo largo de 
una simulación, el 25% del tiempo invertido en realizar comandos, se pierda confirmando.  
Este botón está pensado para hacer que el pseudo piloto tenga una oportunidad más para 
pensar si el comando que ha seleccionado es el correcto. Esto puede evitar tener que 
realizar tres clics más corrigiendo el comando pero, ¿merece la  pena disponer de este 
botón?. Si se realizara un fallo por cada tres comandos realizados, si, pero no es el caso. 
Además, cuando se comete un error, no es por que, el pseudo piloto, se sepa el cambio a 
realizar pero haga otro, la causa suele ser que, el controlador, ordena un cambio y, el 
pseudo piloto, entiende otro. este tipo de fallo no debe ser corregido ya que, en un 
escenario real, también suceden y es por ello que se realiza el protocolo de confirmación 
por voz. Puede suceder el caso en el que, el pseudo piloto, confirme, por voz, la orden 
correctamente pero que éste efectué la modificación erróneamente. En ese caso, el 
pseudo piloto ha realizado un error inconscientemente, sabía que valor escoger pero ha 
seleccionado otro, así que, el botón de confirmar, no es útil ya que, para que lo sea, el 
usuario debe ser consciente del error que va a cometer. 
El botón de confirmar puede ser útil en algunos casos puntuales pero, en el total de la 
simulación, siempre genera perdidas de tiempo.  
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Capítulo 2. Requisitos y especificaciones del interfaz 
Como se ha mencionado en el capítulo anterior, el simulador eDEP, y su pantalla PWP, es 
un modelo idóneo y accesible del cual partir. Basándose en su interfaz y en la experiencia 
propia, la intención es crear una nueva aplicación con detalles que reduzcan la tasa de 
error humano. 
1. Requisitos de la aplicación 
La pantalla PWP debe ser capaz de realizar las mismas funciones que la de eDEP. Este 
primer requisito es elemental, el interfaz de pseudo pilotaje de eDEP, es capaz de 
satisfacer la mayoría de necesidades del usuario a la hora de realizar operaciones. 
Partiendo de esta base, los requisitos son los siguientes: 
Accesibilidad de los comandos 
Uno de los mayores problemas de eDEP es la disposición de sus elementos. Como se 
explica en el capítulo anterior, para realizar una operación, se ejecutan muchos clics y 
cambios de foco de visión, los movimientos con el ratón no son fluidos a causa de la mala 
distribución de los elementos de la pantalla, provocando pérdidas significantes de tiempo.  
El interfaz debe distribuir sus elementos de tal manera, que solvente el problema de 
fluidez en la ejecución de comandos. Al mismo tiempo, las operaciones deben ser mas 
accesibles, permitiendo al usuario acceder a ellas de una manera más simple. 
Dimensiones de los elementos 
El espacio en el simulador eDEP está mal distribuido, los botones están 
sobredimensionalizados, no hace falta que sean tan anchos para poder clicarles. La 
ventana de tráfico es lo más importante en la pantalla PWP, ésta solo tiene capacidad 
para 20 aviones a causa de la mala dimensionalización de los elementos. En general, se 
pierde demasiado espacio por la mala gestión del espacio disponible. 
El interfaz debe distribuir el espacio correctamente, dandole prioridad a elementos como 
la ventana de tráfico, para aumentar su capacidad, como se explica en el siguiente 
requisito. 
Ventana de tráfico 
La pantalla de vuelos de eDEP tiene una capacidad de 20, si se supera esta cantidad, 
existe la opción de cambiar de página, aumentando la capacidad a otras 20 unidades, así 
todas las veces que sea necesario. Como se comenta en el capítulo 1, sección 3, es 
común superar esta cantidad, dando lugar a cambios de página constantes. Para saber 
que capacidad es la idónea, se ha realizado un estudio con la herramienta NEST [13] 
(datos y resultados del estudio en el Anexo adjunto). Un interfaz que le de a la ventana de 
tráfico unas dimensiones que superen o iguale esta capacidad en concreto, solucionaría 
el problema del cambio de página y encontrar el vuelo deseado en ella sería algo más 
rápido. 
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Zona de comandos y de valor de comandos 
Estas dos áreas están mal diseñadas en la PWP de eDEP, ocupan demasiado espacio. 
La zona de comandos tiene demasiado espacio sin uso, igual que la de valores de 
comandos, es cierto que podría necesitarse estos botones sin función para nuevos 
comandos, pero es optimizable. Como no se utiliza la zona de comandos y la de valores a 
la vez, podría utilizarse el mismo espacio para todo. 
Además, en la zona de valores, se utilizan valores innecesarios, se ha realizado un 
estudio en NEST (datos y resultados del estudio en el Anexo adjunto) para comprobar 
este dato y poder optimizar los valores seleccionables, reduciendo la cantidad y 
optimizando el espacio. 
La PWP debe optimizar la cantidad de valores seleccionables, siguiendo las pautas del 
estudio, y el espacio de ambas áreas, manteniendo la flexibilidad para añadir nuevas 
funciones.  
Representación gráfica  
La representación gráfica de la pantalla ocupa demasiado espacio de la PWP para la 
función que realiza. La intención, es proporcionarle al pseudo piloto una ayuda, 
facilitándole datos adicionales para anticiparse a situaciones de estrés, o que requieran 
más implicación. 
El interfaz debe mejorar la ayuda al pseudo piloto, mejorando la representación gráfica, y 
optimizando el espacio que utiliza, o bien proponer un sistema diferente que cumpla la 
misma función, como mínimo. 
Otros requisitos 
La PWP, debe mantener las virtudes del interfaz de eDEP, mencionadas en el capitulo 1, 
sección 3. Además, tiene que proporcionar comandos necesarios, tales como el cambio 
de Flight Level y heading mediante intervalos de tiempo. 
2. Especificaciones del interfaz 
A nivel de usuario 
- Intuitivo. 
- Necesidad de poca preparación/práctica con el interfaz. 
- Mejor distribución de los elementos. 
A nivel de sistema 
- Código robusto. 
- Código de fácil comprensión, que sea fácil trabajar con él y modificarlo. 
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A nivel funcional 
- Ventana de tráfico con capacidad para, mínimo, 35 aeronaves. 
- Órdenes necesarias: Cambio de flight level, cambio de flight level por tiempo, 
selección de glide slope, cambio de heading, cambio de heading por tiempo, 
cambio de heading al llegar a un fix, transferencia a otros sectores, cambio de 
velocidad, directos a fix, directos a fix por tiempo, turns. 
-  Capacidad de adición de nuevas ordenes. 
- Sistema de aviso de carga de trabajo. 
A nivel no funcional 
- Reducción de la tasa de error por factor humano con respecto a eDEP. 
- Reducción del tiempo de ejecución de comandos con respecto a eDEP. 
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Capítulo 3. Diseño de la aplicación 
En este capítulo, se explicará todo sobre el diseño de la PWP creada. 
1. Interfaz gráfica de usuario (GUI) 
La interfaz gráfica de usuario o GUI (Graphical User Interface) está compuesta por  una 
pantalla principal y varias ventanas emergentes. 
1. 1. Pantalla principal 
La pantalla principal del nuevo interfaz difiere significativamente, de la PWP de eDEP, en 
lo que a distribución se refiere. Como se aprecia en la Figura 1.9, la nueva aplicación 
dispone, únicamente, de una región, donde contiene el tráfico y las órdenes realizables. 
FIGURA 3.1.  PANTALLA PRINCIPAL 
La característica principal de la pantalla principal, es la unión de la ventana de tráfico de 
eDEP y su zona de órdenes. La PWP de eDEP dispone de la opción de realizar algunos 
comandos desde la ventana de tráfico, pero no todos ellos. Esto, le obliga a utilizar cierta 
cantidad de su espacio para añadir el resto de comandos necesarios. La zona de órdenes 
de eDEP también muestra el tráfico activo cuando no se tiene ningún vuelo seleccionado, 
como se explica en el capítulo 2, apartado 3. En resumen, la ventana de tráfico contiene 
el tráfico, sus características   principales y algunas órdenes disponibles para ejecutar, por 
otro lado, la zona de órdenes dispone de todos los comandos ejecutables necesarios pero 
solo muestra el Call Sign del tráfico activo. 
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Es totalmente ineficiente e innecesario que ambas partes cumplan la una, una función de 
la otra y viceversa. El asignarle a una sección parte de las funciones de otra, hace que no 
sea intuitivo su uso, ya que  a veces se podrán realizar ciertas funciones pero otras no, 
creado posibles confusiones. Uniendo ambas secciones, se consigue espacio para 
aumentar la capacidad de tráfico y se eliminan comandos repetidos innecesarios, 
haciendo la aplicación más eficiente. 
El tráfico, en la ventana principal, se muestra en hileras. Cada hilera contiene un vuelo. A 
lo que a columnas se refiere, la ventana de tráfico está dividida en 6 columnas de datos 
con función de comando, 3 de comandos extra y una última con espacio para más 
comandos u órdenes. 
Columnas de datos con función de comando 
El primer elemento, en esta categoría de columna, es el Call Sign. Éste contiene los 
identificadores de los vuelos. La columna tiene tres funciones extra, además de mostrar el 
Call Sign. La primera y segunda, también existentes en eDEP, son ordenar el tráfico 
alfabéticamente y mostrar la celda de los vuelos en color verde cuando la aeronave entra 
en la frecuencia del sector. Aún así, estas dos funciones tienen una pequeña variación 
con respecto a las de eDEP. La primera, se ordenará alfabéticamente de manera 
automática, y no al clicar un botón. La segunda, cambiará a color blanco, pero cuando el 
pseudo piloto clcliquee en ella, y no al clicar en una columna alejada. Además, La 
columna dispone de un sistema de de aviso, para situaciones de alta carga de trabajo o 
de posible estrés. El sistema consiste en un código de colores. La celda adapta un color 
específico dependiendo de la carga de trabajo potencial o la probabilidad de conflicto, 
siendo amarillo el color asignado para posibles cargas de trabajo pequeñas y rojo para las 
cargas altas. Por defecto, la aplicación asigna el color a la columna según el número de 
vuelos activos, como demostración, ya que no se dispone de herramientas y datos 
necesarios, pero el objetivo del sistema es utilizar cálculos más precisos, teniendo en 
cuenta la actividad del sector, numero de conflictos potenciales, etc. 
La celda prioriza las entradas al sector ante el sistema de alarma. Así pues, el sistema de 
alarma, solo estará activo en los aviones que hayan sido clicados previamente, indicando 
así que ya han sido introducidos en el sector siguiendo el protocolo de comunicación 
correcto. 
La columna Call Sign es la única que no es un botón con función de comando. 
En la segunda columna, tenemos el Flight Level (FL) de todos los vuelos activos en el 
sector. El nivel de vuelo se muestra en pantalla igual que en eDEP. Cuando clicas en una 
celda de esta columna en eDEP, se activa el comando de cambio de vuelo, de la zona de 
valores de comandos.  
En la aplicación creada, sucede lo mismo pero, esta vez, se activa una ventana 
emergente, con la misma función que la zona de valor comandos, al lado del botón 
clicado. 
La  tercera, cuarta, quinta y sexta columna, tienen el mismo comportamiento que el caso 
anterior per, en cada caso, con una propiedad del vuelo característica. En el primer caso, 
esta propiedad es el Heading (º), seguido de Frequency (MHz), Speed (M), y Next Way 
Point. 
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El resto de columnas activas están ocupadas por comandos útiles. Estas columnas no 
muestran datos sobre las aeronaves pero, al activar los botones de sus celdas, se activan 
comandos necesarios para realizar las órdenes de los controladores. 
Las columnas activas, contienen los botones TURN, para realizar un giros, SQUAWK, 
para seleccionar el código squawk necesario y ILS, para interceptar dicho servicio. 
El resto de espacio sin ocupación, permite añadir nuevos comandos útiles, como  un 
holding, o propiedades del tráfico necesarias para el pseudo piloto, como puede ser la 
ETA,  dandole así flexibilidad a la aplicación. 
1. 2. Ventanas emergentes 
Un cambio significativo entre la PWP creada y la de eDEP, es el proceso necesario para 
realizar un comando. Como se comenta en el capítulo 1, un fallo de eDEP es la cantidad 
de cambios de foco de visión y de clics necesarios para realizar una operación. 
Para corregir este fallo, la PWP creada, dispone de ventanas emergentes que aparecen al 
lado del botón clicado y, su contenido, varía según el comando que se desea realizar. 
Gracias a este nuevo estilo de distribución, se evitar la necesidad de realizar movimientos 
bruscos con la vista, mejorando la concentración del pseudo piloto. Además, no se 
necesita un espacio reservado y fijo para los comandos. Otra mejora está en los valores 
seleccionables y la manera en la que éstos se muestran en pantalla. 
En esta sección, se explicará, detalladamente, cada una de las posibles ventanas 
emergentes y sus mejoras respecto a la PWP de eDEP. 
Ventana ChangeFL 
La ventana ChangeFL, emerge cuando se clica en el botón Flight Level de un vuelo entre 
el tráfico activo. Como se aprecia en la Figura 3.1, la ventana contiene dos columnas con 
botones. La columna de la izquierda contiene 100 niveles de vuelo por debajo del del 
vuelos seleccionado, divididos en 10 botones, cada uno con 10 niveles de vuelo e 
diferencia. La columna de la derecha, contiene 100 niveles de vuelo por encima del del 
vuelo seleccionado, distribuidos de la misma manera. Los botones se disponen de mera 
vertical. Esto se debe a que es la disposición más intuitiva y natural. Es totalmente lógico 
que, los niveles de vuelo, se muestren así en pantalla ya que, cambiar el nivel de vuelo, 
significa “subir o bajar”  o lo que es, en definitiva, hacer un movimiento vertical. Por otro 
lado, los valores más cercanos al nivel de vuelo actual están en la parte superior y los 
más alejados en la inferior. La tendendencia, al visualizar la pantalla ChangeFL, es 
hacerlo por la parte superior, por lo que interesa que los niveles de vuelo de partida, los 
más cercanos al nivel de vuelo actual, estén en el punto donde se centra la mirada.  
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FIGURA 3.2.  VENTANA CHANGEFL. 
En la parte superior de la ventana se pueden visualizar dos botones. El primero de ellos 
(G/S), llama a la ventana ChangeG/S, el segundo a la ventana (T) SelectTime. Estas dos 
funciones, son adicionales al cambio de Flight Level, para diferentes tipos de órdenes 
particulares. 
Ventana ChangeG/S 
Por defecto, al cambiar el nivel de vuelo de una aeronave, la pendiente de ascenso/
descenso es 1500 ft/min. Si se desea cambiar la pendiente a otra mayor, esta ventana da 
la opción. 
FIGURA 3.3.  VENTANA CHANGEG/S.
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Como se muestra en la figura 3.3, la ventana ChangeG/S dispone de 5 opciones de 
cambio de pendiente. Éstas están colocadas de manera vertical, en orden decreciente, 
empezando desde la parte superior. 
Esta distribución, se debe a la misma razón que en el caso anterior, el eje en el que se 
hacen los cambios es el vertical. En la PWP de eDEP, estas opciones están colocados en 
horizontal, una distribución poco intuitiva. Los valores van de 1500 a 4000, con un salto 
de los 3000 a los 4000. Se limitan los cambios a estos valores ya que comprenden los 
casos más comunes y los casos más extremos 
Cuando ya se ha seleccionado una pendiente, la ventana desaparece, dando paso a la 
ventana ChangeFL de nuevo, para seleccionar el nivel de vuelo deseado. 
Ventana SelectTime 
Si se quiere realizar un cambio de nivel de vuelo en un tiempo determinado, éste 
comando contiene la solución. Al apretar el botón T, emerge esta ventana con varios 
tiempos diferentes a elegir (figura 3.4). Al seleccionar uno, la ventana desaparece, 
volviendo de nuevo a ChangeFL para seleccionar el nivel de vuelo deseado. Esta ventana 
no añade la opción de seleccionar un tiempo únicamente al comando Flight Level, 
también da esta opción a otros comandos, como el Heading o el Next Way Point. 
FIGURA 3.4. VENTANA SELECTTIME.
Ventana ChangeHDG 
Al clicar en uno de los botones de la columna Heading, la ventana ChangeHDG emerge al 
lado del botón clicado. 
En esta ventana, hay elementos fácilmente diferenciables. 
Como se puede observar en la 3.5, los dos primeros elementos son botones, uno al lado 
del otro, situados en la parte superior de la ventana. Éstos botones tienen como 
contenido, WP y T, y activan otras dos ventanas emergentes al clicarlos, la ventana 
SelectWP y la ventana SelectTime. La primera de ellas se explica más adelante y, la 
segunda, está explicada justo en el caso anterior. 
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El siguiente elemento es un conjunto de 36 botones, en una disposición de 4 hileras de 9 
botones. Al clicar en uno de los botones, la propiedad Heading, de la aeronave a la en 
concreto, cambia a al valor seleccionado. La distribución más intuitiva para esta función 
es en forma circular, ya que son valores angulares, haciendo así que, cada valor, ocupe 
su posición en el círculo, completando los 360 grados posibles. 
Los valores necesarios, para poder satisfacer todo el rango de órdenes posibles, son los 
72 múltiplos de 5, completando el giro completo. 
Al probar la distribución circular, se ha observado que, las dimensiones de la Ventana 
ChangeHDG, no son óptimas si se desean botones de un tamaño correcto. Por esta 
misma razón, se ha distribuido los botones de manera lineal, en hileras de 9 botones 
dejando los 4 puntos cardinales en la última columna. Para no sobredimensionalizar la 
ventana, únicamente se han puesto los valores múltiplos de 10, haciendo necesaria la 
función del último elemento, el botón MORE OPTIONS. 
 
FIGURA 3.5.  VENTANA CHANGEHDG, 
Para cumplir con los requisitos del comando, el botón MORE OPTIONS, da al usuario la 
oportunidad de cambiar los valores de los botones de cambio de heading, adoptando los 
36 valores múltiplos de 5 que faltan, como se muestra en la figura 3.6. Los primeros en 
mostrarse son los múltiplos de 10 ya que son los más comunes. 
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FIGURA 3.6.  COMANDO MORE OPTIONS. 
Ventana ChangeF 
Al clicar en la columna Frequency, se activa la ventana ChangeF, para realizar una 
transferencia  del vuelo a otro sector. 
En la ventana, se agrupan las frecuencias de los sectores colindantes en columnas de 4. 
Al seleccionar una, la frecuencia del vuelo cambia a la seleccionada, y éste desaparece 
de la pantalla principal. 
 
FIGURA 3.7.  VENTANA CHANGEF 
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Ventana ChangeSpeed 
Si se desea realizar un cambio de velocidad, el usuario debe clicar en la columna Speed 
del vuelo en concreto. Al hacerlo, emerge, al lado del botón clicado, la ventana 
ChangeSpeed. 
Esta ventana contiene dos hileras de 10 botones cada una. los 10 primeros botones 
contienen velocidades superiores a la actual y, los botones de la segunda hilera, 
velocidades inferiores a la velocidad actual. El valor de los botones cambia en función de 
la velocidad actual y de la altitud a la que se encuentra el vuelo. Si el nivel de vuelo, es 
superior a 260, los valores mostrados varían de 0.01 en 0.01, como puede observar en la 
figura 3.8. 
FIGURA 3.8,  CHANGESPEED EN MACH. 
Por otro lado, si la velocidad del vuelo es inferior a 260, no se utilizar la velocidad en 
unidades Mach, por lo que los botones mostrarán distintas IAS (Indicated Air Speed) en ft/
s. La velocidad de la aeronave se convierte de Mach a IAS y se redondea al múltiplo de 
10 mas cercano. Los botones mostrarán valores múltiplos de 10 partiendo de la velocidad 
calculada. 
FIGURA 3.9.  CHANGESPEED EN IAS. 
Este cambio de unidades según el nivel de vuelo, hace que el usuario no tenga que 
hacerlo manualmente mediante un botón, como sucede en eDEP, reduciendo el número 
de clics y el tiempo para realizar el comando. 
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Ventana ChangeWP 
Es muy común, que el controlador ordene cambios de dirección, haciendo que el pseudo 
piloto tenga que cambiar de dirección hacia otro Fix de su Flight Plan. 
Si se clica, en la pantalla principal, en una celda de la columna Next Way Point, emerge la 
ventana ChangeWP, para poder realizar dichas operaciones. 
Como se puede observar en la figura 3.10, la ventana ChangeWP, contiene varios 
botones que varían en numero y en contenido según el plan de vuelo del vuelo 
seleccionado. Al clicar en uno de ellos, el avión cambia de dirección hacia el Fix 
seleccionado, cambiando el Next Way Point mostrado en la pantalla principal. 
En ocasiones, el controlador puede ordenar un cambio de dirección al pasar cierto tiempo. 
Para este tipo de caso, en la parte superior de la ventana ChangeWP está, nuevamente, 
el botón T, para seleccionar el tiempo deseado. Al seleccionar el tiempo y el Fix deseados, 
la aeronave no efectuará el cambio de dirección hasta pasado dicho tiempo. 
 
FIGURA 3.10.  VENTANACHANGEWP. 
Ventana Turn 
Al clicar en el comando TURN, de la pantalla principal, emerge la ventana TURN. 
En algunas situaciones, los controladores ordenan a los pilotos realizar giros, en vez de 
cambios de heading. Estos giros no suelen superar los 60 grados ya que, en ese tipo de 
caso, el controlador ordena directamente un cambio de heading. Como se aprecia en la 
figura 3.11. la ventana contiene 4 hileras de 6 botones. Las dos primeras contienen los 
giros posibles hacia el lado derecho y, las dos hileras restantes, los giros hacia la 
izquierda. Al finalizar el comando, el heading, del vuelo en concreto, varía según el giro 
seleccionado. 
FIGURA 3.11.  VENTANA TURN. 
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Ventana ChangeSQUAWK 
Cuando el controlador ordena un cambio de código squawk, el pseudo piloto debe clicar 
el botón SQUAWK para realizar dicha orden. Al hacerlo, emerge, al lado del botón, la 
ventana ChangeSQUAWK. 
La ventana contiene 4 hileras con botones que contienen los valores del 1 al 9. El usuario, 
debe seleccionar los valores del squawk deseado, clicando en cada hilera la cifra 
correspondiente, de tal manera que, la primera cifra del squawk irá en la primera hilera 
empezando por arriba, y así succesivament. 
FIGURA 3.12. VENTANA SQUAWK.  
1. 3 Espacio adicional 
Como se puede observar en la figura 3.1, la pantalla principal dispone de espacio 
adicional, donde se puede añadir comandos necesarios o información adicional del 
tráfico. 
En ésta parte de pantalla principal, se ha añadido un comando de ejemplo, el botón ILS, 
al hacer doble clic en él, el vuelo en concreto interceptaría el servicio ILS. 
2. Programación de la aplicación 
Tras exponer toda la interfaz gráfica y sus utilidades, es necesario explicar como está 
hecha y qué hay que hacer para poder implementarla en un simulador. En este apartado, 
se explicarán algunos detalles necesarios para poder implementarla 
El interfaz creado, es aún una versión alfa, satisface la mayoría de requisitos a nivel de 
software, su diseño gráfico es el definitivo, pero sería complicado implementarla en un 
simulador, necesita ciertas modificaciones, que se explicarán en este apartado. 
La aplicación está diseñada para poder hacer simulaciones a modo de test por si sola, 
permitiendo así hacer pruebas y comparaciones para confirmar que, desarrollar el 
software es factible y su implementación en un simulador como eDEP mejoraría su 
funcionalidad y la calidad de los resultados obtenidos. 
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2. 1. Lenguaje de programación utilizado 
La aplicación, por naturaleza, requiere de programación orientada a objetos. Dentro de los 
lenguajes comprendidos en éste tipo de programación, se ha elegido el lenguaje C#. 
Otra opción muy viable podría ser haber utilizado el lenguaje Java, ya que se puede 
utilizar en múltiples sistemas operativos.  
La elección del lenguaje C#  no ha sido aleatoria, el fin de este proyecto es crear un 
interfaz PWP para un simulador alternativo a eDEP, mejorando su funcionalidad y calidad 
de resultados pero manteniendo su bajo coste y peso. Este simulador utilizará el lenguaje 
C#, por lo que la pantalla PWP también debe adaptarse a él.  
2. 2. Versión de la aplicación 
Como se ha comentado brevemente en la introducción de este apartado, la aplicación se 
encuentra en una versión alfa. Aún así, cumple todas las funcionalidades a nivel de 
usuario necesarias. 
La aplicación no se ha desarrollado siguiendo ningún patrón de programación, pero está 
orientada a ser programada siguiendo el patrón MVVM (Model-View- ViewModel) ya que, 
además de las características explicadas en la próxima sección, el simulador para el que 
está orientada, requiere de este patrón. 
2. 3. Patrón Model-View-ViewModel 
El propósito de esta sección, es introducir el patrón MVVM, explicar el interés en él, y sus 
propiedades básicas ya que, la aplicación creada, tiene rasgos del patrón. 
Ventajas del patrón 
El patrón MVVM es muy símil al patrón MVC (Model View Controller), comparte todos sus 
beneficios, en especial su flexibilidad con la que, diferentes diseñadores, pueden trabajar 
en el mismo proyecto. El patrón MVVM añade un beneficio más al patrón MVC, y es el 
uso de bindings para transferir los datos desde y hacia la vista, por lo que el controlador 
solo es responsable de implementar el comportamiento de la vista. En este caso, el 
controlador del modelo MVC es llamado modelo-vista (view model), dando origen al 
patrón MVVM. 
MVVM a grandes rasgos 
El patrón MVVM se divide en  3 partes: 
• Model: El modelo, dentro de MVVM es el encargado de representar el modelo del 
negocio, proveyendo de esta manera la base necesaria para la manipulación de los 
datos de la aplicación. Cabe resaltar que en el modelo, no debe existir ninguna lógica 
de negocio o código que afecte a como se visualizan sus datos en pantalla. 
• View: La vista es la parte encargada de la parte visual de nuestra aplicación, no 
teniéndose que ocupar en ningún momento en el manejo de datos. En MVVM la vista 
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tiene un rol activo, esto significa que en algún momento la vista recibirá o manejara 
algún evento (Clic en un botón, alguna tecla presionada, etc.) y tendrá que 
comunicarse con el modelo, para poder cumplir el requerimiento.  
• ViewModel: El ViewModel es el encargado de ser la capa intermedia entre el modelo 
y la vista, procesando todas las peticiones que tenga la vista hacia el modelo, 
además de tener que ocuparse de manejar las reglas del negocio, la comunicación 
con aplicaciones externas o consumir datos desde alguna fuente (por ejemplo, una 
base de datos). Para la comunicación entre el View y el ViewModel, utilizamos los 
enlaces de datos que nos permiten tener un código bastante limpio, los bindings. 
FIGURA 3.13.  PATRÓN MVVM. 
Características principales del Model 
La figura 3.14, muestra un claro ejemplo de lo que es el modelo, en ella podemos 
observar la clase Plane de la aplicación, como se ha comentado anteriormente, el 
proyecto tiene algunos rasgos del patrón MVVM y la creación de clases es uno de ellos. 
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FIGURA 3.14.  PARTES DE LA CLASE PLANE. 
Como se aprecia en al figura 3.14, las clases del modelo tienen una característica clave, 
son del tipo INotifyPropertyChanged, permitiendo así utilizar la notificación de cambio en 
las propiedades de la clase con el evento PropertyChanged o Raise PropertyChanged. 
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Características principales de la vista (View) 
En MVVM la vista es activa, contiene comportamientos, eventos y enlaces a datos que, 
hasta cierto punto, necesitan saber sobre el modelo subyacente y el modelo de vista. La 
vista es responsable de manejar sus propios eventos y no pasa esta tarea al modelo de 
vista. 
La característica principal de la vista es el uso de DataContext y Bindings para conectarse 
con la fuente de datos. 
En la figura 3.15, se puede apreciar dichas características en el XAML de la pantalla 
principal de la aplicación creada. 
FIGURA 3.15.  XAML DE LA PANTALLA PRINCIPAL. 
Características principales del modelo de vista (ViewModel) 
El modelo de vista introduce el concepto de Separación de la Presentación, es decir, 
mantiene al modelo separado vista. Por eso es que el modelo de vista es la pieza clave 
pero, al mismo tiempo, la mas compleja. Esta separación permite que el modelo se limite 
a contener los datos. 
El modelo de vista también hace disponibles métodos, comandos y otros puntos de 
acceso que ayudan a mantener el estado de la vista, manipular el modelo en respuesta a 
acciones de la vista y disparar eventos en la misma. 
En aplicación creada, los comandos y métodos no pertenecen al ViewModel, es por eso 
que no está creada siguiendo el patrón MVVM en su totalidad. 
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2. 4. MVVM en la aplicación 
La aplicación difiere en algunos aspectos al patrón MVVM pero, como se ha comentado 
en la sección anterior, la distribución de los elementos, las clases creadas y las vistas, 
están en acuerdo con el patrón. 
En la figura 3.16, se puede ver el panel Solution de la aplicación creada, donde se aprecia 
la distribución característica del patrón MVVM. Además de las 3 partes caracteresticas 
(Model, View y ViewModel), se aprecian 3 más, la carpeta Common, la carpeta 
Commands y la carpeta Data. En la carpeta Common se introducen variaciones y mejoras 
de funciones y eventos como el RelayComand o el Iclosable. La carpeta Commands se 
utiliza para agrupar los comandos creados para el correcto funcionamiento de la 
aplicación, éstos también se pueden contener dentro del ViewModel. La carpeta 
Commands no efectúa ninguna función en el proyecto. Finalmente, la carpeta Data 
contiene los Datos utilizados por la aplicación. 
FIGURA 3.16.  SOLUTION EXPLORER DE LA APLICACIÓN. 
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2. 5. Cómo implementar la aplicación 
Como ya se ha mencionado en este apartado, la aplicación se encuentra en su versión 
alfa. 
Para poder finalizar el proceso de desarrollo de la aplicación, se debería acabar de 
adaptar el código al patrón MVVM. Aún así, ésta funciona correctamente por lo que, 
adaptando la aplicación al simulador o con algunas modificaciones, podría implementarse 
sin utilizar el patrón en su totalidad. 
Al adaptar la PWP al simulador, ésta pasaría a versión beta, donde deberá utilizarse para 
mejorar la robustez del código, detectando fallos y bugs y corrigiéndolos hasta asegurar 
su correcto funcionamiento. 
Otro puto a tener en cuenta, es la transferencia de datos. Al ser un simulador en fase de 
prueba no cuenta con un sistema para recibir y transferir los datos. 
Como se muestra en la figura 3.17, la aplicación dispone de una Observable Collection, 
donde se crea el tráfico con las propiedades necesarias para el funcionamiento del 
interfaz. 
FIGURA 3.17.  ALMACÉN DE DATOS. 
Lo idóneo, es crear una base de datos dinámica, orientada a objetos, en la que el 
simulador vaya actualizando los datos y, el interfaz PWP, únicamente tenga que leer los 
datos y mostrarlos en pantalla. Para realizar modificaciones, la aplicación manda la 
información del cambio al simulador y éste varía los datos recibidos por el interfaz PWP. 
La coordinación en la transferencia de datos entre simulador y PWP, no está contemplada 
en este proyecto. 
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Capítulo 4. Demostraciones y resultados 
Como ya se ha dicho, el objetivo principal del proyecto es crear un interfaz PWP y 
demostrar su viabilidad. Para ello, se han realizado diferentes estudios comparativos a 
distintos prototipos de pseudo pilotos. 
En este capítulo, se documentarán los estudios realizados y los resultado obtenidos. 
1. Preparación de los simuladores 
La mejor manera de verificar la viabilidad de la aplicación, es realizar un estudio 
comparativo con eDEP. Para ello, se ha creado un tráfico adaptado en el simulador eDEP 
y en la aplicación creada.  
En la figura 4.1, se puede visualizar el tráfico común. Éste consiste en 24 aeronaves. El 
tráfico empleado tiene varias adaptaciones ya que hay datos que no tienen utilidad en una 
simulación únicamente de pseudo pilotaje.  
Es por ello que, todos los vuelos, aparecen directamente en el sector ya que se pretende 
hacer estudios en situaciones concretas, con un tráfico medianamente voluminoso en el 
que se puedan notar la diferencia entre PWPs. Además, los planes de vuelo no son 
relevantes por los que, para generar el tráfico en eDEP, se han clonado los vuelos, 
variando únicamente los Call Signs, los Headings y las velocidades. Para finalizar, la ruta 
que siguen los vuelos es la misma, un Way Point al que se dirigen y 3 alternativos. 
 
FIGURA 4.1.  TRAFICO DE LA SIMULACIÓN. 
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2. Tiempo de adaptación 
Un tema a tener en cuenta, es el tiempo necesario para aprender a utilizar la aplicación. 
El tipo de simulador para el que está orientada la aplicación, se utiliza para gran cantidad 
de estudios, mayoritariamente grupos de investigación. Aún así, el simulador también se 
utiliza para la preparación de personal y la formación académica. Es por ello, que el 
tiempo requerido para aprender a utilizar las herramientas de la PWP, es relevante. La 
aplicación debe ser sencilla e intuitiva, permitiendo la formación de personal en poco 
tiempo o dejando a los estudiantes emplear más tiempo en el aprendizaje de la CWP o 
utilizando el simulador. 
Antes de empezar las pruebas mencionadas anteriormente, los individuos disponen de un 
tiempo de adaptación y comprensión de las interficies. Es por esta razón, que se requiere 
de personal con diferente nivel de comprensión del simulador eDEP.  
Cada individuo, empleará el tiempo que crea necesario para comprender las interficies, 
los usuarios con un nivel alto en el uso de eDEP, únicamente se centrarán en la aplicación 
creada. 
Al finalizar el proceso, el individuo deberá comparar las interficies en diferentes aspectos, 
como son: la comprensión de la aplicación, su manejabilidad y, finalmente, la intuitividad. 
3. Pruebas en tiempo 
Como estudio, se han realizado tres pruebas en tiempo a un total de X individuos. X de 
ellos, con un conocimiento básico de eDEP y de comunicación radiofónica. Otros X, 
práctica en el uso de eDEP y soltura en las comunicaciones por voz. Los X restantes, con 
alto nivel tanto en eDEP como en las comunicaciones radiofónicas. La varianza en los 
niveles de conocimiento, es por interés del estudio, como se explica más adelante. 
3. 1. Primera prueba 
En la primera prueba, el individuo deberá realizar un total de 15 comandos en el menos 
tiempo posible. 
Los comandos son un conjunto de órdenes, en las que se comprenden los cambios de 
nivel de vuelo y pendiente de ascenso/descenso, cambios de heading, giros, cambios de 
velocidad, cambios de dirección y transferencias. 
Los comandos para cambiar las propiedades de los vuelos por tiempo, no se contemplan 
en el estudio ya que, aunque sean órdenes comunes y necesarias, eDEP no dispone de 
ellos, por lo que no son comparables y, introduciéndolos, el estudio no seria concluyente. 
Los comandos a realizar en esta primera prueba, están documentados en el anexo del 
proyecto. 
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3. 2. Segunda prueba 
En la segunda prueba, el individuo dispone de X minutos para realizar el máximo número 
de comandos que pueda, en ambas PWP. Para ello, se ha creado una batería de órdenes 
a realizar, entre las que hay 10 cambios de nivel de vuelo (algunos de ellos con cambio de 
pendiente de ascenso/descenso), 10 cambios de heading ( algunos realizando un giro), 
10 cambios de velocidad ( algunos en IAS y otros en Mach), 5 cambios de dirección y 5 
transferencias. Juntando éstos dos últimos tipos de órdenes, se dispone de 4 campos 
posibles, cada uno con 10 órdenes. Las órdenes a ejecutar, son citadas aleatoriamente 
dentro de cada campo alternando entre los 4 posibles. 
Las órdenes utilizadas para esta prueba, también están documentadas en el anexo 
adjunto. 
3. 3. Tercera prueba 
Como tercera y última prueba, los individuos son sometidos a una batería de órdenes. Se 
efectúa una orden cada 4 segundos hasta la ejecución de un total de 15 órdenes sin 
cometer fallo o hasta que éste suceda. El proceso se realiza un total de 3 veces por 
individuo. 
4. Opinión del usuario 
Otro dato  tener en cuenta, es la opinión de usuario. Al fin y al cabo, la idea del proyecto 
es crear una aplicación que mejore el rendimiento del personal que la utiliza. Por esta 
misma razón, al finalizar todas las pruebas, los individuos deben dar su opinión sobre la 
interficie, comentando sus aspectos positivos, sus aspectos negativos y haciendo una 
comparación entre las PWP utilizadas. Además, se le preguntará a los individuos su 
opinión sobre la viabilidad de la interficie y sobre la distribución de los elementos. 
5. Estudios realizados con los datos obtenidos 
Al finalizar el proceso de pruebas, se han realizado varios estudios para comprobar la 
viabilidad de la aplicación creada. En esta sección, se explicará, detalladamente, cada 
uno de los estudios realizados para realizar éste propósito. 
5. 1. Estudió de adaptación 
Para determinar si la aplicación cumple las especificaciones a nivel de usuario, 
mencionada en el capítulo 2, apartado 2, se han realizado varios basados en los tiempos 
de adaptación a la interfiecie.  
Como explica en el apartado 2, de este mismo capítulo, los usuarios dispusieron del 
tiempo que ellos creyeron necesario para adaptarse a las aplicaciones. Cronometrando el 
tiempo empleado por los individuos y la opinión de los mismos, se han combinado ambos 
datos para realizar los siguientes estudios: 
-  Media del tiempo de adaptación empleado global y por niveles de conocimiento de las 
aplicaciones. 
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- Media de las calificaciones global y por nivel de conocimiento de las aplicaciones. 
- Comparación de los resultados obtenidos de los distintos niveles de conocimiento. 
Con estos estudios, podremos determinar si la aplicación es intuitiva, y si el tiempo 
necesario para aprender a utilizarla es óptimo. 
5. 2. Estudios de tiempo de ejecución de comandos 
Gracias a las pruebas en tiempo realizadas, se han hecho varios estudios, cronometrando 
la actuación de los individuos en cada una de ellas. 
Con el tiempo en el que los individuos han realizado las 15 órdenes propuestas, se puede 
calcular un tiempo de ejecución de órdenes medio a nivel individual, global y por grupos 
de conocimiento. Además, también se puede calcular el tiempo de ejecución total. 
Con el número de órdenes ejecutadas en X min (segunda prueba) por los individuos, se 
puede calcular el número de órdenes por minuto y, nuevamente, la media de tiempo de 
ejecución de órdenes. 
Una vez calculadas las medias, se ha determinado si la aplicación reduce el tiempo el 
tiempo de ejecución de ordenes, el cual es una de las especificaciones a nivel no 
funcional. 
5. 3. Estudio de la tasa de error 
De la tercera prueba, se pueden extraer datos suficientes para calcular la tasa de error 
por factor humano. 
Se considera un fallo o error, realizar un comando erróneo o no ejecutar una orden. 
Como se ha explicado en la descripción de la tercera prueba, ésta se detiene si el 
individuo realiza un fallo, en este caso, se ha apuntado la cantidad de comandos 
ejecutados hasta que éste se ha producido. Si el individuo ha ejecutado los 15 comandos 
sin cometer fallos, se ha acumulado para la siguiente repetición. 
Con los datos obtenidos, se ha calculado la tasa de error por factor humano global y por 
nivel de conocimiento.  
5.4 Estudio de opinión del usuario 
De la opinión de los usuarios se puede sacar información muy valiosa. Con las preguntas 
realizadas al final de las pruebas se pueden determinar las siguientes cualidades de la 
aplicación: 
- Viabilidad de la aplicación a nivel de usuario. 
- Comparativa de la distribución de los elementos. 
- Información para posibles cambios en la GUI de la aplicación. 
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6. Resultados obtenidos  
Para finalizar el capítulo, en este apartado se muestran los resultados obtenidos en cada 
uno de los estudios realizados. 
6. 1. Resultados del estudio de adaptación 
Tras realizar el estudio de adaptación a la aplicación, los resultados obtenidos son los 
mostrados en la tabla 4.1. 
Tabla 4.1. Resultados del estudio de adaptación. 
En la tabla 4.1, se muestra una tabla con las valoraciones de los individuos al compara 
ambas interfaces. 
Como se puede apreciar, los resultados son satisfactorios. 
A lo que refiere al aprendizaje, los usuarios valora la nueva interfiere como más sencilla 
que eDEP.  
Los participantes en el estudio, califican la aplicación creada como más manejable, más 
intuitiva y más sencilla de comprender que la PWP de eDEP. 
6. 2.  Resultados del estudio de tiempo de ejecución de comandos 
Los resultados extraídos del estudio realizado a las dos primeras pruebas son los 
siguientes: 
Individuo Nivel Tiempo 
Aprendizaje
Comprensión manejabilidad intuitividad
1  alto New PWP New PWP New PWP New PWP
2 bajo New PWP New PWP New PWP New PWP
3 medio New PWP New PWP New PWP New PWP
4 medio New PWP New PWP New PWP New PWP
5 bajo New PWP New PWP New PWP New PWP
6 alto New PWP New PWP New PWP New PWP
7 bajo New PWP New PWP New PWP New PWP
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Tabla 4.2. Resultados de la primera prueba. 
Tabla 4.3. Resultados de la segunda prueba. 
De los resultados mostrados en las tablas 4.2 y 4.3, podemos extraer en claro, que la 
aplicación creada reduce el tiempo de ejecución de comandos, haciéndola más eficaz que 
la PWP de eDEP.  
Individuo Nivel Tiempo NewPWP
(min:s)
TIempo eDEP
(min:s)
1 alto 2: 59 2:53
2 bajo 2:48 3:37
3 medio 3:34 4:29
4 medio 3:14 3:10
5 bajo 3:10 4:02
6 alto 2:10 2:31
7 bajo 3:08 3:56
3:08 3:31
Individuo Nivel Nº Comandos 
NewPWP
Nº Comandos 
eDEP
1 alto 16 15
2 bajo 14 12
3 medio 13 10
4 medio 12 11
5 bajo 12 9
6 alto 18 15
7 bajo 13 10
14 11,71 aprox 12
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Los usuarios son capaces de realizar comandos con más rapidez, reduciendo la tasa de 
error en situaciones de alta carga de trabajo. 
Reducción de tiempo: 0.92 s/com prueba 1 y 1.67s/com prueba 2, media: 1,3s/com 
6.3.  Resultados del estudio de tasa de error 
En la 4.4, se muestran los resultados del estudio de la tercera prueba.  
Tabla 4.4. Resultados de la tercera prueba. 
Los resultados son concluyentes, solo se ha realizado 1 repetición ya que los usuarios 
nunca cometían fallo en la simulación de la nueva PWP. La tasa de error por error 
humano se ve reducida en gran cantidad. 
6.4. Resultados del estudio de la opinión de los usuarios 
De la opinión de los participantes se han sacado en claro los siguientes conceptos: 
- A nivel de usuario, los individuos coinciden en que la aplicación es totalmente viable. 
- Los usuarios coinciden en que los elementos de la aplicación están mejor distribuidos. 
- Los participantes coinciden en el hecho de que, la experiencia con la aplicación creada, 
es satisfactoria. 
Individuo Nivel Aciertos seguidos 
NewPWP
Aciertos seguidos 
eDEP
1 alto 15/15 11/15
2 bajo 15/15 5/15
3 medio 15/15 6/15
4 medio 14/15 3/15
5 bajo 15/15 4/15
6 alto 15/15 13/15
7 bajo 15/15 3/15
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CONCLUSIONES 
Al analizar los resultados obtenidos y las comparaciones entre eDEP y la aplicación 
creada, se pueden extraer las siguientes conclusiones: 
1. A nivel de usuario, la aplicación cumple todas las especificaciones planteadas. La 
GUI, ha sido catalogada como más intuitiva, y se ha demostrado que el tiempo de 
aprendizaje necesario es menos. Además los elementos están mejor distribuidos, 
permitiendo aumentar la capacidad tanto de la PWP, como del pseudo piloto. 
2. A nivel de sistema, el código creado es robusto, y trabajar con la aplicación es una 
tarea sencilla. Aun así, la aplicación se encuentra en una fase alfa, y necesita algunos 
cambios para poder ser implementada en un simulador. 
3. Queda totalmente demostrado, que la aplicación cumple con todas las 
especificaciones a nivel  funcional. La capacidad de la pantalla principal supera la 
determinada como necesaria en los estudios realizados en NEST y dobla la del 
interfaz PWP del simulador eDEP. La aplicación permite realizar todas las operaciones 
necesarias y permite añadir más, dandole la flexibilidad necesaria. Además, dispone 
de un sistema de aviso para cargas de trabajo elevadas, permitiendo al pseudo piloto 
estar prever situaciones de estrés. 
4. Gracias a la distribución de los elementos de la pantalla principal y la reducción de 
clics necesarios para realizar operaciones, la aplicación cumple los requisitos de 
reducción de tasa de error por factor humano y reducción de tiempo de ejecución de 
comandos. 
La aplicación cumple todas las especificaciones propuestas, y su desarrollo total es 
completamente viable. 
Personalmente, me siento satisfecho con el trabajo realizado, complementa todos 
los conocimientos que he aprendido durante mis prácticas realizadas con el grupo 
de investigación ICARUS y los conocimientos aprendidos son muy valiosos para la 
rama de la aeronáutica a la  que estoy orientando mi  aprendizaje. Me gustaría dar 
las gracias a Marc Pérez Batlle, por confiarme este proyecto y enseñarme tantas 
cosas extremadamente útiles para mi crecimiento profesional. 
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ANEXO A. Comandos de la interficie PWP de eDEP 
Este anexo, documenta todas las órdenes y comandos disponibles en eDEP que no han 
sido comentados en el contenido del proyecto. 
Cambio de Flight Level 
Para cambios de nivel de vuelo, eDEP utiliza el comando LEVEL. Al clicar en él, en la 
ventana de valores de comando, muestra diferentes niveles de vuelo seleccionables, 
como se puede observar en la figura I 
FIGURA I. FLIGHT LEVEL EDEP. 
Cambio de frecuencia 
Para los cambios de frecuencia, eDEP dispone del comando TRANSFER, que despliega 
las frecuencias del los sectores colindantes zona de valores. como muestra la figura II. 
FIGURA II. TRANSFER EDEP. 
Cambios de heading 
Para los cambios de heading, eDEP dispone de dos comandos, el HEADING, para 
cambios de la propiedad en si, o el TURN, para realizar giros angulares. 
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El comando HEADING, despliega los headings seleccionabas posibles, como se puede 
observar en la figura III. Además, dispone de un botón con el contenido OTHERS, para 
mas opciones. 
FIGURA III. HEADING EDEP. 
Por otro lado, se dispone del comando TURN,  que despliega giros angulares ,hacia el 
lado derecho o izquierdo, en la zona de comandos, como muestra la figura IV. 
FIGURA IV. TURN EDEP. 
Cambios de ruta 
Para efectuar cambios de ruta, eDEP dispone del comando DIRECT y el comando 
NEWROUTE. 
Al activar el comando DIRECT, en la zona de valores de comando, aparecen los posibles 
FIX a los que puede dirigirse el vuelo seleccionado. 
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FIGURA V. DIRECT EDEP. 
Por otro lado, si lo que se requiere es un offset en la ruta, eDEP dispone del comando 
NEWROUTE, que despliega las siguientes opciones en la zona de ordenes junto con 
diferentes offsets en la zona de valores de comando. 
FIGURA VI. NEWROUTE EDEP. 
Cambio de Rate of Climb 
 Para los cambios de pendiente de ascenso o descenso, heder dispone del comando 
RATE, el cual despliega las posibilidades mostradas en la figura VII. 
FIGURA VII. RATE EDEP. 
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Cambios en la velocidad 
Si lo que se requiere son cambios en la velocidad, eDEP dispone del comando Speed. 
Que despliega valores en IAS o Mach según el usuario desee. 
FIGURA VIII. SPEED EDEP. 
Otros comandos 
eDEP también dispone de otros comandos menos comunes, como son el SSR, para 
cambiar el código SSR o squawk, el comando Holding, para realizar esperas, y el 
comando TCASRA, para resolución de conflictos. Las siguientes imágenes muestran las 
opciones que éstos brindan. 
FIGURA IX. SRR EDEP. 
 
FIGURA X. TCASRA EDEP. 
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ANEXO B. Estudios realizados en NEST 
Para estimar la capacidad necesaria de la nueva interficie PWP creada, y algunos de los 
valores de los comandos de la misma, se han realizado estudios de tráfico en la 
herramienta NEST. 
B. 1. Preparación del escenario 
Para efectuar el estudio, se ha elegido el AIRAC_1608_415, que comprende las fechas 
desde el 21/07/2016 al 17/08/2016. Una vez seleccionado un día, se carga el tráfico y se 
realizan los estudios. Para los estudios realizados, se han variado las fechas elegidas, 
priorizando los viernes, ya que es el día de la semana que suele tener el volumen de 
tráfico más alto. 
La figura XI, muestra un ejemplo de tráfico, en concreto el del día 1. 
 
  
FIGURA XI. TRÁFICO NEST. 
B.2. Estudio de niveles de vuelo 
Para determinar los niveles de vuelo seleccionables, necesarios para la aplicación creada, 
se ha hecho el estudio de distintos perfiles verticales de aeronaves que han efectuado 
vuelos demedia/corta distancia y larga distancia. 
Con los datos obtenidos, se ha analizado el comportamiento de las aeronaves para 
determinar el máximo cambio de nivel de vuelo realizado en un mismo sector. 
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B.2.1. Vuelo a distancia larga 
Como se muestra en la figura XII, como vuelo de distancia larga, se ha elegido el 
BRU737, que ha realizado un vuelo desde UMMS (Minsk) a UGSB (Batumi). 
 
FIGURA XII. PERFIL VERTICAL BRU737. 
En todo el estudio, la fase de ascenso a ruta y descenso a aeropuerto no se tiene en 
cuenta ya que, en éstas áreas, los controladores suelen ordenar varios cambios de nivel 
de vuelo, incluso antes de llegar al ordenado anteriormente. Es por ello, que, en estas 
zonas, hay cambios bruscos, de más de 30.000 pies, sin que se mantenga ningún nivel 
de vuelo. 
El estudio se centra en la parte de ruta, ya que es en la que se suelen hacer cambios de 
nivel de vuelo para transferencia de sector o para organización del tráfico en una sola 
orden, lo cual es el foco del estudio: máximo cambio de nivel de vuelo que se suele 
ordenar. 
Como se puede observar en la figura XII, el máximo cambio de nivel de vuelo ordenado, 
es de FL 340 a 310, en el sector URRVALL. 
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B.2.2. Vuelos a distancia media/corta 
Como vuelos a distancia media/corta, se han elegido KLM54M y el EZY17NP.  
KLM54M 
La aeronave KLM54M, realiza un vuelo desde LSGG (Ginebra) a EHAM (Amsterdam). 
Como se muestra en la figura XIII, durante el transcurso del trayecto, la aeronave efectua 
un gran número de cambios de nivel de vuelo. 
FIGURA XIII. PERFIL VERTICAL KLM54M. 
En este perfil vertical, destacan 4 cambios de nivel de vuelo: el realizado en sector 
LFERLH, el del sector LFEEHE, el del sector EDYYB3LH y el del sector EDYYB5NL. 
El primero de ellos es un cambio de nivel 250 a 360. Al observar bien, se puede apreciar 
que, en el transcurso del cambio, la aeronave pasa por un total de 3 sectores. El cambio 
más brusco realizado dentro del sector LFERLH, con un cambio de FL 250 a 320. Este 
caso es extremo y, es muy probable que se haya efectuado en diferentes órdenes. Aún 
así, es un cambio posible, así que hay que tenerlo en cuenta. 
El resto de cambios mentados son de 5 niveles de vuelo, en el caso de LFEEHE, 5 
niveles de vuelo en e caso EDYYB5NL y 10 niveles de vuelo, en el caso del EDYYB3LH. 
Este ultimo caso, no es fiable, ya que es un cambio demasiado brusco y la pendiente que 
sigue no es constante, indicando así que lo más probable es que se haya efectuado en 
varias órdenes.  
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EZY17NP 
La aeronave EZY17NP, ha realizado un vuelo desde (Brístol) hasta LFRS (Nantes 
Atlantique). Su perfil vertical se muestra en la figura XIV. 
 
FIGURA XIV. PERFIL VERTICAL EZY17NP. 
En este último perfil, se aprecian 3 cambios de nivel de vuelo significativos: cambio de 13 
niveles de vuelo en el sector EGTT06BHD, 3 niveles de vuelo en el sector LFRRVS, y de 
15 niveles de vuelo en el sector LFRRKS.  
Se puede deducir, que los cambios de 13 y 15 niveles no son en una sola orden, ya que 
se ven diferentes tipos de pendiente en el primer caso y el segundo caso tiene una 
pendiente irregular, además, éste último se encuentra en fase de descenso. 
El estudio se ha realizado a más aeronaves. Se han elegido estas tres ya que eran un 
buen modelo para describir el análisis efectuado a los vuelos. 
Como resultado del estudio, se puede concluir, que las órdenes de cambio de nivel de 
vuelo no suelen superar los 5 niveles. El caso más extremo encontrado han sido 7 niveles 
de vuelo y uno dudoso de 10.  
Se ha concluido, que la aplicación debe tener cambios posibles de nivel de vuelo de hasta 
10 niveles. 
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B.3. Estudio de capacidad de tráfico 
Otro tema importante que tratar, es la capacidad de tráfico de la PWP creada. 
eDEP, solo soporta 20 vuelos en la ventana de tráfico y, como se verificará en este 
estudio, no es suficiente. 
Con este cálculo, se pretende identificar la capacidad idónea que permita realizar 
simulaciones sin cambios de página. 
El estudio, consiste estimar un tráfico máximo, teniendo en cuenta el tráfico máximo en un 
mismo instante de tiempo en diferentes sectores activos. 
Para obtener los datos, se carga el tráfico del día elegido, como se explica en el primer 
apartado del anexo B, se organiza el espacio aéreo por ACC (Area Control Center) y por 
Air Traffic Control. 
Una vez organizado el espacio, se buscan las configuraciones activas de los sectores 
deseados y, clicando don el botón derecho, aparece la opción de visualizar la 
Configuration Overload del sector, donde podremos ver el tráfico soportado por el sector 
en cada minuto. 
Las siguientes figuras, muestran sectores de lugares de interés, donde el tráfico es 
elevado: 
FIGURA XV. SECTOR EDWWCTAE. 
El primer sector es el EDWWCTAE, en configuración E2A, este sector se situa en 
Bremen, Alemania. 
Como se puede apreciar en la imagen, el sector tiene una carga de trabajo bastante 
elevada, la mayor parte del tiempo, el sector contiene más de 20 aeronaves al mismo 
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tiempo, superando así la capacidad de eDEP, obligando a utilizar el cambio de página. El 
tráfico máximo es 37, contenido en dos ocasiones. 
 
FIGURA XVI. SECTOR EGTTCTAC. 
En la figura XVI, se muestra el sector EGTTCTAC, en su configuración activa CENT1, el 
sector está ubicado en Londres, Reino Unido. 
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Como se ve en la imagen, el sector supera repetidas veces la capacidad de eDEP, El 
máximo de aviones, en el mismo instante de tiempo, que ha controlado el sector han sido 
29. 
FIGURA XVII. SECTOR LECMCTAS. 
El caso de la figura XVII, es un caso extremo, un sector de Madrid, España, un viernes en 
pleno verano. 
Como se aprecia en la figura el volumen de tráfico es muy elevado, llegando repetidas 
veces a las 49 aeronaves en un mismo instante de tiempo. 
FIGURA XVIII. SECTOR LOVVCTA 
Como último sector, el LOVVCTA, con su configuración 4G. El sector supera 
continuamente la capacidad de la PWP de eDEP, el tráfico máximo en un instante de 
tiempo ha sido 47. 
El estudio se ha repetido en varios sectores, además de los mostrados en el anexo. 
Como conclusión final, para realizar simulaciones sin cambios de página, la capacidad de 
tráfico de la PWP debe superar las 35 aeronaves. Aún así, para situaciones de alto trafico 
general, como un viernes de verano, lo ideal sería una capacidad de más de 45 
aeronaves. 
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ANEXO C. Preparación de eDEP para las pruebas 
Para realizar las pruebas, ambas aplicaciones deben utilizar el mismo tráfico, con las 
mismas propiedades. 
Preparar la aplicación creada ha sido tarea simple,  únicamente se ha tenido que 
introducir las propiedades de los vuelos en la colección, como se explica en el proyecto. 
Adaptar eDEP es una tarea algo más laboriosa, ya que, al ser un simulador completo, 
necesita más especificaciones y datos para producir el tráfico. 
En este anexo, se explica como se adaptó eDEP para las pruebas realizadas. 
 C.1. Generación de tráfico 
Para generar el trafico de eDEP, se ha creado el documento traffic.dat.  
La siguiente figura, muestra un ejemplo de cómo se han creado las aeronaves: 
FIGURA XIX. GENERACIÓN DE TRÁFICO EN EDEP.
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 C.2. Adaptación del espacio 
Para adaptar el espacio, se han hecho leves modificaciones en el documento 
airspace.doc de un espacio aéreo de una simulación ya existente. 
Las modificaciones consisten en modificar la frecuencia de los sectores feeders del sector 
activo, permitiendo tener frecuencias en común con la aplicación creada. Además, se han 
tenido que añadir algunos aeropuertos al documento para que eDEP, detectara la 
existencia de los vuelos que despegaban o aterrizaban en ellos. 
 C.3. Introducción de los ficheros 
EL último paso, se ha clonados un escenario ya existente y se han introducido los 
documentos creados en la carpeta. La carpeta del escenario creado, se ha introducido en 
la siguiente dirección del simulador eDEP: 
eraint-startup-server/PublisherApp/Files/edep-eraint-C-r3.9-02-12-15.jar 
Abriendo el .jar con un descompresor podemos encontrar la carpeta de simulaciones. 
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ANEXO D. Pruebas realizadas 
Como se explica en el proyecto, para estudiar la viabilidad de la aplicación, se han 
realizado 3 pruebas diferentes. Este anexo, contiene las órdenes utilizadas en las 3 
pruebas. 
D.1. Órdenes de la primera prueba 
Bateria de órdenes 
- JAI 386T, ascend to FL 360. 
- SAS 434H, change heading to 215 degrees. 
- VLG 377O, descend to FL 220 with a slope of 3000 ft/min. 
- SAS 434H, change FL to 220, and speed to IAS 270. 
• RYR 19PL, change heading to 120. 
- BAW 040PC, turn right 50 degrees. 
- VLG 096L, change speed to IAS 300. 
- DLH 9NM, go direct to UNANA 
- JAI 004, change frequency to 122.01, ByeBye!. 
• RYR 554NS, change heading to 120 degrees. 
- VLG 3770, change speed to IAS 300 
- VLG 3770, change frequency 122.03, Bye Bye!. 
- SAS 434H, change FL to 200 and slope to 2000 ft/min. 
- JAI 386T, change heading to 220 degrees. 
• AAR 975T, descend to FL 300 and change frequency to 122.04, Bye Bye!. 
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D.2. Órdenes de las pruebas 2 y 3 
Flight Level 
- JAI 386T, ascend to FL 360. 
- DLH 76ZT, descend to FL 280. 
- SAS 434H, ascend to FL 230 at 3000 ft/min. 
- BAW 36TY, change FL to 240. 
- BAW 040PC, descend to FL 280 at 2000 ft/min. 
- SAS 434H, change FL to 220. 
- VLG 377O, descend to FL 220. 
- AUA 03LG, ascend to FL 220. 
- BAW 040PC, descend to FL 280. 
- DLH 03PP, ascend to FL 320 with slope of 2500 ft/min. 
Heading  
- JAI 3867, change heading to 220 degrees. 
- SAS 434H, change heading to 215 degrees. 
- VLG 319, turn right 15 degrees. 
- RYR 19PL, change heading to 120 degrees. 
- DLH 269VB, turn left 20 degrees. 
- BAW 040PC, turn right 50 degrees. 
- AUA 955, change heading to 100 degrees. 
- RYR 554NS, change heading to 120 degrees. 
- DLH 03PP, turn left 15 degrees. 
- JAI 04PF, change heading to 230 degrees. 
Página !XVIII
Speed 
- JAI 04PF, change speed to Mach 0.83. 
- VLG 377O, change speed to IAS 300. 
- BAW 477LK, change speed to IAS 320. 
- AUA 03LG, change speed to 260. 
- VLG 348H, change speed to Mach 0.82. 
- SAS 434H, change speed to IAS 310. 
- DLH 03PP, change speed to Mach 0.83. 
- VLG 096L, change speed to Mach 0.87. 
- AAR 354D, change speed to IAS 300. 
- RYR 554NS, change speed to Mach 0.88. 
Rhumb and Transfer 
- AAR 354D, change rhumb, direct to AGOTO. 
- DLH 9NM, go direct to STP. 
- SAS 434H, go direct to AGOTO. 
- BAW 040PC, change rhumb, direct to UNANA. 
- VLG 77O, go direct to UNANA. 
- VLG 319, change frequency to 122.02, Bye Bye!. 
- AAR 97JT, change frequency to 122.04, Bye Bye!. 
- RYR PWC, change frequency to 122.03, Bye Bye!. 
- JAI 004, change frequency to 122.01, Bye Bye!. 
- SAS 047Y, change frequency to 122.02, Bye Bye!. 
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ANEXO E. Código de la aplicación 
E. 1. Views 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaFlightLevel.xaml 
    /// </summary> 
    public partial class PantallaFlightLevel : Window 
    { 
        public int contenidoBotonFlight; 
        public int contenidoBotonGS; 
        public int contenidoBotonT; 
        public Point p; 
        public int tipoPulsacion; //0 cualquier boton de fligth level, 1 GS y 2 
T 
        public PantallaFlightLevel(int valorBoton, Point p) 
        { 
            this.p = p; 
            this.tipoPulsacion = -1; 
            InitializeComponent(); 
            
            button00.Content = (valorBoton - 10).ToString(); 
            button01.Content = (valorBoton - 20).ToString(); 
            button02.Content = (valorBoton - 30).ToString(); 
            button03.Content = (valorBoton - 40).ToString(); 
            button04.Content = (valorBoton - 50).ToString(); 
            button05.Content = (valorBoton - 60).ToString(); 
            button06.Content = (valorBoton - 70).ToString(); 
            button07.Content = (valorBoton - 80).ToString(); 
            button08.Content = (valorBoton - 90).ToString(); 
            button09.Content = (valorBoton - 100).ToString(); 
            button10.Content = (valorBoton + 10).ToString(); 
            button11.Content = (valorBoton + 20).ToString(); 
            button12.Content = (valorBoton + 30).ToString(); 
            button13.Content = (valorBoton + 40).ToString(); 
            button14.Content = (valorBoton + 50).ToString(); 
            button15.Content = (valorBoton + 60).ToString(); 
            button16.Content = (valorBoton + 70).ToString(); 
            button17.Content = (valorBoton + 80).ToString(); 
            button18.Content = (valorBoton + 90).ToString(); 
            button19.Content = (valorBoton + 100).ToString(); 
            this.Left = p.X + 300; 
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            this.Top = p.Y + 100; 
        } 
        private void clickBoton1(object sender, RoutedEventArgs e)  //Resto 
botones 
        { 
            Button btn = (Button)sender; 
            this.contenidoBotonFlight = Int32.Parse(btn.Content.ToString()); 
            if (this.tipoPulsacion == -1) 
                this.tipoPulsacion = 0; 
            this.Close(); 
        } 
        private void clickPosition(object sender, 
System.Windows.Input.MouseEventArgs e) 
        { 
            this.p = e.GetPosition(this); 
        } 
        private void clickGS(object sender, RoutedEventArgs e)   //Boton GS 
        { 
            PantallaGS pantalla = new PantallaGS(true, this.p);    
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            this.tipoPulsacion = 1; 
            this.contenidoBotonGS = pantalla.getButton(); 
        } 
        private void clickT(object sender, RoutedEventArgs e)   //Boton T 
        { 
            PantallaGS pantalla = new PantallaGS(false, this.p);     
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            this.tipoPulsacion = 2; 
            this.contenidoBotonT = pantalla.getButton(); 
        } 
        public int getBotonFlight() 
        { 
            return this.contenidoBotonFlight; 
        } 
        public int getBotonGS() 
        { 
            return this.contenidoBotonGS; 
        } 
        public int getBotonT() 
        { 
            return this.contenidoBotonT; 
        } 
        public int getTipoPulsacion() 
        { 
            return this.tipoPulsacion; 
        } 
    } 
} 
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using PSEUDOPILOT.ViewModels; 
using PSEUDOPILOT.Views; 
using System; 
using System.Collections.Generic; 
using System.Configuration; 
using System.Data; 
using System.Linq; 
using System.Threading.Tasks; 
using System.Windows; 
namespace PSEUDOPILOT 
{ 
    /// <summary> 
    /// Interaction logic for App.xaml 
    /// </summary> 
    public partial class App : Application 
    { 
        public void AbrirPrincipalTiempo(object sender, StartupEventArgs e) 
        { 
            PantallaTime pantalla = new PantallaTime();    //abro la ventana de 
selección 
            MainWindow ventanaPrincipal = new MainWindow(pantalla); 
             
            ventanaPrincipal.Show(); 
            pantalla.Show(); 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para Arcos.xaml 
    /// </summary> 
    public partial class Arcos : Window 
    { 
        int heading, tipoPulsacion, contenidoBotonT; 
        string contenidoBotonWP; 
        string[] vector; 
        Point p; 
        public Arcos(string[] vector, Point p) 
        { 
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            this.p = p; 
            this.vector = vector; 
            this.tipoPulsacion = -1; 
            InitializeComponent(); 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
        } 
        private void clickBoton(object sender, RoutedEventArgs e) 
        { 
            Button btn = (Button)sender; 
            this.heading = Int32.Parse(btn.Content.ToString());       //
contenido del boton clickado 
            if (this.tipoPulsacion == -1) 
                this.tipoPulsacion = 0; 
            this.Close(); 
        } 
        private void clickWP(object sender, RoutedEventArgs e)   //Boton WP 
        { 
            Point p = new Point (0,0); 
            PantallaWayPoints pantalla = new PantallaWayPoints(vector, p); 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            this.tipoPulsacion = 1; 
            this.contenidoBotonWP = pantalla.getRoumb(); 
        } 
        private void clickT(object sender, RoutedEventArgs e)   //Boton T 
        { 
            PantallaGS pantalla = new PantallaGS(false, this.p); 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            this.tipoPulsacion = 2; 
            this.contenidoBotonT = pantalla.getButton(); 
        } 
        private void clickOptions(object sender, RoutedEventArgs e) 
        { 
            button1.Content = "5"; 
            button2.Content = "15"; 
            button3.Content = "25"; 
            button4.Content = "35"; 
            button5.Content = "45"; 
            button6.Content = "55"; 
            button7.Content = "65"; 
            button8.Content = "75"; 
            button9.Content = "85"; 
            button10.Content = "95"; 
            button11.Content = "105";  
            button12.Content = "115";  
            button13.Content = "125";  
            button14.Content = "135";  
            button15.Content = "145";  
            button16.Content = "155";  
            button17.Content = "165";  
            button18.Content = "175";  
            button19.Content = "185"; 
            button20.Content = "195"; 
            button21.Content = "205"; 
            button22.Content = "215"; 
            button23.Content = "225"; 
Página !XXIII
            button24.Content = "235"; 
            button25.Content = "245"; 
            button26.Content = "255"; 
            button27.Content = "265"; 
            button28.Content = "275"; 
            button29.Content = "285"; 
            button30.Content = "295"; 
            button31.Content = "305"; 
            button32.Content = "315"; 
            button33.Content = "325"; 
            button34.Content = "335"; 
            button35.Content = "345"; 
            button36.Content = "355"; 
        } 
        public int getHeading () 
        { 
            return this.heading; 
        } 
        public int getPulsacion () 
        { 
            return this.tipoPulsacion; 
        } 
        public string getWP() 
        { 
            return this.contenidoBotonWP; 
        } 
        public int getT() 
        { 
            return this.contenidoBotonT; 
        } 
    } 
} 
using System.Windows; 
using PSEUDOPILOT.Data; 
using PSEUDOPILOT.Models; 
using PSEUDOPILOT.ViewModels; 
using PSEUDOPILOT.Views; 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Collections.ObjectModel; 
using PSEUDOPILOT.Common; 
using System.Diagnostics; 
using PSEUDOPILOT.Commands; 
using System.Windows.Controls; 
using System.Threading; 
using System.ComponentModel; 
using System.Windows.Media; 
namespace PSEUDOPILOT.ViewModels 
{ 
    public partial class MainWindow : Window 
    { 
        FakeTrafficDB datos; 
        PantallaTime pantalla; 
        Plane avionSelected; 
        Point p; 
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        bool unoEliminado; 
        int tiempoEsperaFL, tiempoEsperaH, tiempoHeading; 
        bool cambiadoWP; 
        int heading, headingT; 
        string nextRoumb; 
        int indexPlaneTimeH, indexPlaneTimeFL, indexPlaneTimeNWP; 
        int flightLevel, tiempoEsperaWayPoint; 
        int tiempoFL, tiempoWPoint; 
        string WayPoint; 
        SolidColorBrush colorBackground, colorForeground; 
        public int getIndexPlane(string callSign) 
        { 
            int indice = -1; 
            for (int i = 0; i < ViewModelMain.numAviones(); i++) 
            { 
                if (ViewModelMain.getAvion(i).CallSign == callSign) 
                { 
                    indice = i; 
                    break; 
                } 
            } 
            if (this.unoEliminado == true) 
                return indice - 1; 
            else 
                return indice; 
        } 
        public MainWindow(PantallaTime pantalla) 
        { 
            this.colorForeground = Brushes.Black; 
            this.nextRoumb = ""; 
            this.heading = 0; 
            this.headingT = 0; 
            this.cambiadoWP = false; 
            this.pantalla = pantalla; 
            this.tiempoEsperaFL = 0; 
            this.tiempoEsperaH = 0; 
            this.tiempoHeading = 0; 
            this.tiempoEsperaWayPoint = 0; 
            this.avionSelected = new Plane(); 
            this.unoEliminado = false; 
            this.indexPlaneTimeH = -1; 
            this.indexPlaneTimeFL = -1; 
            this.indexPlaneTimeNWP = -1; 
            this.tiempoFL = 0; 
            this.tiempoWPoint = 0; 
            datos = new FakeTrafficDB(); 
            InitializeComponent(); 
            //Texto1.Foreground = new SolidColorBrush(Colors.White); 
            System.Windows.Threading.DispatcherTimer dispatcherTimer = new 
System.Windows.Threading.DispatcherTimer(); 
            dispatcherTimer.Tick += new EventHandler(dispatcherTimer_Tick); 
            dispatcherTimer.Interval = new TimeSpan(0, 0, 1); 
            dispatcherTimer.Start(); 
        } 
        public void WorkloadAS (int numAviones) 
        { 
            if (numAviones <=10) 
                this.colorBackground = Brushes.White; 
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            else if (numAviones > 10 && numAviones <=15) 
                this.colorBackground = Brushes.Yellow; 
            else if (numAviones > 15 && numAviones <= 25) 
                this.colorBackground = Brushes.Orange; 
            else 
                this.colorBackground = Brushes.Red; 
        } 
        private void dispatcherTimer_Tick(object sender, EventArgs e) 
        { 
            WorkloadAS(ViewModelMain.numAviones()); 
            if (this.tiempoEsperaFL != 0) 
            { 
                this.tiempoFL++; 
                if (this.tiempoFL == this.tiempoEsperaFL) 
                    ViewModelMain.modificaFlight(this.indexPlaneTimeFL, 
this.flightLevel); 
            } 
            if (this.tiempoEsperaH != 0) 
            { 
                this.tiempoHeading++; 
                if (this.tiempoHeading == this.tiempoEsperaH) 
                    ViewModelMain.modificaHeading(this.indexPlaneTimeH, 
this.headingT); 
                 
            } 
            if (this.tiempoWPoint != 0) 
            { 
                this.tiempoEsperaWayPoint++; 
                if (this.tiempoEsperaWayPoint == this.tiempoWPoint) 
                    ViewModelMain.modificaWayPoint(this.indexPlaneTimeNWP, 
this.WayPoint); 
            } 
            if (this.avionSelected.NextWP == this.nextRoumb) 
            { 
                this.avionSelected.Heading = this.heading; 
                this.heading = 0; 
                this.nextRoumb = ""; 
            } 
        } 
        private void FLButton_Click(object sender, RoutedEventArgs e) 
        { 
            Button btn = (Button)sender; 
            int numBoton = Int32.Parse(btn.Content.ToString());       //
contenido del boton clickado 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            PantallaFlightLevel pantalla = new PantallaFlightLevel(numBoton, 
this.p);    //abro la ventana de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            string datoTiempo = this.pantalla.getTime(); 
            int tipoBoton = pantalla.getTipoPulsacion(); 
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            int numBotonPantallaFlight = pantalla.getBotonFlight();    //Cojo el 
contenido del nuevo valor 
            switch (tipoBoton) 
            { 
                case 0: 
                    this.avionSelected.FlightLevel = 
numBotonPantallaFlight;   //Modifico el avión 
                    this.avionSelected.GlideSlope = 1000; 
                    break; 
                case 1: 
                    this.avionSelected.FlightLevel = 
numBotonPantallaFlight;   //Modifico el avión 
                    this.avionSelected.GlideSlope = pantalla.getBotonGS(); 
                    Traffic_.SelectedItem = this.avionSelected; 
                    break; 
                case 2: 
                    this.indexPlaneTimeFL = 
getIndexPlane(this.avionSelected.CallSign); 
                    this.tiempoEsperaFL = pantalla.getBotonT() * 60; 
                    this.flightLevel = numBotonPantallaFlight; 
                    break; 
            } 
        } 
        private void HButton_Click(object sender, RoutedEventArgs e) 
        { 
            Button btn = (Button)sender; 
            int numBoton = Int32.Parse(btn.Content.ToString());       //
contenido del boton clickado 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            Arcos pantalla = new Arcos(this.avionSelected.FlightPlan, this.p);    
//abro la ventana de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            int tipoBoton = pantalla.getPulsacion(); 
            int contenidoHeading = pantalla.getHeading(); 
            switch (tipoBoton) 
            { 
                case 0: 
                    this.avionSelected.Heading = contenidoHeading;   //Modifico 
el avión 
                    this.avionSelected.GlideSlope = 1000; 
                    break; 
                case 1: 
                    if (this.avionSelected.NextWP == pantalla.getWP()) 
                    { 
                        this.avionSelected.Heading = contenidoHeading; 
                        Traffic_.SelectedItem = this.avionSelected; 
                    } 
                    else 
                    { 
                        this.cambiadoWP = true; 
                        this.heading = contenidoHeading;   //Modifico el avión 
                        this.nextRoumb = pantalla.getWP(); 
                    } 
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                    break; 
                case 2: 
                    this.indexPlaneTimeH = 
getIndexPlane(this.avionSelected.CallSign); 
                    this.tiempoEsperaH = pantalla.getT() * 60; 
                    this.headingT = contenidoHeading; 
                    break; 
            } 
        } 
        private void NRButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            PantallaWayPoints pantalla = new 
PantallaWayPoints(this.avionSelected.FlightPlan, this.p);    //abro la ventana 
de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            int tipoBoton = pantalla.getTipoPulsacion(); 
            string nextWP = pantalla.getRoumb(); 
            switch (tipoBoton) 
            { 
                case 0: 
                    this.avionSelected.NextWP = nextWP;   //Modifico el avión 
                    break; 
                case 2: 
                    this.indexPlaneTimeNWP = 
getIndexPlane(this.avionSelected.CallSign); 
                    this.tiempoWPoint = pantalla.getBotonT() * 60; 
                    this.WayPoint = nextWP; 
                    break; 
            } 
        } 
        private void clickPosition(object sender, 
System.Windows.Input.MouseEventArgs e) 
        { 
            this.p = e.GetPosition(this); 
            this.p.X = this.p.X - 280; 
            this.p.Y = this.p.Y - 90; 
        } 
        private void FButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            PantallaFrecuencia pantalla = new PantallaFrecuencia(this.p);    //
abro la ventana de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            if (pantalla.getSalida() != -1) 
            { 
                this.avionSelected.Frequency = pantalla.getFrecuencia(); 
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                int index = getIndexPlane(this.avionSelected.CallSign); 
                if (index != -1) 
                { 
                    ViewModelMain.RemoveItem(index); 
                    this.unoEliminado = true; 
                } 
            } 
        } 
        private void TurnButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            PantallaTurn pantalla = new PantallaTurn(this.p);    //abro la 
ventana de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            if (pantalla.getSalida() != -1) 
            { 
                if (pantalla.getDireccion() == 'R') 
                    this.avionSelected.Heading += pantalla.getTurn();   //
Modifico el avión 
                else 
                    this.avionSelected.Heading -= pantalla.getTurn();   //
Modifico el avión 
            } 
        } 
        private void SquawkButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            PantallaSquawk pantalla = new PantallaSquawk(this.p);    //abro la 
ventana de selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            if (pantalla.getSalida() != -1) 
                this.avionSelected.Squawk 
=Convert.ToInt32(pantalla.getSquawk()); 
        } 
        private void IlsButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            double valor = this.avionSelected.FlightLevel * 1000 * Math.Sin(3); 
            string msg = valor.ToString(); 
            MessageBox.Show("Glide Slope Changed to " + msg, "Mensaje aviso"); 
        } 
        private void DeleteButton_Click(object sender, RoutedEventArgs e) 
        { 
            if (MessageBox.Show("Are you sure?", "Question", 
MessageBoxButton.YesNo, MessageBoxImage.Warning) == MessageBoxResult.No) 
            { 
            } 
            else 
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            { 
                this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
                int index = getIndexPlane(this.avionSelected.CallSign); 
                if (index != -1) 
                { 
                    ViewModelMain.RemoveItem(index); 
                    this.unoEliminado = true; 
                } 
            } 
        } 
        private void SButton_Click(object sender, RoutedEventArgs e) 
        { 
            this.avionSelected = (Plane)Traffic_.SelectedItem;  //avión 
seleccionado 
            Button btn = (Button)sender; 
            PantallaSpeed pantalla = new 
PantallaSpeed(this.avionSelected.FlightLevel, 
Convert.ToDouble(btn.Content.ToString()), this.p);    //abro la ventana de 
selección 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            if (pantalla.getSalida() != -1) 
            { 
                if (this.avionSelected.FlightLevel > 260) 
                    this.avionSelected.Speed = pantalla.getSpeed(); 
                else 
                    this.avionSelected.Speed = Math.Round(pantalla.getSpeed() / 
343, 2); 
            } 
        } 
        public void clikCall(Object sender, RoutedEventArgs e) 
        { 
            TextBlock text = (TextBlock)sender; 
            text.Background = this.colorBackground; 
            text.Foreground = this.colorForeground; 
        } 
        
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
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    /// <summary> 
    /// Lógica de interacción para PantallaFrecuencia.xaml 
    /// </summary> 
     
    public partial class PantallaFrecuencia : Window 
    { 
        double frecuencia; 
        int salida, positionY, positionX; 
        public PantallaFrecuencia(Point p) 
        { 
            this.positionY = -150; 
            this.positionX = -350; 
            this.salida = -1; 
            InitializeComponent(); 
            int columna = 0; 
            double[] frecuencias = new double[] { 
                                                 102.01, 102.02, 102.03, 102.04, 
                                                 102.05, 102.06, 102.07, 102.08, 
                                                 102.09, 102.10, 102.11, 102.12, 
                                                 102.13, 102.14, 102.15,102.16, 
                                                }; 
            for (int i = 0; i < frecuencias.Length; i++) 
            { 
                Button boton1 = new Button(); 
                boton1.Content = frecuencias[i]; 
                boton1.Width = 107; 
                boton1.Height = 36; 
                if (columna == 4) 
                { 
                    this.positionX += 214; 
                    this.positionY = -150; 
                    columna = 0;  
                } 
                boton1.Margin = new Thickness(positionX, positionY, 0, 0); 
                boton1.Click += clickFrecuencia; 
                miGrid1.Children.Add(boton1); 
                positionY += 72; 
                columna++; 
            } 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
        } 
        private void clickFrecuencia(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.frecuencia = (Convert.ToDouble((btn.Content.ToString())))/100;       
//contenido del boton clickado 
            this.Close(); 
        } 
        public double getFrecuencia() 
        { 
            return this.frecuencia; 
        } 
        public int getSalida() 
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        { 
            return this.salida; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaGS.xaml 
    /// </summary> 
    public partial class PantallaGS : Window 
    { 
        int contenidoBoton; 
        public PantallaGS(Boolean esGS, Point p) 
        { 
            InitializeComponent(); 
            if (esGS) 
            { 
                button1.Content = 1000; 
                button2.Content = 1500; 
                button3.Content = 2000; 
                button4.Content = 2500; 
                button5.Content = 3000; 
                button6.Content = 4000; 
            } 
           else 
            { 
                button1.Content = 2; 
                button2.Content = 5; 
                button3.Content = 10; 
                button4.Content = 15; 
                button5.Content = 20; 
                button6.Content = 30; 
            } 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
        } 
        private void button1_Click(object sender, RoutedEventArgs e) 
        { 
            Button btn = (Button)sender; 
            this.contenidoBoton = Int32.Parse(btn.Content.ToString());       //
contenido del boton clickado 
            this.Close(); 
        } 
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        public int getButton () 
        { 
            return this.contenidoBoton; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaSpeed.xaml 
    /// </summary> 
    public partial class PantallaSpeed : Window 
    { 
        double speed; 
        int salida, unidades; 
        public PantallaSpeed(int flightLevel, double speed, Point p) 
        { 
            this.salida = -1; 
            InitializeComponent(); 
            if (flightLevel > 260) 
            { 
                button1.Content = (speed + 0.01).ToString(); 
                button2.Content = (speed + 0.02).ToString(); 
                button3.Content = (speed + 0.03).ToString(); 
                button4.Content = (speed + 0.04).ToString(); 
                button5.Content = (speed + 0.05).ToString(); 
                button6.Content = (speed + 0.06).ToString(); 
                button7.Content = (speed + 0.07).ToString(); 
                button8.Content = (speed + 0.08).ToString(); 
                button9.Content = (speed + 0.09).ToString(); 
                button10.Content = (speed + 0.1).ToString(); 
             
                button11.Content = (speed - 0.01).ToString(); 
                button12.Content = (speed - 0.02).ToString(); 
                button13.Content = (speed - 0.03).ToString(); 
                button14.Content = (speed - 0.04).ToString(); 
                button15.Content = (speed - 0.05).ToString(); 
                button16.Content = (speed - 0.06).ToString(); 
                button17.Content = (speed - 0.07).ToString(); 
                button18.Content = (speed - 0.08).ToString(); 
                button19.Content = (speed - 0.09).ToString(); 
                button20.Content = (speed - 0.1).ToString(); 
            } 
            else 
            { 
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                unidades = (int) Math.Round(Convert.ToDouble((speed * 343 + 
10).ToString()), 0) % 10; 
                button1.Content = Math.Round(Convert.ToDouble((speed*343 + 
10).ToString()), 0) + (10-unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
20).ToString()), 0) % 10; 
                button2.Content = Math.Round(Convert.ToDouble((speed*343 + 
20).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
30).ToString()), 0) % 10; 
                button3.Content = Math.Round(Convert.ToDouble((speed*343 + 
30).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
40).ToString()), 0) % 10; 
                button4.Content = Math.Round(Convert.ToDouble((speed*343 + 
40).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
50).ToString()), 0) % 10; 
                button5.Content = Math.Round(Convert.ToDouble((speed*343 + 
50).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
60).ToString()), 0) % 10; 
                button6.Content = Math.Round(Convert.ToDouble((speed*343 + 
60).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
70).ToString()), 0) % 10; 
                button7.Content = Math.Round(Convert.ToDouble((speed*343 + 
70).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
80).ToString()), 0) % 10; 
                button8.Content = Math.Round(Convert.ToDouble((speed*343 + 
80).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
90).ToString()), 0) % 10; 
                button9.Content = Math.Round(Convert.ToDouble((speed*343 + 
90).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 + 
100).ToString()), 0) % 10; 
                button10.Content = Math.Round(Convert.ToDouble((speed*343 + 
100).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
10).ToString()), 0) % 10; 
                button11.Content = Math.Round(Convert.ToDouble((speed*343 - 
10).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
20).ToString()), 0) % 10; 
                button12.Content = Math.Round(Convert.ToDouble((speed*343 - 
20).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
30).ToString()), 0) % 10; 
                button13.Content = Math.Round(Convert.ToDouble((speed*343 - 
30).ToString()), 0) + (10 - unidades); 
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                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
40).ToString()), 0) % 10; 
                button14.Content = Math.Round(Convert.ToDouble((speed*343 - 
40).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
50).ToString()), 0) % 10; 
                button15.Content = Math.Round(Convert.ToDouble((speed*343 - 
50).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
60).ToString()), 0) % 10; 
                button16.Content = Math.Round(Convert.ToDouble((speed*343 - 
60).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
70).ToString()), 0) % 10; 
                button17.Content = Math.Round(Convert.ToDouble((speed*343 - 
70).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
80).ToString()), 0) % 10; 
                button18.Content = Math.Round(Convert.ToDouble((speed*343 - 
80).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
90).ToString()), 0) % 10; 
                button19.Content = Math.Round(Convert.ToDouble((speed*343 - 
90).ToString()), 0) + (10 - unidades); 
                unidades = (int)Math.Round(Convert.ToDouble((speed * 343 - 
100).ToString()), 0) % 10; 
                button20.Content = Math.Round(Convert.ToDouble((speed*343 - 
100).ToString()), 0) + (10 - unidades); 
            } 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
        } 
        private void clickSpeed(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.speed = Convert.ToDouble(btn.Content.ToString()); 
            this.Close(); 
        } 
        public double getSpeed () 
        { 
            return this.speed; 
        } 
        public int getSalida() 
        { 
            return this.salida; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
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using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaSquawk.xaml 
    /// </summary> 
    public partial class PantallaSquawk : Window 
    { 
        int salida; 
        int num1, num2, num3, num4; 
        public List <Button> botones; 
        string cadenaSquawk; 
        public PantallaSquawk(Point p) 
        { 
            this.cadenaSquawk = ""; 
            this.salida = -1; 
            InitializeComponent(); 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
            botones = new List<Button>(); 
            botones.Add(button10); 
            botones.Add(button11); 
            botones.Add(button12); 
            botones.Add(button13); 
            botones.Add(button14); 
            botones.Add(button15); 
            botones.Add(button16); 
            botones.Add(button17); 
            botones.Add(button18); 
            botones.Add(button19); 
            botones.Add(button20); 
            botones.Add(button21); 
            botones.Add(button22); 
            botones.Add(button23); 
            botones.Add(button24); 
            botones.Add(button25); 
            botones.Add(button26); 
            botones.Add(button27); 
            botones.Add(button28); 
            botones.Add(button29); 
            botones.Add(button30); 
            botones.Add(button31); 
            botones.Add(button32); 
            botones.Add(button33); 
            botones.Add(button34); 
            botones.Add(button35); 
            botones.Add(button36); 
            botones.Add(button37); 
            botones.Add(button38); 
            botones.Add(button39); 
            botones.Add(button40); 
            botones.Add(button41); 
            botones.Add(button42); 
            botones.Add(button43); 
            botones.Add(button44); 
            botones.Add(button45); 
            botones.Add(button46); 
            botones.Add(button47); 
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            botones.Add(button48); 
            botones.Add(button49); 
            for (int i = 10; i < botones.Count; i++) 
                botones.ElementAt(i).IsEnabled = false; 
                        
        } 
        private void clickFila1(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.num1 = Int32.Parse(btn.Content.ToString());       //contenido 
del boton clickado 
            for (int i = 0; i < botones.Count; i++) 
            { 
                if (i != this.num1) 
                    botones.ElementAt(i).IsEnabled = false; 
            } 
            for (int j = 10; j < 20; j++) 
                botones.ElementAt(j).IsEnabled = true; 
            this.cadenaSquawk += btn.Content.ToString(); 
            textBox.Text = cadenaSquawk; 
        } 
        private void clickFila2(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.num2 = Int32.Parse(btn.Content.ToString());       //contenido 
del boton clickado 
            for (int i = 0; i < botones.Count; i++) 
            { 
                if (i != this.num2) 
                    botones.ElementAt(i).IsEnabled = false; 
            } 
            for (int j = 20; j < 30; j++) 
                botones.ElementAt(j).IsEnabled = true; 
            this.cadenaSquawk += btn.Content.ToString(); 
            textBox.Text = cadenaSquawk; 
        } 
        private void button_Click(object sender, RoutedEventArgs e) 
        { 
            textBox.Text = ""; 
            this.cadenaSquawk = ""; 
            for (int i = 0; i < 10; i++) 
                botones.ElementAt(i).IsEnabled = true; 
        } 
        private void button_Click1(object sender, RoutedEventArgs e) 
        { 
            this.Close(); 
        } 
        private void clickFila3(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
Página !XXXVII
            this.num3 = Int32.Parse(btn.Content.ToString());       //contenido 
del boton clickado 
            for (int i = 0; i < botones.Count; i++) 
            { 
                if (i != this.num3) 
                    botones.ElementAt(i).IsEnabled = false; 
            } 
            for (int j = 30; j < 40; j++) 
                botones.ElementAt(j).IsEnabled = true; 
              
            this.cadenaSquawk += btn.Content.ToString(); 
            textBox.Text = cadenaSquawk; 
        } 
        private void clickFila4(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.num4 = Int32.Parse(btn.Content.ToString());       //contenido 
del boton clickado 
            this.cadenaSquawk += btn.Content.ToString(); 
            textBox.Text = cadenaSquawk; 
            for (int j = 30; j < 40; j++) 
                botones.ElementAt(j).IsEnabled = false; 
        } 
        public string getSquawk () 
        { 
            return this.cadenaSquawk; 
        } 
        public int getSalida() 
        { 
            return this.salida; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Timers; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
using System.Windows.Threading; 
namespace PSEUDOPILOT.Views 
{ 
     
    public partial class PantallaTime : Window 
    { 
        System.Timers.Timer t; 
        int h, m, s; 
        private void OnTimeEvent(object sender, ElapsedEventArgs e) 
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        { 
            Dispatcher.Invoke(new Action(() => 
            { 
                s += 1; 
                if (s == 60) 
                { 
                    s = 0; 
                    m += 1; 
                } 
                if (m == 60) 
                { 
                    m = 0; 
                    h += 1; 
                } 
                timeResult.Text = string.Format("{0}:{1}:{2}", 
h.ToString().PadLeft(2, '0'), m.ToString().PadLeft(2, '0'), 
s.ToString().PadLeft(2, '0')); 
            })); 
        } 
        public string getTime () 
        { 
            return timeResult.Text; 
        } 
        public PantallaTime() 
        { 
            InitializeComponent(); 
            t = new System.Timers.Timer(); 
            t.Interval = 1000; 
            t.Elapsed += OnTimeEvent; 
            t.Start(); 
        } 
        
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaTurn.xaml 
    /// </summary> 
    public partial class PantallaTurn : Window 
    { 
        char direccion; 
        int turn, salida; 
        public PantallaTurn(Point p) 
        { 
            this.salida = -1; 
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            InitializeComponent(); 
            this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
        } 
        private void clickTurn(object sender, RoutedEventArgs e) 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            string contenido = btn.Content.ToString(); 
            this.direccion = contenido[contenido.Length - 1]; 
            if (contenido.Contains("R")) 
                this.turn = Int32.Parse(contenido.TrimEnd('R')); 
            else 
                this.turn = Int32.Parse(contenido.TrimEnd('L')); 
            this.Close(); 
             
        } 
        public char getDireccion () 
        { 
            return this.direccion; 
        } 
        public int getTurn() 
        { 
            return this.turn; 
        } 
        public int getSalida() 
        { 
            return this.salida; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using System.Windows; 
using System.Windows.Controls; 
using System.Windows.Data; 
using System.Windows.Documents; 
using System.Windows.Input; 
using System.Windows.Media; 
using System.Windows.Media.Imaging; 
using System.Windows.Shapes; 
namespace PSEUDOPILOT.Views 
{ 
    /// <summary> 
    /// Lógica de interacción para PantallaWayPoints.xaml 
    /// </summary> 
    public partial class PantallaWayPoints : Window 
    { 
        string roumb; 
        int salida, tipoPulsacion, contenidoBotonT; 
        Point p; 
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        public PantallaWayPoints(string [] vectorWay, Point p) 
        { 
            this.p = p; 
            this.salida = -1; 
            int positionX = -400; 
            this.tipoPulsacion = -1; 
            InitializeComponent(); 
             
            for (int i = 0; i < vectorWay.Length; i++) 
            { 
                Button boton1 = new Button(); 
                boton1.Content = vectorWay[i]; 
                boton1.Width = 87; 
                boton1.Height = 29; 
                boton1.Margin = new Thickness(positionX, -10, 0, 0); 
                boton1.Click += clickRoumb; 
                miGrid1.Children.Add(boton1); 
                positionX += 200; 
            } 
             
           this.Left = p.X + 300; 
            this.Top = p.Y + 100; 
             
        } 
        private void clickRoumb(object sender, RoutedEventArgs e)   //Boton GS 
        { 
            this.salida = 0; 
            Button btn = (Button)sender; 
            this.roumb = btn.Content.ToString(); 
            if (this.tipoPulsacion == -1) 
                this.tipoPulsacion = 0; 
            this.Close(); 
        } 
        public string getRoumb() 
        { 
            return this.roumb; 
        } 
        public int getSalida() 
        { 
            return this.salida; 
        } 
        private void button_Click(object sender, RoutedEventArgs e) 
        { 
            PantallaGS pantalla = new PantallaGS(false, this.p); 
            pantalla.Owner = this; 
            pantalla.ShowDialog(); 
            this.tipoPulsacion = 2; 
            this.contenidoBotonT = pantalla.getButton(); 
        } 
        public int getBotonT() 
        { 
            return this.contenidoBotonT; 
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        } 
        public int getTipoPulsacion() 
        { 
            return this.tipoPulsacion; 
        } 
    } 
} 
E. 2. ViewModels 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Threading.Tasks; 
using PSEUDOPILOT.Models; 
using PSEUDOPILOT.Common; 
using PSEUDOPILOT.Data; 
using PSEUDOPILOT.Commands; 
using PSEUDOPILOT.Views; 
using System.ComponentModel; 
namespace PSEUDOPILOT.ViewModels 
{ 
    class FlightLevelWinVM : ViewModelBase 
    { 
        int _BaseHeading; 
        public int BaseHeading 
        { 
            get 
            { 
                return _BaseHeading; 
            } 
            set 
            { 
                if (_BaseHeading != value) 
                { 
                    _BaseHeading = value; 
                    RaisePropertyChanged("BaseHeading"); 
                } 
            } 
        } 
        public FlightLevelWinVM(int BaseHeading) 
        { 
            _BaseHeading = BaseHeading; 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.ComponentModel; 
using System.Windows; 
using System.Windows.Threading; 
namespace PSEUDOPILOT.ViewModels 
{ 
    class ViewModelBase : INotifyPropertyChanged 
    { 
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        //basic ViewModelBase 
        internal void RaisePropertyChanged(string prop) 
        { 
            if (PropertyChanged != null) { PropertyChanged(this, new 
PropertyChangedEventArgs(prop)); } 
        } 
        public event PropertyChangedEventHandler PropertyChanged; 
        //Extra Stuff, shows why a base ViewModel is useful 
        bool? _CloseWindowFlag; 
        public bool? CloseWindowFlag 
        { 
            get { return _CloseWindowFlag; } 
            set 
            { 
                _CloseWindowFlag = value; 
                RaisePropertyChanged("CloseWindowFlag"); 
            } 
        } 
        public virtual void CloseWindow(bool? result = true) 
        { 
            
Application.Current.Dispatcher.BeginInvoke(DispatcherPriority.Background, new 
Action(() => 
            { 
                CloseWindowFlag = CloseWindowFlag == null  
                    ? true  
                    : !CloseWindowFlag; 
            })); 
        } 
    } 
} 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Collections.ObjectModel; 
using PSEUDOPILOT.Models; 
using PSEUDOPILOT.Common; 
using PSEUDOPILOT.Data; 
using System.Diagnostics; 
using PSEUDOPILOT.Commands; 
namespace PSEUDOPILOT.ViewModels 
{ 
    class ViewModelMain : ViewModelBase 
    { 
        public static ObservableCollection<Plane> Traffic_ { get; set; } 
        /// <summary> 
        /// </summary> 
        public RelayCommand SelectedPlaneChangedCommand { get; set; } 
        private Plane _SelectedPlane; 
        public Plane SelectedPlane 
        { 
            get 
            { 
                return _SelectedPlane; 
            } 
            set 
            { 
                if (_SelectedPlane != value) 
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                { 
                    _SelectedPlane = value; 
                    RaisePropertyChanged("SelectedPlane"); 
                } 
            } 
        } 
        public ViewModelMain() 
        { 
            var Faketrafficdb = new FakeTrafficDB(); 
            Traffic_= Faketrafficdb.InitializeCollection(); 
             
        } 
        public static int numAviones () 
        { 
            return Traffic_.Count; 
        } 
        public static Plane getAvion (int index) 
        { 
            return Traffic_.ElementAt(index); 
        } 
        public static void modificaFlight (int index, int flight) 
        { 
            Traffic_.ElementAt(index).FlightLevel = flight; 
        } 
        public static void modificaHeading(int index, int heading) 
        { 
            Traffic_.ElementAt(index).Heading = heading; 
        } 
        public static void modificaWayPoint(int index, string nextWay) 
        { 
            Traffic_.ElementAt(index).NextWP = nextWay; 
        } 
        public static void limpiaAviones() 
        { 
            for (int i = 0; i < Traffic_.Count; i++) 
            { 
            } 
        } 
        public static void AddItem() 
        { 
            Traffic_.Add(new Plane { CallSign = "ELVENAO", Heading = 260, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, Frequency = 120.195, ExitFL = 360, EnterTime = 000001 }); 
        } 
        public static void RemoveItem (int index) 
        { 
            Traffic_.RemoveAt(index); 
        } 
        /// <summary> 
        /// Save changes made in the SelectedPlane instance 
        /// </summary> 
        public void SaveChanges() 
        { 
            Debug.Assert(false,String.Format("{0} was 
updated.",SelectedPlane.FlightLevel)); 
        } 
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    } 
} 
E. 3. Models 
using System; 
using System.ComponentModel; 
namespace PSEUDOPILOT.Models 
{ 
    public class Plane : INotifyPropertyChanged, IComparable 
    { 
        /// <summary> 
        /// Initializes a new instance of the Plane class; 
        /// </summary> 
        string _CallSign; 
         
        public string CallSign 
        { 
            get 
            { 
                return _CallSign; 
            } 
            set 
            { 
                if (_CallSign != value) 
                { 
                    _CallSign = value; 
                    RaisePropertyChanged("CallSign"); 
                } 
            } 
        } 
        int _Heading; 
        public int Heading 
        { 
            get 
            { 
                return _Heading; 
            } 
            set 
            { 
                if (_Heading != value) 
                { 
                    _Heading = value; 
                    RaisePropertyChanged("Heading"); 
                } 
            } 
        } 
        string _NextWP; 
        public string NextWP 
        { 
            get 
            { 
                return _NextWP; 
            } 
            set 
            { 
                if (_NextWP != value) 
                { 
                    _NextWP = value; 
                    RaisePropertyChanged("NextWP"); 
                } 
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            } 
        } 
        string _Color; 
        public string Color 
        { 
            get 
            { 
                return _Color; 
            } 
            set 
            { 
                if (_Color != value) 
                { 
                    _Color = value; 
                    RaisePropertyChanged("Color"); 
                } 
            } 
        } 
        string _ColorText; 
        public string ColorText 
        { 
            get 
            { 
                return _ColorText; 
            } 
            set 
            { 
                if (_ColorText != value) 
                { 
                    _ColorText = value; 
                    RaisePropertyChanged("ColorText"); 
                } 
            } 
        } 
        double _Speed; 
        public double Speed 
        { 
            get 
            { 
                return _Speed; 
            } 
            set 
            { 
                if (_Speed != value) 
                { 
                    _Speed = value; 
                    RaisePropertyChanged("Speed"); 
                } 
            } 
        } 
        int _FlightLevel; 
        public int FlightLevel 
        { 
            get 
            { 
                return _FlightLevel; 
            } 
            set 
            { 
                if (_FlightLevel != value) 
                { 
                    _FlightLevel = value; 
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                    RaisePropertyChanged("FlightLevel"); 
                } 
            } 
        } 
        public string [] FlightPlan; 
        int _GlideSlope; 
        public int GlideSlope 
        { 
            get 
            { 
                return _GlideSlope; 
            } 
            set 
            { 
                if (_GlideSlope != value) 
                { 
                    _GlideSlope = value; 
                    RaisePropertyChanged("GlideSlope"); 
                } 
            } 
        } 
        double _Frequency; 
        public double Frequency 
        { 
            get 
            { 
                return _Frequency; 
            } 
            set 
            { 
                if (_Frequency != value) 
                { 
                    _Frequency = value; 
                    RaisePropertyChanged("Frequency"); 
                } 
            } 
        } 
        int _ExitFL; 
        public int ExitFL 
        { 
            get 
            { 
                return _ExitFL; 
            } 
            set 
            { 
                if (_ExitFL != value) 
                { 
                    _ExitFL = value; 
                    RaisePropertyChanged("ExitFL"); 
                } 
            } 
        } 
        double _EnterTime; 
        public double EnterTime 
        { 
            get 
            { 
                return _EnterTime; 
            } 
            set 
            { 
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                if (_EnterTime != value) 
                { 
                    _EnterTime = value; 
                    RaisePropertyChanged("EnterTime"); 
                } 
            } 
        } 
        int _Squawk; 
        public int Squawk 
        { 
            get 
            { 
                return _Squawk; 
            } 
            set 
            { 
                if (_Squawk != value) 
                { 
                    _Squawk = value; 
                    RaisePropertyChanged("Squawk"); 
                } 
            } 
        } 
        void RaisePropertyChanged(string prop) 
        { 
            if (PropertyChanged != null) { PropertyChanged(this, new 
PropertyChangedEventArgs(prop)); } 
        } 
        public int CompareTo(object obj) 
        { 
            return _CallSign.CompareTo(((Plane)obj).CallSign); 
        } 
        public event PropertyChangedEventHandler PropertyChanged; 
    } 
} 
E. 4. Data 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
using System.Collections.ObjectModel; 
using PSEUDOPILOT.Models; 
using System.Windows.Data; 
using System.Collections; 
using System.Globalization; 
namespace PSEUDOPILOT.Data 
{ 
    class FakeTrafficDB 
    { 
        public static Plane[] aviones; 
        public Plane getAvion(int indice) 
        { 
            return aviones[indice]; 
        } 
         
        public ObservableCollection<Plane> MyPlane { get; set; } 
        public ListCollectionView _listCollectionView; 
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        public ObservableCollection<Plane> InitializeCollection() 
        { 
            MyPlane = new ObservableCollection<Plane>(); 
            _listCollectionView = CollectionViewSource.GetDefaultView(MyPlane) 
                      as ListCollectionView; 
            if (_listCollectionView != null) 
            { 
                _listCollectionView.IsLiveSorting = true; 
                _listCollectionView.CustomSort = new 
                        CaseInsensitiveComparer(CultureInfo.InvariantCulture); 
            } 
            MyPlane.Add(new Plane { CallSign = "VLG348H", Heading = 120, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "RYR619PL", Heading = 70, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "RYR6PWC", Heading = 60, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.82, FlightLevel = 
220, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency = 
120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "VLG096L", Heading = 60, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.89, FlightLevel = 
300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "SAS434H", Heading = 110, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.73, FlightLevel 
= 200, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "DLH03PP", Heading = 120, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "VLG319", Heading = 170, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.85, FlightLevel = 
280, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency = 
120.195, ExitFL = 320, EnterTime = 000050 }); 
            MyPlane.Add(new Plane { CallSign = "DLH9NM", Heading = 230, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.82, FlightLevel = 
280, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000050 }); 
            MyPlane.Add(new Plane { CallSign = "JAI004", Heading = 220, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.9, FlightLevel = 
300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "JAI04PF", Heading = 200, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "AAR97JT", Heading = 90, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel = 
320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "AAR354D", Heading = 170, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.73, FlightLevel 
= 220, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "AUA994", Heading = 180, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.88, FlightLevel = 
300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "AUA03LG", Heading = 100, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.82, FlightLevel 
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= 200, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "AUA955PU", Heading = 80, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "RYR554NS", Heading = 70, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.85, FlightLevel 
= 280, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 320, EnterTime = 000050 }); 
            MyPlane.Add(new Plane { CallSign = "DLH76ZT", Heading = 90, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.82, FlightLevel = 
300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000050 }); 
            MyPlane.Add(new Plane { CallSign = "DLH269VB", Heading = 100, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.9, FlightLevel 
= 300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "VLG377O", Heading = 320, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 240, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "JAI386T", Heading = 280, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" },Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "SAS047Y", Heading = 160, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.7, FlightLevel 
= 220, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            MyPlane.Add(new Plane { CallSign = "BAW36TY", Heading = 10, NextWP = 
"RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.9, FlightLevel = 
300, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency = 
120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "BAW477LK", Heading = 40, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.84, FlightLevel 
= 200, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 320, EnterTime = 000020 }); 
            MyPlane.Add(new Plane { CallSign = "BAW040PC", Heading = 260, NextWP 
= "RASPA", Color = "#FF89F309", ColorText = "#000000", Speed = 0.8, FlightLevel 
= 320, FlightPlan = new string[] { "RASPA", "AGOTO", "UNANA", "STP" }, Frequency 
= 120.195, ExitFL = 360, EnterTime = 000001 }); 
            return MyPlane; 
        } 
    } 
} 
         
     
E. 5. COMMON 
using System; 
using System.Collections.Generic; 
using System.Linq; 
using System.Text; 
namespace PSEUDOPILOT.Common 
{ 
    interface IClosableViewModel 
    { 
        event EventHandler CloseWindowEvent; 
    } 
} 
using System; 
using System.Collections.Generic; 
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using System.Linq; 
using System.Text; 
using System.Windows.Input; 
namespace PSEUDOPILOT.Common 
{ 
    /// <summary> 
    /// Taken from http://msdn.microsoft.com/en-us/magazine/
dd419663.aspx#id0090030 
    /// </summary> 
    public class RelayCommand : ICommand 
    { 
        #region Fields 
        readonly Action<object> _execute; 
        readonly Predicate<object> _canExecute; 
        #endregion // Fields 
        #region Constructors 
        public RelayCommand(Action<object> execute) 
            : this(execute, null) 
        { 
        } 
        public RelayCommand(Action<object> execute, Predicate<object> 
canExecute) 
        { 
            if (execute == null) 
                throw new ArgumentNullException("execute"); 
            _execute = execute; 
            _canExecute = canExecute; 
        } 
        #endregion // Constructors 
        #region ICommand Members 
        public bool CanExecute(object parameter) 
        { 
            return _canExecute == null ? true : _canExecute(parameter); 
        } 
        public event EventHandler CanExecuteChanged 
        { 
            add { CommandManager.RequerySuggested += value; } 
            remove { CommandManager.RequerySuggested -= value; } 
        } 
        public void Execute(object parameter) 
        { 
            _execute(parameter); 
        } 
        #endregion // ICommand Members 
    } 
} 
