Starcraft II (SC2) is widely considered as the most challenging Real Time Strategy (RTS) game. The underlying challenges include a large observation space, a huge (continuous and infinite) action space, partial observations, simultaneous move for all players, and long horizon delayed rewards for local decisions. To push the frontier of AI research, Deepmind and Blizzard jointly developed the StarCraft II Learning Environment (SC2LE) as a testbench of complex decision making systems. SC2LE provides a few mini games such as MoveToBeacon, CollectMineralShards, and DefeatRoaches, where some AI agents have achieved the performance level of human professional players. However, for full games, the current AI agents are still far from achieving human professional level performance. To bridge this gap, we present two full game AI agents in this paper -the AI agent TStarBot1 is based on deep reinforcement learning over a flat action structure, and the AI agent TStarBot2 is based on hard-coded rules over a hierarchical action structure. Both TStarBot1 and TStarBot2 are able to defeat the built-in AI agents from level 1 to level 10 in a full game (1v1 Zerg-vs-Zerg game on the AbyssalReef map), noting that level 8, level 9, and level 10 are cheating agents with unfair advantages such as full vision on the whole map and resource harvest boosting 1 . To the best of our knowledge, this is the first public work to investigate AI agents that can defeat the built-in AI in the StarCraft II full game. 1 According to some informal discussions from the StarCraft II forum, level 10 built-in AI is estimated to be Platinum to Diamond [1] , which are equivalent to top 50% -30% human players in the ranking system of Battle.net Leagues [2]. 1 arXiv:1809.07193v2 [cs.AI] 2 Nov 2018 from a pre-trained model, can take inputs of raw observation features and achieve impressive performance in a wide range of applications, including playing the board game GO [5, 6] , playing video games (e.g., Atari [7], the first person shooting game Doom/ViZDoom [8, 9] or Quake/DeepmindLab [10], Dota 2 [11]), Robot Visuomotor Control [12] , Robot Navigation [13, 14] , etc. The learned policy/controller can work surprisingly well, and in many cases even achieves super-human performance [7, 6] .
Introduction
Recently, the marriage of Deep Learning [3] and Reinforcement Learning (RL) [4] leads to significant breakthroughs in machine based decision making systems, especially for computer games. Systems based on deep reinforcement learning (DRL), trained either from scratch or action hierarchy. Intuitively, "deep" modeling can better capture the action dependencies. However, the training becomes more challenging since learning methods for the complex hierarchical RL will be needed. To avoid the difficulty, we simply adopt a rule based controller for TStarBot2 in this work.
To the best of our knowledge, this is the first public work to investigate the AI agents that can defeat the built-in AIs in a Starcraft II full game. The code will be open sourced [17] . We hope the proposed framework will be beneficial for future research in several possible ways: 1) Be a baseline for a hybrid system, in which more and more learning modules can be included while rules are still utilized to express logic that are hard to learn; 2) Generate trajectories for imitation learning; and 3) Be an opponent for self-play training.
Related Work
The RTS game StarCraft I has been used as a platform for AI research for many years. Please refer to [18, 19] for a review. However, most research considers searching algorithms or multi-agent algorithms that cannot be directly applied to the full game. For example, many multi-agent reinforcement learning algorithms have been proposed to learn agents either independently [20] or jointly [21, 22, 23, 24] with communications to perform collaborative tasks, where a StarCraft unit (e.g., a Marine, a Zealot, a Zergling, etc.) is treated as an agent. These methods can only handle mini-games, which should be viewed as snippets of a full game.
A vanilla A3C [25] based agent is tried in SC2LE for full games [15] , but the reported performance was relatively poor. Recently, relational neural network is proposed for playing the SC2 game [16] using a player-level modeling. However, the studies were conducted on mini-games instead of full games.
Historically, some rule based decision systems have been successful in specific domains, e.g., MYCIN for medical diagnosis or DENTRAL for molecule discovery [26] . The only way they can be improved is by manually adding knowledge, which makes them lacking the ability to learn from data or from interacting with the environment.
Rule based AI-bot is popular in the video game industry. However, the focus there is to develop tools for code reuse (e.g., Finite State Machine or Behavior Tree [27] ), not on how the rules can be combined with learning based methods. There exists recent work that tries to perform reinforcement learning or evolutionary algorithms over Behavior Trees [28, 29] . However, the observations are tabular, and are unrealistic for large scale games such as SC2.
Our macro action based agent (Section 3.2) is similar to that of [30] , where the authors adopted macro actions for a customized mini RTS game. However, our macro action set is much larger. It encodes concrete rules for the execution, and is therefore more realistic for SC2LE.
In Section 3.3, we describe our implementation of the hierarchical action based agent. Our approach is inspired by the modular design of UAlbertaBot [19] , which is also widely adopted in the literature of StarCraft I. In spirit, the hierarchical action set is similar to the FeUdal network [31] , but we do not pursue an end to end learning of the complete hierarchy. We also allow each action to have its own observation and policy. This helps the system to rule out noisy information, as discussed in [32] .
The Proposed TStarBot Agents
Among the multiple challenges of SC2, this work focuses on how to deal with the huge action space, which, we argue, arises from the game's complex intrinsic structure. Specifically, there are several aspects.
Hierarchical nature. In RTS games, the long-horizon decision process requires complex hierarchical actions. A human player often summarizes his or her thinking in several abstraction levels including global strategies, local tactics, and micro executions. If a learning algorithm is unaware of the higher "abstraction levels" (i.e., the action hierarchy) and works directly on the the huge number of basic atomic actions in full game play, then it is inevitably difficult for RL training, especially due to inefficient exploration. For example, PySC2 [15] defines the action space over the low-level human user interface, involving hundreds of hot-keys and thousands of mouse-clicks over screen coordinates. Following this setting, even the state-ofthe-art RL algorithm can only achieve success in playing toy mini-games that has much shorter horizon than the full game [16] . Although many papers have been devoted to automatically learning meaningful hierarchies in a Markovian Decision Process [33, 34, 35, 36, 31, 37] , none of these methods can work efficiently on environments as complex as SC2. Therefore, it is a challenging task to utilize the hierarchical nature of the decision process, and define a tractable decision space with manageable exploration efforts.
Hard-rules in SC2 are difficult to learn. Another challenge of learning-based agent design is the large number of "hard rules" in RTS game. These hard rules may be considered as the "laws of physics" that cannot be violated. They are easily interpreted by human players through in-game textual instructions, but are difficult for learning algorithms to discover using a pure trial-and-error approach. Consider a human player who starts to play StarCraft-II, he or she can easily learn from a textual tutorial to first select a drone unit to build a RoachWarren unit before selecting a larva unit to produce a Roach unit. By doing so, he or she can quickly discover the following hard game rules:
• RoachWarren is a prerequisite of producing a Roach.
• RoachWarren is built by a Drone.
• Roach is produced from a Larva.
• Producing a Roach requires 75 minerals and 25 gas.
• ......
In SC2 there are thousands of such dependencies, constituting a technology dependency tree, abbreviated as TechTree (See also Section 3.1). TechTree serves as the most important prior knowledge that a human player should learn from textual tutorials or materials on the game interface, other than exploration through trial-and-error. A learning algorithm unaware of the TechTree must spend a huge amount of time to learn the hard games rules, which introduces extra difficulty, especially when the feedback signal is sparse and delayed (i.e., the win/loss reward received at the end of each game). Thus, in RTS games, it is important to think about how to design a mechanism that can encode these hard game rules directly into the agent's prior knowledge, instead of relying on pure learning.
Uneconomical learning for trivial decision factors. It is also worth noting that despite the tremendous decision space of SC2, not all decisions matter. In other words, a considerable amount of decisions are redundant in that they will have negligible effects on the game's final outcome. For instance, when a human player wants to build a RoachWarren during the game, there are at least three decision factors he or she has to consider:
• Decision Factor 1: When to build it? (Non-trivial)
• Decision Factor 2: Which Drone builds it? (Trivial)
• Decision Factor 3: Where to build it? (Trivial)
A proficient player would conclude that: 1) the first decision factor is a non-trivial one since when to build a RoachWarren will have a considerable impact on the entire game progress; 2) the second decision is trivial because any random Drone can do the work with negligible difference of building efficiency; and 3) the third factor can also be taken as trivial as long as the target position is not too far away from the self-base and the geometry defense is not considered. Learning algorithms unaware of the factors may spend significant efforts on filtering out trivial decisions. For example, an accurate placement decision of "where to build" requires a selection among thousands of 2-D coordinates. It is thus uneconomical to invest too many learning resources for such trivial factors.
To address these challenges, we propose to model the action structure with hand-tuned rules. By doing so, the available actions are reduced to a tractable number of macro-actions, and the controller for the overall decision making system is easier to design. Along this line of thought, we implemented two AI agents. One agent adopts a reinforcement learning based controller over pre-defined macro actions (Section 3.2), while the other employs a macro-micro hierarchical action space with a rule based controller (Section 3.3). Execution of the actions relies on a per-unit-control interface of the SC2 game, which is implemented in our PySC2 extension (Section 3.1).
Our PySC2 Extension
SC2LE [15] is a platform jointly developed by DeepMind and Blizzard. The game core library provided by Blizzard exposes a raw interface and a feature map interface. The DeepMind PySC2 environment further wraps the core library in Python and fully exposes the feature map interface. The purpose is to closely mimic human controls (e.g., a mouse click, or pressing some keyboard button), which introduces a huge number of actions due to the complexity of SC2. It thus poses difficulties for the underlying decision making system. Moreover, such a "player-level" modeling is inconvenient for designing "unit-level" models, especially when multiple agents are considered. In this work, we make additional efforts to expose unit level controls. Also, we encode the aforementioned building dependencies into a technology tree.
Expose unit control. In our PySC2 extension, we expose the raw interface of the SC2 core library, which enables per unit observations and manipulations. At each game step, all units visible to the player (depending on whether fog-of-war is enabled) can be retrieved. Each unit is fully described by a property list, including properties such as its position and health, etc. Such a raw unit array is part of the observation returned to the agent. Meanwhile, a per unit action is allowed to control each unit. The agent can send raw action commands to interested individual units (e.g., to move a unit to somewhere, or to ask a unit to attack another unit, etc.). The definition of a unit and per-unit-actions can be found in the protobuf from the SC2 core library.
Encode the technology tree. In Starcraft II, a player may need particular units (or buildings or techs) as prerequisites for other advanced units (or buildings or techs). Following UAlbertaBot [19] , we formalize these dependencies into a technology tree, abbreviated as TechTree in our PySC2 extension. We have collected the complete TechTree for Zerg, which gives the cost, building time, building ability, builder, prerequisites for each Zerg unit.
Besides the two additional functions described above, our PySC2 extension is fully compatible with the original Deepmind PySC2.
TStarBot1: A Macro Action Based Reinforcement Learning Agent
We illustrate in Figure 2 how the agent works. At the top, there is a single global controller, which will be learned by RL and it makes decisions over macro actions that are exposed to it. At the bottom, there is a pool of macro actions, which hard-codes prior knowledge of game rules (e.g. TechTree) and how actions are executed (e.g., which drone builds and where to build for a building action). Therefore it hides trivial decision factors and executing details from the top-level controller.
With this architecture, we relieve the underlying learning algorithm from the heavy burden of directly handling a massive number of atomic operations, while still preserving most of the key decision flexibilities of the full-game's macro strategies. Moreover, such an agent can be equipped with basic knowledge of hard game rules without learning. With such an abstraction of action space enriched with prior-knowledge, the agent can learn fast from scratch and beat the most difficult built-in bots within 1 ∼ 2 days of training over a single GPU. More details are provided in the following subsections.
Macro Actions
We designed 165 macro actions for the Zerg-vs-Zerg SC2 full-game, as summarized in Table 1 (please refer to Appendix-I for the full list). As explained above, the purpose of the macro actions are two-fold:
1. To encode the game's intrinsic rules that are difficult to learn using only the trial-anderror approach. 2. To hide trivial decisions from the learning algorithm by hard-coded decision making.
Each macro action executes a meaningful elementary task, e.g., to build a certain building, to produce a certain unit, to upgrade a certain technology, to harvest a certain resource, to attack a certain place, etc.. Therefore it consists of a composition or a series of atomic operations. With such an abstraction in action space, learning a high-level strategy for the full game becomes easier. Some examples of macro actions are illustrated in Table 1 .
Building Actions: Buildings are prerequisites for further unit production and tech upgrading in SC2. The building category contains 13 macro actions, each of which builds a certain Zerg building when executed. For example, the macro action BuildSpawningPool builds a SpawningPool unit with a series of atomic ui-actions 3 : 1) move_camera to base, 2) screen_point_select a drone (the subject unit), 3) build_spawningpool somewhere in the screen. The series of atomic operations have two internal decisions to make: 1) which Drone is used to build it? and 2) where to build it? Since these two decisions usually have little impact on the entire game process, we employ random and rule-based decision-makers, namely, a random Drone selector and a random spatial placer. The random spatial placer has to encode the basic placement rules like: Zerg buildings can only be placed on the Creep zone; Hatchery has to be located near minerals for fair harvesting efficiency. In addition, the TechTree rules such as "only Drone can build SpawningPool " are also encoded in this macro action.
Production & Tech Upgrading Actions: Unit production and tech upgrade largely shape the economy and technology development in the game. The production category contains 22 macro actions and the tech upgrade contains 27. Each of the macro actions either produces a certain type of units or upgrades a certain technology. These macro actions are hard-coded, similar to the building actions described above, except that they do not need a spatial placer.
Resource Harvesting Actions: Minerals, Gas, and Larvas (Zerg-race only) are the three key resources in SC2 games. Their storage and collection speed can greatly affect the economy growth. We designed 3 corresponding macro actions: CollectMinerals, CollectGas and InjectLarvas. CollectMinerals and CollectGas assign a certain number of random workers (i.e. Drone in Zerg-race) to mineral shards or gas extractors, so that with these two macro actions, the workers can be re-allocated to different tasks, altering the mineral and gas storage (or their ratio of storage) to meet certain needs. InjectLarvas simply orders all the idle queens to inject Larvas, with the effect of speeding up the unit production process.
Combat Actions: Combat action design is the most important aspect of SC2 AI agents, directly affecting the game's outcome. We have carefully designed macro actions to handle the following aspects of combat strategies.
• Attack timing: e.g., rush, early harass, the best attack timing windows.
• Attack routes: e.g., walk around narrow slopes which might constrain the attack firepower.
• Rally positions: e.g., rally before attack in order to concentrate fire (note that various units might have different moving speed).
We represent these combat strategies by region-wise macro actions, which are defined as follows (also see Figure 2 ). We first divide the entire world map into nine combat zones (named Zone-A to Zone-I ), and an additional Zone-J for the entire world itself, resulting in 10 zones in total. Based on the zones, 100 (= 10 × 10) macro actions are defined, with each macro action executing rules such as: "combat units in Zone-X start to attack Zone-Y if there are enemies there, otherwise, rally to Zone-Y and wait". For the micro attack tactics inside each macro action, we simply hard-code the "hit-and-run" rule for each combat unit, i.e., the unit fires at the closest enemy and runs away upon low health. We leave the investigation of more sophisticated multi-agent learning of micro tactics to future work.
With the composition of these macro actions, a wide range of diverse macro combat strategies can be represented. For example, the selection of attack routes can be represented by a series of region-wise rally macro actions. With this definition, we avoid the difficulty of complex multi-agent learning.
Available Macro Action List. Not every pre-defined macro action described above is available at any time step. For example, there are constrains in the TechTree indicating some units/techs can only be built/produced/upgraded under certain conditions: e.g., having enough storage of minerals/gas/food or the existence of certain prerequisite unit/tech. The corresponding macro action should be "do nothing" when these conditions are not satisfied. We maintain a list of such available macro actions at each time step, encoding the TechTree knowledge. This list of available actions masks the invalid actions at each time step. The list can also be used as features for machine learning.
Observations and Rewards
The observations are represented as a set of spatial 2-D feature maps and a set of nonspatial scalar features, extracted from the per-unit information provided by the SC2 game core, which is exposed in our PySC2 extension (see Section 3.1).
Spatial Feature Maps. Extracted feature maps are of size N × N , where N is smaller than the screen dimension. Each pixel of a feature map corresponds to a small region in the entire world map, representing a certain statistical quantity such as the unit count of a certain type in the region. These quantities include the counts of commonly-used unit types both for the player and for the opponent, and unit counts with certain attributes such as "can-attack-ground" and "can-attack-air".
Non-spatial Features. Scalar features include the amount of gas and minerals collected, the amount of food left, the counts of each unit types, etc. They also include recently-taken actions to keep track of the past information.
Rewards. We use a ternary valued reward function: 1 (win) / 0 (tie) / -1 (loss) received at the end of a game. The reward is always zero during the game. Although the reward signal is quite sparse, and has a long time-horizon delay, it nevertheless works with the macro action structure presented in this work.
Learning Algorithms and Neural Network Architectures
Based on the macro actions and observations defined above, the problem becomes a sequential decision process, where the macro action space is of a tractable size and the number of macro action steps in a game is shortened from the number of original atomic actions.
At time step t, an agent receives an observation s t ∈ S from the game environment, and chooses a macro action a t ∈ A according to its policy π(a t |s t ), a conditional probability distribution over A, where A indicates the set of macro actions defined in Section 3.2.1. The selected macro action a t is then translated into a sequence of atomic actions that are acceptable to the game-core by using the corresponding hand-tuned rules. After the atomic actions are taken, a reward 4 r t and the next step observation s t+1 are received by the agent. This loop goes on until the end of a game.
Our goal is to learn an optimal policy π * (a t |s t ) for the agent to maximize its expected cumulative rewards over all future steps. When we directly use the reward function defined in Section 3.2.2 without additional reward shaping, the optimization target is equivalent (when reward discount is ignored) to maximizing the agent's probability of winning. We train our TStarBot1 agent to learn such a policy from scratch by playing against built-in AIs with off-the-shelf reinforcement learning algorithms (e.g. Dueling-DDQN [7, 38, 39] and PPO [40] ), together with a distributed rollout infrastructure. Details are presented below.
Dueling Double Deep Q-learning (DDQN). Deep Q Network [7] first learns a parameterized estimationQ(s, a|θ) of the optimal state-action value function (Q-function) Q * θ (s t , a t ) = max π Q π (s t , a t ), where Q π (s t , a t ) = E π [ i=t,...,T γ i−t r i ] is the expected cumulative future rewards under policy π. The optimal policy can be easily induced from the estimated optimal Q-function: π(a t |s t ) = 1.0 if a t = arg max a∈AQ (s t , a|θ), and π(a t |s t ) = 0 otherwise. Techniques such as replay memory [7] , target network [7] , double networks [38] and dueling architecture [39] are leveraged to reduce sample correlation, maximization bias, update target inconsistency and update target variance. These techniques improve learning stability and sample efficiency. Due to the sparsity and long-delay of the rewards, we use a Mixture of Monte-Carlo (MMC) [41] return with the boostrapped Q-learning return as the Q update target, which accelerates the reward propagation and stabilizes the training.
Proximal Policy Optimization (PPO). We also conducted experiments by directly learning a parametric form of stochastic policy π(s t , a t |θ) with Proximal Policy Optimization (PPO) [40] . PPO is a sample efficient policy gradient method, leveraging policy ratio trust region clipping to avoid the complex conjugate gradient optimization required to solve the KL-divergence constrained Conservative Policy Iteration problem in TRPO [42] . We used a truncated version of generalized advantage estimation [43] to trade-off the bias and variance of the advantage estimation. The available action list described in Section 3.2.1 is used to mask out unavailable actions and renormalizes the probability distributions over actions at each step. Neural Network Architecture. We adopt multi-layer perception neural networks to parameterize the state-action value function, state value function and the policy function. While more complex network architectures could be considered (e.g., convolutional layers that extracts spatial features, or recurrent layers that compensates the partial observation), we will leave them to future work.
Distributed Rollout Infrastructure. The SC2 game core is CPU-intensive and slow for the rollout, leading to a bottleneck during the RL training. To alleviate the issue, we build a distributed rollout infrastructure, where a cluster of CPU machines (called actors) are utilized to perform the rollout processes in parallel. The rollout experiences, cached in the replay memory of each actor, are randomly sampled and periodically sent to a GPU-based machine (called learner). We currently take 1920 parallel actors (with 3840 CPUs across 80 machines) to generate the replay transitions, at the speed of about 16,000 frames per second. This significantly reduces the training time (from weeks to days), and also improves the learning stability due to the increased diversity of the explored trajectories.
TStarBot2: A Hierarchical Macro-Micro Action Based Agent
The macro action based agent described in Section 3.2 has some limitations. Although the macro actions can be grouped according to functionality, a single controller has to work over all action groups, where the actions of different groups are mutually exclusive at each decision step. Also, when predicting what action to take, the controller takes a common observation that is unaware of the action group. This amounts to unnecessary difficulties for training the controller, as undesired information may kick in for both observations and actions. Moreover, the macro action does not have any control over individual units (i.e., per-unit-control), which is inflexible when we want to adopt multi-agent style methodology.
For improved flexibility, we have created a different set of actions, as in Figure 3 . We employ both macro actions and micro actions, organized in a two-tier structure. The upper tier corresponds to macro actions, which represent high-level strategies/tactics such as "build RoachWarren near our main base" or "squad one attacks enemy base"; while the lower tier corresponds to micro actions, which correspond to low-level controls over each unit such as "unit 25 builds RoachWarren at a specific position" or "unit 42 attacks to a specific position". The entire action set is divided into groups both horizontally and vertically. Each action group is assigned a separate controller that can only see the local actions and the local observations that are relevant to the actions therein. At each time step, the controllers at the same tier can take simultaneous actions, while a downstream controller has to be conditioned on its upstream controller. There are two advantages of this hierarchical structure. 1) Each controller has its own observation/action space so that irrelevant information can be filtered out more easily; this is also adopted and discussed in [32] when modeling the sub-task Q head. 2) The hierarchy captures the game's action structure better, with simultaneous actions from different controllers.
Although ideally the controllers should be trained with RL either separately or jointly, in this work we simply employed expert rules, with the intention of validating the proposed hierarchical action set approach.
As in Figure 4 , each controller represents a module, organized in a way similar to UAlbertaBot. The first tier modules (CombatStrategy, ProductionStrategy) only issue highlevel commands (macro actions), while the second tier modules (Combat, Scout, Resource and Building) issue low-level commands (micro actions). All these modules are embedded into a DataContext, where each module can communicate with others by sending/receiving messages and sharing customized data structures. Crucially, the game-play observation exposed by PySC2 is placed in the DataContext and henceforth visible to every module. This way, each module can extract local observation relevant to its own action set from a common observation. In the following we describe the modules in greater details.
Data Context
The DataContext module serves as a "black board" where the modules exchange information. What contained in the DataContext fall into the following categories.
1. Observation. The feature maps provided by PySC2, as well as the unit data structure of all active units at the current time step, are exposed. 
DataContext

Pool.
A pool is an array for a specific type of units, with associated properties/methods for the easy access of caller module. For example, the WorkerPool is the array of all Zerg Drones. As another example, the BasePool is the array of all Zerg bases, with each item in the pool being a BaseInstance. The BaseInstance is a customized data structure that records the Base (can be Hatchery/Hive/Lair ), the associated Drones, Minerals and Extractors within a fixed range of the Base, and a local coordinate system given by the geometrical layout of the minerals and the base. 3. Command Queue. High level commands are stored in a queue visible to all (lowertier) modules. For instance, the commands issued by the ProductionStrategy module are pushed in BuildCommand. A high level command may be "update a particular technology" or "harvest more minerals currently". The lower-tier module (respectively Building and Resource in this case) will pull from the queue a command it recognizes and execute it by taking the corresponding rules to produce actions acceptable by the game core.
At each time step, the DataContext will update the Observations and various Pools, while the Command Queues will be modified or accessed by other modules.
Combat Strategy
The combat strategy module makes high-level decisions so that the agent can combat enemies in different ways. The module manipulates all the combat units 5 by organizing them into squads and armies. Each squad, which may contain one or multiple combat units, is expected to execute a specific task, such as harassing an enemy base, cleaning the rock in the map, etc. Commonly, a small group of combat units with the same unit type is organized into a squad. An army contains multiple squads with a high-level strategic objective, e.g., attacking enemy, defending base, etc., and then specific commands are sent to each squad in the army. Each command, coupled with a squad-command pair, is then pushed into a combat strategy command queue (maintained in data context), which will be received and executed by the combat module.
Our implementation includes five high-level combat strategies:
• Rush: Once a squad of a small number of combat units has built up, launch attack and keep sending squads to attack the enemy base.
• Economy First: Collect minerals and gases first, and then launch attack after a large number of squads have been accumulated.
• Timing Attack: Build up a strong army of Roach and Hydralisk squads as quickly as possible, and initiate a strong attack.
• Reform: Sort enemy bases and let the army attack the closest enemy base with high priority. When approaching the target enemy base, stop the leading squads and let them wait for other squads to gather. Then, launch attack.
• Harass: Set the combat strategy for the ground combat units as 'Reform'. Build up 2-3 squads of Mutalisk and assign a target enemy base to each of them. Then, let the Mutalisk detour and harass the Drones of the target enemy base.
Combat
The combat module fetches commands from the command queue and execute a specific action for each unit. It uses unit-level manipulation to effectively let each unit fight against the enemy. The combat module implements some basic human-like micro-management tactics, such as hit-and-run, cover-attack, etc., which can be deployed to all combat unit types. Specifically, an additional micro-management manger for each specific combat unit is implemented by taking full use of the unit-type-specific skills. For example, the Roach micro-manager enables roaches to burrow down and run away from enemy to recover when they are weak; Mutalisks are coded to stealthily reach the enemy base and harass enemy's economy; Lurkers use carefully designed hit-and-run tactics in combination with burrowing down and up; and Queens can provide additional Larvas and cure weak allies, etc. These micro-managements are organized into hierarchies and each part can be conveniently replaced with RL models.
Production Strategy
The production strategy module manages the building/unit production, tech upgrading and resource harvesting. The module controls the production of units and buildings by sending production instructions to each BaseInstance. The tech upgrading instructions and other specific instructions, such as Zerg's Morph, are pushed precisely to the target unit. Then the Building module will implement all of the above production instructions. The resource harvesting command are highly abstract that the production strategy only needs to determine what is prioritized, gas or mineral, according to the mineral/gas storage ratio. The Resource module will then re-allocate workers to each BaseInstance based on the priority instruction.
In the module, we maintain a building order queue for short-term production planning. Most time, the manager will follow the order to produce items (units, buildings or techs) as long as there are enough resources and the prerequisites are satisfied. In some special cases (e.g., expanding a new base) or in emergency situations (e.g., find cloaked enemy units), a more prioritized item can be put in front of the queue, or we can even clear the entire queue when a new goal has been set. When the queue is empty (including at the beginning of the game), a new short-term goal should be set immediately.
When executing the actual production at each time step, the prerequisites and resource requirement of the current item will be checked according to the TechTree. The prerequisites of advanced items will be added into the queue automatically if required, and the current time step will be skipped if the resource requirement is not satisfied. Moreover, when the current item is ready to be produced, a BaseInstance will be selected, informed with the item type, and assigned to perform the concrete production.
By using different opening order and goal planning functions, we have defined two different production strategies for Zerg as follows.
• RUSH: "Roach rush". It produces roaches at the beginning, and upgrades tech BURROW and TUNNELINGCLAWS to give Roaches the ability to burrow and move while burrowing, and to increase the health regeneration rate while burrowing. The strategy continuously produces Roaches and Hydralisks.
• DEF_AND_ADV: "Defend and Advanced Armies". This strategy produces many SPINECRAWLERs at the second base to defend, and then gradually produces advanced armies. Almost all types of combat units are included and the final ratio among the types is restricted according to a predefined dictionary.
Building
The building module receives and executes high level commands issued by the Production Strategy, as described in Section 3.3.4. The "unary" commands (i.e., let some unit act by itself) are straightforward to execute. Some "binary" commands require more explanations.
The command "Expand" will drag a drone from the specified base, send it to the specified "resource area", and start morphing a Hatchery, whose global coordinate is pre-calculated by a heuristic method when the map information is obtained for the first time.
The command "Building" will drag a drone, morph it into the specified building at some position, whose coordinate is decided by a dedicated sub module, called Placer. In our implementation, we adopt a hybrid method for building placement, i.e., some of the core buildings are placed in predefined positions, while others are placed randomly. Both of these two types of positions are in the BaseInstance local coordinate system, and will be translated into the global coordinate system when they are converted into game core acceptable actions. Specifically, all tech upgrading related buildings and the first six SpineCrawlers are predefined. Note that the layout of the six SpineCrawlers placement is critical (e.g., whether they are in diamond formation or in rectangular formation), affecting the quality of the defense and whether we can survive an early rush of the opponent player. We have tried several arrangements and decided on the diamond formation. The other buildings, including additional SpineCrawlers, will be placed randomly, where a uniformly random coordinate is generated repeatedly until it passes all validity checking (e.g., whether it is on Zerg creep, whether it overlaps with other buildings, etc.).
Resource
The resource module is to harvest minerals and gases by sending drones to either mineral shards or extractors. At each time step, this module needs to know whether the current working mode is "mineral first" or "gas first", which is a high level command, called "resource type priority" issued by the Production Strategy module. The goal of this module is to maximize the resource collecting speed, which can be a complex control problem. In our implementation, we adopt several rules to achieve this goal, which turns out to be simple yet effective. The underlying idea is to let every drone work and avoid any drone being idle. Specifically, we let the following rules to be executed sequentially at each time step.
1. Intra-base rules. At each time step, the local drones associated with a BaseInstance will be rebalanced to harvest more minerals or more gases, depending on the "resource type priority" command. Note that for each base and extractor the SC2 game core maintains two useful variables "ideal harvesters number", which is the suggested maximum number of drones working on it, and "assigned harvesters number", which is the actual number of drones working on it. Using these two variables, it is easy to decide whether the local working drones for minerals and gases are under-filled or over-filled. 2. Inter-base rules. When a new branch base is about to finish, drag 3 drones from other bases into the new base. This improves the resource collecting efficiency by saving some waiting time. We find this trick to be important, especially when expanding the first branch base. 3. Global rules. It scans for possible idle workers. Each idle worker is sent to the nearest base to harvest either mineral or gas, depending on the current working mode "resource type priority". Note that when minerals or extractors are exhausted and all local drones working on them become idle, the rules also ensure that these idle workers are sent to nearby bases.
Scout
The Scout module tries to find out as many enemy units as possible. With the fog-of-war mode enabled, each unit has only a very confined view. Consequently, many enemy units are invisible, unless the player's own units can approach them and see them via scouting.
In our implementation, we send Zerg Drones or Overlords to detect enemy units and store the discovered units in EnemyPool, from which we can infer high level information, such as the location of the enemy main base or branch base, current buildings of the enemy, etc. This kind of information can be further used to infer enemy's strategy, useful for the CombatStrategy or ProductionStrategy to make counter-strategy accordingly.
We define the following scout tasks. 1. Explore Task. Whenever there is a new Overlord, we send it to a mineral zone. This action tries to look at the territory of the enemy in order to infer its economy. When attacked, the Overlord will retreat; otherwise it just stays at the target position. 2. Forced Task. We send a Drone to the enemy's first branch base. By doing so, we can find out useful informations (e.g., whether a lot of enemy Zerglings have rallied, which happens when the enemy is about to perform a RUSH strategy at the early stage of the game play).
The activation of each task depends on the game's progress and time steps.
Experiment
Experimental results are reported for the two agents described in Section 3.2 and Section 3.3, respectively. We have tested the agent in a 1v1 Zerg-vs-Zerg full game. Specifically, the agent plays against the built-in AIs ranging from level 1 (the easiest) to level 10 (the hardest). The map we use is AbyssalReef 6 , on which a vanilla A3C agent over the original PySC2 observations/actions was reported [15] , although it performed poorly when playing against built-in AIs in a Terran-vs-Terran full game.
TStarBot1
The proposed macro-action-based agent TStarBot1(Section 3.2) is trained by playing against a mixture of built-in AIs in various difficulty levels: for each rollout episode, a difficulty level is sampled uniformly at random from level-1, 2, 4, 6, 9, 10 for the opponent built-in AI. We restrict TStarBot1 to take one macro action every 32 frames (i.e. about every 2 seconds), which shortens the time horizon to about 300 ∼ 1200 steps per game and reduces TStarBot1's APM (Actions Per Minute) to about 400 ∼ 800, which is more comparable with that of human players. In these preliminary experiments, we only use non-spatial features together with a simple MLP neural network. Also, in order to accelerate learning, we prune the combat macro actions and we only use ZoneJ-Attack-ZoneJ, ZoneI-Attack-ZoneD, ZoneD-Attack-ZoneA. Table 2 reports the win rates of TStarBot1 agent against built-in AI ranging from level 1 to level 10. Each reported win-rate is obtained by taking the mean of 200 games with different random seeds, where a tie is counted as 0.5 when calculating the win-rate. After about 1 ∼ 2 days of training with a single GPU and 3840 CPUs, the reinforcement learning agent (both DDQN and PPO) can win more than 90% of games against all built-in bots from level-1 to level-9, and more than 70% against level-10. The training and evaluation are both carried out with Fog-of-war enabled (no cheating). Figure 5 shows the learning progress of TStarBot1 using the PPO algorithm. The curves show how the win-rate increases with the increased number of frames being seen during training. Each curve corresponds to a built-in AI at a certain difficulty level. Note that TStarBot1 starts to defeat (at least 75% win-rate) Easy (level-2) built-in AI at about After exploration and learning, the agent seems to acquire some intriguing strategies resembling those used by human players. We demonstrate two strategies about the combat timing (i.e., when to trigger attacks) it learns, as in Figure 6 : Rush, which triggers attacks as soon as possible, even if there are only a small number of combat units available; Econo-myFirst, which keeps developing the economy and launches the first attack only after having assembled a strong army. Besides, we also observed that TStarBot1 tends to build 3 ∼ 4 bases to boost the economy growth and prefers sideways when planning for the routes of attack. Table 2 shows the win-rates of the agent that adopts the hierarchical macro-micro action and rule based controllers, as described in Section 3.3. Each reported win-rate is obtained by taking the mean of 100 games with different random seeds, where a tie is counted as 0.5 when calculating the win-rate. Fog-of-war is enabled during the test. We can see that the agent is able to consistently defeat built-in AIs in all levels, showing the effectiveness of the hierarchical action modeling.
TStarBot2
TStarBots vs. Human Players
In an informal internal test, we let TStarBot1 or TStarBot2 play against several human players ranging from Platinum to Diamond level in the ranking system of SC2 Battle.net League. The setting remains the same as the above sub-sections, i.e., a Zerg-vs-Zerg full game on the map AbyssalReef with fog-of-war enabled. The results are reported in Table 3 . We can see that both TStarBot1 and TStarBot2 may defeat a Platinum (and even a Diamond) human player.
TStarBot1vs. TStarBot2
In another informal test, we let the two TStarBots play against each other. We observe that TStarBot1 can always defeat TStarBot2. Inspecting the game-play, we find that TStarBot1 tends to use the Zergling Rush strategy, while TStarBot2 lacks anti-rush strategy and henceforth always loses.
It is worthy of noting that although TStarBot1 can successfully learn and acquire strategies to defeat all the built-in AIs and TStarBot2, it lacks strategy diversity in order to consistently beat human players. In the aforementioned test with human players, TStarBot1 will lose consistently once a human player figures out TStarBot1's preference for Zergling Rush. The insufficient strategy diversity might be caused by the following reasons. 1) A lack of opponent diversity. Although the built-in AI is already equipped with several pre-defined strategies, their strategies are significantly more restricted when compared to those of human players.
2) A lack of deep exploration. The production of advanced units are buried down very deeply in the tech tree, which is difficult and inefficient for simple exploration methods such as epsilon-greedy to discover. Self-play training and randomization techniques [11] are promising approaches to alleviate these issues, which we shall leave for future work.
Conclusion
For SC2LE, we have modeled the structural action space by hand-tuned rules, which reduces the large number of atomic actions into a small number of macro actions that become tractable to machine learning. We studied two agents. One agent TStarBot1, which is based on flat action modeling with a reinforcement learning controller, can achieve a reasonably high win-rate against the built-in AIs. The other agent TStarBot2, which adopts a hierarchical action modeling and rule based controllers, can consistently win against the built-in AIs. This work shows that this approach of action space modeling can be used with a conventional RL algorithm, so that the RL algorithm can learn a good policy for the SC2 1v1 full game. In the future, it will be beneficial to explore a unified approach, where the hierarchy can be optimized either jointly or separately for each component.
