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Sažetak 
Tema završnog rada je implementacija prototipne igre tipa RPG korištenjem razvojnog alata 
Unity 3D. Konačni cilj izrade rada je funkcionalni prototip igre koji sadrži osnovne RPG 
elemente od kojih su najbitniji interaktivnost igrača s okolinom, sustav za korisničko sučelje 
koji sadrži informacije o igraču i sustav za praćenje napretka igrača tijekom igre. Svi navedeni 
sustavi ostvareni su korištenjem Unity 3D programskog sučelja i programskim jezikom C#. 
Završni rad podijeljen je na tri dijela koji obuhvaćaju cjelokupnu temu rada i njegov tok te 
način implementacije. Sustavi na kojima se temelje osnovne funkcionalnosti u prototipu su 
detaljno razrađeni i daju uvid u način rada pojedinih dijelova igre. Sustavi su međusobno 
povezani te rade s ostalim objektima. 
U prvom dijelu rada pojašnjavaju se ciljevi te očekivani rezultati koje treba postići prototip 
igre nakon implementacije svih funkcionalnosti i metoda. Svaki cilj je detaljno opisan i sadrži 
opis sustava koji moraju biti implementirani u prototipu.  
U drugom dijelu opisuju se primijenjeni postupci prilikom izrade prototipa te korišteni alati za 
ostvarivanje određenih funkcija. Istaknute su i opisane skripte bez kojih prototip ne bi mogao 
izvršavati važne radnje u igri.  
U završnom dijelu prikazuju se konačni rezultati rada kao i analiza složenosti i navođenje 
određenih problema koji su se pojavili prilikom izrade, uključujući i njihova optimalna 
rješenja. 
Prototip RPG igre sadrži osnovne elemente kao i sve komercijalne igre tog tipa koje definiraju 
ovaj žanr. Igrač ima slobodu kretanja u okolini što potiče istraživanje i interakciju s okolinom. 
Postoji određeni broj misija koje daju igraču zadatak koji pridonosi napretku kroz igru i nude 
daljnje mogućnosti tijekom igranja.  
 
Ključne riječi: Unity, RPG, prototip, C# 
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1. Uvod 
Razvoj igara se još od pojave osobnih računala smatra jednim od najkompleksnijih oblika 
softvera. Konačan proizvod sastoji se od mnogih elemenata poput modela, zvukova, dijaloga i 
u većini slučajeva nije dovoljan samo pojedinčev rad kako bi se ti elementi maksimalno 
iskoristili za što kvalitetniji konačni proizvod. Međutim, svaka igra mora imati definiran cilj 
koji želi ostvariti, a jedan od tih ciljeva je žanr igre. 
Igre se u principu dijele na nekoliko žanrova od kojih se svaki temelji na određenom konceptu 
i načinu izvedbe i prezentacije. Jedan od najstarijih i ujedno najpopularnijih je žanr RPG (Role-
Playing-Game) u kojem igrač poprima određenu ulogu i prolazi kroz igru putem naracije, 
interakcije s računalno vođenim likovima i unapređivanjem likova. Igrač u igri ostvaruje 
napredak koji utječe na daljnje izvođenje igre i time daje igraču mogućnost stvaranja utjecaja 
na okolinu igre. Ovime se uvelike doprinosi igrivosti cjelokupne igre i stvara drugačiji konačni 
ishod naracije. RPG igre u pogledu napretka i tijeka naracije mogu biti linearne i nelinarne 
vrste. Linearne igre fokusirane su na određeni način razvoja priče gdje igrač nema punu 
kontrolu nad konačnim ishodom. S druge strane, nelinearne igre daju igraču veću slobodu i 
utjecaj na ishod igre tako da se svaki prelazak igre drastično razlikuje.  
 
RPG igra opisana u ovoj temi koristi nekoliko osnovnih funkcija koji definiraju njezin žanr i 
stvaraju osjećaj napretka igrača prilikom igranja. Opisana je implementacija svakog dijela i 
njegov način rada tijekom izvedbe igre. Igrač kroz igranje sakuplja bodove iskustva koji 
određuju njegov napredak kroz igru. Istraživanje okoline postepeno povećava težinu igranja u 
obliku objekata koji stvaraju prepreku igraču. 
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2.  Osnovni ciljevi rada 
Cilj rada je izraditi igrivu verziju prototipa koji implementira elemente RPG žanra korištenjem 
C# programskog jezika u Unity 3D programskom okruženju. Prototip igre omogućuje igraču 
slobodno kretanje u sceni, interakciju s okolinom te ostvarivanje napretka tijekom igranja. 
Napredak u igri omogućuje se pomoću misija koje igrač može rješavati po vlastitom 
redoslijedu. Za postupno otežavanje igre koriste se neprijateljski objekti koji mogu nanositi 
štetu liku objektu igrača. Daljnjim istraživanjem igraće okoline pojavljivat će se novi 
neprijateljski objekti i nove misije. Igra se mora izvoditi bez grešaka koje bi uzrokovale prekid 
rada aplikacije, a performanse aplikacije moraju održavati kontinuiranu stabilnost. 
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3. Korišteni alati i tehnologije 
Za izradu prototipa korišten je Unity programski alat koji obuhvaća C# i JavaScript za potrebe 
izrade skripti. Modeli za izradu grafike preuzeti su s Unity Asset Store portala unutar Unity 
programskog sučelja. 
 
3.1. Unity Game Engine 
Unity je višeplatformski softver namijenjen izradi igara za osobna računala, mobitele, tablete i 
web-stranice koji je razvio Unity Technologies. Od svoje prvotne verzije namijenjene OS X-u 
2005. godine, Unity se proširio na 27 različitih platformi s naglaskom na prenosivost i 
mogućnost izvođenja na operacijskim sustavima različitih hardverskih arhitektura čime se 
tržište igara uvelike proširuje. U zadnjih nekoliko godina koje su obilježene ubrzanim razvojem 
mobilnih tehnologija Unity je stvorio dojam među najvećim svjetskim izdavačima i tvrtkama 
što potkrjepljuje činjenica da je 34 % najpopularnijh igara na tržištu rađeno pomoću Unity 
razvojnih alata.  
Unity korisničko sučelje stvara naglasak na olakšanom kontroliranju objekata u okolini 
korištenjem 3D vizualne prezentacije scena. Moguće je dobiti uvid u sve varijable i načine 
ponašanja objekata tijekom izvođenja igre. Prikaz okoline prilagođen je platformi za koju se 
igra razvija čime se dobiva uvid (engl. preview) u izgled konačnog prototipa. Najvažniji 
element svake igre je način ponašanja objekata. Unity omogućuje korištenje programskog 
jezika C#. Podrška za UnityScript je u novijim verzijama Unity sučelja prekinuta. Skripte su 
važne za mnoge dijelove projekta poput interakcije igrača s okolinom, ponašanja računalno 
vođenih objekata, fizičkog ponašanja statičkih objekata ili događaja koji će se izvršiti unutar 
igre u određeno vrijeme i pod određenim uvjetima.  
 
 
Slika 3.1.1. Bazna klasa GameObject 
Izvor: https://msdn.microsoft.com/en-us/magazine/dn759441.aspx 
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Baznom klasom u Unityju smatra se klasa GameObject (Slika 3.1.1.), usporedivo s klasom 
System.Object unutar .NET platforme. Iz GameObject klase potječu svojstva svakog objekta 
koji pripada toj baznoj klasi.  
 
3.2. C# 
C# je objektno orijentiran programski jezik namijenjenim razvoju web- i desktop-aplikacija 
koje pokreće .NET sučelje. Kao i većina ostalih popularnih programskih jezika, C# nudi 
mogućnosti poput enkapsulacije varijabli i metoda, kreiranje svojstava klasa i objekata.  
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4. Implementacija prototipa igre 
Za potrebe prikaza implementacije prototipa prikazana je izrada osnovnih sustava, kontrolera 
igrača i skripte za ostvarivanje međusobne interakcije između objekata. 
 
4.1. Osnovna ideja prototipa 
Da bi se igra smatrala RPG-om, potrebno je implementirati nekoliko sustava. Prvi i najbitniji 
sustav uključuje igrača i praćenje napretka kroz igru. Nakon toga slijedi izrada scene u kojoj se 
igrač kreće. Scena je ujedno i temelj prototipa jer obuhvaća sve objekte i daje im prostor u 
kojem će se ispunjavati njihove funkcije. Nakon postavljanja igrača u scenu potrebno je kreirati 
objekte s kojima će igrač obavljati interakciju. Interaktivni objekti mogu se podijeliti u dvije 
kategorije: misije i neprijateljski objekti.  




Slika 4.1.1. Prikaz dijela scene u gotovom prototipu 
Izvor: autor 
 
Izrada igre izvršavat će se unutar Unity programskog sučelja za što je potrebno kreirati projekt 
tipa 3D. Za izradu skripti koristit će se Visual Studio 2015 koji omogućuje programiranje u C# 
programskom jeziku i prilikom pisanja skripti nudi sintaksu Unity funkcija.   
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4.2. Izrada scene 
Prije nego se izradi sustav za kontrolu igrača, potrebno je postaviti osnovnu scenu gdje će se 
igrač kretati. Scena mora biti dovoljno velika da sadržava više tipova neprijateljskih objekata i 
misija kako bi se ostvario osjećaj napretka kroz igru. U svakom dijelu scene nastoji se stvoriti 
drugačija tematika kako bi se postigla raznolikost. 
 
 
Slika 4.2.1. Prikaz cjelokupne glavne scene 
Izvor: autor 
 
Cjelokupno područje u kojem se igrač može kretati ograđeno je većim objektima kako ne bi 
došlo do slučajnog pada objekta igrača sa scene. Prostor kretanja podijeljen je na nekoliko 
dijelova i svaki dio uređen je na specifičan način kako bi potaknuo igrača na istraživanje scene. 
Igra na početku smješta igrača u početni dio scene i prolaženjem kroz prepreke i misije dovodi 
igrača u ostale dijelove, stvarajući napredak. Iako je dozvoljeno slobodno kretanje kroz sve 
dijelove od samog početka igre, neki dijelovi sadržavaju teže prepreke i misije pa je zato igra 
dizajnirana na način da potakne igrača na postupno prolaženje kroz scenu.  
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Slika 4.2.2. Prikaz početne lokacije igrača na sceni 
Izvor: autor 
 
Izradom scene određen je i grafički stil igre. Za potrebe izrade prototipa korišteni su modeli s 
niskim brojem poligona. Ovakav stil pojavljuje se često u igrama RPG tipa, a najviše je prisutan 
u mobilnim igrama zbog boljih performansi. Modeli su preuzeti s Unity Asset Store portala, 
prirodne su tematike i mogu se koristiti u velikom broju zbog niskih hardverskih zahtjeva 
tijekom izvođenja igre.  
 
4.2.1. Osvjetljenje scene 
Važnu ulogu u grafičkoj prezentaciji ima sustav osvjetljenja. Za prototip se koristi usmjereno 
osvjetljenje koje je već dostupno u Unityju. Njegova je uloga bacanje svjetlosnih zraka pod 
određenim kutom čime svi objekti na sceni dobivaju svoju sjenu, a osvjetljenje objekata ovisi 
o kutu pod kojim svjetlo baca zrake.  
Jedan od prvih sustava implementiranih u igri je kontroler za dan i noć. Ovaj sustav zaslužan je 
za kontrolu usmjerenog osvjetljenja na način da svjetlo kroz određeni period vremena napravi 
puni krug oko svoje osi i time simulira dan i noć unutar scene. Kako bi objekt svjetla dobio 
mogućnost rotacije, pridodana mu je skripta koja je odgovorna za rotiranje. Da bi kontroler 
mogao ispravno raditi, potrebno je postaviti određene parametre: objekt tipa „Svjetlo (Light)“ 
da bi se skripta mogla referencirati na objekt u sceni, broj sekundi koje određuju duljinu dana i 
trenutno vrijeme u danu kada se igra pokrene. Skripta u svakom koraku svojeg izvršavanja 
poziva funkciju koja povećava vrijeme za jednu sekundu korištenjem Time.deltaTime  svojstva. 
Da bi se objekt osvjetljenja okretao pravilno oko svoje osi, koristi se svojstvo rotacije objekta 
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localRotation. Skripta provjerava trenutnu rotaciju objekta i ovisno o kutu postavlja jačinu 





Quaternion.Euler((trenutnoVrijeme * 360f) - 90, 170, 0); 
 
      float intensityMultiplier = 1; 
      if (trenutnoVrijeme <= 0.23f || trenutnoVrijeme >= 0.75f) 
      { 
           intensityMultiplier = 0;         
      } 
      else if (trenutnoVrijeme <= 0.25f) 
      { 
intensityMultiplier = Mathf.Clamp01((trenutnoVrijeme - 
0.23f) * (1 / 0.02f)); 
      } 
      else if (trenutnoVrijeme >= 0.73f) 
      { 
intensityMultiplier = Mathf.Clamp01(1 - ((trenutnoVrijeme 
- 0.73f) * (1 / 0.02f))); 
      } 




Trajanje jednog punog dana unutar igre postavljeno je na 360 sekundi, a toliko je vremenski 
potrebno da objekt napravi puni krug oko svoje osi. Konačni rezultat je transparentni i 
samostalni sustav osvjetljenja koji poboljšava vizualnu prezentaciju prototipa i ujedno 
doprinosi tematici igre.  
 
4.2.2. Postavljanje objekata u scenu 
Dizajniranje scene unutar Unity sučelja svodi se na jednostavno ubacivanje objekata iz mape 
resursa izravno na scenu. Svaki dio okoline pažljivo je dizajniran da u konačnici čini smislenu 
cjelinu svih objekata. Kao primjer se može uzeti početna lokacija gdje igrač započinje igru: 
lokacija se sastoji od nekoliko kuća i manjih objekata koji predstavljaju naselje. Izlaskom iz te 
lokacije igrač ima mogućnost istraživanja ostatka scene. Jedan od najkorištenijih objekata je 
model drveća. Kako bi se izbjeglo ručno postavljanje rotacije svakog od tih objekata, pridodana 
im je skripta koja kod pokretanja scene postavlja nasumičnu rotaciju modela. 
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void Start () { 
 
        Vector3 euler = transform.eulerAngles; 
        euler.y = Random.Range(0f, 360f); 
        transform.eulerAngles = euler; 
} 
Konačni rezultat korištenja ove skripte je šuma u kojoj svaki objekt drva ima vlastitu rotaciju 
modela čime se doprinosi raznolikosti okoline. 
 
 
Slika 4.2.3. Nasumično postavljanje rotacije objekata drva 
Izvor: autor 
 
Za lakšu organizaciju objekata u hijerarhiji kreirana je nekolicina praznih objekata (Empty 
GameObject). Svaki od tih objekata sadrži dio modela koji su prisutni na sceni i time je 
podijeljena cjelokupna okolina.  
 
4.2.3. Performanse scene tijekom izvođenja prototipa 
Cjelokupna scena sadrži stotine objekata koji su prisutni cijelo vrijeme tijekom izvođenja igre. 
Broj sličica u sekundi netaknut je od strane statičkih objekata, a u pogledu performansi najveći 
utjecaj ima kontroler za dan i noć zbog konstantnog iscrtavanja osvjetljenja na scenu i sjena 
svih objekata. Ovdje dolazi do izražaja prednost modela s malim brojem poligona koji ne 
stvaraju teret na procesor i grafičku karticu te ujedno stvaraju specifičan grafički stil. 
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4.3. Objekt igrača  
Završetkom izrade scene slijedi implementacija igrača i popratnih sustava. Objekt igrača mora 
imati mogućnost kretanja po sceni pomoću tipkovnice. Korištenjem miša treba se omogućiti 
kontroliranje kamere za lakše snalaženje u sceni. Za prelaženje neprijateljskih prepreka igrač 
će imati nekoliko napada i vještina koje se aktiviraju pomoću određenih tipki. Uz sve navedene 
mogućnosti potrebno je implementirati i sustav koji prati napredak igrača. Sustav se sastoji od 
razina, jačine napada, zdravlja igrača i zaštite od napada.  
 
4.3.1. Kontroler kretanja igrača 
Objekt kojim igrač upravlja sadrži skriptu koja služi kao kontroler svih radnji vezanih za taj 
objekt. Skripta je odgovorna za kretanje objekta u sceni pomoću tipki W, A, S i D, izvršavanjem 
napada i vještina numeričkim tipkama i tipkom SPACE. Ostale radnje uključuju primanje štete 
igrača, detektiranje neprijateljskih objekata tijekom izvršavanja napada i upravljanje sustavom 
animacija.  
void Start ()  
{ 
    anim = GetComponent<Animator>(); 
    targetRotacija = transform.rotation; 
 
    if (GetComponent<Rigidbody>()) 
    rBody = GetComponent<Rigidbody>(); 
 
    naprijedInput = okretInput = 0; 
 
    if(!igracPostoji) 
    { 
      igracPostoji = true; 
           DontDestroyOnLoad(transform.gameObject); 
    } 
    else 
    { 
           Destroy(gameObject); 
    } 
} 
Igrač ima komponentu za upravljanje animacijama (animator) i komponentu Rigidbody koja 
simulira fiziku. Prilikom inicijalizacije objekta sustav dohvaća sve komponente unutar objekta. 
Ako objekt igrača prilikom učitavanja scene već postoji, tada će se svi ostali duplikati objekta 
uništiti kako ne bi došlo do mogućih grešaka tijekom izvođenja igre. U funkciji Update() 
događaju se sve provjere vezane za interakciju s okolinom. Međutim, nijedna provjera neće se 
izvršiti ako je varijabla zdravlja igrača jednaka ili manja od nule (sustav zdravlja bit će detaljno 
objašnjen u narednom poglavlju).   
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4.3.2. Kontroler za animacije igrača 
Većina radnji objekta igrača vizualno se prikazuje animacijama. Kako bi objekt mogao izvoditi 
animacije, potrebno je kreirati Animator kontroler koji određuje stanja igrača i prema tome 
izvodi specifičnu animaciju. Za kreiranje kontrolera koristi se Unity State Machine sučelje. 
 
 
Slika 4.3.1. Prikaz svih stanja objekta u animatoru 
Izvor: autor 
 
Igrač izvodi jednu od četiriju dostupnih animacija: hodanje (Walk), čekanje (Wait), napadanje 
(Attack) i neaktivno stanje (Dead). Sustav prelazi iz stanja u stanje ovisno o njihovoj 
povezanosti. Svaki prijelaz je prikazan strelicom koja izlazi iz jednog stanja i prelazi u drugo i 
pritom postavlja određene varijable na true ili false (DA ili NE). Igrač u animatoru ima 
definirane tri varijable tipa bool: „seKrece“, „jeNapada“ i „jeMrtav“. Vrijednost ovih varijabli 
mijenja se u kontroleru i ovisno o varijabli i njezinoj vrijednosti izvodi se određena animacija. 
Svakom stanju je pridodana specifična animacija modela. Animacije imaju nekoliko postavki 
od kojih je važno spomenuti opcije za kontinuirano izvođenje animacije (loop) i njezino 
trajanje. Postavljanje prijelaza između stanja jako je bitno ako se objekt mora vraćati iz jedne 
animacije u drugu. Kao primjer se može navesti kretanje igrača na sceni: početno stanje je 
čekanje iz kojeg prelazi u stanje kretanja dok korisnik drži tipku za kretanje objekta te se objekt 
na kraju mora vratiti nazad u stanje čekanja kada korisnik više ne drži tipku za kretanje. 
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Slika 4.3.2. Prijelaz između dva stanja s postavljanjem bool varijable 
Izvor: autor 
 
Definirane varijable u animatoru pokreću animaciju kada im se stanje postavlja na true ili false. 
Animacije se izvode ovisno o radnji koju će objekt obavljati u kontroleru i svaka radnja 





     { 
rBody.velocity = transform.forward * naprijedInput * 
brzinaNaprijed; 
           anim.SetBool("seKrece", true); 
     } 
     else 
     { 
           rBody.velocity = Vector3.zero; 
           anim.SetBool("seKrece", false); 
     } 
} 
 
Za kretanje igrača kreirana je funkcija Trcanje(). U njoj se brzina (engl. velocity) komponente 
rigidbody u objektu međusobno množi s varijablom brzinaNaprijed koja se definira proizvoljno 
i varijablom naprijedInput, koja se određuje pritiskom tipke W za kretanje prema naprijed. 
Ovdje dolazi do izražaja prethodno opisani kontroler za animacije u kojem se prilikom kretanja 
objekta varijabla seKrece postavlja na vrijednost true. Ako igrač više ne drži tipku za kretanje, 
brzina objekta u rigidbody komponenti se postavlja na nulu, a varijabla seKrece poprima 
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vrijednost false i animacija za kretanje se više ne izvršava. Animator se iz stanja kretanja vraća 
u stanje čekanja te izvodi animaciju igrača dok stoji na mjestu. 
 
4.3.3. Svojstva i praćenje napretka igrača 
Jedan od glavnih aspekata RPG igara je način prolaska igrača kroz igru ostvarivanjem 
konstantnog napretka. U ovom prototipu igrač ima određeni broj bodova koji predstavljaju 
njegovo zdravlje. Ako broj bodova padne na nulu, igrač umire te se ponovno pojavljuje na sceni 
nakon nekoliko sekundi. Rješavanjem misija igrač dobiva bodove iskustva. Nakon određenog 
broja bodova, povećava se nivo igrača. Maksimalni nivo je 10 i za svaki sljedeći nivo potrebno 
je sakupiti 2,5 x više bodova iskustva nego za prethodni nivo. Veći nivo igrača donosi i 
prednosti: svaki novi nivo povećava maksimalno zdravlje, štetu napada i zaštitu od napada. 
Šteta napada predstavlja količinu štete koju igrač može nanijeti neprijateljskim objektima. Čim 
je nivo veći, tim je i lakše uništiti neprijateljske objekte. Zaštita od napada je broj koji se 
oduzima od štete koju neprijateljski objekti mogu nanijeti igraču. Ako je nivo igrača veći, tada 
je količina primljene štete manja.  
    public int trenutniLevel; 
    public int trenutniExp; 
    public int[] potrebniExpZaLevel; 
 
    public int[] zdravljeLeveli; 
    public int[] napadLeveli; 
    public float[] zastitaLeveli; 
 
    public float trenutnoZdravlje; 
    public int trenutniNapad; 
    public float trenutnaZastita; 
 
    private igracZdravlje zdravljeIgraca; 
 
Sustav za praćenje napretka igrača definiran je u skripti igracStats. Za svaki nivo igrača 
postavljen je broj bodova iskustva potrebnih za ostvarivanje novog nivoa. Brojevi bodova 
definirani su u polju tipa int i svaka pozicija u polju predstavlja nivo. Početni nivo je 1 i za 
njega je potrebno nula bodova jer se nalazi na nultoj poziciji u polju. Brojevi za štetu napada i 
zaštitu od napada također su spremljeni u zasebna polja i povećavaju se zajedno s nivoom 
igrača.  
void Start () { 
 
        trenutnoZdravlje = zdravljeLeveli[1]; 
        trenutniNapad = napadLeveli[1]; 
        trenutnaZastita = zastitaLeveli[1]; 
 
Bernard Polman                                         Implementacija prototipne igre tipa RPG korištenjem Unity 3D 





void Update () { 
 
       if(trenutniExp>=potrebniExpZaLevel[trenutniLevel]) 
        { 
            povecajLevel(); 
        } 
} 
Sustav cijelo vrijeme tijekom igre provjerava ako je trenutni broj iskustva veći ili jednak 
potrebnom broju bodova iskustva kako bi se nivo igrača povećao za 1. Ako je taj uvjet ispunjen, 
poziva se funkcija povecajLevel(). 
 
public void povecajLevel() 
{ 
trenutniLevel++; 
trenutnoZdravlje = zdravljeLeveli[trenutniLevel]; 
trenutniNapad = napadLeveli[trenutniLevel]; 




zdravljeIgraca.igracTrenutnoZdravlje += trenutnoZdravlje 
- zdravljeLeveli[trenutniLevel - 1]; 
 
FindObjectOfType<SFXManager>().levelup.Play(); 
Text tekst = Instantiate(levelup, new Vector3(0, 0),      
Quaternion.identity) as Text; 





U funkciji povećanja nivoa prvo se povisuje trenutni nivo igrača. Maksimalno zdravlje igrača 
povećava se prema vrijednosti koja je definirana u polju zdravljeLeveli gdje se određuje koliko 
zdravlja igrač dobije nakon povećavanja nivoa. Trenutna šteta napada i zaštita od napada 
također se povisuje ovisno o nivou.  
 
public void dodajExp(int exp) 
{ 
trenutniExp += exp; 
} 
 
Bodovi iskustva dobivaju se uništavanjem neprijateljskih objekata i obavljanjem misija. U tu 
svrhu kreirana je funkcija dodajExp() koja se poziva kada se igraču žele pridodati bodovi te se 
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postavlja i količina bodova koja se nakon izvršenja funkcije pridodaje trenutnom ukupnom 
broju bodova.  
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4.3.4. Zdravlje igrača 
Neprijateljski objekti imaju mogućnost nanošenja štete objektu igrača. Ako se zdravlje igrača 
spusti na nulu, igrač umire. Nakon nekoliko sekundi igrač se premješta na specifično mjesto u 
sceni s punim zdravljem (engl. respawn).  
 
public class igracZdravlje : MonoBehaviour { 
 
    public float igracMaksimalnoZdravlje = 100f; 
    public float igracTrenutnoZdravlje = 100f; 
    private bool respawnaj = true; 
 
 // Use this for initialization 
void Start ()  
{ 
igracTrenutnoZdravlje = igracMaksimalnoZdravlje; 
} 
 
U skripti za praćenje zdravlja igrača definirane su dvije varijable: maksimalno zdravlje igrača 
i trenutno zdravlje igrača. Početna vrijednost zdravlja je proizvoljna i u funkciji Start() trenutno 
zdravlje poprima maksimalnu vrijednost.  
 
void Update ()  
{ 
if (igracTrenutnoZdravlje <= 0) 
     { 
gameObject.GetComponent<Animator>().SetBool("jeMrtav
", true); 
           igracTrenutnoZdravlje = 0; 
 
           if (respawnaj) 
           { 
                Invoke("respawn", 5); 
                respawnaj = false; 
           } 
     }  
} 
 
Tijekom igre skripta provjerava ako je trenutno zdravlje igrača manje ili jednako nuli. Ako je, 
objektu se preko komponente Animator postavlja bool vrijednost varijable jeMrtav na false i 
izvodi se animacija umiranja. Pomoću funkcije Invoke() pozvat će se funkcija respawn() koja 
će oživjeti igrača, tj. postaviti njegovo zdravlje na maksimalnu vrijednost, premjestiti objekt 
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GameObject[] respawnMjesta = 
GameObject.FindGameObjectsWithTag("RespawnMjesto"); 
GameObject pronadenoMjesto = null; 
float closestDistanceSqr = Mathf.Infinity; 
Vector3 currentPosition = transform.position; 
 
foreach (GameObject potencijalnoMjesto in respawnMjesta) 
{ 
Vector3 directionToTarget = 
potencijalnoMjesto.transform.position - currentPosition; 
           float dSqrToTarget = directionToTarget.sqrMagnitude; 
           if (dSqrToTarget < closestDistanceSqr) 
           { 
closestDistanceSqr = dSqrToTarget; 
                pronadenoMjesto = potencijalnoMjesto; 
           } 





     respawnaj = true; 
     PostaviMaksimalnoZdravlje(); 
     gameObject.GetComponent<Animator>().SetBool("jeMrtav", false);  
   } 
 
Mjesto oživljenja, tzv. respawn mjesto je pozicija objekta koji ima tag RespawnMjesto na 
kojem će se igrač ponovno pojaviti nakon umiranja. Funkcija radi na način da inicijalizira polje 
tipa GameObject i u njega spremi sve postojeće aktivne objekte u sceni koji imaju tag 
RespawnMjesto. Nakon toga funkcija petljom prolazi kroz sve pronađene objekte i određuje 
poziciju najbližu igraču. Referencu na najbliži pronađeni objekt sprema u varijablu 
pronadenoMjesto, premješta igrača na novu poziciju, postavlja mu maksimalno zdravlje i 
prekida animaciju umiranja. 
Sustav za zdravlje igrača koristi još jednu jednostavnu ali vrlo važnu funkciju koja služi za 
smanjenje zdravlja. Kao parametar se prima količina štete koju će igrač primiti i od trenutnog 
zdravlja igrača oduzima se varijabla štete. 
 
public void SmanjiZdravlje(float steta) 
{ 
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4.3.5. Kamera 
Igrač ima mogućnost upravljanja kamerom pomoću miša. Objekt MainCamera odgovoran je 
za upravljanje kamerom unutar scene te se kamera ujedno rotira oko objekta igrača u centru 
ekrana. 
    private const float Y_ANGLE_MIN = 0.0f; 
    private const float Y_ANGLE_MAX = 50.0f; 
    private const float DISTANCE_MAX = 10.0f; 
    private const float DISTANCE_MIN = 0.1f; 
    private const float TRANS_MIN = 1.0f; 
    private const float TRANS_MAX = 2.0f; 
 
    public Transform lookAt; 
    public Transform camTransform; 
    public GameObject player; 
 
    private Camera cam; 
 
    public float distance = 10.0f; 
    private float currentX = 0.0f; 
    private float currentY = 0.0f; 
    private float sensitivityX = 4.0f; 
    private float sensitivityY = 1.0f; 
    private float trandis; 
 
    public Vector3 height = new Vector3(0, 0, 0); 
 
    private bool below = false; 
 
    private static bool kameraPostoji; 
Skripta za upravljanje kamerom definira parametre kuta i udaljenosti od igrača. Da bi kamera 
znala oko kojeg objekta se mora rotirati, potrebno je napraviti referencu na igrača pomoću 
varijable lookAt i objekta igrača tipa GameObject.  
private void Start() 
    { 
        camTransform = transform; 
        cam = Camera.main; 
 
        if (!kameraPostoji) 
        { 
            kameraPostoji = true; 
            DontDestroyOnLoad(transform.gameObject); 
        } 
        else 
        { 
            Destroy(gameObject); 
        } 
    } 
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U Start() funkciji obavlja se provjera ako već postoji neka kamera. Kretanje i rotacija kamere 
događa se u Update() funkciji gdje se konstantno provjerava pomak miša. 
if(Input.GetMouseButton(0)) 
{ 
//Kamera se kreće ako mijenja pozicija miša 
currentX += Input.GetAxis("Mouse X") * sensitivityX; 
currentY -= Input.GetAxis("Mouse Y") * sensitivityY; 
} 
Kod rotiranja kamere mišem javljaju se dva problema: konstantnim pomicanjem miša prema 
gore kamera će se spustiti ispod Y koordinate igrača i kut gledanja bit će ispod tla po kojem se 
igrač kreće. Drugi problem je da konstantnim pomicanjem miša prema dolje kamera radi puni 
krug oko objekta igrača. Kako bi se spriječili ovi problemi kod okretanja kamere, potrebno je 
ograničiti Y kut kod okretanja kamere mišem. 
//Ograniči Y varijablu 
        currentY = Mathf.Clamp(currentY, Y_ANGLE_MIN, Y_ANGLE_MAX); 
Rotacija i promjena pozicije kamere obavlja se u funkciji LateUpdate() u kojoj se uzima u obzir 
pozicija igrača i prema tome se postavlja kamera. 
private void LateUpdate() 
    { 
 
        //Oduzimanje udaljenosti od vrijednosti Z koordinate 
        Vector3 dir = new Vector3(0, 0, -distance); 
 
        //Kreiranje Quaternion rotacije kamere 
        Quaternion rotation = Quaternion.Euler(currentY, currentX, 0); 
 
        //Postavljanje pozicije kamere da gleda igrača 
        camTransform.position = lookAt.position + height + rotation * dir; 
        camTransform.LookAt(lookAt.position + height); 
 
    } 
Još jedna mogućnost kamere je zumiranje kamere prema igraču. Korištenjem kotačića na mišu 
igrač udaljava ili približava kameru objektu. Za određivanje udaljenosti između objekta igrača 
i kamere služi varijabla distance koja se mijenja ovisno o kotačiću miša. Navedena varijabla 
ima postavljenu maksimalnu udaljenost od igrača kako bi se spriječio problem prevelike 
udaljenosti kamere. 
if (Input.GetAxis("Mouse ScrollWheel") > 0) { distance -= 0.8f; } 
if (Input.GetAxis("Mouse ScrollWheel") < 0) { distance += 0.8f; } 
 
//Ograničavanje udaljenosti kamere da ne bude ni predaleko ni 
preblizu igraču 
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distance = Mathf.Clamp(distance, DISTANCE_MIN, 
DISTANCE_MAX); 
        trandis = Mathf.Clamp(distance, TRANS_MIN, TRANS_MAX) - 1; 
 
4.3.6. Postavljanje igrača u scenu 
Nakon kreiranja svih osnovnih sustava za funkcionalnost igrača, potrebno je njegov objekt 
postaviti u scenu. Objekt igrača sadržava sljedeće komponente: Transform, Animation, 
Animator, RigidBody, CharacterController, Mesh Collider, Mesh Renderer. Svaka navedena 
komponenta omogućuje ispravno izvršavanje kreiranih sustava i skripti. Objektu igrača također 
se dodaju skripte IgracKontroler i IgracZdravlje s definiranim početnim parametrima. 
 
Slika 4.3.3. Svojstva objekta igrača u kontroleru 
Izvor: autor 
U kontroleru igrača postavljaju se vrijednosti poput brzine kretanja, brzine okretanja, štete 
napada te objekata koji se kreiraju kada igrač izvrši neki napad ili funkciju. U sustavu zdravlja 
igrača njegovo maksimalno i trenutno zdravlje postavlja se na vrijednost 100. Objekt se nakon 
toga postavlja u scenu na početno mjesto. 
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4.4. Neprijateljski objekti 
Igrač će se tijekom igre suočavati s neprijateljima. Neprijateljski objekti imaju svoj vlastiti 
izgled, animacije, zdravlje i način ponašanja. Po definiciji se neprijatelji svrstavaju u NPC-jeve 
(engl. Non-Player Character) i slični su objektu igrača s time da njima upravlja skripta, a ne 
igrač. U ovom prototipu postoji nekoliko vrsta neprijatelja koji se međusobno razlikuju po 
nivou, zdravlju i napadima.  
4.4.1. Kontroler za animacije neprijatelja  
Neprijateljski objekti koriste komponentu Animator isto kao i igrač. Za izvođenje animacija 
ovisno o trenutnoj interakciji na sceni postavljaju se određena stanja objekta za što služi State 
Machine sučelje.  
 
Slika 4.4.1. Animator neprijatelja sa svim stanjima 
Izvor: autor 
Neprijateljski objekti imaju četiri moguća stanja: stanje čekanja, kretanja, napadanja i 
neaktivnosti. Svako stanje ima pridruženu animaciju kao i međusobne prijelaze i nema 
značajnijih razlika u usporedbi sa stanjima objekta igrača. Animacije se izvode postavljanjem 
određenih varijabli tipa bool unutar koda koji upravlja objektima. Svaki tip neprijatelja ima 
vlastiti kontroler za animacije, ali je način odvijanja isti kod svih tipova. Animacija se ponavlja 
tako dugo dok je specifična varijabla postavljena na vrijednost true. Izuzetak je stanje 
neaktivnosti koje se aktivira dok zdravlje neprijatelja padne na nulu i to se smatra konačnim 
stanjem objekta prije njegova uništenja. 
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4.4.2. Ponašanje neprijateljskog objekta  
Inteligencija neprijatelja (engl. artificial intelligence) jedna je od najvažnijih osobina objekta 
koja definira njegovo ponašanje u sceni i interakciju s ostalim objektima. Za ponašanje 
neprijatelja odgovorna je skripta „AI“.  
public class AI1 : MonoBehaviour { 
 
 public Transform player; 
private Animator anim; 
private bool napada = false; 
private bool pauziraj = false; 
private Vector3 randomDirection; 
 
void Start ()  
{ 
anim = GetComponent<Animator>(); 
player = 
FindObjectOfType<igracZdravlje>().transform; 
     Invoke("promijeniSmjer", Random.Range(0.5f, 2.0f)); 
} 
 
Skripta na početku pronalazi igrača na sceni te stvara njegovu referencu. Za korištenje 
animacija prvo se dohvaća komponenta objekta tipa Animator. Neprijatelj se počinje kretati u 
nasumičnom smjeru. Svakih nekoliko sekundi napravi pauzu i prebacuje se u stanje čekanja. 
Nakon nekog vremena prebacuje se natrag u stanje kretanja, nastavlja se kretati u novom smjeru 




pauziraj = false; 
randomDirection = new Vector3(Random.value, 0, 
Random.value); 





Invoke("promijeniSmjer", Random.Range(7.0f, 12.0f)); 
pauziraj = true; 
} 
 
U Update() funkciji se obavlja glavni dio skripte, a to je detektiranje i napadanje igrača. Skripta 
u svakom trenutku provjerava udaljenosti igrača od neprijatelja. Ako je udaljenost manja od 5, 
neprijatelj prelazi u stanje napadanja. Kada se dovoljno približi objektu igrača, počinje se 
izvoditi animacija. Ako se igrač tijekom stanja napadanja udalji, neprijatelj će ga pratiti tako 
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dugo dok udaljenost ne bude veća od 5, nakon čega neprijatelj nastavlja nasumično kretanje u 
sceni.   
void Update ()  
{ 
if(gameObject.GetComponent<neprijateljZdravlje>().neprijateljTrenutno
Zdravlje >= 0) 
      { 
Vector3 direction = player.position - this.transform.position; 
            float angle = Vector3.Angle(direction, this.transform.forward); 
if (Vector3.Distance(player.position, this.transform.position) 
< 5) 
            { 
                 direction.y = 0; 
this.transform.rotation =  
Quaternion.Slerp(this.transform.rotation, 
                                            
Quaternion.LookRotation(direction), 0.1f); 
                 anim.SetBool("jeNeaktivan", false); 
                 anim.SetBool("jeHoda", true); 
 
                if (direction.magnitude > 1) 
                { 
                    gameObject.transform.Translate(0, 0, 0.033f); 
                    anim.SetBool("jeHoda", true); 
                    anim.SetBool("jeNapada", false); 
                    napada = false; 
                } 
                else 
                { 
                    anim.SetBool("jeNapada", true); 
                    anim.SetBool("jeHoda", false); 
                    napada = true; 
                } 
            } 
            else 
            { 
                anim.SetBool("jeNeaktivan", true); 
                anim.SetBool("jeHoda", false); 
                anim.SetBool("jeNapada", false); 
                napada = false; 
            } 
 
            if(napada==false) 
            { 
                if(pauziraj==false) 
                { 
                    if (randomDirection != Vector3.zero) 
                    { 
                        gameObject.transform.Translate(0, 0, 0.015f); 
                        this.transform.rotation = 
Quaternion.Slerp(this.transform.rotation,                                           
Quaternion.LookRotation(randomDirection), 0.1f); 
                        anim.SetBool("jeHoda", true); 
                    }               
                } 
            } 
        } 
    } 
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4.4.3. Sustav zdravlja neprijateljskog objekta 
U usporedbi s igračem, zdravlje neprijatelja definirano je na način da se povisuje s nivoom i 
pritom bude puno niže od zdravlja igrača. 
 
     public float neprijateljMaksimalnoZdravlje = 100f; 
    public float neprijateljTrenutnoZdravlje = 100f; 
    float vrijemeUnistenja = 5f; 
    bool pomakni = false; 
    public int levelCudovista = 1; 
    bool dajExp = true; 
 
Kao i kod objekta igrača, neprijateljski objekt mora imati postavljeno maksimalno i trenutno 
zdravlje. Na početku se definira nivo čudovišta koje ujedno predstavlja i njegovu jačinu.  
 
public void SmanjiZdravlje(float steta) 
    { 
        neprijateljTrenutnoZdravlje -= steta; 
    } 
 
Zdravlje neprijatelja smanjuje se korištenjem funkcije SmanjiZdravlje() koje kao parametar 
prima količinu štete. Šteta se oduzima od trenutnog zdravlja neprijatelja. Ako trenutno zdravlje 
padne na nulu ili ispod nule, neprijatelj mijenja animaciju i nakon 5 sekundi objekt se uništava. 




{                
GameObject.Find("UI").GetComponent<igracStats>() 
.dodajExp(levelCudovista * 25); 





vrijemeUnistenja -= Time.deltaTime; 
 





transform.position = new Vector3(transform.position.x, 
transform.position.y - (0.5f * Time.deltaTime), 
transform.position.z); 
} 
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Sustav za zdravlje neprijatelja kasnije će biti dodatno upotpunjen implementacijom sustava za 
misije zbog čega svaki tip neprijatelja mora imati vlastito ime.  
 
4.4.4. Interakcija s objektom igrača 
Svaki objekt neprijatelja također sadrži i skriptu za nanošenje štete igraču. Neprijateljskom 
objektu definira se količina štete u decimalnom obliku budući da se nanošenje štete provjerava 
u kontroleru igrača u Update() funkciji pa zato broj mora biti značajno niži od svih ostalih 
parametara poput zdravlja ili nivoa.  
 
void Update ()  
{ 




var udaljenost = Vector3.Distance(this.transform.position, 
GameObject.Find("IgracNovo").transform.position); 
 
















Gore navedeni kôd izvodi se unutar Update() funkcije. Postoje tri vrste neprijatelja i svaki ima 
vlastitu animaciju napadanja pa se prije nanošenja štete provjerava je li trenutno stanje u 
animatoru napadanje. Ako je taj uvjet, zajedno s uvjetom udaljenosti od igrača manje od 2, 
objektu igrača nanijet će se šteta. Količina štete ovisi o trenutnom nivou zaštite igrača čija se 
vrijednost dohvaća iz komponente igracStats.  
  
Bernard Polman                                         Implementacija prototipne igre tipa RPG korištenjem Unity 3D 
Međimursko veleučilište u Čakovcu  31 
4.4.5. Stvaranje neprijatelja na sceni 
U mnogim RPG igrama određeni tipovi neprijatelja pojavljuju se u određenim količinama i 
vezani su za neko mjesto na sceni u kojoj se kreću. Kako bi se isti efekt postigao u ovoj igri, 
kreirana je skripta koja se pridodaje nekom objektu unutar scene. Uloga navedene skripte je 
kontinuirano kreiranje neprijatelja u okolini kroz određeno vrijeme pod uvjetom da ukupni broj 
tog tipa neprijatelja ne prelazi maksimalni broj. 
 
    public GameObject neprijatelj; 
    public string imeNeprijatelja; 
    public int maxBrojNeprijatelja; 
    public int minVrijemeSpawna; 
    public int maxVrijemeSpawna; 
 
    public int minX; 
    public int maxX; 
    public int minY; 
    public int maxY; 
 
Da bi skripta znala koji tip neprijatelja se treba instancirati, potrebno je napraviti referencu na 
neprijateljski objekt i navesti njegovo ime. Skripta također sadržava maksimalan dozvoljeni 
broj neprijatelja u jednom trenutku na sceni, minimalno i maksimalno vrijeme između kojeg se 
instancira objekt te nasumičnu poziciju ovisno o poziciji objekta koji sadržava skriptu.  
 
void Start ()  
{ 
for (int i = 0; i < maxBrojNeprijatelja; i++) 
     { 
Instantiate(neprijatelj, new 
Vector3(this.transform.position.x + 
Random.Range(minX, maxX), this.transform.position.y, 
this.transform.position.z + Random.Range(minY, 
maxY)), Quaternion.identity); 





Prilikom prvotnog učitavanja scene skripta će popuniti okolinu sa specifičnim tipom 
neprijatelja. Nakon toga počinje pozivanje funkcije spawnNeprijatelja() koja provjerava broj 
neprijatelja na sceni. Ako igrač uništi jednog neprijatelja, broj tog tipa neprijatelja bit će manji 
od maksimalno dozvoljenog broja i skripta će kreirati neprijateljski objekt na nasumičnoj 
poziciji. Proces se ponavlja nakon određenog broja sekundi.  
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    void spawnNeprijatelja() 
    { 
        if(trenutniBrojNeprijatelja()<maxBrojNeprijatelja) 
        { 
Instantiate(neprijatelj, new 
Vector3(this.transform.position.x +  
Random.Range(minX, maxX), this.transform.position.y, 
this.transform.position.z + Random.Range(minY, 
maxY)), Quaternion.identity); 
        } 
    } 
 
Za određivanje trenutnog broja neprijatelja koristi se funkcija slična funkciji korištenoj u 
kontroleru igrača. Skripta kreira polje tipa GameObject i pronalazi sve objekte koji imaju tag 
Neprijatelj. Nakon toga se petljom prolazi kroz polje i provjerava se ime neprijatelja s imenom 
određenim u objektu za instanciranje neprijateljskog objekta. Funkcija naposljetku vraća broj 
traženih objekata trenutno prisutnih u sceni. 
 
int trenutniBrojNeprijatelja() 
    { 
GameObject[] sviNeprijatelji = 
GameObject.FindGameObjectsWithTag("Neprijatelj"); 
      int brojTrazenihNeprijatelja = 0; 
 




              { 
                   brojTrazenihNeprijatelja++; 
              } 
         } 
 
return brojTrazenihNeprijatelja; 
    } 
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Bernard Polman                                         Implementacija prototipne igre tipa RPG korištenjem Unity 3D 
Međimursko veleučilište u Čakovcu  34 
4.5. Dijalozi 
Kod interakcije igrača s nekim objektima u igri aktiviraju se dijalozi. Oni predstavljaju način 
komunikacije i temelj su priče koju igrač prati kroz igru. 
 
4.5.1. Kontroler dijaloga 
Dijalozi se na sceni prikazuju preko Canvas objekta. Svi objekti tog tipa nisu ovisni o 
koordinatama u 3D okruženju već se ponašaju kao korisničko sučelje i imaju stalnu poziciju na 
ekranu, neovisno o ostalim objektima.  
public GameObject dijalogOkvir; 
    public Text dijalogTekst; 
    public Text dijalogPomoc; 
 
    public bool dijalogAktivan; 
 
    public string[] dijalogLinije; 
    public int trenutnaLinija; 
 
Skripta ima definiranu referencu na okvir dijaloga unutar kojeg će se prikazivati tekst. Osim 
teksta, u donjem desnom kutu nalazi se kratki tekst koji služi kao pomoć igraču. Cjelokupni 
objekt je neaktivan tako dugo dok igrač ne aktivira dijalog pritiskom određene tipke. 
 
if (dijalogAktivan && Input.GetKeyDown(KeyCode.F)) 
        { 
            if (trenutnaLinija >= dijalogLinije.Length) 
            { 
                dijalogOkvir.SetActive(false); 
                dijalogAktivan = false; 
 
                trenutnaLinija = 0; 
    FindObjectOfType<SFXManager>().dijalog.Play();     
            } 
            else 
            { 
                trenutnaLinija++; 
                FindObjectOfType<SFXManager>().dijalog.Play(); 
            } 
        } 
 
Funkcija Update() konstantno provjerava je li igrač pritisnuo tipku F, te obavlja daljnju provjeru 
trenutne linije dijaloga u okviru. Ako je broj linija teksta veći od veličine polja u kojem je tekst 
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if(trenutnaLinija < dijalogLinije.Length) 
   { 
dijalogTekst.text = dijalogLinije[trenutnaLinija]; 
   } 
 
if (trenutnaLinija == dijalogLinije.Length - 1) 
   { 
      dijalogPomoc.text = "Zatvori dijalog  (F)"; 
   } 
else 
   { 
   dijalogPomoc.text = "Nastavi dijalog  (F)"; 
   } 
 
Ako tekst nije došao do zadnje linije, pozicija u polju se povećava za 1 i prikazuje se iduća 
linija teksta. Dijalog se prikazuje igraču pomoću funkcija koje se pozivaju iz ostalih objekata 
na sceni. Funkciji se mora proslijediti tekst koji će se prikazivati unutar okvira i objekt postaje 
aktivan. Za prosljeđivanje teksta preko nekog objekta na sceni odgovorna je skripta 
dijalogHolder. U njoj se pronalazi kontroler dijaloga tipa Dijalog preko kojeg će se prikazivati 
neki određeni tekst.  
public string dijalog; 
private Dijalog dijalogManager; 
public string[] dijalogLinije; 
 
 
// Use this for initialization 
void Start ()  
{ 
   dijalogManager = FindObjectOfType<Dijalog>(); 
} 
 
Skripta također pronalazi igrača i provjerava je li udaljenost između objekta koji prosljeđuje 
tekst i igrača manja od 2. Ako je uvjet zadovoljen, objekt predaje skup linija teksta kontroleru 
dijaloga, aktivira objekt i prikazuje okvir s tekstom. 
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void Update ()  
{ 
var udaljenost = Vector3.Distance(this.transform.position, 
GameObject.Find("IgracNovo").transform.position); 
 
      if (udaljenost < 2f) 
        { 
           if (Input.GetKeyDown(KeyCode.F)) 
           { 
              if (!dijalogManager.dijalogAktivan) 
              { 
                  dijalogManager.dijalogLinije = dijalogLinije; 
                  dijalogManager.trenutnaLinija = 0; 
                  dijalogManager.prikaziDijalog(); 
              } 
 
    if(dijalogManager.trenutnaLinija>=dijalogManager.dijalogLinije.Length) 
                { 
                    dijalogManager.dijalogOkvir.SetActive(false); 
                    dijalogManager.dijalogAktivan = false; 
                } 
            } 
        } 
    } 
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4.6. Sustav misija 
Misije čine sastavni dio napretka igrača u RPG igri. Kroz njih se razvija priča, daje se igraču 
cilj i omogućuje interakcija između igrača i ostalih objekata u igri kojim upravljaju određene 
skripte. Postoji tri vrste misija: lokacijska, predmetna i uništavanje neprijatelja. Kod lokacijske 
misije igrač počinje od određenog mjesta te mora pronaći lokaciju na sceni gdje će se misija 
automatski završiti. U predmetnoj misiji igrač ima zadatak pronalaska određenog predmeta na 
skrivenoj lokaciji. Misija se završava kada je igrač dovoljno blizu predmeta koji se traži. Zadnji 
tip misije sastoji se od uništavanja specifičnog tipa neprijatelja. Igrač mora pronaći 
neprijateljske objekte te ih uništiti određeni broj puta. 
 
4.6.1. Kontroler misija 
Skripta za kontroliranje misija ima ulogu praćenja stanja svih objekata misija na sceni. Svaka 
misija ima početni i završni tekst koji se prikazuje pomoću kontrolera dijaloga. Misije koje su 
dostupne igraču referenciraju se u zasebnom polju.  
 
    public misijeObjekt[] misije; 
    public bool[] misijaObavljena; 
    public Dijalog dm; 
    public string predmetPokupljen; 
    public string neprijateljUbijen; 
 
    public Text misijaZapoceta; 
    public Text misijaZavrsena; 
 
Koristeći prethodno stvorenu skriptu za dijaloge misija će prikazivati određeni tekst igraču dok 
započne misiju. Tekst se predaje kao parametar funkciji i sprema se u polje linija teksta preko 
kontrolera dijaloga. Trenutna linija teksta postavlja se na nulu i poziva se funkcija za 
prikazivanje dijaloga. 
 
public void prikaziTekstMisije(string tekstMisije) 
    { 
        dm.dijalogLinije = new string[1]; 
        dm.dijalogLinije[0] = tekstMisije; 
 
        dm.trenutnaLinija = 0; 
        dm.prikaziDijalog(); 
    } 
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4.6.2. Objekt misije 
Kako bi igrač započeo neku misiju, scena mora imati zaseban objekt koji sadržava sve 
informacije o toj misiji. Potrebno je definirati početni i završni tekst, tip misije i redni broj.  
    public int misijaBroj; 
    public misijeManager mm; 
 
    public string pocetniTekst; 
    public string zavrsniTekst; 
 
    public bool jePredmetMisija; 
    public string trazeniPredmet; 
 
    public bool jeNeprijateljMisija; 
    public string trazeniNeprijatelj; 
    public int brojNeprijateljaZaUbiti; 
    private int brojUbijenihNeprijatelja; 
U Update() funkciji provjerava se tip misije. Ako je cilj misije pronalazak nekog predmeta, 
provjerava se je li traženi predmet u kontroleru misija jednak predmetu u kojem je definiran 
objekt misije.  
Ako misija zahtijeva uništenje određenog broja nekog tipa neprijatelja, provjerava se je li ime 
traženog neprijatelja jednako imenu neprijatelja kojeg je igrač uništio. Ako je uvjet zadovoljen, 
povećava se brojač za neprijateljske objekte definirane u misiji. 
void Update () { 
 
        if(jePredmetMisija) 
        { 
            if(mm.predmetPokupljen.Equals(trazeniPredmet)) 
            { 
                mm.predmetPokupljen = null; 
                ZavrsiMisiju(); 
            } 
        }  
 
        if(jeNeprijateljMisija) 
        { 
            if (mm.neprijateljUbijen.Equals(trazeniNeprijatelj)) 
            { 
                mm.neprijateljUbijen = null; 
                brojUbijenihNeprijatelja++; 
            } 
            if (brojUbijenihNeprijatelja >= brojNeprijateljaZaUbiti) 
            { 
                ZavrsiMisiju(); 
            } 
        }  
} 
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Za početak i kraj misije pozivaju se dvije funkcije. U funkciji početka misije predaje se početni 
tekst koji će se prikazati igraču kada započne neku misiju. Funkcija preko kontrolera dijaloga 
aktivira okvir teksta na ekranu. 
public void ZapocniMisiju() 
    { 
        mm.prikaziTekstMisije(pocetniTekst); 
        mm.prikaziPocetakMisije();    
    } 
Kod završetka misije igraču se prikazuje novi tekst koristeći kontroler dijaloga te uz to igrača 
nagrađuje određenim brojem bodova iskustva ovisno o njegovu trenutnom nivou. 
public void ZavrsiMisiju() 
    { 
        mm.prikaziTekstMisije(zavrsniTekst); 
        mm.misijaObavljena[misijaBroj] = true; 
        gameObject.SetActive(false); 
        mm.prikaziKrajMisije(); 
        int levelIgraca = 
FindObjectOfType<igracStats>().GetComponent<igracStats>().trenu
tniLevel; 
        
FindObjectOfType<igracStats>().GetComponent<igracStats>().dodaj
Exp(levelIgraca * 70); 
    } 
4.6.3. Aktiviranje misija 
Uloga objekta za aktivaciju misije je provjeravanje je li igrač započeo ili završio neku misiju i 
prema tome poziva određene funkcije unutar kontrolera.  
void Update() 
   { 
var udaljenost = Vector3.Distance(this.transform.position,         
GameObject.Find("IgracNovo").transform.position); 
 
      if (udaljenost < 3) 
      { 
       if(!mm.misijaObavljena[misijaBroj]) 
            { 
if(zapocniMisiju && 
!mm.misije[misijaBroj].gameObject.activeSelf) 
                { 
                   mm.misije[misijaBroj].gameObject.SetActive(true); 
                   mm.misije[misijaBroj].ZapocniMisiju(); 
                } 
if(zavrsiMisiju && 
mm.misije[misijaBroj].gameObject.activeSelf) 
                  { 
                      mm.misije[misijaBroj].ZavrsiMisiju(); 
                  }  
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4.7. Korisničko sučelje 
 
Igraču se mora omogućiti praćenje napretka kroz igru koristeći jednostavan i pregledan način 
prikaza informacija o nivou, bodovima iskustva i ostalim dostupnim opcijama. Korisničko 
sučelje prisutno je u gotovo svakoj igri i važno je kreirati sustav koji će to sučelje iskoristiti na 
čim bolji način da bi prikazao sve potrebne informacije igraču za lakše igranje. 
 
4.7.1. Prikaz zdravlja igrača 
Unity za kreiranje UI (engl. User Interface) sučelja sadrži komponentu imena Slider. 
Komponenta se sastoji od dvije linije gdje prva linija popunjuje drugu. Ispunjenost linije ovisi 
o vrijednosti koja može iznositi između 0 i 1. Objekt također sadrži komponentu prikaza teksta 
„Zdravlje“ iznad slidera i količinu trenutnog zdravlja unutar linije. Za smještanje objekta na 
ekran potrebno je postaviti koordinate pomoću anchora. Zdravlje se prikazuje u gornjem 
lijevom kutu ekrana tijekom izvođenja igre. 
 
 
Slika 4.7.1. Postavljanje pozicije UI elementa na ekranu pomoću anchor opcije 
Izvor: autor 
 
4.7.2. Prikaz bodova iskustva 
Igraču se na korisničkom sučelju prikazuje trenutna količina bodova iskustva, trenutni nivo i 
količina bodova koja je potrebna za dostizanje sljedećeg nivoa. Objekt za prikaz koristi slider 
na sličan način kao kod prikaza zdravlja uz izmijenjenu veličinu slidera i informacije koje se 
nalaze unutar komponente. 
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Slika 4.7.2. Prikaz slider elementa za nivo igrača i broj bodova iskustva 
Izvor: autor 
 
4.7.3. Kontroler korisničkog sučelja 
Kako bi se igraču moglo prikazivati trenutno zdravlje, nivo i bodovi iskustva, potrebno je 
stvoriti kontroler koji sprema u varijablu referencu na objekt igrača koji sadrži sustave za 
praćenje napretka i zdravlja. Također je potrebno definirati reference na komponente koje se 
prikazuju na ekranu kako bi se njima moglo upravljati preko kontrolera.  
 
    public Slider zdravlje; 
    public Slider exp; 
    private igracStats stats; 
    public Text expTekst; 
    public Text zdravljeTekst; 
    public igracZdravlje igracZdravlje; 
    private static bool UIpostoji; 
 
Kontroler na početku dohvaća objekt igrača kako bi mogao pristupiti njegovim podacima. 
Tijekom izvođenja igre vrijednosti u slider komponentama za zdravlje i bodove iskustva 
mijenjaju se ovisno o vrijednostima koje se nalaze u objektu igrača. Prikaz bodova sadrži 
trenutni nivo, trenutnu količinu bodova i maksimalnu količinu bodova koju igrač mora doseći 
kako bi se nivo povećao za 1.  
 
void Update ()  
{ 
zdravlje.maxValue = igracZdravlje.igracMaksimalnoZdravlje; 
     zdravlje.value = igracZdravlje.igracTrenutnoZdravlje; 
 
     exp.maxValue = stats.potrebniExpZaLevel[stats.trenutniLevel]; 





expTekst.text = "Level " + stats.trenutniLevel + "  -  " + 
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4.7.4. Ikone napada  
 
Jedan od bitnijih dijelova korisničkog sučelja su ikone koje predstavljaju napade dostupne 
igraču. Na svakom nivou igrač dobiva mogućnost korištenja posebnog napada ili vještine koji 
nakon korištenja aktiviraju odbrojavanje. Nakon odbrojavanja igrač može ponovno iskoristiti 
napad, neovisno o drugim vještinama. Ikona napada sastoji se od sličice napada i maske koja 
prekriva sličicu dok traje odbrojavanje. Kada igrač izvrši napad, maska sličice rotira se u smjeru 
kazaljke na satu i traje isto koliko i odbrojavanje do ponovnog korištenja napada. Za 
kontroliranje ikone služi skripta koja upravlja ispunjenjem maske sličice.  
 
void Update() 
    { 
        if (cooldownUTijeku) 
        { 
            slikaCooldown.fillAmount -= 1 / cooldown * Time.deltaTime; 
 
            if (slikaCooldown.fillAmount < 0) 
            { 
                slikaCooldown.fillAmount = 0; 
            } 
if(GameObject.FindGameObjectWithTag("UI") 
.GetComponent<igracStats>().trenutniLevel >= levelSkilla) 
            { 
                gameObject.SetActive(true); 
            } 
            else 
            { 
                gameObject.SetActive(false); 
            } 
        } 
    } 
Budući da igrač ne može koristiti neke napade prije određenog nivoa, ikona se neće prikazivati 
na korisničkom sučelju ako trenutni nivo igrača nije veći ili jednak nivou napada. 
 
 
Slika 4.7.3. Prikaz ikona napada na ekranu 
Izvor: autor 
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4.8. Zvukovi 
Reprodukcija zvukova u igri vrlo je bitna za definiranje cjelokupne atmosfere i postiže bolji 
efekt kod interakcije s objektima. Za zvučne efekte brine se posebni kontroler koji sadrži 
reference na sve zvukove i reproducira ih ovisno o interakciji koja se izvršava.  
 
    public AudioSource macZamah; 
    public AudioSource dijalog; 
    public AudioSource levelup; 
    public AudioSource dagger; 
 
    private static bool sfxManagerPostoji; 
 
Važno je izvršiti provjeru postoji li već kontroler zvuka u igri kako ne bi došlo do dupliciranih 
reprodukcija zvukova i mogućih greški prilikom izvođenja igre.  
 
void Start ()  
{ 
if(!sfxManagerPostoji) 
      { 
            sfxManagerPostoji = true; 
            DontDestroyOnLoad(transform.gameObject); 
      } 
      else 
      { 
            Destroy(gameObject); 
      } 
   
} 
 
Reprodukcija zvuka obavlja se pozivanjem funkcije Play() koja je dostupna za svaki zvuk s 
komponentom tipa AudioSource. Funkcija se poziva u trenucima kada se izvršavaju specifične 
radnje poput napadanja neprijateljskih objekata ili otvaranja i zatvaranja okvira dijaloga. Zvuk 
zamaha mačem reproducira se kod izvršavanja osnovnog napada u kontroleru igrača. Visina 
tona postavlja se nasumično na vrijednost između 0.65 i 0.85. 
 
//OSNOVNI NAPAD 
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Kod dijaloga se koristi zvuk koji označava početak i kraj interakcije igrača s nekim objektom. 
 
public void prikaziDijalog() 
    { 
        dijalogAktivan = true; 
        dijalogOkvir.SetActive(true); 
        FindObjectOfType<SFXManager>().dijalog.Play(); 
    } 
 
Prilikom povećanja nivoa igrača reproducira se zvuk koji označava trenutak kada igrač sakupi 
dovoljno bodova iskustva za novi nivo. 
 
public void povecajLevel() 
{ 
      trenutniLevel++; 
      trenutnoZdravlje = zdravljeLeveli[trenutniLevel]; 
      trenutniNapad = napadLeveli[trenutniLevel]; 
      trenutnaZastita = zastitaLeveli[trenutniLevel]; 
 
zdravljeIgraca.igracMaksimalnoZdravlje = trenutnoZdravlje; 
zdravljeIgraca.igracTrenutnoZdravlje += trenutnoZdravlje - 
zdravljeLeveli[trenutniLevel - 1]; 
 
      FindObjectOfType<SFXManager>().levelup.Play(); 
} 
 
Drugi napad dostupan igraču također reproducira specifični zvuk: 
 




>= 1 && timerBodez <= 0) 
{ 
anim.SetTrigger("jeNapada"); 




kreirajBodez.transform.position = new 




transform.TransformDirection(new Vector3(0, 0, 12)); 
                  timerBodez = 5; 
                        
FindObjectOfType<SFXManager>().dagger.pitch = 
Random.Range(0.65f, 0.85f); 
                  FindObjectOfType<SFXManager>().dagger.Play() 
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4.8.1. Jačina zvuka 
Za potrebe kontroliranja jačine zvuka implementiran je poseban sustav koji omogućava 
promjenu jačine pojedinih ili svih zvukova odjednom u igri. Sustav se sastoji od kontrolera i 
upravitelja (engl. manager). Kontroler je zadužen za određivanje trenutne jačine dok upravitelj 
prikuplja sve zvučne objekte u sceni i postavlja njihovu jačinu prema vrijednosti definiranoj u 
kontroleru.  
public void postaviJacinuZvuka(float jacina) 
    { 
        if(zvuk==null) 
        { 
            zvuk = GetComponent<AudioSource>(); 
        } 
 
        zvukJacina = defaultJacinaZvuka * jacina; 
        zvuk.volume = zvukJacina; 
    } 
Prvo se provjerava postojanje komponente tipa AudioSource kako ne bi došlo do grešaka u 
sceni. Jačina zvučne komponente postavlja se preko parametra koji se prosljeđuje funkciji. 
 
void Start ()  
{ 
        audioObjekti = FindObjectsOfType<jacinaZvukaKontroler>(); 
 
        if(trenutnaJacinaZvuka>maksimalnaJacinaZvuka) 
        { 
            trenutnaJacinaZvuka = maksimalnaJacinaZvuka; 
        } 
 
        foreach(jacinaZvukaKontroler a in audioObjekti) 
        { 
            a.postaviJacinuZvuka(trenutnaJacinaZvuka); 
        } 
} 
 
Upravitelj u sceni pronalazi sve objekte koji imaju komponentu jacinaZvukaKontroler. 
Reference tih objekata spremaju se u polje i pomoću petlje se svakom pronađenom zvuku 
postavlja nova jačina. 
 
4.8.2. Pozadinska glazba 
Za dodatni ugođaj u igri se reproducira pozadinska glazba tijekom igranja. Skripta koja upravlja 
pozadinskom glazbom ima ulogu playliste i sadrži polje s glazbom koja se može mijenjati preko 
funkcije. Sve audiodatoteke označuju se brojem i u Update() funkciji se reproducira trenutna 
odabrana glazba.   
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public void promijeniMuziku(int novaMuzika) 
    { 
        muzika[trenutnaMuzika].Stop(); 
        trenutnaMuzika = novaMuzika; 
        muzika[trenutnaMuzika].Play(); 
    } 
 
4.9. Izbornik 
Prilikom pokretanja igre korisniku se prikazuje glavni izbornik. U izborniku postoje opcije za 
početak igranja i opcija izlaza iz igre. Za kreiranje izbornika potrebno je stvoriti novu scenu 
koja već sadrži osnovne objekte poput osvjetljenja i kamere. Objekti između igraće scene i 
scene izbornika nisu povezani već djeluju zasebno i učitavaju se ovisno o trenutnoj aktivnoj 
sceni. Opcije u izborniku dio su praznog objekta koji sadrži skriptu s funkcijama za promjenu 
scene i izlaz iz igre.  
public class izbornik : MonoBehaviour  
{ 
    public void zapocniIgru() 
    { 
        SceneManager.LoadScene(1); 
    } 
 
    public void zavrsiIgru() 
    { 
        Application.Quit(); 
    } 
} 
 
 Klasa SceneManager ima na raspolaganju niz metoda koje upravljaju scenom dok klasa 
Application upravlja stanjem aplikacije.  Kako bi gumbi bili funkcionalni, svaki objekt gumba 
mora sadržavati komponentu Button. U komponenti se određuje boja i ponašanje gumba kada 
se mišem klikne na njega. Ako korisnik pritisne gumb za početak igre, u skripti će se pozvati 
funkcija zapocniIgru() koja učitava scenu pod rednim brojem 1. Gumb za izlaz iz igre pozvat 
će funkciju zavrsiIgru() koji zatvara aplikaciju prilikom njezina pozivanja. 
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Slika 4.9.1. Postavljanje svojstava Button komponente 
Izvor: autor 
 
Za uređivanje scene izbornika koriste se postojeći modeli koji su prisutni i u glavnoj sceni igre.  
 
Slika 4.9.1. Prikaz izbornika s opcijama za početak i izlaz iz igre 
Izvor: autor 
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4.10. Pauziranje igre 
Igraču je omogućeno pauziranje igre pritiskom na tipku Escape. Prilikom trajanja pauze 
prikazuje se izbornik koji nudi opciju nastavka ili izlaska iz igre. Za kontroliranje unosa 
korisnika zadužena je skripta koja u Update funkciji radi kontinuiranu provjeru ako je korisnik 
pritisnuo tipku Escape. Ako je taj uvjet zadovoljen, radi se dodatna provjera ako je igra već 
prethodno bila pauzirana. Unity sadrži statičku varijablu Time.timeScale pomoću koje se 
određuje brzina prolaska vremena unutar igre. Vrijednost može biti između 0 i 1, a u funkciji 
za pauziranje varijabla se prilikom trajanja pauze postavlja na vrijednost 0. Sve funkcije unutar 
igre, uključujući sve objekte i njihove međusobne akcije, zaustave se. Kada igrač u izborniku 
pauze pritisne tipku za nastavak igre, varijabla ponovo poprima vrijednost 1 i igra se nastavlja. 
Kontroliranje izbornika izvršava se na vrlo sličan način kao glavni izbornik: obje tipke imaju 
komponentu Button. Kod nastavljanja igre poziva se funkcija NastaviIgru(), a za izlazak iz igre 
poziva se IzlazIzIgre().  
 
Slika 4.10.1. Prikaz izbornika tijekom pauze opcijama za nastavak i izlaz iz igre 
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5. Rezultati implementacije prototipa RPG igre 
Prototip u konačnici sadrži nekoliko osnovnih sustava koji se međusobno izvode i prikupljaju 
podatke o ostalim objektima. Prvi i najvažniji sustav je kontrola igrača, praćenje podataka o 
napretku igrača kroz igru i definiranje svih opcija i funkcija koje igrač može izvršavati. Drugi 
sustav koji ovisi o kontroleru igrača je korisničko sučelje koje sve važne podatke o objektu 
igrača prikazuje na ekranu i time olakšava snalaženje na sceni. 
 
 
Slika 5.1. Povećanje nivoa igrača 
Izvor: autor 
 
Misije su još jedan vrlo bitan dio igre koje daju igraču cilj i stvaraju priču koja upotpunjuje 
doživljaj i atmosferu. Raznolikost tipova misija smanjuje repeticiju i daje igraču poticaj za 
istraživanje okoline koja pak dovodi do otkrivanja novih misija i stvara osjećaj napretka. 
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Slika 5.2. Završetak misije 
Izvor: autor 
Implementacija neprijatelja stvara prepreku između igrača i njegova cilja i daje igri određenu 
težinu koja se postepeno povećava. Svaki neprijatelj je unikatan po svom nivou, količini 
zdravlja, izgledu i lokaciji gdje se pojavljuje. 
 
 
Slika 5.3. Interakcija igrača s neprijateljem 
Izvor: autor 
 
Procesor i grafička kartica snose najveći teret kod izvođenja igre. Za svaki objekt izračunava se  
maska kolizije, svjetla koja na njega utječu i sve skripte koje se izvode unutar Update() funkcije. 
Glavna scena u ovom prototipu sadrži stotine objekata koji su aktivni u bilo kojem trenutku 
izvođenja igre popraćeni vlastitim skriptama. Međutim, prilikom testiranja nije bilo nikakvih 
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usporavanja i grafičkih poteškoća što dokazuje da se prototip može izvoditi na svim novijim 
računalima, uključujući i prijenosna računala s integriranim grafičkim karticama.   
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6. Osvrt na korištene alate i metode 
Prototip je razvijen na 64-bitnoj verziji Unity 3D. Za razliku od 32-bitne verzije koja je 
podložna čestim rušenjima na starijim sustavima, novija verzija ima veliku prednost u 
korištenju više radne memorije i time ubrzava izvođenje igre. Starija računala koja rade na 32-
bitnoj arhitekturi nisu u mogućnosti pokretati igru pa je time dostupnost igre na ostalim 
platformama smanjena.  
Skripte su pisane u programskom jeziku C#. Razlog odabira C# jezika naspram UnityScripta je 
mogućnost enkapsulacije, bolji pregled koda i bolja korisnička podrška. UnityScript je jezik 
baziran na JavaScriptu i dio je Unity sučelja pa se iz tog razloga ne može koristiti u ostalim 
razvojnim alatima. Za pisanje skripti korišten je Visual Studio 2015 koji sadrži pregršt 
programskih jezika, uključujući C#. Jedna od većih prednosti koja olakšava rad je IntelliSense. 
Njime korisnik dobiva pomoć prilikom pisanja skripti, automatsko ispravljanje sintakse i 
uključivanje Unity biblioteka korištenjem namespaceova.  
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7. Zaključak 
Korištenjem Unity 3D alata ostvaren je cilj izrade prototipa igre koja se tematikom i načinom 
igranja smješta u RPG žanr. Modularnost sučelja omogućila je razvoj niza sustava koji 
međusobno grade objekte i daju im određenu ulogu u igri kako bi se razvila igrivost. Prototip u 
svojoj trenutnoj verziji sadrži dvije scene od kojih jedna sadrži glavni izbornik i služi kao 
dobrodošlica igraču, a druga je glavni dio igre gdje se nalazi igrač i svi ostali statički i 
interaktivni objekti.  
Igrač ima mogućnost slobodnoga kretanja u sceni pomoću jednostavnih kontrola koje se na 
sličan način koriste u mnogim drugim igrama. Korisnik ima na uvid podatke o objektu igrača 
koji uključuju zdravlje, bodove iskustva i trenutni nivo. Za pogled iz trećeg lica brine se kamera 
koju mišem kontrolira igrač i olakšava snalaženje na sceni. Interakcija objekata ostvaruje se 
sustavom dijaloga i misija koji obogaćuju priču i stvaraju raznolikost tijekom igre. Svaka misija 
je unikatna i zaseban je izazov za igrača. Sustav omogućuje postavljanje bilo kojeg tipa misije, 
lokaciju i nagradu pa je time uklonjena problematičnost kreiranja budućih misija.  
Implementiranjem neprijateljskih objekata definira se težina igre koja se postupno povećava 
zahvaljujući sustavu koji dozvoljava definiranje jačine i svojstava neprijatelja. Svaki 
neprijateljski objekt može doprinositi misijama i ostalim događajima koji ostvaruju napredak 
igrača. 
Trenutna verzija prototipa ima mogućnost daljnjeg poboljšanja kreiranjem novih scena i likova 
što je jedna od glavnih prednosti RPG žanra. Objektno orijentirani sustavi stvoreni u ovom 
prototipu omogućuju daljnje unapređivanje i fleksibilnost kada je riječ od radu s objektima i 
njihovim svojstvima čime se uvelike olakšava rad i buduća implementacija novih mogućnosti 
i funkcija.  
Unity programsko sučelje omogućuje novim i postojećim korisnicima izradu bilo kakve vrste 
igre upravo iz razloga što se svaki projekt može poboljšavati kroz vrijeme ovisno o iskustvu 
korisnika. Unityjeva dokumentacija, velik broj tutorijala i aktivna zajednica programera 
olakšava korištenje navedenih elemenata i daje veću slobodu u razvoju igara u usporedbi s 
ostalim alatima koji su namijenjeni početnicima. Kao i svaki projekt, ovaj prototip moguće je 
poboljšati na brojne načine poput nadograđivanja korisničkog sučelja i grafike pošto se s 
vremenom mijenjaju razni standardi u pogledu razvoja igara. 
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