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Povzetek 
 
V diplomskem delu predstavljam sodobno avtomatizacijo doma in se osredotočam na idejo o 
tem, kako vsakodnevno življenje uporabnika različnih naprav poenostaviti in ga narediti 
varnejšega.  Začenjam s predstavitvijo treh najbolj priljubljenih platform za avtomatizacijo 
doma ter njihovih pripadajočih programskih jezikov. Nadaljujem z opisom brezžičnih 
standardov in jih med sabo primerjam glede na uporabo. Za tem predstavim tudi dva protokola, 
ki sta potrebna, da komunikacija v sistemu poteka brezhibno.  
Za praktičen primer sem ustvaril sistem, ki prikazuje, kako lahko z uporabo JavaScript 
programskega jezika kontroliramo in beležimo stanja IoT naprave. S potrebno programsko in 
strojno opremo po korakih pokažem izvedbo tega  projekta ter razložim, po kakšnem načelu ta 
sistem deluje. V zaključku podam svoje mnenje o zahtevnosti in izvedljivosti tega projekta ter 
predstavim idejo avtomatizacije doma v prihodnosti. 
 
Ključne besede: internet stvari, pametni dom, brezžično omrežje 
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Abstract 
 
In this bachelor thesis I'm presenting modern home automation and focus on the idea of how to 
simplify and make the day-to-day life of a user of different devices safer. I begin with 
introducing the three most popular home automation platforms and their respective 
programming languages. I continue to describe wireless standards and compare them according 
to use. After that, I also present two protocols that are required to keep the communcation in 
the system running smoothly.  
For a practical example, I created a system that shows how we can control and record the status 
of an IoT device using a JavaScript language. Step by step, I show the implementation of this 
project with the necessary software and hardware and explain how this system works. In 
conclusion, I give my opinion on the complexity and feasibility of this project and present the 
idea of home automation in the future. 
 
Keywords: Internet of things, smart home, wireless network 
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1 Uvod 
Trend rasti avtomatizacije doma in »interneta stvari« (angl. Internet of things ali IoT) prinaša 
vedno več naprav, ki podpirajo različne načine povezovanja med sabo in z zunanjim omrežjem. 
Ker v tem sektorju še ne poznamo veliko standardov, se na tržišču pojavljajo različne 
aplikativne rešitve in inovacije. Čeprav je razumevanje njihovega delovanja lahko izredno 
zapleteno, je glavni namen tehnologije naše življenje poenostaviti, ga narediti varnejšega in 
lažjega. Avtomatizacija doma si po definiciji prizadeva biti inteligentna in deluje kot sistem, ki 
olajša procese, ne da bi nepotrebno oteževal življenje uporabnika. Ideja je povezati naprave, ki 
se nato povežejo in pogovarjajo preko centralizirane krmilne enote, dostopne računalnikom, 
tabličnim računalnikom in mobilnim telefonom. Sem spadajo luči, električne vtičnice, sistema 
za ogrevanje in hlajenje, lahko pa tudi alarmi, vrata, okna, detektorji dima, nadzorne kamere ter 
številni drugi senzorji in naprave.  
 
Uporabniki avtomatiziranega doma lahko vsak dan ob določenih urah vklopijo ali izklopijo 
luči, prilagodijo grelnik in klimatsko napravo ali pa nastavijo alarm, da se sproži ob nevarnosti. 
To je le nekaj primerov uporabe, ki imajo zraven teh neposrednih učinkov tudi aplikacije, ki 
nam zagotavljajo natančne informacije o domu tako, da ustvarijo podrobna poročila o opremi, 
ki bi lahko delovala bolje ali porabila manj. Medtem ko se ti različni sistemi pojavljajo vse 
pogosteje in umetna inteligenca postaja vse bolj prefinjena, bi moralo vključevanje raznolikih 
aplikacij v stanovanjskih prostorih vedno bolj vstopati v naše življenje prek »interneta stvari«. 
To pomeni, da so naprave in senzorji (poleg pametnih telefonov in osebnih računalnikov) 
sposobni prepoznati vzorce, obdelovati informacije in izvajati naloge tako preko ukazov kot 
tudi samodejno. Od ure ali hladilnika do avtomobilov, strojev in mestne infrastrukture lahko 
številni mehanski izdelki, s katerimi sodelujemo, komunicirajo in avtomatizirajo procese. 
Čeprav zveni kot scenarij znanstvene fantastike, gre za tehnologije, ki niso tako daleč od nas 
[1].  
 
Ker je trenutno avtomatizacija doma v trendu ter tema vsakdanjih pogovorov, sem se vprašal: 
»Kako enostavno je biti "pametnejši" in katere prednosti lahko s tem pričakujemo?« in si s tem 
postavil cilj, da vam predstavim sodobne tehnologije in o njih podam svoje mnenje, prav tako 
pa sem želel preizkusiti delovanje naprave, če bi združili avtomatizacijo doma z JavaScript 
programskim jezikom in Node-RED okoljem. Zanimalo me je, če je to sploh izvedljivo in če je 
zahtevno. 
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2 Gradniki pametnega doma 
 
 
 
Uvedba »pameti« in avtomatike v naše domove spreminja način našega življenja. Pozitivne 
posledice so [2]:  
 
Prihranek časa: Večina izdelkov pametnega doma je narejena z namenom, da nadomestijo 
vsakdanje naloge, ki jih opravljamo ljudje. Z odpravljanjem monotonih vsakodnevnih 
dejavnosti bomo imeli več časa, da se osredotočamo na druge, pomembnejše stvari.   
Prihranek denarja: Z uporabo IoT lahko prihranimo pri stroških upravljanja našega doma. Z 
integracijo pametne mreže lahko spremljamo, kje porabimo največ električne energije in z njo 
ustrezno varčujemo. Lahko celo nadzorujemo razsvetljavo in ogrevanje.  
Izboljšanje kakovosti življenja: Uporaba pametnih, IoT osnovanih naprav, ki nam omogočajo 
avtomatizacijo doma, naredi naše življenje manj stresno, hkrati pa prihranimo pri stroških. 
  
Slika 1: Primeri naprav, ki jih je mogoče upravljati »pametno« 
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2.1 Platforme in jezik 
»Internet stvari« ponovno definira, kaj pomeni biti povezan. Aplikacije in komponente vseh 
oblik, velikosti in funkcionalnosti se povezujejo, priklapljajo, prižigajo in komunicirajo. Če 
želite biti del tehnične revolucije, ki se odvija ta trenutek, morate biti sposobni hitro in pravilno 
priklopiti sisteme, senzorje, vse kar napravam in aplikacijam omogoča medsebojno 
komunikacijo.  
 
Fazo, v kateri je trenutno IoT, si najlažje predstavljamo kot »divji zahod«. Industrija ima odprte 
roke pri izbiri standardov in protokolov za komunikacijo, kar pa velikokrat pripelje do 
problemov pri kompatibilnosti in cross-platform (navzkrižne platforme) komunikaciji. Izbira 
platforme, preko katere se bodo naprave »pogovarjale«, je zelo pomembna. Plug & play 
produkti in storitve bodo izvzete, saj za temi stojijo korporacije in velika podjetja, ki črpajo 
ogromne količine denarja v promocijo njihovih platform in naprav. Rešitve, ki jih le-te 
ponujajo, so vsekakor odlična izbira in delujejo odlično. Toda sistemi za avtomatizacijo, ki jih 
ponujajo slednji, so velikokrat kar velik finančni zalogaj. 
 
V tem delu diplomske naloge vam bom predstavil različne platforme, ki so trenutno najbolj 
priljubljene, ko je govora o DIY (angl. do-it-yourself) projektih.  
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2.1.1 Node-RED in Javascript 
 
 
Node-RED 
 
 
Node-RED je orodje, ki ga programiramo na osnovi tokov (angl. flow-based programming tool) 
z grafičnim urejevalnikom, ki omogoča povezovanje naprav in ustvarjanje tokov (angl. flows).  
 
Je odprtokodni projekt, ki je bil objavljen leta 2013. Izvajalca projekta sta bila Nick O’Leary in 
Dave Conway-Jones. Zagotavlja urejevalnik, zasnovan v brskalniku, ki omogoča enostavno 
povezavo z uporabo širokega nabora vozlišč, ki jih lahko uporabi za svoje delovanje [3].  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Opis slike: Gre za primer toka (angl. flow), ki je sestavljen iz treh vozlišč (angl. nodes).  Prvo 
vozlišče je Twitter vozlišče, ki pregleduje socialno omrežje Twitter. Ko vozlišče zazna objavo, 
ki vsebuje #led, ustvari novo sporočilo in ga pošlje naslednjemu vozlišču v toku. V tem primeru 
je Twitter vozlišče vezano na sprožilno (angl. trigger) vozlišče. Ob prejemu sporočila vozlišče 
sproži in generira novo sporočilo z vrednostjo “1” (angl. value:1) in vztraja v tem stanju eno 
sekundo, če seveda prejeto sporočilo ustreza pogojem. Po izteku se vrednost ponovno spremeni 
na privzeto vrednost “0”. Ker zadnje vozlišče predstavlja LED svetilko, do katerega dostopamo 
preko vhoda (angl. pin) 12, se ob prejemu sporočila z vrednostjo “1” svetilka prižge in po eni 
sekundi ponovno ugasne. 
 
Jedro projekta so razvili pri IBM’s Emerging Technology Services, ki je tudi ustvaril originalno 
verzijo. Začelo se je kot proof-of-concept (dokaz koncepta) za vizualizacijo in manipuliranje 
MQTT-ja. Izkazalo se je, da je Node-RED splošno orodje, ki se ga da na lahek način razširiti v 
vse smeri. 
 
Slika 2: Primer toka na platformi Node-RED 
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Dela na projektu so se pričela v začetku leta 2013. Septembra istega leta je aplikacija postala 
odprtokodna in isti status je ohranila do danes. Oktobra 2016 pa je JS Foundation prevzel razvoj 
Node-RED projekta in ga vodi še danes. 
 
Node-RED temelji na Node.js. Gre za JavaScript, ki se izvaja na strežniku (angl. server-side 
JavaScript), kar omogoča, da ga lahko brez težav naložimo in poganjamo na nizkocenovni 
strojni opremi, kot je na primer Raspberry Pi, česar sem se poslužil tudi sam v praktičnemdelu. 
Prav tako je Node-RED moč poganjati v oblaku (angl. cloud), s čimer dokazuje svojo širino, 
vsestranskost, lahkotno upravljanje in izvajanje [4].  
 
Vendar Node-RED ni zmeraj najboljše orodje za razvoj aplikacij IoT. Je močan in prilagodljiv, 
vendar ni vedno prava rešitev. Nekateri primeri, kjer Node-RED morda ni prva izbira, 
vključujejo [5]: 
 
 Kompleksne multifunkcijske IoT aplikacije – Node-RED odlikuje hiter razvoj aplikacij 
in deluje kot lepilo za povezovanje dogodkov z akcijami. Ko aplikacija preseže 
določeno velikost, postane prekompleksna za vizualno programiranje in upravljanje. Za 
to je na voljo nekaj funkcij, na primer podtoki (angl. sub-flows), vendar sčasoma 
grafični urejevalnik postane ozko grlo (angl. bottleneck). 
 Programiranje na osnovi tokov je programski model, ki ni vedno najbolj primeren za 
razvoj aplikacij. Vsak programski jezik ima svoje prednosti in slabosti in je v določenih 
primerih edina smiselna izbira. Programiranje na osnovi tokov tako ni izjema in ima 
nekaj pomanjkljivosti. Dober primer so zanke (angl. loops). Node-RED ima težave kako 
ravnati, ko pride do zanke. 
 
Node-RED je enostavno in pregledno orodje za povezovanje naprav, zahvaljujoč 
vgrajenemu  grafičnemu urejevalniku. Spoznali smo se z vozlišči in tokovi, ki nam omogočajo 
avtomatizacijo v realnem svetu. Prav tako smo pregledali, kakšne so slabosti in omejitve 
platforme Node-RED in navedli nekaj področij, kjer je bolj smiselno uporabiti druge 
programske jezike in orodja. V praktičnem delu diplomske naloge pa bom ustvaril tok, 
preizkusil bom različna vozlišča ter pogoje izvajanja. 
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JavaScript 
 
JavaScript je bil predstavljen leta 1995. Uporabljal se je pri izdelavi spletnih strani v Netscape 
Navigator brskalniku za bogatejšo predstavitev spletnih vsebin. Omogočil nam je izdelavo 
spletnih strani z neposredno interakcijo, brez potrebe po vnovičnem nalaganju. JavaScript je 
ustvaril spletno podobo, ki jo poznamo danes. Po množični adopciji je bil napisan dokument s 
predpisi uporabe in načinom dela JavaScript programskega jezika. S tem so omogočili drugim 
aplikacijam, ki so podpirale JavaScript, komunikacijo. Standard so poimenovali ECMAScript. 
V praksi se uporabljata oba izraza in opisujeta isti programski jezik. 
Poznamo več različnih verzij JavaScript programskega jezika. ECMAScript verzija 3 je 
ustvarila preboj v komercialno uporabo med letom 2000 in 2010. V tem času so dela na verziji 
4 že potekala in naj bi vključevala veliko novih izboljšav in dodatkov. Verzija 4 ni nikoli izšla, 
saj so jo leta 2008 prenehali razvijati. Kmalu zatem je leta 2009 izšla verzija 5, ki je vključevala 
zgolj nekaj izboljšav. Pred štirimi leti, leta 2015, je bila izdana verzija 6. To je bila največja 
posodobitev, ki je vključevala ideje, zadane že za verzijo 4. Od leta 2015 smo vsako leto deležni 
manjših posodobitev. Aktualna je verzija 9, ki jo bom tudi jaz uporabljal pri praktičnem delu  
[6]. 
Slika 3: Platforma Node-RED 
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Odprtokodnost 
 
Pomemben dejavnik, zaradi katerega je JavaScript primerna tehnologija za razvoj interneta 
stvari in avtomatizacije doma, je njena odprtokodna narava. JavaScript je brezplačen in 
odprtokoden za vsakogar, kar omogoča veliko koristnih primerov za številne projekte, napisane 
v JavaScript. Primeri uporabe so dostopni na različnih forumih. IoT projekti lahko koristijo te 
različne prispevke, ki lahko pomagajo razširiti možnosti in nam olajšajo inovacijo. 
 
Interpretiranje in prevajanje 
 
Interpretira vse, ni potrebno prevajati. 
 
Izobraževalni viri 
 
Dejavnik, zaradi katerega je JavaScript primerna tehnologija za internet stvari, je velika 
razpoložljivost učnih virov. Po uspešni uporabi JavaScripta v različnih scenarijih za razvoj 
spletnih strani ter pojavu MEAN stack in drugih razvojnih platform, je postal JavaScript eden 
najbolj priljubljenih programskih jezikov za učenje. Vaje, ki poučujejo programiranje IoT 
naprav z uporabo Node.js in HTML5, so se že začele pojavljati. 
 
 
Priljubljenost 
 
Za razliko od drugih programskih jezikov se je obseg JavaScripta eksponentno povečal v 
zadnjih nekaj letih. JavaScript, ki je bil prvotno uporabljen kot skriptni jezik za brskalnike, je 
zdaj prerasel v polnopravno front-end tehnologijo spletnega razvoja skupaj s HTML5 in CSS3. 
Poleg tega se JavaScript izvaja tudi na drugih področjih, kot so razvoj na strežniški strani, razvoj 
iger, animacij in seveda IoT. Nobenega dvoma ni, da je JavaScript postal zrel kot jezik in se 
nenehno izboljšuje, kar je dobro za zagon projektov IoT, ki so še v povojih. JavaScript je zelo 
priljubljena za »naredi sam« (angl. Do-It-Yourself) projekte. Vsako leto GitHub, ki je 
popularna spletna stran, katero uporabljajo razvijalci za delitev kode (ang. Code-sharing), 
objavi statistiko priljubljenosti programskih jezikov. Iz spodnje preglednice je razvidno, da je 
JavaScript najbolj priljubljen programski jezik med razvijalci, saj je v letu 2017 zabeležil kar 
2,3 milijona opened pull request-ov [7]. 
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Slika 4: Statistika priljubljenosti programskih jezikov (GitHub) 
 
Internet stvari je obsežno področje in še vedno obstaja veliko možnosti za inovacije. Res je, da 
projekti interneta stvari uporabljajo različne tehnologije, vendar moči JavaScripta ni mogoče 
prezreti. JavaScript je sorazmerno nezapleten jezik, zato lahko poenostavi internet stvari, da 
postanejo komercialni in priljubljeni. Obseg JavaScripta se bo v prihodnosti še naprej povečeval 
na področju internetnih aplikacij in interneta stvari [8].  
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2.1.2 Home Assistant in Python 
 
Home Assistant 
 
Home Assistant je odprtokodna aplikacija, ki temelji na Python objektnem jeziku [9]. Omogoča 
nam kontrolo in avtomatizacijo naprav v lokalnem omrežju (LAN). Ker je aplikacija 
odprtokodna, je zelo popularna za uporabo pri DIY projektih, lahko pa se pohvali tudi s 
skupnostjo, ki razvija in širi spekter uporabe Home Assistant aplikacije.  
Večina uporabnikov aplikacije Home Assistant le-to namestina Raspberry Pi, ki je cenovno 
najbolj dostopna in učinkovita metoda za enostavnejši vstop v svet hišne avtomatizacije.  
Deluje kot centralno središče za povezovanje in avtomatizacijo vseh pametnih naprav. Podpira 
funkcije, kot so: IFTTT (angl. if this, than that), Google Chromecast, Ring in mnogo drugih. 
Trenutno je podprtih prek tisoč naprav.  
Sledi stanju vseh nameščenih pametnih naprav v domu. Vse naprave je mogoče upravljati z 
enim samim telefonu prijaznim vmesnikom. Zaradi varnosti in zasebnosti se vse operacije 
preko Home Assistant izvajajo lokalno, kar pomeni, da v oblaku ni shranjenih podatkov. 
Ker je aplikacija spisana v Python-u, ki velja za nekoliko naprednejši programski jezik, se 
»igračkanje« s kodo aplikacije ne priporoča programerju začetniku. Toda to ne pomeni, da 
aplikacija ni uporabniku prijazna. Uporabniški vmesnik je odlično sestavljen in izredno 
pregleden, kar omogoča enostavno navigacijo in upravljanje naprav v našem lokalnem omrežju. 
Do strežnika (Raspberry Pi), ki je povezan na naše lokalno omrežje, lahko dostopamo preko 
katere koli naprave, ki je povezana na isto omrežje. Tako lahko kontroliramo naprave s 
pametnim telefonom ali namiznim računalnikom kar preko spletnega brskalnika.  
 
Home Assistant se lahko pohvali z možnostjo namestitve dodatkov (angl. add-ons). Seznam 
dodatkov, ki jih podpira platforma, se daljša dnevno. Skupine entuziastov razvijajo dodatke 
(angl. third party add-ons), jih objavljajo in delijo med ostale uporabnike platforme.  
Home Assistant ima tudi nekaj uradnih dodatkov, ki so jih razvili v hiši (angl. in-house). Večina 
teh dodatkov, ki so bili razviti pod isto streho kot platforma Home Assistant, je varnostno in 
zasebno osredotočenih. Na primer dodatek SSH Server nam omogoča vstop in dostop na 
daljavo z uporabo SSH. Slednji nam zagotovi zaseben kanal preko nezavarovanega omrežja oz. 
javnega omrežja, kar pomeni, da lahko preko brskalnika dostopamo do našega strežnika 
(Raspberry Pi) kjerkoli in kadarkoli [10].  
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Slika 5: Platforma Home Assistant 
 
 
Python 
 
Python je interpretni, visoko razvit programski jezik za splošne namene. Leta 1991 ga je ustvaril 
Guido van Rossum. Zagotavlja konstrukte, ki omogočajo jasno programiranje in skalabilnost. 
Julija 2018 je Van Rossum odstopil kot vodja projekta. Python uporablja dinamične tipe, 
samodejno upravljanje pomnilnika in obsežno standardno knjižnico. Python je na voljo za 
mnoge operacijske sisteme (Unix, Mac, Windows). Referenčna izvedba Pythona je odprtokodni 
programski jezik, kot JavaScript ima razvojni model, ki temelji na skupnosti. Je učinkovit, hiter 
in podpira različne programerske paradigme, ki vključujejo objektno, funkcijsko in 
proceduralno programiranje. S skriptnim jezikom lahko razvijete namizne in spletne aplikacije, 
ki jih lahko prevedete v binarno kodo, tako kot jih lahko prevedete pri Java programskem jeziku 
[11].  
 
Pred nekaj leti nihče ni mislil, da bo Python uporabljen za internet stvari, saj je bil osredotočen 
predvsem na spletne aplikacije. S časom pa so ugotovili, da ga lahko uporabijo pri IoT, saj je 
enostaven programski jezik za razumevanje in uporabo pri projektih interneta stvari. 
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Python je dobra izbira za aplikacije, ki zahtevajo veliko podatkov, zlasti ko gre za upravljanje 
in organiziranje kompleksnih podatkov. 
Čeprav je Python začel kot skriptni jezik, da bi »zlepil« kodo skupaj, je postal eden izmed 
primarnih jezikov, ki jih uporablja veliko razvijalcev. Ker imajo majhne naprave omejeno 
računsko moč in velikost pomnilnika, so morali postati razvijalci iznajdljivi in izbrali Python. 
 
Python ima pomembno vlogo pri razvoju interneta stvari, skupaj s Pythonom uporabljamo 
različne jezike za razvoj IoT: C, C++, Java, Javascript, PHP [12].  
 
 
Odprtokodnost 
 
Izvorna koda je brezplačno dostopna javnosti. Lahko jo prenesete, spremenite in distribuirate 
naprej. 
 
Interpretiranje in prevajanje 
 
V Pythonu ni prevajanja kode. Izvorna koda se pretvori v vmesno obliko bajtne kode. Za razliko 
od C++ ali Jave pri katerih moramo kodo prevesti pred zagonom. Ni potrebe po spreminjanju 
kode za različne stroje. V različnih strojih lahko uporabite eno kodo. Podpira veliko standardnih 
knjižnic. Namestitev knjižnic je enostavna. Koda je sorazmerno hitra, ker vsebuje C-jezikovne 
funkcije. Python skriptni jezik ponuja boljša orodja za razhroščevanje (angl. debugging) za 
razliko od C ++ in C, ki sta nekoliko bolj zahtevna. 
 
Priljubljenost  
 
Poleg jezika Python obstaja veliko drugih programskih jezikov, ki se uporabljajo za razvoj IoT 
naprav, kot so: Java, C ++, JavaScript itd. Zaradi preproste sintakse, varnega kodiranja in 
enostavnosti priljubljenost Pythonu narašča.  
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2.1.3 OpenHab in Java 
 
OpenHab 
 
OpenHAB je v Javi razvita odprtokodna platforma, ki jo je začel razvijat Kai Kreuzer leta 2010. 
Interakcija med sistemi je ključnega pomena pri avtomatizaciji in ker le-te v večini primerov 
ni, nastajajo pri komunikaciji med napravami informacijske luknje. OpenHAB služi namenu, 
da zapolni manjkajoče komunikacijske luknje in poveže naprave v celoto. Z uporabo platforme 
OpenHAB ima uporabnik odprte roke pri kombiniranju pametnih naprav in sistemov. Vsi 
podatki, ki jih zberejo različni senzorji, so last uporabnika. Kot uporabniki se lahko odločimo, 
kateri podatki bodo poslani in kam. OpenHAB deluje v zaprtem sistemu Intranet in za delovanje 
ne potrebuje internetne povezave [13].  
 
OpenHAB deluje v treh nivojih: 
 Items – so naprave, priključene na sistem OpenHAB. Lahko si jih predstavljamo kot 
virtualna kopija fizične naprave v sistemu.  
 Rules – so pravila, ki se izvedejo, ko je eden izmed pogojev izpolnjen. Prek teh 
pravillahko konfiguriramo Iteme, izvajamo sistemske klice in zaganjamo programe. 
Poznamo časovne, dogodkovne in sistemske tipe pravil. 
 Sitemaps – je zbirka Itemov. Predstavlja fizičnen ali logičnen objekt v avtomatiziranem 
sistemu. Iteme je potrebno dodati v Sitemap, da lahko uporabnik upravlja/spreminja 
vrednosti določene naprave oz. Itema. V večini primerov ima sistem zgolj en Sitemap. 
 
OpenHAB je trenutno univerzalna platforma za uporabnika, saj ta lahko sam doda naprave in s 
tem ustvari unikaten sistem. To pomeni, da sistem ni prenosljiv na druge sistemske 
konfiguracije. Za vzpostavitev sistema preko OpenHAB pa mora uporabnik biti do določene 
mere tehnično usposobljen.  
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Java 
 
Java je programski jezik za splošne namene, ki je sočasen (angl. concurrent), bazira na razredih 
(angl. class), objektno usmerjen in zasnovan tako, da ima čim manj odvisnosti od 
implementacije. Namen je, da razvijalcem aplikacij omogoči »piši enkrat, poganjaj kjerkoli« 
(angl. WORA – write once, run anywhere), kar pomeni, da se prevedena Java koda lahko izvaja 
na vseh platformah, ki podpirajo Javo, brez potrebe po ponovnem prevajanju. Java aplikacije 
se običajno prevedejo v bajtno kodo, ki se lahko izvaja na katerem koli Java virtualnem stroju 
(angl. Java virtual machine) ne glede na arhitekturo računalnika. Java je eden od najbolj 
priljubljenih programskih jezikov, ki se uporabljajo zlasti za spletne aplikacije, ki delujejo na 
principu odjemalec–strežnik. Leta 2016 je programski jezik Java zabeležil 9 milijonov aktivnih 
razvijalcev. Leta 1995 je Javo prvotno razvil James Gosling pri Sun Microsystems, danes je v 
lasti Oracle Corporation. Sintaksa Jave izhaja iz C in C++ programskega jezika. Najnovejša 
različica Java 11 je bila izdana 25. septembra 2018, zgolj 6 mesecev kasneje kot predhodna 
verzija Java 10. Java 8 je še vedno podprta in v uporabi, vendar varnostnih posodobitev za Java 
9 in nižje ne bo več [14].  
 
Slika 6: Platforma OpenHab 
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Ujemanje med domiselnimi inteligentnimi napravami in vgrajeno programsko opreme je 
ključnega pomena za razvoj povezanega sveta, interneta stvari. Ker so vgrajene naprave 
cenejše, zmogljivejše ter bolj povezane in ker internet stvari raste, Java razvijalci prejmejo 
močno podporo s strani Oracla. Java je najbolje opremljena kot enotna standardizirana 
platforma za internet stvari. V ta namen poteka veliko prizadevanje za poenotenje platforme 
Java – zlasti Java ME z Java SE [15].  
 
Prednosti platforme Java: 
─ Enostavnost – Java ponuja dobro izkušnjo razvijalcem in končnim uporabnikom. To je ena od 
najpomembnejših prednosti Jave v primerjavi z drugimi programskimi jeziki. 
─ Naprednost – Javo lahko zaženete kadarkoli in kjerkoli. Je prefinjen jezik, ki se je zmožen 
izvajati na katerikoli strojni opremi in programski platformi. 
─ Varnost – Javo sestavljajo varnostne smernice, ki poskrbijo, da je programski jezik varen. 
Uporaba Jave omogoča napravam varnost in zanesljivost. 
 
 
Odprtokodnost 
 
Od novembra 2006 je večinski del Jave brezplačen in odprtokoden, le del kode, za katerega Sun 
Mycrosystems (izdajatelj Jave) ni imel avtorskih pravic, ostaja plačljiv [16]. 
 
Interpretiranje in prevajanje 
 
Java običajno uporablja dvostopenjski postopek kompilacije. Prevajalnik Jave izvorno kodo 
sestavi v bajt kodo (angl. bytecode). Bajt kodo izvaja Java Virtual Machine (JVM), ki uporablja 
tehniko imenovano Just-in-Time (JIT) za sestavljanje bajt kode vizvorna navodila, ki jih 
procesor razume med izvajanjem. Nekatere izvedbe JVM se lahko odločijo za interpretacijo 
bajt kode, namesto da uporabijo JIT, če jo kompilira v strojno kodo in jo zaženejo neposredno. 
Čeprav to še vedno velja za »tolmača«, se precej razlikuje od tistih  tolmačev, ki berejo in 
izvajajo izvorno kodo na visoki ravni. Tehnično je mogoče predhodno sestaviti Javo do izvorne 
kode in zagnati nastali binarni zapis. Java kodo je mogoče tudi neposredno tolmačiti [17].  
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Priljubljenost  
 
Eden od razlogov, zakaj je Java tako priljubljena, je neodvisnost platforme. Programi se lahko 
izvajajo na več različnih vrstah računalnika – dokler je na njem nameščen Java Runtime 
Environment (JRE), se na njem lahko izvaja program Java. Večina vrst računalnikov je 
združljivih z JRE, vključno z osebnimi računalniki, ki delujejo na operacijskih sistemih 
Windows, Macintosh, Unix ali Linux in pa tudi z mobilnimi telefoni. Ker je že dolgo tako, so 
nekatere največje organizacije na svetu zgrajene z uporabo tega jezika. Javo uporabljajo 
številne banke, trgovci na drobno, zavarovalnice in proizvajalci [18].  
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2.2  Komunikacija 
 
V tem poglavju se osredotočam na brezžična omrežja, saj žična omrežja zahtevajo izvedbo 
namenskega strukturnega ožičenja, kar posebej pri prenovah in nadgradnjah postane 
komplicirano. Pri žičnih moramo po navadi žico vleči čez celo stanovanje ali objekt, medtem 
ko brezžična pogosto delujejo po principu plug-and-play, kar dodatno zmanjšuje naše delo in 
stroške.  
Avtomatizacija doma je v teh dneh na vrhuncu. Aplikacije pametnih telefonov lahko sodelujejo 
s krmilniki, da prilagodijo osvetlitev, vklopijo ali izklopijo električne naprave in še mnogo 
ostalih stvari. Trije najbolj priljubljeni standardi so Bluetooth, WiFi in ZigBee. Skupno vsem 
trem je, da delujejo na približno isti frekvenci – na 2.4 GHz. Podobnosti pa se tu končajo. 
 
Slika 7: Primer svetil Bluetooth, WiFi in ZigBee 
Ko gre za nadzor doma, ena velikost vsekakor ne ustreza vsem. Če moramo pametni dom 
nadzirati od daleč, je WiFi prava pot. Če je veliko vaših pametnih naprav na baterije in je 
varčevanje z energijo najpomembnejše, nam bo ZigBee morda bolje služil. Zaradi 
ekonomičnosti je težko premagati Bluetooth. 
ZigBee je najbolj razširjen standard za pametne domove. Vsaka naprava ima vgrajeno 
brezžično zmogljivost, tako da ne potrebujejo usmerjevalnika kot WiFi, vendar potrebujejo  
pametno vozlišče. Za razliko od drugih dveh je ZigBee pogosto pod nadzorom specializirane 
naprave in ne mobilnega telefona. Kljub izjemno nizki porabi energije ima ZigBee dolg doseg, 
saj lahko vsaka naprava komunicira tako s sosednjimi napravami kot z vozliščem. Dejansko 
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posamezne naprave ustvarijo svojo »mini internet« za prenašanje signalov navzgor in navzdol 
po omrežju. Pametna naprava, ki sicer ne bi bila na dosegu krmilnika, lahko prejme navodila, 
ki jih posreduje skozi poljubno število poti. Tako konfiguracijo imenujemo polno (angl. mesh) 
omrežje in je izjemno uporabna tam, kje internet, kot ga poznamo, ni na voljo.   
Vsaka pametna naprava WiFi ima vgrajeno sposobnost komuniciranja preko WiFi-ja. Naše 
domače omrežje bo seveda potrebovalo usmerjevalnik, ampak to v teh dneh nikomur ne 
povzroča težav. Velika prednost WiFi-ja je v tem, da lahko prek pametnega telefona, tabličnega 
računalnika ali prenosnika nadziramo paleto pametnih naprav svojega doma od kjerkoli na 
svetu. In zaradi vseprisotnosti WiFI-ja obstaja široka paleta naprav, ki se držijo tega standarda. 
Slaba stran je, da so pametne naprave z nadzorom WiFi po navadi dražje od tistih, ki delujejo 
v sistemu ZigBee. V primerjavi z drugimi možnosti je WiFi sorazmerno »lačen«, tako da je 
težava, če nadzorujemo pametno napravo, ki jo poganja baterija, nikakor pa ne, če je ta naprava 
priključena na hišni tok.  
Skoraj vsakemu pametnemu telefonu na trgu je danes omogočen Bluetooth in ta metodologija 
to izkorišča. Aplikacije Android in iOS se ujemajo s pametnim telefonom z edinstveno kodo 
krmilnika, lastni Bluetooth telefon pa vpliva na nadzor. Velika prednost je ekonomičnost, saj 
ločeni usmerjevalniki ali omrežja niso potrebni. Poleg tega so same pametne naprave na splošno 
cenejše od tistih WiFi ali ZigBee. Ena izmed pomanjkljivosti je, da je Bluetooth zasnovan tako, 
da lahko nadzorujemo pametno napravo le od razmeroma blizu. Čeprav je Bluetooth v uporabi 
že več kot 20 let, je nov na prizorišču pametnih domov in še vedno ni veliko proizvajalcev 
prišlo do standarda [19].  
 
Standard ZigBee Bluetooth WiFi 
IEEE standard 802.15.4 802.15.1 802.11 
Frekvenčni spekter 868/915 Mhz; 2.4 GHz 2.4 GHz 2.4 GHz, 5 GHz 
Topologija zvezda, mesh, cluster 
tree 
zvezda, točka-do-
točke 
zvezda, točka-do-
točke 
Velikost omrežja 65536 Ni definirano 32 
Prenos podatkov 
(Mbps) 
0.02-0.25 1 11/54/600 
Doseg (m) <100 <50 <100 
Zaščita 128-AES 128-AES SSID 
 
Tabela 1: Primerjava ZigBee, Bluetooth in WiFi standardov. Tabela povzeta po [20].  
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2.2.1 Brezžični standardi 
 
WiFi 
 
 
WiFi je skupek radijskih tehnologij, ki se običajno uporabljajo za brezžična lokalna omrežja 
naprav (WLAN). Temelji na družini standardov IEEE 802.11. Uporablja več delov protokolov 
IEEE 802 in je zasnovan za brezhibno sodelovanje s svojim žičnim sestrskim protokolom 
Ethernet. Naprave, ki lahko uporabljajo WiFi tehnologije, so namizni in prenosni računalniki, 
pametni telefoni in tablični računalniki, pametni televizorji, tiskalniki, digitalni zvočni 
predvajalniki, digitalni fotoaparati, avtomobili, droni itd. Združljive naprave se lahko povežejo 
med seboj prek brezžične dostopne točke in s povezanimi napravami Ethernet in jih uporabljajo 
za dostop do interneta. Takšna dostopna točka ima domet približno 20 metrov v zaprtih 
prostorih in večji doseg na prostem. Načeloma pa so dostopne točke lahko zelo majhne (npr. 
majhna soba s stenami, ki blokirajo radijske valove) ali pa velike par kvadratnih kilometrov 
(dosežemo z uporabo prekrivajočih se dostopnih točk) [21].   
 
Različne verzije WiFi-ja so določene v protokolarnih standardih IEEE 802.11, pri čemer 
različne radijske tehnologije določajo obsege, radijske pasove in hitrosti, ki jih je mogoče 
doseči. WiFi najpogosteje uporablja 2.4 gigaherčni UHF in 5 gigaherčni SHF ISM radijski pas. 
Ti pasovi pa so razdeljeni na več kanalov. Vsak kanal lahko časovno deli več omrežij. Te 
valovne dolžine najbolje delujejo za vidno polje. Številni običajni materiali jih absorbirajo ali 
odsevajo, kar še dodatno omeji doseg, vendar lahko pomaga zmanjšati motnje med različnimi 
omrežji v gneči. Nekatere različice WiFi-ja, ki delujejo na primerni strojni opremi, lahko 
dosežejo hitrosti tudi več kot 1 Gbit/s. 
WiFi je potencialno bolj ranljiv za napad, kot so ranljiva žična omrežja, ker lahko vsakdo, ki je 
v dosegu omrežja, poskusi dostop. WiFi zaščiteni dostop (angl. Wi-Fi Protected Access ali 
WPA) je družina tehnologij, ustvarjena za zaščito informacij, ki se gibljejo po omrežjih WiFi, 
in vključuje rešitve za osebna in poslovna omrežja. Varnostne značilnosti WPA vključujejo 
močnejše zaščite in nove varnostne prakse, saj se varnostna pokrajina s časom spreminja [22]. 
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ZigBee 
 
Zigbee je odprt globalni standard za brezžično tehnologijo, ki je zasnovana za uporabo 
digitalnih radijskih signalov majhne moči za osebna omrežja. Zigbee deluje po specifikaciji 
IEEE 802.15.4 in se uporablja za ustvarjanje omrežij, ki zahtevajo nizko hitrost prenosa 
podatkov, energetsko učinkovitost in varno omrežje. Uporablja se v številnih aplikacijah, kot 
so sistemi za avtomatizacijo zgradb, nadzor ogrevanja in hlajenja ter v medicinskih napravah. 
Zasnovan je tako, da je enostavnejši in cenejši od drugih osebnih omrežnih tehnologij, kot je 
npr. Bluetooth. Ena od značilnosti, ki definira Zigbee, so varne komunikacije, ki jih lahko 
zagotovi. To doseže z uporabo 128-bitnih kriptografskih ključev. Ta sistem temelji na 
simetričnih ključih, kar pomeni, da morata prejemnik in izdajatelj transakcije imeti isti ključ. 
Varnost v osebnem omrežju je najpomembnejša, kadar se Zigbee uporablja v podjetniških ali 
proizvodnih omrežjih [23].  
 
Zigbee se ne osredotoča na komunikacijo od točke do točke (angl. point-to-point), kot se npr. 
Bluetooth, kjer ena naprava pošilja podatke na drugo napravo v kratkem razponu, ampak 
uporablja topologijo polnega (angl. mesh) omrežja, kar mu omogoča visoko zanesljivost in 
dokaj velik razpon, zato je odlična izbira za pameten dom. Zigbee uporablja frekvenčni pas 2.4 
GHz in omogoča hitrosti okoli 250 kb/s, kar je po navadi dovolj za preproste signale, kot so 
klici za odpiranje vrat ali pa zmanjšanje/povečanje svetilnosti žarnice. So pa seveda možne 
motnje, kar je za 2.4 GHz običajno [24].  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 8: Primer ZigBee komunikacije 
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Bluetooth 
 
Bluetooth je standard za brezžično tehnologijo, ki omogoča izmenjavo podatkov med fiksnimi 
in mobilnimi napravami na kratkih razdaljah z uporabo UHF radijskih valov kratkih valovnih 
dolžin v frekvenčnih pasovih od 2.4 do 2.485 GHz. Prvotno je bila ideja zasnovana kot 
alternativa podatkovnim kablom RS-232. Ustvari brezžično omrežje s polmerom 10 metrov, ki 
se imenuje osebno omrežje (PAN) ali pikonet in omogoči povezovanje od dveh do osmih 
naprav. Bluetooth porabi manj energije in je cenejši za implementacijo kot WiFi. Njegova 
manjša moč pa je tudi manj nagnjena k povzročanju motenj z drugimi brezžičnimi napravami 
[25].  
Skoraj vsak pametni telefon na trgu je danes opremljen z Bluetooth-om in to je, poleg nizke 
porabe energije, ena izmed glavnih prednosti tega tipa omrežja. Poleg tega so pametne naprave 
na splošno cenejše od tistih za WiFi ali Zigbee. Ima tudi nekaj pomanjkljivosti, in sicer te 
naprave so narejene za razmeroma kratke razdalje, ta tehnologija je dokaj nova na področju 
pametnega doma in zato še ni veliko proizvajalcev, ki bi se zatekli k temu standardu. 
 
2.2.2 Protokoli 
TCP/IP 
 
Protokol za nadzor prenosa ali internetni protokol je zbirka komunikacijskih protokolov, ki se 
uporabljajo za povezovanje omrežnih naprav na internetu. Lahko ga uporabimo tudi kot 
komunikacijski protokol v zasebnem omrežju (intranet ali ekstranet). TCP/IP določa, kako se 
podatki izmenjujejo po internetu z zagotavljanjem komunikacij od konca do konca (angl. end-
to-end), ki določajo, kako naj se razdelijo na pakete, naslovijo, prenesejo, preusmerijo in 
prejmejo na ciljnem mestu. Zahteva zelo malo centralnega upravljanja in je zasnovan tako, da 
zagotavlja zanesljivost omrežij, ki se lahko samodejno obnovijo zaradi napake katere koli 
naprave v omrežju. 
Dva glavna protokola v zbirki služita specifičnim funkcijam. TCP določa, kako lahko aplikacije 
ustvarjajo komunikacijske kanale prek omrežja. Prav tako upravlja, kako je sporočilo 
sestavljeno v manjše pakete, preden se nato prenesejo prek interneta in nato pravilno sestavijo 
v pravilnem vrstnem redu na ciljnem naslovu. IP definira, kako nasloviti in usmeriti vsak paket, 
da se prepriča, da doseže pravi cilj. Vsak računalniški prehod v omrežju preveri ta naslov IP, 
da ugotovi, kam naj posreduje sporočilo. 
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Funkcionalnost TCP/IP je razdeljena na štiri plasti, od katerih vsaka vključuje posebne 
protokole [26]:  
─ Aplikacijski nivo (angl. application layer) omogoča aplikacijam standardizirano izmenjavo 
podatkov. Vsebuje protokol za prenos hiperteksta (http), protokol za prenos datotek (FTP), 
protokol za pošto (POP3, SMTP) in protokol za enostavno upravljanje z omrežjem (SNMP). 
─ Transportni sloj (angl. transport layer) je odgovoren za vzdrževanje komunikacij od konca do 
konca po omrežju. TCP upravlja komunikacije med gostitelji in zagotavlja nadzor pretoka, 
multipleksiranje in zanesljivost. Včasih se namesto TCP za posebne name uporablja protokol 
UDP. 
─ Omrežni sloj (angl. network layer), kateremu pravimo tudi internetni sloj, obravnava pakete 
in povezuje neodvisna omrežja za prenos paketov prek meja omrežja. Protokola omrežne ravni 
sta IP in protokol za nadzor internetnih sporočil (ICMP), ki se uporablja za poročanje o 
napakah. 
─ Fizični sloj (angl. physical layer) je sestavljen iz protokolov, ki delujejo samo na povezavi – 
omrežna komponenta, ki povezuje vozlišča ali gostitelje v omrežju. Protokoli vključujejo 
Ethernet za lokalna omrežja (LAN) in protokol ARP. 
TCP/IP uporablja model komunikacije odjemalec–strežnik, v katerem je uporabniku ali napravi 
(odjemalcu) zagotovljena storitev (npr. pošiljanje spletne strani) z drugim računalnikom 
(strežnikom) v omrežju. Vsaka zahteva odjemalca šteje za novo, ker ni povezana s prejšnjo in 
omogoča osvobajanje omrežne poti, da jo lahko neprekinjeno uporabljamo.  
Prednost TCP/IP je v tem, da ga ne nadzoruje nobeno podjetje, kar pomeni, da ga lahko 
enostavno spreminjamo. Združljiv je z vsemi operacijskimi sistemi, vrstami strojne 
računalniške opreme in omrežji, tako da lahko komunicira s katerim koli sistemom. 
Slika 9: Protokolni sklad TCP/IP 
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MQTT 
 
MQTT (Message Queuing Telemetry Trasnport) je eden izmed najpogosteje uporabljanih 
protokolov v projektih interneta stvari. Zasnovan je kot lahek protokol za sporočanje, ki 
uporablja operacije objavljanja in naročanja za izmenjavo podatkov med odjemalci in 
strežnikom. Njegova majhnost, nizka poraba energije, minimizirani paketi podatkov in 
enostavnost izvajanja so v svetu »interneta stvari« in »stroj na stroj« protokolarni ideal za 
uporabo. 
MQTT ima edinstvene funkcije, ki jih v drugih protokolih težko najdemo, npr.: 
─ Je »lahek« protokol, kar pomeni, da ga je enostavno implementirati v programsko opremo 
in ima hiter prenos podatkov. 
─ Temelji na metodi sporočanja. Vemo, kako hitro se podatki prenesejo, npr. pri Facebook 
messengerju ali pri WhatsApp sporočilih. Podobno je tudi tukaj. 
─ Minimizirani podatkovni paketi omogočajo nizko uporabo omrežja. 
─ Nizka poraba energije, kar pomeni, da ohranjuje energijo priključene naprave. 
─ Uporaba je v realnem času, kar ga naredi popolnega za aplikacije interneta stvari. 
Kot vsak drug internetni protokol tudi MQTT temelji na strankah (angl. client) in strežniku 
(angl. server). Strežnik je tisti, ki je odgovoren za obravnavanje zahtev - stranke za prejemanje 
in pošiljanje podatkov med seboj. 
MQTT strežnik se imenuje posrednik (angl. broker), odjemalci oz. stranke pa so povezane 
naprave. Ko naprava (odjemalec) želi posredovati podatke posredniku, to operacijo imenujemo 
»objava« (angl. »publish«). Ko naprava želi prejeti podatke od posrednika, pa temu rečemo 
»naročnina« (angl. »subscribe«). Poleg tega te stranke objavljajo in naročajo teme (angl. 
topics). Torej je posrednik tisti, ki obravnava akcije objave/naročanja na ciljne teme [27]. 
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Slika 10: Delovanje protokola MQTT 
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3 Postavitev sistema 
Praktični del diplomske naloge predstavlja minimalistično implementacijo IoT sistema, ki za 
delovanje uporablja JavaScript programski jezik. Cilj projekta je dokazati, da je JavaScript 
primeren in dovolj razširljiv programski jezik za enostavnejše IoT sisteme. JavaScript je 
odlična izbira za amaterske ali naredite sami (angl. Do-It-Yourself) projekte, saj je manj 
občutljiv na nejasnosti v programski kodi. Eksplicitnost programskega jezika, na primer C++, 
Python ali Java je za začetnike kompleksna, nezaželena in velikokrat utrujajoča. Pri izbiri 
strojne opreme sem se odločal med Raspberry Pi 3 in Arduino vezjema. Obe vezji sta zelo 
popularni pri IoT projektih, še posebej pri tistih, ki se jih lotevamo doma sami. Ker sem 
Raspberry Pi 3 že imel v lasti in izkušnje z uporabo, sem se odločil, da ga izberem za izvedbo 
tega projekta. Raspberry Pi 3 podpira vse, kar potrebujem za izvedbo tega projekta. Ima 
vgrajen WiFi modul in več kot dovolj zmogljivo centralno procesorsko enoto (angl. CPU) za 
komunikacijo z izbranim mikrokrmilnikom. Za mikrokrmilnik sem izbral platformo 
NodeMCU, ki ima vgrajen WiFi modul. Proces krmiljenja je pri mojem projektu računsko 
nepotraten, kar nam omogoča uporabo tega mikrokrmilnika. Velika prednost NodeMCU-ja je 
v tem, da lahko teče na baterijskem napajanju, kar omogoča še večjo fleksibilnost.  
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3.1 Uporabnost sistema pri avtomatizaciji doma 
Za predstavitveni projekt sem ustvaril sistem, ki prikazuje, kako lahko z uporabo JavaScript 
programskega jezika kontroliramo in beležimo stanja IoT naprave. Sistem deluje na principu 
Publisher/Subscriber -> Broker -> Publisher/Subscriber. Sistemski klienti (Node-RED in 
Espruino) prejemajo in pošiljajo MQTT sporočila. Z orodjem Node-RED preko grafičnega 
vmesnika kontroliramo vklop in izklop svetleče diode ter izpisujemo zadnje znano stanje 
svetleče diode. MQTT posrednik (angl. broker), v mojem primeru je to Mosquitto, prenaša 
MQTT sporočila. Oba sta nameščena na Raspberry Pi-ju z operacijskim sistemom Raspbian. V 
Node-RED prikazujemo stanje svetleče diode. Stanje ON, ko je LED dioda prižgana, in stanje 
OFF, ko je ugasnjena. Espruino, nameščen na NodeMCU z ESP8266 WiFi modulom ob 
sprejetem MQTT sporočilu, fizično prižiga ali ugaša svetlečo diodo, ki je vgrajena na 
NodeMCU. Povratno MQTT sporočilo pa sporoča trenutna stanja svetleče diode in jih izpisuje 
v Node-RED grafičnemu vmesniku. Ustvaril sem dve različni temi (angl. Topic) MQTT 
sporočil. Tema »led_switch« skrbi za ugašanje in prižiganje LED diode. Tema »led_state« 
prenaša informacijo o trenutnem stanju svetleče diode, ki se posodablja v intervalih vsakih 1000 
ms oz. vsako sekundo. 
 
 
Slika 11: Prenos MQTT sporočila 
 
OPIS SLIKE: Na napravi, ki podpira spletni brskalnik, imamo odprt Node-RED grafični 
urejevalnik, preko katerega lahko izpisujemo in kontroliramo stanje LED diode. Preko MQTT 
posrednika (anlg. broker) prenašamo MQTT sporočila, ki vsebujejo teme (angl. topic) o akcijah 
(led_switch) in stanju (led_state) diode. 
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3.2 Kaj potrebujemo? 
 
Strojna oprema: 
─ računalnik, 
─ Raspberry Pi 3, 
─ NodeMCU z WiFi modulom, 
─ usmerjevalnik, 
─ USB kabel, 
─ SD kartica, 
─ baterija. 
 
Programska oprema: 
─ Raspbian Buster Lite, 
─ Espruino,  
─ Belana Etcher, 
─ Node-RED, 
─ Mosquitto, 
─ Espruino Web IDE, 
─ NodeJS, 
─ Gitlab. 
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Slika 12: Strojna oprema, potrebna za projekt 
 
OPIS SLIKE: Strojna oprema, ki je potrebna za projekt. Računalnik, preko katerega 
upravljamo z Node-RED. NodeMCu, na katerem teče program, ki je spisan v JavaScript 
programskem jeziku. Raspberry Pi 3, na katerem sta nameščena Node-RED in Mosquitto, torej 
MQTT posrednik (angl. broker). 
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3.3 Konfiguracija in integracija sistema 
 
3.3.1 Namestitev Raspbian sistema za Raspberry Pi 3 
1.  Prenesemo Raspbian Buster Lite. 
2. »Flashamo« SD kartico z uporabo Belana Etcher aplikacije. 
3. Nastavimo WiFi – ustvarimo novo »wpa_supplicant.conf« datoteko v /boot. 
  
S tem postopkom vnaprej določimo, na katero omrežje se Raspberry Pi 3 poveže. 
Vsebina »wpa_supplicant.conf« datoteke. 
 
ctrl_interface=DIR=/var/run/wpa_supplicant GROUP=netdev 
update_config=1 
country=US 
      
network={ 
    ssid="YOURSSID" 
    psk="YOURPASSWORD" 
    scan_ssid=1 
} 
 
4. Omogočimo SSH za dostop do Raspberry Pi – na računalniku dodamo »ssh« datoteko na 
SD kartico. 
Ob vzpostavitvi Raspberry Pi poišče ssh datoteko, katere vsebina je nepomembna. Če datoteko 
najde, se SSH omogoči in izbriše. 
5. Na napajanje povezan Raspberry Pi 3 prižgemo. 
6. Vzpostavimo povezavo z Raspberry Pi 3 preko SSH. 
Ukaz za vzpostavitev povezave. Uporabnik pi, za geslo uporabimo raspberry. 
 
ssh pi@<PRIVATE-IP> 
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3.3.2 Nastavitev NodeRED in Mosquitto na Raspbian 
Po uspešni vzpostavitvi SSH povezave do RaspberryPi nastavimo še NodeRED in Mosquitto: 
 
1.  Namestimo NodeJS.  
 
curl -sL https://deb.nodesource.com/setup_10.x | sudo -E bash - 
sudo apt-get update 
sudo apt-get install -y nodejs 
 
2. Namestimo Node-RED (in omogočimo avtomatski zagon). 
sudo npm install -g --unsafe-perm node-red 
sudo wget -0 /etc/systemd/system/nodered.service https://raw.githubusercontent.com/node-
red/raspbian-deb-package/master/resources/nodered.service 
sudo systemctl daemon-reload 
sudo systemctl enable nodered 
 
3. Prenesemo in nastavimo t. i. FLOW za naš projekt (iz GIT repozitorija). 
wget -O /home/pi/.node-red/flows_raspberrypi.json 
https://gitlab.com/jan_iljaz/jandiploma/raw/master/RaspberryPi/src/flows_raspberrypi.json 
 
4. Namestimo Mosquitto – MQTT posrednik (angl. Broker). 
wget http://repo.mosquitto.org/debian/mosquitto-repo.gpg.key 
sudo apt-key add mosquitto-repo.gpg.key 
sudo wget -O /etc/apt/sources.list.d/mosquitto-buster.list 
http://repo.mosquitto.org/debian/mosquitto-buster.list 
sudo apt-get update 
sudo apt-get install -y mosquitto mosquitto-clients 
sudo systemctl enable mosquitto.service 
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3.3.3 Espruino 
1. Prenesemo in namestimo gonilnike, da se lahko uspešno povežemo s svojo razvojno ploščo 
ESP8266 preko USB kabla. 
2. Po namestitvi moramo gonilnike naložiti in omogočiti. 
Ukaz za nalaganje in omogočanje gonilnikov. 
 
sudo kextload /Library/Extensions/usbserial.kext 
 
3. Namestitev Esptool-a, ki nam omogoči flash razvojne plošče ESP8266. 
Ukaz za namestitev Esptool-a. 
 
brew install esptool 
 
4. Preko USB kabla povežemo NodeMCU z računalnikom. 
5. Preverimo povezavo. 
Ukaz za ugotavljanje, ali je vse pravilno nastavljeno: 
 
esptool.py flash_id 
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Če je gonilnik pravilno nameščen in aktiviran, bi se moral vaš Terminal odzvati približno tako: 
esptool.py v2.6 
Found 5 serial ports 
Serial port /dev/cu.wchusbserial1440 
Connecting.... 
Detecting chip type... ESP8266 
Chip is ESP8266EX 
Features: WiFi 
Mac: 84:f3:eb:ed:6d:54 
Uploading stub... 
Running stub... 
Stub running... 
Manufacturer: 68 
Device: 4016 
Detected flash size: 4MB 
Hard resetting via RTS pin... 
 
6. Vrata (angl. port) –katera vrata naj uporabimo za flash-anje razvojne plošče ESP8266 in 
kasneje za prenos kode nanj. 
Primer izpisa vrat (angl. port), preko katerih dostopamo do naše razvojne plošče.  
Opozorilo: Vaša vrata se lahko razlikujejo. 
 
Serial port /dev/cu.wchusbserial1440 
 
7. Prenesite programsko opremo Espruino. 
Obiščite spletno stran http://www.espruino.com/Download, če želite dobiti najnovejšo različico 
Espruino. 
 Izberite svojo ploščo (ESP8266). 
 Kliknite naslednjo povezavo: 
 
 Ustvarite novo mapo in prenesite vse datoteke. 
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8. Izbrišite razvojno ploščo. 
Vnesimo naslednjo ukazno vrstico za izbris spomina na razvojni plošči: 
 
esptool.py --port /dev/<port> erase_flash 
 
Opozorilo: Nadomestite <port> z vašimi serijskimi vrati. 
 
9. Namestimo Espruino. 
 
esptool.py --port /dev/port --baud 115200 write_flash --flash_freq 80m --flash_mode qio --
flash_size 4MB 0x0000 boot_v1.6.bin 0x1000 espruino_esp8266_user1.bin 0x3FC000 
esp_init_data_default.bin 0x3FE000 blank.bin 
 
Opozorilo: Nadomestite »port« (za /dev/) z vašimi serijskimi vrati.  
 
3.3.4 Program za Espruino 
Na tej točki smo pripravljeni za pisanje programske kode v Espruino Web IDE programskem 
okolju, ki je brezplačno dostopen preko brskalnika (https://www.espruino.com/ide/). Uporabili 
bomo programski jezik JavaScript. Na spodnji sliki je celotna programska koda, ki jo bomo 
uporabili za ta projekt. Ko zaključimo s pisanjem programske kode, jo naložimo na NodeMCU 
preko USB kabla in poženemo. 
 
const WIFI_NAME = "WIFI-SSID";  
const WIFI_OPTIONS = { 
    password: "PASSWORD" 
}; 
const BUILTIN_LED = 2; // Definiramo osnovne parametre programa 
const BUILTIN_BTN = 0; 
const MQTT_BROKER = "192.168.64.108"; 
const MQTT_SWITCH_TOPIC = "led_switch"; 
const MQTT_STATE_TOPIC = "led_state"; 
const WATCH_STATE_INTERVAL = 1000; 
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var mqtt = require("MQTT").create(MQTT_BROKER); // Inicializiramo mqtt objekt 
 
mqtt.on('connected', function() { 
// Po uspešni povezavi na mqtt broker, se prijavimo na mqtt temo "led_switch". Hkrati 
zaženemo interval za preverjanje stanja LED diode in spremljamo stanje gumba. 
    console.log("MQTT - Connected!"); 
    mqtt.subscribe(MQTT_SWITCH_TOPIC); 
    startStateWatcher(); 
    startBtnWatcher(); 
});  
 
 
mqtt.on('publish', function(pub) { 
    console.log("MQTT - Topic: " + pub.topic + " | Msg: " + pub.message); 
// Ob vsakem prejetem sporočilu v temi "led_switch", preverimo vsebino sporočila. Če je 
enaka "on", prižgemo LED diodo; če je vrednost "off"  jo ugasnemo. 
    var turnOnOff = pub.message.trim().toLowerCase(); 
    if (turnOnOff === 'on') { 
        turnOn(BUILTIN_LED); 
    } else if (turnOnOff === 'off') { 
        turnOff(BUILTIN_LED); 
    } 
 
}); 
 
function turnOn(pinNo) { // Pomožna metoda za prižeganje LED diode 
    pinMode(pinNo, "input"); 
    digitalWrite(pinNo, 0); 
} 
 
function turnOff(pinNo) { // Pomožna metoda za ugašanje LED diode 
    pinMode(pinNo, "input"); 
    digitalWrite(pinNo, 1); 
} 
 
function getPinState(pinNo) { // Pomožna metoda za preverjanje stanja 
posameznega pin-a 
    pinMode(pinNo, "output"); 
    return digitalRead(pinNo); 
} 
 
function startStateWatcher() { 
    setInterval(function() { 
        var pinState = getPinState(BUILTIN_LED); // Ob vsaki izvedbi intervala, 
preverimo stanje LED diode ... 
 
        var mqttMsg = ''; 
        if (pinState === 0) { 
            mqttMsg = "ON"; 
        } else { 
            mqttMsg = "OFF"; 
        } 
35 
 
 
        mqtt.publish(MQTT_STATE_TOPIC, mqttMsg); // ... in to stanje pošljemo na 
mqtt v temo "led_state" 
 
    }, WATCH_STATE_INTERVAL); 
} 
 
function startBtnWatcher() { 
    pinMode(BUILTIN_BTN, "input_pullup"); 
    setWatch(function(e) { // Posebna metoda, ki preverja stanje gumba. Ob zaznavi 
pritiska na gumb, se sproži callback metoda. 
        console.log("BTN - Pressed"); 
 
        var pinState = getPinState(BUILTIN_LED); // Preverimo trenutno stanje 
LED diode 
 
        if (pinState === 0) { 
            turnOff(BUILTIN_LED); // Če je enako 0, potem LED diodo ugasnemo, 
        } else { 
            turnOn(BUILTIN_LED); // Sicer jo prižgemo. 
        } 
 
    }, BUILTIN_BTN, { 
        repeat: true, 
        edge: 'rising', 
        debounce: 50 
    }); 
} 
 
function onInit() { // onInit se pokliče ob vsakem zagonu mikrokontrolerja 
    console.log('Initializing ...'); 
    wifi = require("Wifi"); // Inicializiramo WiFi objekt 
    wifi.connect(WIFI_NAME, WIFI_OPTIONS, function(err) { 
        if (err) { 
            console.log("WIFI - Connection error: " + err); 
            return; 
        } 
        console.log("WIFI - Connected!"); 
        mqtt.connect(); // Ko se WiFi poveže, pokličemo connect metodo nad 
objektom mqtt, ki se poveže na mqtt broker 
    }); 
} 
Programska koda, napisana v JavaScript programskem jeziku, ki smo jo pognali s pomočjo 
Espruino Web IDE.   
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3.3.5 Delovanje programa za Node-RED 
Odpremo Node-RED v izbranem spletnem brskalniku. Imamo 2 enostavni povezavi/toka med 
inject vozliščem in MQTT vozliščem. Prva povezava skrbi za vklop LED diode, druga za 
ugašanje. Ob kliku na virtualni gumb se pošlje signal v mqtt vozlišče. 
 
 
 
Slika 13: Node-RED z grafičnim vmesnikom in ločenim debug oknom 
 
OPIS SLIKE: Node-RED z grafičnim vmesnikom in ločenim debug oknom, ki izpisuje izvedene 
akcije in stanje svetleče diode v intervalu 1000 ms. 
 
MQTT posrednik (angl. broker) pošlje sporočilo na NodeMCU, ki izvede željeno akcijo (vklop 
ali izklop vgrajene svetleče diode).  
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Slika 14: NodeMCU s prižgano diodo, povezan na baterijsko napravo 
OPIS SLIKE: NodeMCU, ki je povezan na baterijsko napajanje in ima prižgano LED diodo, 
led_switch ON. 
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Slika 15: NodeMCU z ugasnjeno diodo, povezan na baterijsko napravo 
OPIS SLIKE: NodeMCU, ki je povezan na baterijsko napajanje in ima ugasnjeno LED diodo, 
led_switch OFF. 
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Node-RED ima vgrajeno pomožno »Debug« okno (razvidno iz slike), na katerem se izpisujejo 
podatki o delovanju sistema. Ko pritisnemo na gumb za vklop ali izklop svetleče diode, se v le-
tem izpiše led_switch ON oz. led_switch OFF. To pomeni, da je bila akcija izvedena. V Node-
RED imamo nastavljen tok (angl. flow), ki prisluškuje stanju svetleče diode. Tok je sestavljen 
z mqtt in debug vozliščem. Ob sprejemu mqtt sporočila se to debug-ira in izpiše v pomožnem 
oknu Node-RED orodja. Izpiše se led_state ON za stanje, ko je LED dioda vklopljena in 
led_state OFF, ko je ta izklopljena. Led_state sporočila se pošiljajo oz. posodabljajo vsakih 
1000 ms oz. vsako sekundo. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Slika 16: Node-RED debug okno 
OPIS SLIKE: Node-RED Debug okno, ki evidentira interakcijo in izpisuje oz. posodablja stanje 
svetleče diode. 
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4 Zaključek 
Na začetku sem si postavil cilj in se vprašal, ali je izvedba IoT z uporabo JavaScript 
programskega jezika sploh mogoča in odgovor je enostaven: »Je.« Prednost kombinacije 
programskega jezika JavaScript in platforme Node-MCU je v tem, da so osnovni programi 
dokaj enostavni za pisat in manj občutljivi na napake, kar za uporabnike, ki so začetniki, 
pomeni, da  prinaša ogromno možnosti za hitro učenje in iskanje napredka. Težave se pojavijo 
pri zahtevnejših, kompleksnejših projektih, kjer je pisanje programov in izvedba takih sistemov 
veliko bolj zapletena.  
Pametna avtomatizacija doma je že zdaj del našega vsakdana in spreminja način življenja ljudi, 
saj ga poenostavi, naredi boljšega in bolj udobnega. In prav enostavnost in priročnost sta dve 
stvari, ki naredita pametne sisteme tako privlačne, saj s pomočjo IoT pametnih naprav 
prihranimo ogromno časa. Ena glavnih težav, s katerimi se srečujemo, so visoki začetni stroški, 
zato se z izbiro naprav vedno nekoliko obotavljamo. Nobenega dvoma ni, da bodo IoT naprave, 
čeprav bodo na začetku drage, v prihodnosti prihranile denar in energijo. To je pomemben 
dejavnik, o katerem moramo razmišljati, ko se o takih napravah odločamo.   
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