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Abstrakt
Práce se zabývá určením a vykreslením hranic poštovních regionů v mapě. Veškerá po-
třebná data jsou získaná z veřejne dostupných zdrojů a zpracovaná pro daný účel. Do
mapového podkladu jsou zakresleny polohy jednotlivých poboček a barevně zobrazené hra-
nice regionů. Pro výpočet jsou použity dva různé algoritmy. Jedním je Fortnův algoritmus
a druhým algoritmus vymyšlený speciálne pro tento účel nazývaný kružnicový algoritmus.
Aplikace dovoluje zvolit různé možnosti vykreslení hranic a několik grafických nastavení.
Programovacím jazykem je C++ s využitím GLUT knihovny pro grafické rozhraní.
Abstract
This bachelor thesis deals with determination and drawing a postal regions on the map. All
necessary data are obtained from publicly available sources and processed for a particular
purpose. The position of individual branches is put in to the map base and color display
boundary region. For the calculation are used two different algorithms. One is Fortun’s
algorithm and other algorithm was developed specifically for this purpose called circle algo-
rithm. Aplication allow to choose different type of drawing borders and also some graphics
settings. Programming language is C++ with usage of GLUT library for graphics user
interface.
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Kapitola 1
Úvod
Problematika hľadania a vytyčovania hraníc pochádza už z dávnych čias, kedy človek zapi-
chol do zeme kôl a prehlásil ”toto naokolo je moje“. V dnešnom svete už sú rôzne hranice
pevne dané a väčšinou nemenné. Nájdu sa však i tie, ktoré doposiaľ nie sú a je potrebné
ich ešte len nájsť.
Jedným z mnohých prípadov sú i pobočky Českej pošty. Regióny a obvody sú dané
historicky a niektorými ďalšími okolnosťami, v každom prípade sa nezhodujú so súčasnými
deleniami krajov. Pre optimálnejšie fungovanie rozvozu pošty a cenín je dobré mať možnosť
opticky zhodnotiť rozmiestnenie obvodov.
Táto problematika sa ale zďaleka netýka len poštových obvodov. Podobné požiadavky
sú bežné nielen v geografii, ale i v iných oblastiach ľudskej činnosti. Spomeňme napríklad
marketing (rozmiestnenie pobočiek, bankomatov, vysielačov), biológia (bunkové usporiada-
nie), zoológia (teritóriá zvierat). V informatike sa riešia podobné úlohy v rámci robotiky a
orientácie v priestore, alebo v oblasti grafiky a s ňou spojený popis objektov.[4]
Práca sa venuje možnosti získania a spracovania verejne dostupných dát a ich vykreslenia
do mapy. Hlavným cieľom je práve vizualizácia dát, pretože tá je často názornejšia, než
databázové údaje s tisíckami riadkov čísiel a znakov.
Prvá kapitola je venovaná teoretickej časti problému, súradnicovým systémom máp a
GPS, ktoré slúžia ako vstupné informácie. Ťažisko teoretického úvodu je v jeho závere, kde
sú popísané algoritmy, ktoré sú vhodné pre hľadanie hraníc. Nasleduje kapitola o zdrojoch
dát a ich získavaní. V kapitole o analýze je popis cesty, ktorou som prešiel pred samotnou
finálnou implementáciou aplikácie. Tá je popísaná v piatej kapitole. Výsledky najmä
v obrazovej podobe je možné nájsť v kapitole venovanej dosiahnutým výsledkom. V závere
nájde čitateľ zhrnutie a stručné porovnanie jednotlivých algoritmov a ich výsledkov.
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Kapitola 2
Teoretický rozbor
2.1 Kartografia a mapy
Pojem kartografia označuje vedný obor zaoberajúci sa znázorňovaním zemského povrchu a
nebeských telies, javov na nich a ich vzájomných vzťahov vo forme kartografického diela a
ďalej činností pri spracovávaní a využívaní máp. Jej úlohou je zostavovanie máp všetkých
druhov.[25]
S kartografiou sú úzko späté i mnohé ďalšie vedné obory, či už politológia, história,
geografia a mnohé iné. Patrí do skupiny ”geovied”spolu s geodéziou, geografiou, geofyzikou,
geodynamikou, geografickými informačnými systémami (GIS), geoinformatikou a ďalšími.
Mapa je zmenšený generalizovaný konvenčný obraz Zeme, nebeských telies, vesmíru a
jeho častí, prevedený do roviny pomocou matematicky definovaných vzťahov (kartografic-
kých zobrazení), ukazujúcich podľa zvolených hľadísk polohu, stav a vzťahy prírodných,
socioekonomických a technických objektov a javov.[25]
Každá mapa sa vyznačuje tým, že je:
• zmenšená,
• skreslená v dôsledku prevodu skutočného tvaru do obrazu mapy,
• skutočnosť je zobrazená dohodnutými značkami (legenda).
Mapy môžeme deliť podľa rôznych faktorov:
• územného rozsahu – mapy sveta, kontinentov, skupín štátov, štátov a ich časti,
• účelu – mapy pre národné hospodárstvo, vedu, výskum, orientáciu, šport,
• obsahu – mapy všeobecne geografické, topologické, tematické, choreografické,
• merítka – mapy veľké, stredné, malé (mierka je závislá od rozsahu).
• formy záznamu – mapy analógové, digitálne, obrazové, reliéfové,
Nás bude zaujímať predovšetkým digitálna mapa Českej republiky a jej jednotlivých
častí. Z geografického hľadiska pôjde o mapy stredného (1:200 000 – 1:1 000 000) až veľkého
merítka (viac ako 1:200 000).
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2.2 Súradnicové systémy v Českej republike
Aby bolo možné zvolenému bodu priradiť jeho polohu, musí existovať súradnicový systém,
v ktorom túto polohu vyjadríme. Aby sme mohli bod vniesť na mapový podklad, musíme
poznať súradnicový systém, v ktorom je podklad vytvorený. Súradnicový systém je určený
referenčnou plochou (elipsoidom, geoidom, guľou, . . . ) a jej parametrami. Pre dosiahnutie
lepšej presnosti i dôvodu historického vývoja používajú štáty, alebo skupiny štátov lokálne
súradnicové systémy, ktoré volbou referenčnej plochy a typom zobrazenia najviac vyhovujú
danému územiu.[20]
V českej republike sú v súčasnosti používané tieto súradnicové systémy:
• S-42
• S-JTSK
• WGS84– svetový súradnicový systém, ktorý s rozvojom GPS získava na dôležitosti i
v Českej republike
2.2.1 S-42
Súradnicový systém S-42 slúži hlavne pre vojenský sektor. Vznikol v roku 1942 a je založený
na Gaussovo-Krügerovom zobrazení Krasovského elipsoidu s referenčným bodom Pulkovo
u Petrohradu.[7] Tento systém využíva vo svojich mapách napríklad Klub českých turistov.
2.2.2 S-JTSK
Celým názvom Súradnicový systém Jednotnej trigonometrickej siete katastrálnej je zalo-
žený na Křovákovom zobrazení. Křovákovo zobrazenie je konformné kužeľové zobrazenie
v obecnej polohe, ktoré v roku 1922 navrhol Ing. Josef Křovák.[6]
Obrázok 2.1: Křovákovo zobrazenie zdroj [6]
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Transformácia uhlových stupňov a minút ϕ, λ do pravouhlých súradníc X,Y je usku-
točňovaný v niekoľkých krokoch. Najskôr sa prevedie Gausovo konformné zobrazenie Bes-
selovho elipsoidu na guľu a následne konformné zobrazenie na kužeľovú plochu obecne
položenú. Základnou rovnobežkou bola zvolená ϕ0 = 49◦30′. Os X Křovák umiestnil do
obrazu základného poludníka λ = 42◦30 a počiatok sústavy súradníc do vrcholu kužeľa
Q (obr. 2.1). Tým bola celá vtedajšia Československá republika umiestnená do jedného
kvadrantu.[6] Jednotkou systém S-JTSK je meter a kvadrant spolu so sústavou súradníc
zobrazuje obrázok 2.2
Obrázok 2.2: Detail Křovákovho zobrazenia v pravouhlej sústave [23]
Matematické vyjadrenie celého zobrazenia je netriviálna záležitosť vyžadujúca si väčšiu
pozornosť než aká by jej mohla byť venovaná v tejto práci. Detailnejší popis je možné nájsť
na stránkach, odkiaľ som čerpal informácie pri tvorbe tejto podkapitoly [23][7]. Dôležitý je
najmä fakt, že tento súradnicový systém bol na svoju dobu a ešte dodnes je veľmi presný
a v plnej miere sa využíva pre mapovanie územia Ččeskej republiky. Sú v ňom tvorené i
mapy dostupné na českých mapových serveroch, preto je potrebné sa ním zaoberať.
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2.2.3 WGS84
Názov pochádza z angličtiny – World Geodetic System a číslo 84 označuje rok 1984 kedy bol
tento geodetický štandard vydaný ministerstvom obrany USA. Nahradil tým predchádza-
júce systémy WGS 60, WGS 66 a WGS 72. Používa referenčný elipsoid rovnakého názvu,
ktorý bol v roku 1996 zpresnený definíciou geoidu EGM96. Ten bol vytvorený na základe
meraní pozemných staníc polohového systému TRANSIT [19]. Použité kartografické zobra-
zenie sa nazýva UTM (Univerzálne transverzálne Mercatorovo). Je to priečne konformné
valcové zobrazenie poludníkových pásov. Každý pás má vlastnú súradnicovú sústavu. Aby
sa predišlo záporným číslam v každej ďalšej sústave vzdialenej od nultého poludníka, k ose
X sa pripočítava hodnota 500 km s každou ďalšou sústavou. Na južnej pologuli sa z rovna-
kého dôvodu pripočítava k ose Y hodnota 10 000 km. Je ním možné pokryť celú Zem, ale
v praxi sa ním pokrýva oblasť od 80◦ južnej zemepisnej šírky po 84◦ severnej zemepisnej
šírky. V polárnych oblastiach sa používa polárna stereografická projekcia (UPS), ktorá je
pre tieto oblasti vhodnejšia a presnejšia, keďže prakticky ide o guľové vrchlíky (obr. 2.3)
Obrázok 2.3: Svet v UTM zobrazení[10]
WGS 84 má počiatok v hmotnom strede Zeme – jedná sa teda o geocentrický systém.
Jeho presnosť je odhadovaná s odchýlkou do 2 metrov. Vo vhodných miestach na zemskom
povrchu jednotky centimetrov.[24] Os Z je stotožnená s osou rotácie Zeme v roku 1984.
Osi X a Y ležia v rovine rovníku (obr. 2.4). Počiatok a orientácia týchto osí sú realizo-
vané pomocou 12 pozemských staníc rozmiestnených po celom svete so známymi presnými
súradnicami. Tieto stanice nepretržite monitorujú dráhy družíc systému GPS-NAVSTAR.
[19]
Tento súradnicový systém využívajú napríklad i spojenecké vojská NATO a má veľké
uplatnenie i v civilnom sektore, pretože je úzko spojený so systémom GPS, ktorý je v súčas-
nosti vo veľkej miere využívaný. Viac v kapitole 2.3. Premietnutím do mapového priestoru
vzniká pravouhlá súradnicová sústava pre celý svet. Nasledujúci obrázok 2.5 zobrazuje
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Obrázok 2.4: Schéma geocentrického súradnicového systému WGS84[24]
rozdelenie Európy. Ako je možné vidieť, Česká republika leží z veľkej časti v sektore 33U
a východ územia v sektore34U. Na obrázku môžeme vidieť i výnimku z tejto pravidelnej
mriežky, ktorú má Nórsko. Miesto pravidelnej šírky 6◦ je jeho sektor rozšírený na 9◦.[15]
Obrázok 2.5: Európa v sieti UTM[15]
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2.3 GPS – Global Positioning system
Pojem GPS je dnes verejne známy a používaný. Jedná sa však o vojenský systém minis-
terstva obrany USA. Pre verejnosť je prístupná len jeho časť s obmedzenou presnosťou.
Rádovo sa jedná o metre alebo desiatky metrov. Závisí na niekoľkých faktoroch – kvalita
prijímača, počet družíc v dosahu, . . . Je možné dosiahnuť presnosť na centimetre. Okrem
presnej polohy udáva GPS i presný čas, ktorý je pre fungovanie GPS nevyhnutný. Systém
GPS sa skladá z troch základných segmentov:
• kozmický
• riadiaci
• užívateľský
Kozmický segment je tvorený sústavou 32 družíc systematicky obiehajúcich Zem a vysiela-
júcich navigačný signál. Obiehajú okolo Zeme v takej výške a rýchlosti, že v každej chvíli by
mali byť dostupné minimálne 4 signály. Príjem signálu je však niekedy rušený vonkajšími
vplyvmi.
Riadiaci segment je zodpovedný za riadenie celého globálneho polohového systému.
Tvorí ho sústava viacerých pozemných monitorovacích staníc vo vojenských základniach
americkej armády. Hlavné riadiace stredisko je na leteckej základni v Colorado Springs.
Riadiaci segment má za úlohu komunikáciu so satelitmi. Zasiela povely, manévruje ich
pohyb v prípade potreby, udržiava presnosť atómových hodín v jednotlivých družiciach.
Jednoducho povedané udržiava celý systém v chode.
Uživateľský segment pomocou GPS prijímačov prijíma signál z jednotlivých družíc. Na
základe časových značiek signálu a polohy jednotlivých družíc dokáže prijímač určiť svoju
polohu, nadmorskú výšku, presný dátum a čas. Komunikácia je jednosmerná od družice
k prijímaču. Pre potreby užívateľov je najčastejšie používaný geografický referenčný systém
WGS 84. GPS prijímače podporujú hlavne tento systém a preto i nahraté mapy musia pre
dodržanie presnosti byť v tomto v tomto referenčnom systéme. GPS rozlišuje dve skupiny
užívateľov.
• autorizovaný
• ostatný
Autorizovaný (vojenský sektor USA a vybrané spojenecké armády) majú k dispozícii de-
kódovacie kľúče, ktoré im zaručujú vysokú presnosť (frekvencie L1 a L2) nevyhnutnú napr.
pri podpore velenia, navádzaní zbraňových systémov, vojenskej geodézii a mapovaní.[14]
Ostatní užívatelia, predovšetkým teda verejný sektor, sa musia uspokojiť s frekvenciou
L1. Najčastejšie využitie je v doprave, geodézii, poľnohospodárstve a lesníctve, turistike,
zábave, . . .
Vďaka civilnému obyvateľstvu vybavenému GPS prijímačmi vznikajú bohaté databázy
najrôznejších GPS dát, akými sú napríklad turistické trasy, umiestnenia rôznych miest
záujmu ako reštaurácie, bankomaty, a mnohé ďalšie.
GPS systému sú venované mnohé publikácie vysvetľujúce podrobne jeho fungovanie.
V tejto bakalárskej práci sú GPS dáta nevyhnutné ako zdroj polohy pobočiek Českej pošty.
Tieto dáta vytvoril práve užívateľský segment, aby mohli byť ďalej dostupné pre rôzne
užívateľské účely.
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2.4 Prevod medzi WGS84 a J-TSK
Ak chceme údaje GPS zobrazovať v mape, je nutné, aby boli v rovnakom súradnicovom
systéme. Ako je už spomenuté v podkapitole 2.3 o GPS, poloha prijímača je implicitne
udávaná v súradnicovom systéme WGS84. Až následne ponúkajú niektoré prijímače mo-
žnosť prepočtu do iných systémov. Na zariadeniach zahraničných výrobcov býva spravidla
problém s lokálnymi systémami danej krajiny, teda i Českej republiky. My už vieme, že
v Českej republike sú mapové diela tvorené v systémoch S-JTSK alebo S-42 2.2. Časte-
jší je však S-JTSK. Obidva tieto systémy sa líšia nielen použitými elipsoidmi, ale aj ich
orientáciou elipsoidov v priestore a použitými mierkami súradnicových sústav.
Nás bude zaujímať najmä systém S-JTSK, ktorý bol vytvorený na báze trigonometrickej
siete a vykazuje preto nepravidelne meniace sa lokálne deformácie. Na rozdiel od neho
systém WGS84 bol vytvorený množinou pozemných staníc (viac než 1 500) a presnými
polohami navigačných družíc systému Transit. Predstavuje tak geocentricky absolútny
súradnicový systém.[9] Rozdiel medzi týmito systémami je potrebné riešiť dodatočnými
prevodnými programami. Vzťah pre prepočet je podľa [14] na strane 57 nasledujúci:
rWGS−84 =(1 + 7, 39× 10−6)
×
 1 −2, 500× 10−5 3, 83× 10−6−2, 500× 10−5 1 −3, 162× 10−5
3, 83× 10−6 −3, 162× 10−5 1

× rS−JTSK +
574, 5119, 4
421, 6

(2.1)
resp.
rS−JTSK =(1− 7, 39× 10−6)
×
 1 −2, 500× 10−5 3, 83× 10−6−2, 500× 10−5 1 −3, 162× 10−5
3, 83× 10−6 −3, 162× 10−5 1

× rWGS−84 −
574, 5119, 4
421, 6

(2.2)
Rovnice predstavujú už vyčíslený vzťah dosadením referenčných hodnôt pre elipsoidy a
súradnicové osi. Základný tvar je možné nájsť [9]. Ako i tu autor zdôrazňuje, pre lokálne
deformácie nikdy nemôže byť uvedená transformácia úplne presná.
Ak vezmeme súradnice bodov z kampane DOPNUL, ktorá rozmiestnením bodov pokrý-
vala celé územie Českej republiky a porovnáme ich s vypočítanými hodnotami súradníc pre
dané body, dostaneme odchýlky, ktoré sú názorne zhrnuté na obr. 2.6
Na prevody súradníc existuje niekoľko nástrojov a programov. Sú obsiahnuté i v zná-
mych geografických informačných systémoch, akým je napr. GRASS
2.5 Algoritmy
Pred voľbou vhodného algoritmu si najprv musíme formulovať problém, ktorý budeme
chcieť algoritmicky riešiť. Pri voľbe algoritmu musíme vedieť aké vstupy máme k dispozícii
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Obrázok 2.6: Chyba pri transformácii WGS84 do S-JTSK [5]
a aké výstupy potrebujeme, a či ich daný algoritmus dokáže poskytnúť.
2.5.1 Formulácia problému
V našom prípade je cieľ jasný– nájdenie hraníc na mape, pričom hranice musia rešpektovať
polohy riadiacich bodov a podľa toho mapu rozdeliť. V matematickej reči sa jedná o dekom-
pozíciu metrického priestoru a zostrojenie Voronoiovho diagramu. Dekompozícia je určená
vzdialenosťami diskrétnej množiny bodov k danej diskrétnej množine objektov, v našom
prípade množinu riadiacich bodov. Matematicky zapísané: Nech P = p1, p2, p3, . . . , pn je
množina n bodov.[18] Voronoiova plocha pre i-ty bod pi, V (pi) je definovaná ako množina
všetkých bodov q plochy, pre ktoré platí, že ich vzdialenosť k bodu pi je menšia než ku
ktorémukoľvek inému bodu z množiny P .
V (pi) = {q : |pi − q| ≤ |pj − q|,∀j 6= i} (2.3)
Ak by sme vzali body, výsledkom bude kolmica na ich spojnicu (obr.2.7).
Obrázok 2.7: Najjednoduchšie delenie- dva body [2]
Na dva body by však nebolo potrebné algoritmické riešenie. Ukážka Voronoiovho dia-
gramu je na obr.2.8
V našom prípade však bude bodov omnoho viac, preto je nevyhnutné algoritmické
riešenie.
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Obrázok 2.8: Ukážka Voronoiovho grafu
2.5.2 Možné riešenia
Jednou z možností by bolo pokračovať v myšlienke spojníc. Zostrojovaním kolmíc spojníc
všetkých bodov by sme nezískali nič iné, len exponenciálne rastúcu množinu priamok. Mu-
sel by sa riešiť tzv. konvexný obal, ktorý by v okolí jednotlivých bodov našiel najbližšie
susedné body a len s týmito susednými bodmi zostrojovať kolmice na spojnicu. Zostrojenie
konvexného obalu tvoreného najbližšími okolitými bodmi by zabralo nemalé pamäťové i
výpočtové nároky.
Obrázok 2.9: Jedna oblasť pomocou kolmíc[2]
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Obrázok 2.9 znázorňuje ako by sa prakticky musela konštruovať jedna bunka grafu. Ako
vidíme, kolmica s najľavejším bodom nezasiahne do konštrukcie a je preto nadbytočná.
Do konvexného obalu by však patrila, pretože žiadne dve spojnice hraničných bodov ju
svojim pretnutím nevylúčia. Takýchto priamok by pri väčšom počte bodov mohlo byť
nezanedbateľné množstvo. Keď by sme takýmto spôsobom určili súradnice hraničných
úsečiek (vrcholy sivého päťuholníka), získali by sme len jednu bunku, no napriek tomu sme
museli vziať do úvahy všetky body v rovine, z nich vyčleniť susedné, s nimi zostrojiť kolmice,
a potom ešte nájsť priesečníky týchto kolmíc. Graficky sa jedná o názorné a na prvý pohľad
jednoduché riešenie. Algoritmicky na číslicovom počítači by však bolo veľmi náročné, najmä
pri vyššom počte bodov. Algoritmus má totiž kvadratickú náročnosť O(n) = n2.
Pre tvorbu Voronoiovho diagramu, niekedy tiež nazývaného Voronoiova triangulácia sa
preto používajú iné známe algoritmy. Medzi všeobecne najznámejšie patria (v ich anglic-
kých názvoch):
• Bower-Watson algoritm
• Fortune’s algorithm
Samozrejme existujú i ďalšie, jeden je práve implementovaný i v tejto práci.
2.5.3 Bower-Watson
Bower-Watson algoritmus používa metódu vkladania bodov. Jeho hlavnou výhodou je, že
pracuje pre ľubovoľné množstvo dimenzií. Princíp je inkrementálne pridávať každý ďalší
bod a jeho pozíciu následne zapracovať do diagramu prepočítaním vzdialeností k najbližším
bodom a upraviť spojnice a hranice tak, že akceptujú práve pridaný bod. Prvým krokom
algoritmu je vytvoriť tzv. super trojuholník, ktorý v sebe zahrnie všetky body z množiny
(obr.2.10a).
(a)
”
super trojuholník“ (b) vloženie bodu p
(c) spracovanie nového bodu (d) bod p je súčasťou diagramu
Obrázok 2.10: Princíp Bower-Watsonovho algoritmu[21]
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Vloženie nového bodu znamená zmenu v diagrame. Meniť sa bude len tá časť, ktorú
pridanie bodu zasiahne. To zobrazuje obr.2.10c, kde kružnice znamenajú oblasť, ktorá
spadá do trojuholníka, v ktorom bude zmena. Trojuholníková štruktúra je základom celého
algoritmu. Pri viacdimenzionálnom priestore je to ihlan, atď. Po zistení, ktoré trojuholníky
pridanie zasiahne, sa tento bod zapracuje do diagramu spojením s jeho vrcholmi, obrázok
(2.10d). Na záver, keď sú pridané a spracované všetky body, odstráni sa ”super trojuholník“
a spojnice jeho vrcholov s vnútrom grafu.[21]
Obrázok 2.11: Vzťah medzi Voronoiovým digramom a Delaunayovou trianguláciou[21]
Tento algoritmus je komplexný a robustný, pre naše potreby až priveľmi a jeho primár-
nym účelom je triangulácia (Delaunay triangulation), ktorá je s Voronoiovým diagramom
úzko spätá a dajú sa vzájomne konvertovať 2.11, ale pre hranice v mapách by toto ďalšie
spracovanie bolo nevyhnutné. Tento algoritmus som preto nezvolil. Miesto neho som zvolil
Fortunov algoritmus, ktorý je popísaný v nasledujúcej podkapitole.
2.5.4 Fortunov algoritmus
Autorom algoritmu je Steven Fortun, ktorý ho publikoval v roku 1986. Zásadnou výhodou
je linearitmická časová zložitosť O(n) = n × log(n). Tento algoritmus je považovaný za
jeden z najelegantnejších riešení pri hľadaní Voronoiovho diagramu. Pre lepšie pochopenie
princípu algoritmu bude najlepšie vysvetliť jeho fungovanie na nasledujúcich obrázkoch.
Základom celého algoritmu je prítomnosť ”zametacej priamky“ (sweep-line). Tá postupuje
plochou v jednom smere (zhora-nadol alebo zľava-doprava v závislosti od implementácie)
a vyhľadáva udalosti, ktoré do procesu tvorby diagramu zasiahnu.[11] Druhou dôležitou
krivkou je ”pobrežie“ (beach-line). Táto krivka je tvorená parabolami a ich prípadnými
priesečníkmi. Najkrajnejšie časti idú do nekonečna, vnútorné sú tie, ktoré sú najbližšie
k sweep-line. Jej úloha je podstatná z dôvodu, že v rovine jednoznačne oddeľuje priestor,
v ktorom ešte môžu nastať zmeny od oblasti, v ktorej už akákoľvek budúca udalosť už
nič nezmení. Parabolou je tvorená preto, že parabola vo svojej matematickej podstate
kužeľosečka označujúca body, ktoré sú rovnako vzdialené od riadiacej priamky (sweep-line)
a ohniska (náš bod záujmu), a ako už vieme (2.7) hranice a udalosti nastávajú na stredoch
vzdialeností. Preto je parabola ideálna matematická krivka.[2]
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Nasledujúca séria obrázkov zhŕňa dôležité udalosti v algoritme. Žltou farbou je zvýra-
zňované pobrežie (beach-line), červená je zametacia priamka (sweep-line). Nespracované
body (udalosti) sú čierne, spracované modré. Zelenou sú vyznačené významné prieniky,
ktoré budú tvoriť hrany budúceho diagramu, červený bod označuje stred kružnice.
(a)
”
nájdený prvý bod“ (b) nájdený ďalší bod – zmena v beach-line
Obrázok 2.12: významné udalosti Fortunovho algoritmu (časť 1)
Zametacia krivka postupuje svojou cestou do chvíle, kým nenarazí na nejaký bod. V tej
chvíli sa začne tvoriť parabola určená týmto bodom a priamkou a ako sa bude priamka
odďaľovať, bude sa rozširovať i parabola 2.12a. Vo chvíli keď narazí zametacia priamka
na ďalšiu udalosť, zostrojí sa kolmica a miesto, kde pretne pobrežie je bod, ktorým určite
povedie výsledná hrana diagramu. (obr. 2.12b)
(a) zvýraznená beach-line (b) kružnicová událost
Obrázok 2.13: významné udalosti Fortunovho algoritmu (časť 2)
Ako vidíme na obrázku 2.13a, pobrežná krivka zohľadnila druhý bod a rozširuje sa pod
jeho vplyvom. Miesto, ktoré je na priesečníku týchto dvoch parabol kopíruje budúcu hranu
Voronoiovho diagramu od zeleného bodu z obrázku 2.12b, keďže ale predtým žiadne body
neboli, môžeme polpriamku predĺžiť až po okraj roviny. Nič zaujímavého by sa neudialo
až do situácie na obr. 2.13b kedy narazíme na ďalšiu udalosť. Tá sa nazýva kružnicová
a nastáva vždy, keď sa k dvojici bodov tvoriacich pobrežie pridá tretí. Okrem toho, že
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stále platí vznik prvého bodu hrany (zelený), nastáva ešte iná situácia. Zostrojíme kru-
žnicu prechádzajúcu tromi bodmi. Jej stred (červený) je miesto budúceho vrcholu hrany
Voronoiovho grafu. Zároveň najpravejší bod kružnice určil miesto novej udalosti, v ktorej
bude nastávať zmena, a preto sa tam bude musieť zametacia priamka zastaviť. Tento fakt
je dôležitý najmä pre implementáciu, kedy v skutočnosti zametacia priamka nepostupuje
o nejakú zadanú konštantu , ale môže rovno preskakovať na miesta, kde nastáva niekto-
rá z udalostí, prepočítať pozície, uložiť súradnice hrán a vrcholov a pokračovať na ďalšiu
udalosť. Praktickým príkladom je obr. 2.14a.
(a) zvýraznená beach-line (b) kružnicová událost
Obrázok 2.14: významné udalosti Fortunovho algoritmu (časť 3)
Obrázky 2.13b a 2.14a ukazujú dva za sebou nasledujúce kroky, medzi ktorými sa okrem
rozširovania a zmeny tvaru pobrežia nič iného nedialo, môžeme skočiť rovno na obr. 2.14a
Vidíme, že paraboly sa pretli presne v mieste, ktoré bolo predtým stredom kružnice. Tento
bod môžeme bezpečne označiť ako vrchol diagramu a polpriamky ktoré do neho doteraz
viedli premeniť na priamky končiace v tomto bode. Zo situácie na obr.2.14a pokračujeme
priamo na situáciu 2.14b. Tu opäť nastáva kružnicová udalosť analogická situácii 2.13b.
(a) zvýraznená beach-line (b) kružnicová udalosť
Obrázok 2.15: významné udalosti Fortunovho algoritmu (časť 4)
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Po kružnicovej udalosti 2.14b sme získali ďalší bod, ktorý je potrebné spracovať i keď by
sa zdalo, že zametacia priamka už prešla všetkými pôvodne vloženými bodmi. Posunutie do
tohto pridaného bodu je na obr. 2.15a kde vidíme vznik vrcholu diagramu na mieste, kde
bol predtým stred kružnice. Zametacie čiara musí pokračovať až kým nedosiahne pravý
koniec plochy (2.15b), aby sa získali posledné hrany od vrcholu, resp. môže skočiť na
koniec a spočítať, kde sa pretínajú paraboly tvoriace pobrežie. Získame tak finálnu podobu
Voronoiovho grafu (2.16).[2]
Obrázok 2.16: výsledok Fortunovho algoritmu
2.5.5 Kružnicový algoritmus
Tento algoritmus nepatrí medzi všeobecne známe a používané algoritmy na tvorbu Vorono-
iovho diagramu. Bol vytvorený spoluprácou troch ľudí z Prahy špeciálne pre riešenie tohto
problému hraníc regiónov Českej pošty. Osobne sa poznám z jedným z nich, ten ma s ním
oboznámil. Algoritmus je elegantne jednoduchý na vysvetlenie i pochopenie. Nevýhodou
je možná vyššia časová náročnosť vzhľadom na počet bodov. Závisí i na predpokladanej
vzdialenosti bodov, ale to bude jasnejšie, keď sa s algoritmom oboznámime.
Základom je bod záujmu, ktorý je umiestnený v rovine na určitých súradniciach. Pred-
stavme si že každý bod roviny zaberá určitý priestor. Najjednoduchšie bude prevedenie do
grafickej roviny a každý bod bude jeden pixel. V okolí bodu vytvoríme štvorec zaberajúci
okolité pixle. Do každej bunky vložíme informáciu ktorému bodu prislúcha a ako je od neho
vzdialená. Vzdialenosť je však potrebné udávať v klesajúcej tendencii, bude to potrebné pre
ďalšie spracovanie. Viac určite napovie obrázok 2.17. Stred označuje bod záujmu (vrchol
V ) a hodnota predstavuje ľubovoľne vhodne zvolenú hodnotu, od ktorej bude vzdialenosť
klesať. S každým vzdialenejším pixelom v osi x a y hodnoty klesajú. Rozdiel ich hodnoty od
hodnoty vrcholu dá vzdialenosť od vrcholu – pixel s hodnotou 15 je vzdialený 20− 15 = 5
pixelov. Pre body v jednotlivých kvadrantoch platí to isté. Ich hodnota je vypočítaná
jednoducho Pytagorovou vetou o pravouhlom trojuholníku. Vpíše sa však rozdiel vrcholu
a vzdialenosti. Matematicky zapísané:
Px,y = V −
√
x2 + y2 (2.4)
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kde Px,y je hodnota v danom pixli ak uvažujeme klesajúce hodnoty na osách x, y tak ako
je na obrázku 2.17. V je hodnota vo vrchole
Ak by sme vzali len prvý kvadrant a vrchol umiestnili do bodu V [0, 0], mohli by sme
vzorec napísať ako:
Px,y = V −
√
(x)2 + (y)2 (2.5)
Px,y je opäť hodnota na pixli, ale teraz by x, y mohli označovať hodnoty karteziánskej
sústavy tak ako ju poznáme (0, 1, 2, 3, . . . ). Ostatné kvadranty majú hodnoty zrkadlové
podľa osí x a y.
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14,17 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,17
14,61 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61
14,9 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9
15 16 17 18 19 20 19 18 17 16 15
14,9 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9
14,61 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61
14,17 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,17
13,6 14,34 15 15,53 15,88 16 15,88 15,53 15 14,34 13,6
12,93 13,6 14,17 14,61 14,9 15 14,9 14,61 14,17 13,6 12,93
Obrázok 2.17: Bod kružnicového algoritmu s vypočítanými vzdialenosťami
V obrázku som farebne označil niektoré polia, aby bolo zrejmé, prečo nazývame algo-
ritmus kružnicový, i keď okolo bodov vytvárame na prvý pohľad štvorce. Každá z farieb
označuje hodnoty, ktoré sa po zaokrúhlení rovnajú 19, 17 a 15. Stred je zvýraznený inou
farbou pre ľahšiu orientáciu. Ako vidíme, okolo bodu sa vytvorili sústredné kružnice repre-
zentujúce klesajúcu vzdialenosť od bodu.
Keď takúto sieť hodnôt vytvoríme okolo jedného bodu, presunieme sa k ďalšiemu. Po-
stup opakujeme, ale teraz rozuzlenie algoritmu. Hodnotu a príslušnosť k bodu zapisujeme
do pixlu len vtedy, ak už pixel neobsahuje vyššiu hodnotu. To by totiž znamenalo, že niekde
v okolí je vrchol, ktorý je k danému bodu bližšie, ale teda oblasť má prislúchať bližšiemu
bodu. To je celá podstata algoritmu. Ako by sa algoritmus správal pre tri susedné body
zobrazuje obr. 2.18.
Práve pri viacerých bodoch by mohol nastať problém – ako správne nastaviť hodnotu
pre vrcholu a najmä ako veľký štvorec okolo každého bodu vypĺňať. Hodnota vo vrchole
môže byť v podstate ľubovoľne vysoká. Vhodnejšie zvoliť vyššiu hodnotu, aby napríklad
hodnoty neklesli do záporných. Porovnávací princíp algoritmu si však poradil i so zápornými
číslami. Ako veľkú oblasť zvoliť je už náročnejšia otázka. Mala by to byť taká hodnota,
ako veľmi od seba vzdialené body predpokladáme. Ak máme veľký podklad a v ňom len
zopár bodov, je lepšie zvoliť väčší rozsah. Keďže je málo bodov, nebude výpočet tak časovo
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náročný. Pri veľkom množstve bodov naopak nepotrebujeme vypĺňať veľké okolie. Výhodou
algoritmu je, že dokáže nielen vytvoriť Voronoiov graf, ale ak by sme mali inú úlohu a body
by predstavovali napríklad vzájomné polohy vysielačov, tak by sme dokázali jednoducho
zobraziť ich jednotlivé dosahy. V miestach vyššej koncentrácie je možné vidieť splývanie
a prekrývanie signálov. Aby sme mali väčší podklad a miesta, kde nemá vysielač dosah,
bolo by reprezentované prázdnymi pixlami. Jediné potrebné by bolo vhodne zvoliť dosah
(rozmery štvorca).
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15 16 17 18 19 20 19 18 17 16 15 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9
14,9 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61
14,61 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,17
14,17 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,61 14,34 15 15,53 15,88 16 15,88 15,53 15 14,34 13,6
13,6 14,34 15 15,53 15,88 16 15,88 15,88 16 15,88 15,53 15 14,34 14,61 14,9 15 14,9 14,61 14,17 13,6 12,93
12,93 13,6 14,17 14,61 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,17
14,61 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61
14,9 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9
15 16 17 18 19 20 19 18 17 16 15
14,9 15,88 16,84 17,76 18,59 19 18,59 17,76 16,84 15,88 14,9
14,61 15,53 16,39 17,17 17,76 18 17,76 17,17 16,39 15,53 14,61
14,17 15 15,76 16,39 16,84 17 16,84 16,39 15,76 15 14,17
13,6 14,34 15 15,53 15,88 16 15,88 15,53 15 14,34 13,6
12,93 13,6 14,17 14,61 14,9 15 14,9 14,61 14,17 13,6 12,93
Obrázok 2.18: Tri body s rozdelením kružnicovým algoritmom
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Kapitola 3
Zdroje dát
Len máloktorý program sa zaobíde bez vstupných dát. Pre túto bakalársku prácu bolo
potrebné získať nemalá množstvo obrazových i textových dát. Ako boli získané popisuje
nasledujúce podkapitoly.
3.1 poi.cz
Webový portál www.poi.cz (Points of interest) slúži najmä pre užívateľov GPS zariadení,
akými sú napríklad navigačné systémy do automobilov. Dáta tvoria a editujú samotný
registrovaný užívatelia. Za niekoľko rokov existencie sa tu nazbierali tisícky záznamov,
ktoré sú delené do logických kategórií, napr. reštaurácie, divadlá, kiná, knižnice, bankomaty,
odpočívadlá, mobilné radary, voľné prístupové body WI-FI sietí. Zahrnutý je i komerčný
sektor s databázami obchodov a nákupných centier, športovísk, a mnoho iných. Pre nás je
dôležitá prítomnosť 3371 záznamov Českej pošty.[12]
Portál umožňuje export týchto dát pre viacero typov navigácií, export do KML súboru
(Google Earth), i pre nás podstatný CSV formát. Nie všetky záznamy sú úplné, ale väčšina
okrem GPS súradníc obsahuje minimálne adresu, mesto, niektoré i PSČ, telefónny kontakt
a otváracie hodiny.
3.2 cpost.cz
Česká pošta, s.p. (státní podnik) prevádzkujúci poštové služby na území Českej republiky.
V roku 2008 bol počet pôšt 3 392. Niektoré z nich boli zrušené alebo zlúčené. Po transformá-
cii Českých dráh je so svojimi viac ako 37 000 zamestnancami najväčším zamestnávateľom
v Českej republike.[13]
V sekcii Dokumenty ke stažení umožňuje stiahnuť zoznam všetkých pôšt s ich PSČ,
adresami a ďalšími informáciami, ako sú otváracie hodiny a pod. Prístupný formát je DBF
aj XLS pre Microsoft Excel.
3.3 Mapový podklad
Cieľom práce bolo nájsť a zobraziť hranice poštových obvodov. Aby bolo kde výsledky
zobrazovať, je potrebný vhodný mapový podklad. Pôvodným zámerom bolo využiť mapy
z portálu amapy.centrum.cz. Tento portál poskytuje k službe jednoduché a prehľadné
API dostupné na [1]. Mapa je v súradnicovom systéme S-JTSK, preto by bol pri vnášaní
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bodov nevyhnutný prepočet koordinátov. Pri prístupe cez webové rozhranie je samozrejme
možné zadávať GPS súradnice a služba sa o prepočet a správne zobrazenie postará sama.
Pri podrobnejšom preštudovaní API i celej služby vzniklo niekoľko prekážok:
1. službu je možné využívať len cez webové rozhranie,
2. vloženie služby do vlastnej domény je samozrejme možné, avšak len po vygenerovaní
kľúča. Možnosť generovať kľúče však bola koncom roku 2009 dočasne pozastavená
a ešte nebola obnovená.
Mojim cieľom však bolo mať možnosť predložiť nástroju mapový podklad, súradnice
vstupných bodov a výsledkom mala byť opäť mapa s vyznačenými hranicami jednotlivých
regiónov (pokiaľ možno i farebne odlíšených). Ktorú by bolo možné uložiť a mať možnosť
s ňou ďalej manipulovať, a užívať ju. To však licenčné podmienky nedovoľujú. Môj zámer
by bol v rozpore hneď s niekoľkými z nich.
Skúsil som preto mapové služby portálu maps.google.com. Pre získanie mapového
podkladu som vytvoril skript v jazyku bash, ktorý je možné nájsť medzi odovzdanými sú-
bormi. Obsahuje i nápovedu a komentáre, ktoré by mali napomôcť pochopeniu prípadným
záujemcom. Pri tejto službe som však narazil na rovnaký problém s licenčnými podmien-
kami užitia. Služby nedovoľujú použitie podkladu mimo ich webové služby a už vôbec
nie zhotovovanie mapových podkladov z ich dát pre vlastné použitie. Napriek tomu pri-
kladám skripty a pripomínam, že vlastniť zbraň neznamená automaticky byť podozryvý
z ozbrojenej lúpeže.
Bolo preto nevyhnutné nájsť iný zdroj mapového podkladu umožňujúci voľné užitie.
Ako ideálny sa ukázal projekt OpenStreetMap.
3.3.1 OpenStreetMap
OpenStreetMap je projekt s cieľom vytvoriť voľne dostupné geografické dáta a následne ich
vyzualizovať do podoby topografických máp (cestná mapa, cyklomapa, mestská mapa, . . . ).
Pre tvorbu geo dát sa využívajú záznamy z prijímačov GPS. Projekt je založený na kolek-
tívnej spolupráci a na koncepcii Open source. Dáta sú poskytované pod licenciou Creative
Commons Attribution-ShareAlike 2.0. [17] Česká verzia projektu je dostupná na stránke
www.openstreetmap.cz. Táto verzia však nie je veľmi prepracovaná a neponúka takmer
žiadne funkcie, preto odporúčam verziu www.openstreetmap.org. Tento portál poskytuje
voľne prístupný a šíriteľný mapový podklad. Priamym dôkazom je záložka ”export“ v zá-
hlaví, ktorá ponúka možnosť vyznačiť a stiahnuť mapový podklad. Je ho možné vyznačiť
ručne priamo v mape, alebo pomocou zadania GPS súradníc okrajov nami žiadaného vý-
seku. Následne je možné zvoliť formát výstupu a mierku, v ktorej chceme zvolenú oblasť.
Ešte pred potvrdením nám systém oznámi, ako veľký mapový podklad bude (v pixloch).
Tento export má však isté obmedzenie a tým je veľkosť požadovaného obrázku. Najvyššia
šírka ktorú dovolí exportovať je podľa mojich zisťovaní okolo 2 400 pixlov. Vedľa mierky je
nápoveda, aké najvyššie rozlíšenie bude pri danom priblížení možné, no experimentovaním
sa dá dosiahnuť i o trochu väčšia mierka. Pri exporte je pre bežné použitie najvhodnejší
formát Obrázek z Mapniku a formát výstupu najčastejšie PNG alebo JPG. Je tu i možnosť
SVG, PDF a Postcript.
21
Kapitola 4
Analýza a návrh
Počas analýzy sa núkalo hneď niekoľko programovacích jazykov, ktoré bolo možné zvoliť
pre riešenie nášho zadania. S ohliadnutím na predchádzajúce skúsenosti a zručnosti som
ale chcel voliť tak, aby bolo možné dosiahnuť i výsledky a predpokladaný výstup, a aby
bolo možné výsledky porovnať a zhodnotiť. Vyššie programovacie jazyky ako C# a Java by
síce ponúkli istý programátorský komfort, avšak nemal som takmer žiadne predchádzajúce
skúsenosti s týmito objektovo orientovanými jazykmi. Riešenie v týchto jazykoch som preto
po pár úvodných pokusoch prerušil.
Pri hľadaní algoritmov, ktoré by mohli zvolené zadanie pomôcť riešiť som natrafil na
rôzne aplety a implementácie, praktické ukážky, ale nevyhovujúce potrebám tohto projektu.
Zaujímavý a použiteľný sa zdal nástroj v javascripte od Raimonda Hilla [8]. Preštudovaním
kódu a jeho editáciou sa mi podarilo vložiť mapový podklad pod body, ktoré je potreb-
né vložiť manuálne klikaním na kresliaci podklad, alebo je možné vložiť súradnice bodov
v pixeloch do pripraveného textového poľa. Po určitom čase sa však začali vynárať kompli-
kácie. Pre vykresľovanie je využitý prvok <canvas>, ktorý je súčasťou štandardu HTML5.
Tento prvok, ako i celý štandard je ešte vo fázy vývoja, dôsledkom čoho je rozličná podpora
bežných internetových prehliadačov. Nami využitý Javascriptový kód je korektne interpre-
tovaný v prehliadačoch Mozilla Firefox 3.5 a Google Chrome. Napriek čiastočnej podpore
štandardu HTML5 v prehliadači Opera nie je naša implementácia interpretovaná správne.
Internet Explorer tento štandard nepodporuje vôbec. Pre vyššie uvedené problémy som sa
rozhodol od javascriptovej verzie upustiť.
Čiastočné výsledky sú však k dispozícii na adrese http://www.stud.fit.vutbr.cz/
~xgeroc00/bp. Ako som už spomenul na predchádzajúcich pár riadkoch, je potrebné zvoliť
webový prehliadač Mozilla Firefox alebo Google Chrome. Nie je implementovaná možnosť
meniť podklad, pripravil som preto vhodný príklad i s prednastavenými bodmi. Táto javasc-
riptová implementácia umožňuje krokovanie algoritmus, a vďaka tomu je možné sledovať
ako približne funguje. Kód je verejný a pán Raimond Hill chcel, aby stránky využívajúce
jeho implementáciu odkazovali späť na pôvodnú stránku [8].
Zdrojový kód je možné stiahnuť na disk, premenovať názov načítavaného mapového
podkladu, v prípade potreby zmeniť veľkosť a môže tak slúžiť. Táto možnosť nie je veľmi
pohodlná, ale je možná, a keďže som od tejto verzie upustil, nie je to až také prekvapujúce.
Ak sa budem touto témou zaoberať i naďalej, predpokladám, že funkčnosť rozšírim.
Ukážka je na obrázku 4.1. Jedná sa o výrez mapy, ktorá je spolu so súradnicami
pripravená vo webovej verzii.
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Obrázok 4.1: ukážka výsledku webovej verzie
4.1 Príprava vstupných dát
V teoretickej časti je popísané, ako sme získali informácie o GPS súradniciach pobočiek 3.1
a ako informácie o samotných pobočkách – teda príslušnosť do regiónu, okresu, adresu a
presný identifikátor v podobe PSČ. Tieto dáta boli vo dvoch rôznych súboroch a nie všetky
dáta boli kompletné, správne naformátované, atd. Bolo nevyhnutné predspracovanie, ktoré
by jednoznačne spojilo GPS údaje pobočky s údajmi o pobočke z Českej pošty. CSV je
prívetivý formát dát a dobre si s ním vie poradiť i Microsoft Excel. Načítaním oboch súborov
a nastavením správneho separátoru sa dali rozdeliť položky CSV súborov do jednotlivých
buniek. Vďaka tomu bolo možné nad vybranými stĺpcami (PSČ) uskutočniť operáciu join
známu z databázového prostredia a spojiť tak odpovedajúce si riadky. Samozrejme bola
potrebná kontrola spojenia a oprava prípadných nezhôd. Nie všetky záznamy z poi.cz mali
vyplnené PSČ správne, preto bola potrebná i manuálna kontrola. Pri pobočkách ktoré
nemali PSČ vôbec neostávalo iné, ako spájať riadky na základe adresy, ktorá tiež nie vždy
odpovedala. Ako je už spomenuté v 3.1, databázu na poi.cz tvoria samy užívatelia, a tak
záznamy nemusia byť úplne presné. Niektoré fakty bolo treba dohľadávať i ručne napríklad
na službe amapy.centrum.cz, alebo mapy.cz od spoločnosti Seznam.cz
Pre potreby programu naopak nie sú podstatné informácie napríklad o otváracích hodi-
nách, alebo niektoré iné, preto som ich do výsledného dátového súboru nezahrnul. Naopak
som pridal stĺpce obsahujúce číslo regiónu a v rámci regiónu čísla odlišujúce okresy. Prog-
ram Excel bol v tomto nápomocný a výsledný dátový súbor umožnil opäť uložiť vo formáte
CSV kde som ako separátor zvolil znak ”;“. Dôvodom je jednoduché spracovávanie takéhoto
druhu dokumentu či už v nejakom programovacom jazyku, alebo i pri bežnom zobrazení,
a v prípade potreby by bola možná rôznymi nástrojmi konverzia do rôznych iných formátov.
Tento súbor je samozrejme priložený k programu ako jeho nevyhnutná súčasť.
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Kapitola 5
Implementácia
Aplikácia je implementovaná v jazyku C++. Grafické rozhranie zabezpečuje knižnica
GLUT (OpenGL Utility Toolkit). Táto kombinácia je výhodná pre prenositeľnosť prog-
ramu. Primárne je programovaná ako .exe aplikácia pre operačný systém Windows, ale
vďaka tejto kombinácii je ľahko prenositeľná na operačný systém Linux. V oboch prípa-
doch však musí byť prítomná GLUT knižnica (glut32.dll pre Windows, freeglut pre Linux).
5.1 Vstupy a ich spracovanie
Pre korektné spustenie a fungovanie aplikácie je vyžadovaná prítomnosť súborov config.cfg
a data.csv. Prítomnosť mapového podkladu nie je nevyhnutná, ale predpokladaná.
config.cfg
Jedná sa o konfiguračný súbor, ktorý je načítaný hneď po spustení. Obsahuje informá-
cie potrebné pre korektné načítanie vstupných dát o pobočkách i informácie pre grafické
rozhranie o veľkosti mapového podkladu a teda i okna. Ukážka:
[DATA_FILE_NAME]
data.csv
[MAP_FILE_NAME]
map7.bmp
[MAP_GPS_LEFT]
15.666
[MAP_GPS_RIGHT]
17.976
[MAP_GPS_UP]
49.702
[MAP_GPS_DOWN]
48.697
[MAP_WIDTH]
1312
[MAP_HEIGHT]
874
O spracovanie sa stará funkcia parseConfig volaná z hlavnej funkcie main. Riadky môžu
byť v rôznom poradí, ale prvý z každej dvojice riadkov musí mať presnú formu, aby nasle-
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dujúci bol správne načítaný. Prvá položka označuje zdroj dát, ďalšia je cesta k mapovému
podkladu vo formáte .bmp. Nasledujú 4 riadky označujúce GPS súradnice. Tieto hodnoty
sú dôležité pre načítanie zdrojových dát. Z celkového množstva viac ako 3300 pôšt sú na-
čítané len tie, ktoré sú vnútri mapového podkladu, aby sa šetrila pamäť i čas pri iterovaní
cez jednotlivé položky. Posledné dve položky označujú veľkost podkladu v pixloch. Tieto
veľkosti zároveň určia rozmery okna aplikácie tak, aby do neho mapový podklad presne
zapadol.
data.csv
Ako už je spomenuté v 4.1, jedná sa o súbor s informáciami o jednotlivých pobočkách českej
pošty. Prvý riadok predstavuje hlavičku a má tvar:
PSC;Nazev;GPS_X;GPS_Y;IdRegiony;Region;IdObvody;Obvod
Táto hlavička je kontrolovaná pri parsovaní, ako kontrola, či ide o správny zdrojový
súbor. Na každom ďalšom riadku nasledujú samotné dáta. Tie sú funkciou parseData
spracované a naplnia štruktúru typu <vector> pripravenú pre uloženie dát. Ak by v bu-
dúcnosti mala byť aplikácia použitá pre iný súbor vstupných dát, bola by potrebná úprava
parsovacej funkcie podľa novej formy usporiadania dát. Už pri načítaní dát je štruktúra
doplnená i informáciami, na ktorom pixely v podklade má byť umiestnená. Slúžia na to
funkcie GPS_XtoPixel a GPS_YtoPixel.
mapa.bmp
Názov môže byť akýkoľvek, cesta k súboru sa zadáva do súboru config.cfg. Malo by sa
jednať o bitmapu, aby aplikácia súbor korektne otvorila, dovolila do neho dokresľovať a
potom bola schopná uložiť. To je jedna z nevýhod používania. Po stiahnutí mapového
podkladu z portálu www.openstreetmap.org je mapa vo formáte .png, ten je potrebné
v ľubovoľnom grafickom editore prekonvertovať na formát .bmp. Podpora ďalších formátov
je jeden z plánov pri vylepšovaní aplikácie.
5.2 Grafické rozhranie
Po spustení aplikácie a korektnom načítaní vstupných dát sa zobrazia dve okná. Prvým
(na pozadí) je príkazový riadok, kde sú vypisované informácie o prebiehajúcich operáciách.
Hlavné okno aplikácie s rozmermi zadanými v config.cfg sa zobrazí na popredí. O vykres-
lenie sa stará funkcia glutCreateWindow. Operácie prekreslenia, zmeny veľkosti okna a
stlačenia kláves sú registrované funkcie onDisplay, onResize, onKeyboard. Spolu s vy-
tvorením menu (pravé tlačidlo myši) sú v hlavnej funkcii programu main. Ako pomoc pri
vytváraní grafického rozhrania boli nápomocné zdrojové kódy cvičení predmetu Základy
grafiky (IZG).[22]
5.3 Fortunov algoritmus
Pri hľadaní vhodných algoritmov som narážal i na ich konkrétne implementácie. Konkrétne
pri Fortunovom algoritme, ktorý sa považuje pre svoje vlastnosti za jeden z najvhodnejších
pri tvorbe Voronoiovho diagramu, existuje hneď niekoľko verzií implementácií. Jedna v ja-
zyku C pochádza od samotného autora. Ja som si zvolil verziu, ktorej autorom je Matt
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Brubeck.[3] Bolo ju samozrejme nevyhnutné prispôsobiť a opraviť niektoré chyby, na ktoré
som pri študovaní kódu narazil. Zavolaním funkcie fortune() nachádzajúcej sa v samos-
tatnom zdrojovom súbore fortune.cpp sa spustí algoritmus, ktorý už som popísal v teore-
tickom úvode 2.5.4. Algoritmus postupuje a predpočítava si nasledujúce miesta udalostí,
v ktorých má pokračovať. Výstupom je vektor usporiadaných dvojíc bodov, ktoré označujú
počiatok a koniec hraničných úsečiek. Vďaka tomu je možné vykresliť výsledky volaním
funkcie DrawLine, v ktorej využívam Bresenhamov algoritmus pre vykresľovanie priamky
v bitmapovom podklade.
Napriek veľkej snahe sa však tento algoritmus správa v niektorých bližšie nešpecifikova-
teľných prípadoch neštandardne a do výsledného vektoru zaradzuje i body a priamky, ktoré
doň zjavne nepatria. Vo väčšine prípadoch funguje správne, no napríklad vykreslenie celej
Českej republiky nie je korektné. Jedným z problémov bol viacnásobný výskyt pobočky
na jednom pixely v mape. Tento problém som vyriešil kontrolov a odstránením takýchto
pobočiek. Tým sa počet problematických výsledkov znížil, neodstránil sa však úplne. To
je jediný známy nedostatok v práci.
5.4 Kružnicový algoritmus
Rovnako ako princíp, i implementácia nie je zložitá. Algoritmus je umiestnený v súbore
kruznice.cpp, kde prebieha nielen samotný výpočet, ale i vykreslenie výsledkov. Pre
výpočet a fungovanie bolo potrebné vytvoriť pre každý pixel okna nasledujúcu pamäťovú
štruktúru:
typedef struct kpixel{
double value;
int psc;
int region;
int district;
kpixel()
:value(0),psc(0),region(0),district(0){}
}kpixel;
Tá umožňuje udržiavať o každom bode podkladu informácie ako vzdialený je od vrcholu
(value), ku ktorému vrcholu resp. pošte prislúcha (psc), a aj to, ktorý okres a kraj to je.
Je to istý pamäťový nárok, ktorý samozrejme rastie s veľkosťou podkladu. Poskytne to ale
mnohé výhody. Ako už je spomenuté v 2.5.5, základom je vytvoriť okolo každej pobočky
štvorcové okolie, ktorého hodnoty majú charakter polomeru kružnice (obr. 2.17). Túto
úlohu plní funkcia doCircleAround(), ktorá vezme súradnice konkrétnej pobočky a vyplní
jej okolie hodnotami. Pred vložením však skontroluje, či na danej pozícii už nie je vyššia
hodnota, čo by znamenalo, že niekde blízko je iná pobočka, ktorej má bod patriť. V tom
prípade bod nenahradí a ponechá jeho príslušnosť k bližšej pobočke. Takto postupuje pre
všetky pobočky.
5.4.1 Optimalizácia algoritmu
Veľkosť vypĺňaného štvorca i hodnota vo vrchole je známa ešte pred začatím algoritmu a
ako vidíme na obr. 2.17 hodnoty vzdialeností sú pre jednotlivé kvadranty totožné. Aby som
znížil počet aritmetických operácií, vypočítam hodnoty pre tento jeden kvadrant vopred a
uložím do dvojrozmerného vektoru. Pri vypĺňaní už nie je potrebné znovu počítať mocniny
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ani druhú odmocninu pre každú bunku okolia, ale len pristúpiť do pamäte prostredníctvom
vhodnej indexácie. To značne urýchli výpočet aj celý proces vypĺňania.
5.5 Vykreslenie
Po získaní výsledkov je samozrejme potrebné ich premietnuť do grafickej podoby, či už do
čierneho podkladu okna, alebo do mapy. Spôsobu akým je to uskutočňované je venovaná
táto podkapitola.
5.5.1 Fortunov algoritmus
Výsledkom Fortunovho algoritmu sú priamky oddeľujúce jednotlivé pošty. Tie sú vykreslené
jednoducho funkciou DrawLine. Žiadne ďalšie informácie však nenesú, a preto či už chceme
oddeľovat len kraje, alebo celé regióny, ich prítomnosť je nevyhnutná. Tento problém som
sa pokúsil vyriešiť farebným vypĺňaním jednotlivých buniek. V súbore main.cpp k tomu
slúži funkcia fillAreaColor, ktorá pre každú poštu zavolá FloodFill a potom prekreslí
hlavné okno, vďaka čomu môže užívateľ sledovať vykresľovanie jednotlivých buniek.
Funkcia FloodFill pracuje na princípe semienkového vyplňovania štvorokolia so zásob-
níkom, čo jej pridáva na rýchlosti. Spustí sa v bode, kde je daná pošta a vyplní ohraničené
okolie. Aby sme dosiahli rozlíšenie jednotlivých okresov, mením odtieň farby výplne funkci-
ou getMyColor. Tá na základe districtID čiastočne pozmeňuje hodnoty farebných zložiek
RGB. Výsledkom je, že jednotlivé okresy v danom kraji majú iné odtiene, ale kraj ako
celok má farbu približne rovnakú. Regióny ju majú vzájomne rozdielnu – preddefinovanú
– rovnako v tejto funkcii.
Po vykreslení by bolo teoreticky možné skontrolovať celé farebné pole, hľadať prechody
farby a na základe toho vynechávať niektoré hranice, ale to by už nebol algoritmus vo svojej
podstate. Zvýšila by sa tak značne časová i výpočtová náročnosť.
5.5.2 Kružnicový algoritmus
Vykreslenie výsledkov tohoto algoritmu prebieha priamo v súbore kruznice.cpp. Prítom-
né pamäťové pole obsahuje všetky potrebné informácie pre každý jeden pixel. Vďaka tomu
môžeme jedným priechodom týmto pamäťovým poľom vykresliť všetko potrebné. Pre vypl-
nenie farby využívam už spomínanú funkciu getMyColor, v ktorej sú preddefinované farby
pre jednotlivé kraje a okresy. Vypĺňanie postupuje po riadkoch z ľavého dolného rohu.
V každom bode kontrolujem pozíciu vpravo a hore. V prípade, že je tento susedný pixel
z iného regiónu, vyfarbí sa hraničnou farbou. Inak sa vyfarbí farbou regiónu. Výhodou je
môžnosť zvoliť, či sa budú zobrazovať len hranice regiónov, alebo i okresov. Vďaka položke
psc v štruktúre môžem oddeľovať i jednotlivé pobočky a dosiahnuť efekt rovnaký, ako vo
Fortunovom algoritme – oddelené sú jednotlivé pošty. I z tohoto dôvodu poskytuje ten-
to algoritmus viac možností grafickej reprezentácie. Praktické výsledky sú v nasledujúcej
kapitole.
5.5.3 Priesvitnosť
V prípadoch, kedy by sme chceli vykresľovať hranice len na čierny podklad, je farebná
interpetácia jednoznačná a vyplňovaná farba sa naplno prejavý. Keď máme ale mapový
podklad, dá sa predpokladať, že po vykreslení by sme chceli aspoň časť informácií z neho
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zachovať a nie prekresliť ho. Práve tento problém rieši priesvitnosť. U grafických formá-
tov je najčastejšie reprezentovaná hodnotou alfa. My však načítame bitmapový obrázok
mapy, kde žiadna taká informácia nie je a my chceme naniesť dašiu vrstvu, u ktorej práve
chceme istú priesvitnosť dosiahnuť. Riešenie sa ponúklo v podobe Alpha compositing. [16]
Pomocou vzorca vezmeme obe farby a hodnotu priesvitnosti, ktorú chceme dosiahnuť. Jed-
noduchou matematickou operáciou vypočítame výslednú hodnotu farby, ktorá bude plniť
úlohu priesvitného vnemu.
resultColor.red = (pixelcolor.red× opacity) + (fillcolor.red× (1− opacity))
resultColor.green = (pixelcolor.green× opacity) + (fillcolor.green× (1− opacity))
resultColor.blue = (pixelcolor.blue× opacity) + (fillcolor.blue× (1− opacity))
kde pixcolor je pôvodná farba, fillcolor je farba ktorou vyplňujeme a opacity ∈< 0, 1 >.
Operáciu treba uskutočniť pre každú z farebných zložiek samostatne, aby bol dosiahnutý
požadovaný efekt.
(a) opacity=0.2 (b) opacity=0.8
Obrázok 5.1: Rozdiely v hodnotách priesvitnosti
5.6 Možnosti aplikácie
Menu vyvolané pravým kliknutím myši umožňuje niekoľko vylepšení grafického charakteru.
Pri Fornovom algoritme je možné vykresliť iba hranice, hranice a farebne zobraziť regióny,
hranice a farebne zobraziť okresy (zároveň kraje vďaka farebným odtieňom). Vo všetkých
prípadoch je každá z pôšt vo svojej vlastnej bunke, má vlastné hranice. Pri kružnicovom
algoritme je možností viac. Priamo je implementovaných šesť, ale v prípade potreby by
bolo jednoducho možné doprogramovať i ďalšie. Umožňuje zobraziť len hranice regiónov,
len hranice okresov, i samotné bunky. Všetky tri možnosti potom i s farebným podkla-
dom. Aplikácia má možnosti nastavenia priesvitnosti, šírky hranice i veľkosť a farbu bodu.
Zmena farby hraníc je možná i prostredníctvom klávesnice (viď. manuál v prílohe). Klá-
vesnicou je takisto možné načítavať a ukladať obraz. Výhodou je i možnosť prepnúť do
celoobrazovkového režimu. Pri ňom je menu vypnuté, akceptované sú príkazy z klávesnice.
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Kapitola 6
Dosiahnuté výsledky
Kapitola je venovaná výsledkom tejto práce. Išlo o hľadanie a vykresľovanie hraníc, výsledky
sú teda najmä obrazového charakteru. Prvým je detailné rozdelenie pražského regiónu.
Tento región ako jediný zodpovedá dnešnému deleniu českých krajov, ako je možné vidieť
pri detailnejšom pohľade na podklad.
Obrázok 6.1: Praha vykreslená Fortunovým algoritmom
Nasledujúca dvojica zobrazuje juhozápad republiky s vyznačovaním až na úroveň po-
bočiek, odtieň označuje príslušnosť k poštovému okresu, hlavná farba príslušnosť k regiónu
(kraju). Je viditeľný rozdiel, ako sa každý z algoritmov vysporiadava s absenciou bodov mi-
mo Českej republiky. Fortune rozdeľuje plochu až po okraj, kružnicový len podľa hodnoty
distance.
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Obrázok 6.2: Juh republiky vykreslený Fortunovým algoritmom
Obrázok 6.3: Juh republiky vykreslený kružnicovým algoritmom
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Obrázok 6.4: Česká republika vykreslená kružnicovým algoritmom
Obrázok celej republiky demonštruje možnosti spomínané v implementácii. Nastavením
priesvitnosti na 0, 7, hrúbky hranice na 3px červenej farby, veľkosťou bodu na 1px čiernou
farbou sa dajú potlačiť pobočky i podfarbenie a naopak zvýrazniť hranice poštových regi-
ónov.
Fortunov algoritmus by podobný efekt nevedel priamo dosiahnuť, bola by potrebná ďa-
lšia úprava. S celou Českou republikouv má ale implementácia pri daných rozmeroch a
hustote pobočiek problém a nevykresľuje ju z neznámych príčin korektne. Tento problém
som riešil i s pánom Shane O’Sullivanom z Írska, ktorý sa zaoberal touto problematikou
a sám je autorom jednej z implementácií Fortunovho algoritmu. Vďaka nemu sa mi po-
darilo obmedziť výskyt chyby, nie ho však úplne odstrániť. Nevýhodou algoritmu je, že
v niektorých prípadoch pracuje bez problémov, a v niektorých iných pravdepodobne jedna
nepresnosť alebo nezrovnalosť vo výpočte spustí lavínu ďalších chýb a niektoré hraničné
úsečky už nesmerujú správne.
Obrázok 6.5: Mesto Brno vykreslené kružnicovým algoritmom
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Kapitola 7
Záver
Úlohu nájsť a vykresliť hranice poštových obvodov sa podarilo splniť. Výsledkom je apliká-
cia, ktorá z priloženého konfiguračného a dátového súboru získa všetky potrebné informácie
a dokáže ich vykresliť do pripraveného mapového podkladu. Pre nájdenie hraníc je možné
použiť dva rôzne algoritmy. Jedným z nich je Fortunov algoritmus, vo svete všeobecne
známy a uznávaný nástroj na delenie metrického priestoru podľa riadiacich bodov (Voro-
noiov diagram). Druhým je algoritmus pracovne nazvaný ”kružnicový“, ktorý bol určený
špeciálne na riešenie problému hraníc regiónov Českej pošty.
Oba algoritmy dosahujú korektné výsledky, ktoré je možné na prvý pohľad vidieť na
obrázkoch 6.2 a 6.3. Fortunov algoritmus má linearitmickú zložitosť. U kružnicového al-
goritmu nie je možné jednoznačne určiť. S každým pribúdajúcim bodom nie je potrebné
prepočítať celý podklad, čo je veľká výhoda, ale pre každý bod je potrebné vypočítať hod-
noty v jeho okolí do určitej vzdialenosti a porovnávať ich s už aktuálnymi pre danú pozíciu.
Táto vzdialenosť môže byť voliteľná, ale musí byť primeraná vzájomným vzdialenostiam
v podklade a je na užívateľovi, akú vzdialenosť uzná za dostačujúcu. Mne sa podarilo algo-
ritmus podstatnou mierou optimalizovať a vyhnúť sa tak státisícom aritmetických operácií.
Jednou nevýhodou kružnicového algoritmu je väčšia pamäťová naročnosť, pretože vytvá-
ra pomocné pole štruktúr. Jedná sa o jednotky megabajtov, čo pri dnešných parametroch
a výkonoch počítačov nie je veľké číslo. Závisí však samozrejme od veľkosti podkladu. Na
druhú stranu má algoritmus mnoho výhod. Umožňuje variabilnejšie delenie a vykresľova-
nie regiónov, čo bolo hlavným cieľom. Myslím si preto, že v celkovom porovnaní víťazí.
Dôkazom je i viac možností pri kružnicovom algoritme, ktoré aplikácia ponúka. Dôležitým
faktom je i časová náročnosť. Výsledky oboch algoritmov sa zobrazujú takmer okamžite.
Pri Fortunovom algoritme som pre názornosť nechal prekresľovať okno aplikácie pri vykre-
sľovaní okresov postupne, čo výsledok trochu oddiali, ale je vďaka tomu možné pozorovať
vykresľovanie jednotlivých buniek. Ak vezmeme v úvahu, že väčšinu, z i tak krátkeho času,
zaberá v podstate vykreslenie výsledkov, môžme zhodnotiť oba algoritmy ako dostatočne
rýchle. Stovky pobočiek na ploche viac ako milión pixelov je pomerne dostatočný súbor
pre takéto tvrdenie.
V budúcnosti by sa do aplikácie dala vďaka súčasnej príprave pomerne jednoducho
doplniť možnosť vkladať body ručne klikaním priamo do okna aplikácie. Okno aplikácie
a najmä ukladanie je závislé na zobrazovacej ploche užívateľa a jeho rozlíšení. Vďaka tomu
je možné zobrazovať výsledky priamo v okne.
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Dodatok A
Manuál
V nasledúcich riadkoch je zhrnuté, čo všetko je pre beh aplikácie potrebné a ako ju používať.
V adresári by sa mali nachádzať nasledujúce súbory:
• config.cfg
• data.csv
• glut32.dll
• Hranice v mape.exe
• voliteľný mapa.bmp
Názov mapového podkladu je ľubovolný, načítať sa bude súbor definovaný v konfiguračnom
súbore. Ukážka konfiguračného súboru je v sekcii 5.1.
Ovládanie programu
Po spustení programu sa zobrazí čierne okno s veľkosťou zapísanou v konfiguračnom súbore
(aby do neho mapový podklad sedel). Ak táto informácia chýba, prednastavená je veľkosť
800x600 px.
Klávesnica
l, L – load – načítanie mapového podkladu do okna
s, S – save – uloženie obsahu okna do súboru save.bmp
f, F – fullscreen – celoobrazovkový režim
w, W – window – návrat z celoobrazovkového režimu do režimu okna
r, R – red – nastaví farbu hraníc na červenú (prejaví sa pri ďalšom vykreslení)
g, G – green – nastaví farbu hraníc na zelenú (prejaví sa pri ďalšom vykreslení)
b, B – blue – nastaví farbu hraníc na modrú (prejaví sa pri ďalšom vykreslení)
c, C – black – nastaví farbu hraníc na čiernu (prejaví sa pri ďalšom vykreslení)
1 – Fortunov algoritmus vykreslí len hranice jednotlivých pôšt
2 – Fortunov algoritmus vykreslí hranice jednotlivých pôšt a farebne zvýrazní regióny
3 – Fortunov algoritmus vykreslí hranice jednotlivých pôšt a farebne zvýrazní regióny i
okresy pomocou odtieňov
4 – Kružnicový algoritmus vykreslí len hranice regiónov
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5 – Kružnicový algoritmus vykreslí len hranice okresov
6 – Kružnicový algoritmus vykreslí hranice jednotlivých pôšt (efekt rovnaký ako pri voľbe
”1“)
7 – Kružnicový algoritmus vykreslí hranice regiónov a farebne ich vyplní
8 – Kružnicový algoritmus vykreslí hranice okresov a farebne ich vyplní rôznymi odtieňmi
9 – Kružnicový algoritmus vykreslí hranice jednotlivých pôšt a farebne ich vyplní rôznymi
odtieňmi(efekt rovnaký ako pri voľbe ”3“)
q, Q, ESC – ukončenie programu
Myš
Myš vyvolá menu prostredníctvom pravého tlačidla. Platí to ale len v okne, pri celoob-
razovkovom režime menu nie je aktívne. Menu okrem všetkých položiek spomenutých pre
klávesnicu obsahuje naviac:
- pri kružnicovom algoritme nastavenie hodnoty ”distance“ na niektorú z ponúkaných
- nastavenie hrúbky hranice
- nastavenie veľkosti bodu reprezentujúceho poštu
- nastavenie farby bodu reprezentujúceho poštu
- nastavenie priesvitnosti (opacity)
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Dodatok B
Plagát
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