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Resumen 
 
Este proyecto consiste en la realización de uno de los módulos necesarios 
para la comunicación entre los elementos de una red de simulación de vuelo. 
Esta red está integrada por varios equipos (mínimo número de equipos, 3). 
Dos de ellos deben tener instalado un software de simulación de vuelo. Este 
software es diferente para cada equipo, uno es el Microsoft Flight Simulator y 
el otro el X-Plane. El tercer equipo será el encargado de controlar la  
instrumentación de un panel de mandos similar al de una aeronave comercial 
(Cessna-152) con un software específico instalado. 
 
La idea principal es que el sistema sea capaz de aprovechar toda la 
información referente a la lógica de vuelo que nos facilitan los simuladores, 
para reflejarla en la instrumentación del panel de mandos. Y al mismo tiempo 
ser capaces de extraer información de los dispositivos de control y enviarla a 
red de datos, en un formato comprensible para todos los elementos de la 
misma.  
 
Para ello se ha diseñado un protocolo de comunicaciones empleado para el 
transporte de la información en la red de datos, con una serie de paquetes, 
servidores y comandos a implementar que se adapten a nuestras 
necesidades.  
 
A parte, se ha diseñado una aplicación que actúa como traductor entre los 
dispositivos de control y la red de datos, ya que el formato de información no 
es el mismo y se ha de adaptar al formato de paquete pensado para nuestro 
protocolo.   
 
La aplicación diseñada es capaz de procesar las peticiones procedentes de 
cualquier elemento conectado a la red y en caso de ser necesario, tras realizar 
la traducción y adaptación de formatos de información, enviar la solicitud al 
panel de mandos y tras la respuesta a la petición generar una respuesta a la 
red de datos en el formato de paquete diseñado en nuestro protocolo.  
 
Finalmente la aplicación permite visualizar la información que circula por la red 
y la procedente de la instrumentación de vuelo y gracias al control de errores 
podemos  detectar los posibles fallos del sistema.  
 
  
 
 
Overview 
 
This project consists in the development of one of the modules necessary for 
the communication between different elements of a flight simulation network. 
This network is integrated by several hosts (the minimum number of hosts is 
3).Two of them must have the flight simulator software installed. This software is 
different at each host, one will be Microsoft Flight Simulator and the other one 
will be X-Plane. The obligation of third host is to manage the devices, like the 
control panel of a commercial aircraft (Cessna-152), that contains the whole 
instrumentation associated with the variables off flight. 
 
The main idea is that the system will be able to take advantage of all the flight 
simulator’s information about the flight logic. This information will be reflected at 
the control panel’s instrumentation and at the same time it will extract the control 
devices data and send it to the net, in an understandable format for all the 
connected elements. 
 
That’s the reason why a communications protocol has been designed. This 
protocol is used to transport information to the data network. It has a series of 
packages, servers and commands to accomplish our needs about the project. 
 
On the other hand, we have designed an application that acts as a translator 
between the control devices and the data network. This software has been 
developed because the information’s format is not the same for each flight 
simulator not the control panel, and has to adapt it to the format of package of 
our protocol.    
 
The designed application is capable to process the requests proceeding from 
any element connected to the network. In case of being necessary (after 
realizing the translation and adjustment of information’s formats) it sends the 
request to the control panel and after the response to the request, then It 
generate a response to the data network using  the package format  designed in 
our protocol.   
 
Finally the application allows visualizing the information that circulates along the 
network and the data proceeding from flight’s instrumentation. Thanks to the 
mistakes control we can detect the possible failures of the system. 
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INTRODUCCIÓN 
 
El trabajo realizado es uno de los módulos necesarios para un proyecto global 
que desea asumir la escuela desde hace un tiempo. Este proyecto global 
consiste en el  desarrollo de una cabina virtual de vuelo que sea aprovechable 
para algunas clases prácticas que cursan los alumnos de la titulación de 
Ingeniería Técnica Aeronáutica esp. Sistemas de Aeronavegación que se 
imparte en la escuela (Escuela Politécnica Superior de Castelldefels). Para 
recrear el espacio físico la escuela cuenta con la cabina de una aeronave 
modelo Cessna-152 rescatada de un accidente aéreo, algunos alumnos están 
trabajando en su restauración. Una vez los distintos módulos necesarios se 
hayan creado e integrado se podrá mostrar de manera práctica a los alumnos 
aspectos de pilotaje y gestión del espacio aéreo.  
La idea general seria integrar en una misma red de datos equipos donde se 
ejecutaran simuladores de vuelo (Microsoft Flight Simulator, XPlane), 
dispositivos de control (panel de control, Joystick…)  y otros dispositivos como 
computadores de vuelo, etc. que interactuaran entre si. Para un entendimiento 
entre las entidades de la red de simulación es necesario diseñar un protocolo 
común para que el formato de la información en la red sea comprensible para 
todos los elementos que la componen.  
Así pues, el primer objetivo que nos marcamos fue diseñar un protocolo para el 
transporte de la información en la red que consta de un formato común de 
paquete y una serie de servidores. El protocolo se ha intentado diseñar de la 
forma más sencilla posible con un formato de comunicación flexible para que si 
en un futuro se desea añadir nuevas funcionalidades se pueda realizar 
fácilmente. Nuestra aplicación servidor gestionará las peticiones de nuestro 
protocolo.  
A parte del diseño del protocolo de transporte para la red de datos, es 
necesario crear una aplicación asociada a cada uno de los elementos que 
integra la red que se encargue de comunicar los datos necesarios entre el 
elemento en cuestión (simuladores, dispositivos de control) y la red (servidor de 
nuestra aplicación). Esta aplicación actuará como traductor y adaptador de la 
información entre cada elemento conectado  a la red y el servidor que gestiona 
las peticiones. La implementación de la aplicación (traductor-adaptador) 
asociada a los simuladores de vuelo es competencia de otros proyectistas, en 
este trabajo se implementará la aplicación encargada de la adaptación y 
traducción de la información entre dispositivos de control (panel de mandos) y 
red de datos.  
Previamente a la fase de programación de la aplicación servidor y de las capas 
de adaptación y  traducción dedicamos un tiempo a familiarizarnos con la 
instrumentación del panel de control, la placa que la controla, el software 
necesario para calibración de los instrumentos y estudio del formato de datos 
comprensible por la instrumentación del panel.  
 
A los elementos que estén conectados a la red se les va a poder pedir 
información sobre una variable y al mismo tiempo realizar modificaciones en su 
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contenido. En el caso del panel de control se podrá solicitar el valor actual de 
cualquiera de las variables de vuelo reflejadas en el indicador correspondiente 
y efectuar cambios sobre las mismas en caso de que sea posible, es decir la 
variable esté subscrita (dada de alta para ese dispositivo) y el nuevo valor se 
encuentre dentro del rango de valores válido para dicha variable. Mostrándose 
la variación en el instrumento del panel asociado a la variable de vuelo.  
Para simular las peticiones del resto de elementos de la red al servidor hemos 
implementado una aplicación cliente que genera paquetes como si procedieran 
del resto de elementos de que integran la red.  Nuestra aplicación servidor se 
encargará de atenderlas, enviarlas al panel de control en caso de ser necesario 
adaptando la información a un formato comprensible por el dispositivo 
(mediante aplicación traductor-adaptador) y en función de la respuesta generar 
una respuesta compatible con el formato de datos de la red (impuesto por 
nuestro protocolo). 
Comentar también que para  recrear la instrumentación del panel de control de 
una aeronave contamos con una serie de instrumentos de simulación 
(SimKitDevices) muy similares a la instrumentación real. 
Resumiendo los objetivos que nos marcamos al principio fueron los siguientes: 
• Estudio de la instrumentación de simulación del panel de control (SimKits 
Simulation Parts)  y el software asociado. 
• Diseño de un protocolo de comunicaciones 
• Implementar una aplicación que usando el protocolo diseñado permita 
controlar los instrumentos SimKits. 
• Implementar la aplicación de modo que permita controlar y detectar errores. 
El primero consistió en probar los instrumentos de simulación mediante el 
software de simulación integrado en el paquete de software (SDK, Software 
Development Kit) y estudiar la comunicación de la placa controladora con la 
instrumentación a partir del TRCCustom, incluido en el SDK. 
El segundo objetivo planteado fue el diseño de un protocolo para el transporte 
de la información en la red de datos integrada por los elementos anteriormente 
citados. Que ante todo fuera sencillo, flexible y se adaptara a nuestras 
necesidades. 
El tercero de los objetivos consistió en la implementación de una aplicación que 
hiciera de traductor  y adaptador de la información entre la red de simulación y 
la instrumentación de vuelo del panel. Y que al mismo tiempo permitiera 
controlar los indicadores de la instrumentación mediante el envío de peticiones.  
Por último, está aplicación analiza las respuestas del panel de mandos y en 
caso de detectar algún fallo genera un mensaje de error comprensible para el 
resto de elementos conectados a la red (adaptándose al formato de paquete de 
nuestro protocolo).  
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Estructura de la memoria 
En cuanto a la organización del trabajo, está estructurado en seis capítulos.  El 
primer capitulo es introductorio, pretende dar una visión general del entorno 
que intentamos recrear en este proyecto describiendo de forma general la 
instrumentación básica que posee cualquier aeronave comercial. El segundo 
capitulo pretende explicar el entorno de trabajo de la realización del proyecto, 
tanto el entorno de programación escogido (CSharp) como el hardware y 
software empleado. En el tercer capitulo se va a explicar la arquitectura global 
diseñada para el proyecto, incluyendo una descripción de los elementos que 
van a participar. En el cuarto capitulo pasamos a describir el protocolo de 
transporte diseñado, detallando el formato de los paquetes, el modo como se 
realiza el intercambio entre el formato de datos fijado por nuestro protocolo y el 
formato comprensible por los dispositivos de control (panel de mandos), así 
como los comandos  implementados. El quinto capitulo trata de explicar como 
hemos diseñado y estructurado el código de la aplicación servidor y la 
aplicación encargada de la traducción y adaptación de información entre red de 
datos y dispositivos de control. En el sexto y ultimo capitulo veremos la 
valoración y conclusiones del proyecto.  
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CAPÍTULO 1. DESCRIPCIÓN DE LA CABINA 
 
Este capitulo pretende dar una visión general del entorno que intentamos 
recrear en este proyecto. Para ello describiremos de forma general el panel de 
pandos de una aeronave haremos alusión al modelo Cessna-152, que es el 
que se plantea la escuela desarrollar.  
 
1.1. Descripción básica 
 
1.1.1. Panel de mandos  
 
El panel de mandos no es más que la estructura donde se encuentra la 
instrumentación de la aeronave. La finalidad de la instrumentación contenida en 
el panel, es controlar en todo momento, las condiciones de la aeronave, las 
condiciones atmosféricas, las comunicaciones con tierra, etc.  
Los instrumentos que contiene el panel se clasifican en: instrumentos de vuelo, 
de navegación y los relacionados con el motor. Algunos de ellos son 
autónomos, es decir no requieren la instalación de ningún equipo en tierra para 
funcionar. Otros sí precisan previa instalación de estaciones en tierra para su 
funcionamiento, suelen ser los clasificados como instrumentos de navegación. 
En los apartados siguientes definiré con más detalle los instrumentos más 
representativos de cada grupo. 
En cuanto al aspecto del panel de mando suele ser similar en todas las 
aeronaves, la diferencia reside en el número de instrumentos y la distribución 
de los mismos en el panel, que dependerá del modelo de la aeronave. La 
instrumentación relacionada con el funcionamiento del motor en muchos casos 
va incluida en lo que yo he llamado panel de mandos, pero en ocasiones en 
algunas aeronaves estos elementos tienen su propio panel independiente de la 
estructura que contiene la instrumentación de vuelo y navegación (ver Fig. 1.1), 
por ello le he dedicado un aparatado a parte (1.1.4). 
 
 
 
Fig. 1.1. Panel que contiene la instrumentación del motor 
 
  6                                                                                                                              Diseño de una cabina de vuelo virtual 
  
1.1.2. Descripción de los instrumentos de vuelo del panel de 
mandos 
 
 
1.1.2.1. Anemómetro o indicador de velocidad indicada 
 
Instrumento que refleja la velocidad indicada (IAS1), es decir la velocidad 
de vuelo del avión teniendo en cuenta que dicha velocidad es medida 
respecto al aire, no la tierra.  
El anemómetro calcula la diferencia de presión que existe entre la presión 
dinámica obtenida a través del tubo de pilot y la procedente de la fuente 
estática. 
 
1.1.2.2. Altímetro 
 
Es un instrumento que indica la altitud del vuelo. Para calcular la altitud se 
utiliza el dato de la presión atmosférica, obtenido a través de la toma 
estática y una cápsula que se expande cuando el avión sube y baja la 
presión atmosférica, conectada mecánicamente a unas agujas que 
marcan la altitud sobre una escala granulada.  
Para su correcto funcionamiento es necesario que el piloto gradúe el 
instrumento con el dato de presión que le da la torre de control ya que la 
presión atmosférica cambia de un día a otro en función del viento, la 
temperatura y la humedad.  
 
 
1.1.2.3. Horizonte artificial. 
 
Es el instrumento que indica al piloto si vuela nivelado o si está inclinado 
longitudinal (morro arriba o abajo) o transversalmente (con las alas 
horizontales). Consta de un giroscopio que gira alrededor de un eje 
vertical, sujeto a una cuna esférica que está pintada en azul y tierra para 
simular el horizonte. El avión se representa por una barra que se 
mantiene sujeta a la caja exterior del instrumento.  
 
 
1.1.2.4. Indicador de la velocidad vertical (variómetro) 
 
Instrumento encargado de medir la velocidad vertical de ascenso o 
descenso del avión.  
 
 
 
 
                                            
1 IAS:Indicated Air Speed 
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1.1.2.5. Indicador de viraje (bastón y bola) 
 
Es un instrumento más elemental que el indicador de horizonte artificial 
(1.1.3.2) que sirve para coordinar los virajes o giros del avión.  
El indicador consta de una aguja indicadora de anchura determinada y 
una carátula con tres marcas: una central, que indica ausencia de viraje, 
una a su izquierda y otra a su derecha. 
 
 
1.1.2.6. Coordinador de viraje 
 
Consiste en una evolución del indicador de viraje (1.1.2.5) tradicional. Las 
dos diferencias fundamentales son: la sensibilidad de este instrumento 
tanto en la indicación como en el viraje del avión. Y segundo, el cambio 
efectuado de la aguja por un avión en miniatura y el diferente diseño de la 
carátula. 
 
 
 
 
Fig. 1.2. Instrumentos de vuelo del panel de mandos 
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1.1.3. Descripción de los instrumentos de navegación del panel 
de mandos 
 
 
1.1.3.1. Indicador de dirección o rumbo 
 
Puede ser de dos tipos: indicador girodireccional y brújula magnética. 
• El compás giroscópico consiste en un giróscopo que gira con eje horizontal 
y que se gradúa al inicio del vuelo con las indicaciones de la brújula 
convencional. Consta de una esfera graduada con cuatro rumbos (Norte, 
Sur, Este y Oeste) y el dibujo de un avión indica la ruta seguida. 
 
• Brújula magnética: Consta de una aguja imantada libre de girar alrededor de 
su eje, que se orienta en la dirección del norte magnético terrestre. 
 
 
 
1.1.3.2. Indicador de VOR2 
 
Es una de las radioayudas más empleadas y de las más fiables para la 
navegación aérea IFR3.  
 
Las estaciones VOR se sitúan sobre tierra en posiciones conocidas y emiten 
una señal de radio en VHF codificada con un nombre en código morse. El avión 
sintoniza en su equipo de navegación la frecuencia de una estación, 
comprueba el código con la señal morse  y ajusta en una escala graduada el 
rumbo hacia el que se encuentra la estación mediante una aguja vertical. 
 
 
1.1.3.3. Indicador de ADF4 
 
El ADF es un instrumento muy básico. Consiste en una aguja o flecha colocada 
en un compás de carátula fija que apunta a una estación NDB5. 
El ADF se utiliza para cinco diferentes propósitos: 
 
1. Fijar la posición del avión 
2. Navegación en ruta. 
3. Aproximación por instrumentos. 
4. Procedimientos de espera 
5. Indicar el punto de inicio de procedimiento de aproximación más complejo. 
 
 
 
                                            
2 VOR: VHF :Banda de frecuencias (30-300MHz) 
 Omni-Directional: Su señal se transmite en todas las direcciones 
 Radio-Range: Se trata de un sistema basado en radio 
3 IFR (Instrument Flight Rules) :Reglas de Vuelo por Instrumentos 
4 ADF (Auntomatic direction zinder) 
5 NDB (Non Direccional Beacon) : Radioayuda o faro que se encuentra localizada en tierra y a 
la que el ADF apunta 
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Fig. 1.3. Instrumentos de navegación del panel de mandos 
 
1.1.4. Panel del motor 
 
El panel del motor contiene todos los instrumentos relacionados con el motor 
de la aeronave. Los instrumentos del motor son los elementos fundamentales 
que permiten mantener un adecuado control sobre su utilización y 
funcionamiento. Las mediciones y controles que realizan los instrumentos, son 
los siguientes: 
• Medición y control de temperatura: Indicador de temperatura de aceite, 
indicador de temperatura de culata de cilindros, medidor de temperatura 
de gases de escape. 
• Medición y control de la presión: Indicador de presión de aceite, 
indicador de presión de admisión, indicador de combustible.  
• Medición y control de flujo de combustible y cantidad que queda: 
Indicador de flujo de combustible e indicador de cantidad de 
combustible.  
• Control y medida de la velocidad del motor: Tacómetro.  
 
1.1.5. Descripción de los instrumentos del panel del motor 
 
1.1.5.1. Indicador de presión de aceite 
 
Señala sobre una escala granulada, la presión de aceite que le proporciona un 
transmisor de presión, eléctrico o de transmisión directa instalado, 
generalmente a la salida de la bomba de aceite (se mide en libras por pulgada 
cuadrada, psi). Dispone de un rango de operación normal y dos líneas rojas de 
peligro en los límites superior e inferior.  
La presión de aceite garantiza la adecuada lubricación a todas las partes del 
motor, por tanto cualquier anomalía observada en la presión de aceite debe ser 
investigada en la medida de lo posible. 
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1.1.5.2. Indicador de la temperatura del aceite 
 
Indica la temperatura medida en grados Fahrenheit (º F) del aceite. 
Actualmente los sensores utilizados en motores alternativos de cuatro tiempos, 
suelen ser eléctricos del tipo resistencia variable.  
 
1.1.5.3. Indicador de sobrecalentamiento del cilindro 
 
Es el instrumento que mide la temperatura de culata del cilindro, suele 
localizarse normalmente en el cilindro más alejado del circuito de refrigeración, 
pero no descarta que otro cilindro pudiera encontrarse más sobrecalentado. 
 
1.1.5.4. Medidor de temperatura de gases de escape 
 
El indicador de temperatura de gases de escape (EGT) mide la temperatura de 
los gases de salida o lo que es lo mismo, la temperatura de los gases 
procedentes de la combustión. Esta medida, generalmente en la aviación ligera 
se suele realizar con un solo sensor. 
Existe una relación idónea entre la temperatura de los gases y la cantidad de 
combustible que necesita el motor para su correcto funcionamiento. Es 
aconsejable evitar las altas temperaturas de los gases de escape ya que 
aumentaría la temperatura de los cilindros provocando detonación, daños y 
fallo de motor.  
 
1.1.5.5. Indicador de la presión de combustible 
 
Consiste en un detector de presión instalado a la salida de la bomba de 
combustible, el cual transmite eléctricamente a los indicadores las variaciones 
de la presión de combustible. En los aviones más modernos suele substituirse 
o combinarse con el indicador de flujo de combustible (ver 1.1.4.6). 
 
1.1.5.6. Indicador de flujo de combustible 
 
Indica la cantidad de que consume y recibe el motor en función del tiempo.  
Un indicador típico de control de flujo de un avión de inyección suele tener una 
línea roja de presión mínima (psi), un arco verde de operación normal (gallones 
por hora) y una línea roja de presión máxima (psi). 
 
1.1.5.7. Indicador de cantidad de combustible 
 
Permite que el piloto de la aeronave conozca la cantidad de combustible 
(medida normalmente en US gallon= 3.79 litros ó libras) disponible en el 
depósito de la misma. Se trata de una información de gran importancia para la 
seguridad del vuelo.  
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Los de tipo circular suelen tener una marca con una E (Empty) de vacío, otra 
marca con la letra F (Full) de lleno y marcas adicionales indicando cuartos de 
deposito (1/4,1/2 y ¾).  
 
 
1.1.5.8. Tacómetro 
 
Este instrumento se utiliza para medir, en los motores alternativos de cuatro 
tiempos, la velocidad de giro del cigüeñal del motor. Para la medida de las 
revoluciones del motor, se emplean fundamentalmente, dos tipos de 
tacómetros: mecánicos y eléctricos o electrónicos. 
 
 
 
Fig. 1.4 Instrumentación del motor de la aeronave 
 
1.2. Cessna-152 
 
En este apartado no pretendo dar una descripción detallada de este modelo de 
aeronave ya que podría dedicarle un capítulo completo, pero sí he creído 
conveniente  dedicarle unas líneas puesto que el simulador desarrollado por la 
escuela toma como modelo de cabina la de la Cessna-152. Lo ideal a largo 
plazo seria que nuestra cabina virtual se basará en el modelo de cabina  
Airbus, pero de momento esto es menos viable, ya que la instrumentación 
necesaria  para implementar el panel de mandos del Airbus es mayor y más 
difícil de conseguir.  
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Como ya he comentado no voy a entrar en especificaciones técnicas 
(dimensiones, peso, performance, etc.) puesto que lo que nos interesa es la 
cabina de la aeronave. Su cabina a pesar de reducida nos permite un fácil 
acceso (gracias en parte al ala alta y sus puertas de generoso tamaño para 
esta categoría) una vez dentro su panel de instrumentos es completo y de fácil 
lectura, gozando también de una buena visibilidad tanto en tierra como en 
vuelo.  Tal y como se ve en la Fig.1.5 la disposición de los instrumentos es: a la 
izquierda del panel, la instrumentación de vuelo y navegación, a la derecha 
separada por el segmento de radio la instrumentación encargada del control del 
motor. Para mayor detalle en Anexo 1 queda detallada la ubicación de todos 
los instrumentos para este modelo de aeronave.  
 
 
 
Fig. 1.5. Panel de mandos Cessna-152 
 
La disposición de los instrumentos en el panel es estándar. Fue establecida por 
OACI (Organización de Aviación Civil Internacional) de forma que permita una 
lectura rápida y eficaz de todos los dispositivos. Esta distribución permite 
realizar una ojeada rápida de los instrumentos con relativa facilidad. 
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CAPÍTULO 2. TECNOLOGÍAS Y ENTORNOS 
 
Este capítulo pretende explicar el entorno de trabajo de la realización del 
proyecto, tanto el entorno de programación escogido (CSharp, 2.1.1), el 
hardware empleado (ver 2.3), así como el software adicional (ver, 2.1.3) 
necesario para la correcta comunicación con el panel de mandos del futuro 
simulador de vuelo. Explicar la estructura o el funcionamiento serán objetivos 
de capítulos posteriores.  
2.1. Tecnologías y lenguajes de programación: Software 
 
2.1.1. Lenguaje de programación del servidor: CSharp (C#)  
 
Se trata de un lenguaje muy sencillo diseñado por Microsoft para su plataforma 
.NET, de la cual se hará referencia en el apartado 2.2.1 de este mismo 
capítulo, ya que es el entorno de desarrollo del proyecto. Sus principales 
creadores son Scott Wiltamuth y Anders Hejlsberg. 
Sigue el mismo patrón de los lenguajes de programación modernos. Incluye un 
amplio soporte de estructuras, componentes, programación orientada a 
objetos, manipulación de errores, recolección de basura, etc, que es construido 
sobre los principios de C++ y Java. C# contiene las herramientas para definir 
nuevas clases (las clases son la base de un lenguaje orientado a objetos), sus 
métodos y propiedades, al igual que la habilidad para implementar 
encapsulación, herencias y polimorfismo, los cuales son los tres pilares de la 
programación orientada a objetos.  
 
Además C# cuenta con un nuevo estilo de documentación XML que se 
incorpora a lo largo de la aplicación lo cual simplifica la documentación en línea 
de clases y métodos. C# soporta también interfaces, una forma de estipular los 
servicios requeridos de una clase. Las clases en C# pueden heredar de un 
padre pero puede implementar varias interfaces. C# también provee soporte 
para estructuras, un concepto el cual ha cambiado de forma significante desde 
C++. Una estructura es un tipo restringido que no exige tanto del sistema 
operativo como una clase. Una estructura no puede heredar ni dar herencias 
de clases pero puede implementar una interface. C# provee características de 
entornos orientados a objetos, como propiedades, eventos y construcciones 
declaradas (también llamados atributos). La programación orientada a 
componentes es soportada por el CLR6. C# provee soporte para acceder 
directamente a la memoria usando el estilo de punteros de C++ y mucho más. 
En resumen, C# es un lenguaje de programación que toma las mejores 
características de lenguajes ya existentes como Visual Basic, Java o C++ y las 
combina en uno solo.  
 
                                            
6 CLR (Common Language Runtime): Equivalente a la máquina virtual de Java. Verifica que el 
código es ‘type safe’  lo compila (compilación JIT) y ejecuta 
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 Principales características de C# 
 
• Sencillez: C# elimina muchos elementos que otros lenguajes incluyen y 
que son innecesarios en .NET. Por ejemplo: el código es autocontenido 
(no necesita ficheros adicionales al código fuente), tamaño de los tipos 
de datos es fijo (independientemente del compilador, s.o, máquina) y no 
incluye elementos poco útiles (macros, herencia múltiple). 
 
• Modernidad: C# incorpora en el propio lenguaje elementos que a lo 
largo de los años ha ido demostrándose son muy útiles para el 
desarrollo de aplicaciones y que en otros lenguajes como Java o C++ 
hay que simular (tipo de datos decimal, sentencia foreach...) 
 
• Orientación a objetos: Una diferencia de este enfoque orientado a 
objetos respecto al de otros lenguajes como C++ es que el de C# es 
más puro en tanto que no admiten ni funciones ni variables globales sino 
que todo el código y datos han de definirse dentro de definiciones de 
tipos de datos, lo que reduce problemas por conflictos de nombres y 
hace que el código se entienda mejor. 
 
C# soporta todas las características propias de la programación orientada a 
objetos: encapsulación, herencia y polimorfismo. 
• Orientación a componentes: La sintaxis de C# permite definir 
cómodamente propiedades (similares a campos de acceso controlado), 
eventos (asociación controlada de funciones de respuesta a 
notificaciones) o atributos (información sobre un tipo o sus miembros). 
 
• Gestión automática de memoria: Todo lenguaje de .NET tiene a su 
disposición el recolector de basura del CLR. Por ello no es necesario 
incluir instrucciones de destrucción de objetos. 
 
• Seguridad de tipos: C# incluye mecanismos que permiten asegurar 
que los accesos a tipos de datos siempre se realicen correctamente, lo 
que evita que se produzcan errores difíciles de detectar por acceso a 
memoria no perteneciente a ningún objeto. 
 
• Instrucciones seguras: Para evitar errores muy comunes, en C# se 
han impuesto una serie de restricciones en el uso de las instrucciones 
de control más comunes. 
 
• Sistema de tipos unificado: Todos los tipos de datos que se definan 
siempre derivarán, de una clase base común llamada System.Object, por 
lo que dispondrán de todos los miembros definidos en ésta clase (es 
decir, serán “objetos”). 
 
• Extensibilidad de tipos básicos: C# permite definir, a través de 
estructuras, tipos de datos para los que se apliquen las mismas 
optimizaciones que para los tipos de datos básicos. Es decir, que se 
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puedan almacenar directamente en pila (luego su creación, destrucción 
y acceso serán más rápidos) y se asignen por valor y no por referencia.  
 
• Extensibilidad de operadores: C# permite redefinir el significado de la 
mayoría de los operadores cuando se apliquen a diferentes tipos de 
objetos.  
 
• Extensibilidad de modificadores: C# ofrece, a través del concepto de 
atributos, la posibilidad de añadir a los metadatos del módulo resultante 
de la compilación de cualquier fuente información adicional a la 
generada por el  compilador  que luego podrá ser consultada en tiempo 
ejecución a través de la librería de reflexión de .NET . Esto, que más 
bien es una característica propia de la plataforma .NET y no de C#, 
puede usarse como un mecanismo para definir nuevos modificadores. 
 
• Versionable: C# permite crear nuevas versiones de tipos sin que los 
nuevos miembros provoquen errores difíciles de detectar en tipos hijos 
previamente desarrollados y ya extendidos con miembros de igual 
nombre a los recién introducidos. 
 
• Eficiente: En principio, en C# todo el código incluye numerosas 
restricciones para asegurar su seguridad y no permite el uso de 
punteros. Sin embargo, y a diferencia de Java, en C# es posible saltarse 
dichas restricciones manipulando  objetos a través de punteros. Para 
ello basta marcar regiones de código como inseguras (modificador 
unsafe) y podrán usarse en ellas punteros de forma similar a cómo se 
hace en C++, lo que puede resultar vital para situaciones donde se 
necesite una eficiencia y velocidad procesamiento muy grandes. 
 
• Compatible: Para facilitar la migración de programadores, C# no sólo 
mantiene una sintaxis muy similar a C, C++  o Java que permite incluir 
directamente en código escrito en C# fragmentos de código escrito en 
estos lenguajes.  
 
2.1.2. XML7 
 
XML, a diferencia de HTML que es un lenguaje de marcado, XML es un meta-
lenguaje que nos permite definir lenguajes de marcado adecuados a usos 
determinados, en función de cuales sean nuestras necesidades.  
XML es un metalenguaje es decir un lenguaje para definir lenguajes. Los 
elementos que lo componen pueden dar información sobre lo que contienen, no 
necesariamente sobre su estructura física o presentación, como ocurre en 
HTML.  
Algunas características propias de este lenguaje son: 
• Gramática: Abierta y extensible. 
 
                                            
7 XML (Extensible Markup Language) :Lenguaje de marcado ampliable o extensible 
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• Estructura: Jerárquica. 
• Número de marcas: Ilimitado. 
• Complejidad: Media. 
• Exportablilidad: Facilidad para exportar a otros formatos de publicación 
(papel, cd-rom,web...). 
• Búsquedas: Motores de búsqueda devolverán respuestas más 
adecuadas y precisas. 
• Versatilidad: Multitud de aplicaciones. 
 
Dada su versatilidad XML  está pensado para su aplicación en Internet, pero no 
solo para esto, también puede ser empleado como lenguaje de bajo nivel (nivel 
de aplicación, no programación) para intercambio de información entre 
plataformas diferentes o para almacenamiento de información. 
El uso que hemos hecho de esta tecnología es como base de datos. El servidor 
diseñado dispondrá a su servicio de ficheros en formato XML que contendrán 
información útil y necesaria acerca de las variables de vuelo, así como los 
posibles errores (p.e.”board not connected”) durante el envío de información a 
los instrumentos del panel de mandos del simulador. 
En uno de los ficheros (VariablesInformation.xml) se almacenará de forma 
estructurada toda la información (unidades, identificador de variable, tipo de 
datos, valor…) relacionada con las variables (vuelo, navegación y motor) 
propias de la instrumentación del panel de control del simulador, de la última 
sesión. Un segundo fichero (VariablesConfiguration.xml) contendrá una 
configuración por defecto de los valores de las variables, así como las variables 
subscritas (operativas, disponibles) a la sesión. El tercer fichero 
(PanelError.xml) es el que incluye la información asociada a los posibles 
errores de envio al panel de control, como ya antes he mencionado. Todo esto 
quedará más claro en el capitulo 5 (5.12, 5.13). 
Por ultimo comentar que para la manipulación del contenido de los ficheros, el 
servidor cuenta con una clase (XML.cs) que realiza todas las operaciones de 
lectura y escritura, en el capitulo 5 (Diseño del servidor) se explicará más 
detalladamente el contenido de esta clase.  
 
2.1.3. SDK: Software Development Kit (SimKit Devices) 
 
Consideramos que las funcionalidades de este paquete de software se 
comprenden mejor si se conoce como es la comunicación entre el PC (que 
contiene aplicación servidor) y los instrumentos de simulación (SimKits) del 
panel de mandos del simulador. Este proceso lo detallamos en la  Fig. 2.1 
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Fig. 2.1 Esquema de circulación de los datos desde el programa del usuario   
hasta los indicadores Simkits 
 
 
La comunicación con los instrumentos SimKits se realiza a usando el protocolo 
TCP/IP, esto permite al programa diseñado interactuar con los instrumentos no 
solo desde el mismo ordenador en el que esté instalada la CCU8  sino también 
a través de otra máquina utilizando una red estándar. El SDK permite de algún 
modo, interactuar con los instrumentos con independencia del conocimiento 
sobre programación TCP/IP. Así pues se pueden controlar los indicadores vía 
red desde otro ordenador simplemente configurando la dirección IP adecuada 
en la aplicación creada. 
La comunicación entre el PC donde se ejecuta nuestra aplicación y la placa 
controladora de los dispositivos se realiza vía USB, la conexión entre la CCU y 
los indicadores del panel de mandos la explicaré más adelante (2.3).  
Por lo tanto con el SDK podemos calibrar (incluye un software de calibración), 
leer o escribir en los dispositivos SimKits desde nuestra aplicación, esté o no 
ubicada en la misma máquina donde estén instalados los drivers de la CCU y el 
SDK. El SDK software no permite realizar lecturas o escrituras directamente 
desde un software de simulación de vuelo (p.e. Microsoft Flight Simulator), ha 
de ser la aplicación programada por el usuario la que actúe de interfaz entre 
ambos sistemas.  
La aplicación diseñada puede ser programada en varios lenguajes ya que el 
SDK software lo soporta. Admite : Microsoft Visual C++, Borland C++ Builder, 
Microsoft Visual Basic, Borland Delphi, Microsoft Visual C#... 
 
2.1.3.1. Calibration Software 
 
Este software como su nombre indica sirve para calibrar correctamente los 
instrumentos de medida del panel de mandos y va incluido en el paquete de 
software del SDK (SDKsetup.exe). Por tanto ha de ir instalado en el ordenador 
                                            
8 CCU (Central Control Unit) : Placa controladora 
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donde hayamos instalado previamente los drivers necesarios para conectar la 
CCU con el ordenador. 
 
2.1.3.2. TRC Custom 
 
El TRC Custom, incluido en el SDK software hace que nuestra aplicación 
controle el funcionamiento de la instrumentación del panel a través de la CCU.  
Para que el SDK software funcione correctamente, la dirección IP y el puerto 
empleado en nuestra aplicación y en el TRC Custom.exe deben estar 
configurados correctamente.  
La dirección IP usada en nuestra aplicación debe coincidir con la dirección IP 
del ordenador donde se encuentre instalada la CCU (con sus drivers) y el TRC 
Custom. Para que exista comunicación entre los dos programas (TRC Custom 
y nuestra aplicación)  el puerto utilizado por ambos ha de ser el mismo.  
 
2.1.3.3. TRC Link 
Como he comentado en el apartado 2.1.3, el software SDK no permite hacer 
lecturas directas de las variables de vuelo proporcionadas por un software de 
simulación de vuelo ha de ser nuestra aplicación la que haga de interface. No 
obstante si quisiéramos manejar los instrumentos directamente desde Microsoft 
Flight Simulator seria necesario instalar el TRC link software, que sirve de 
enlace.    
Todo lo relacionado con la instalación del SDK software aparece en el anexo 2. 
 
2.2. Entornos o herramientas de desarrollo 
 
En este apartado se incluye una breve explicación de las herramientas capaces 
de soportar el leguaje de programación (C#) utilizado para la implementación 
del servidor. Como antes he mencionado CSharp es el lenguaje de 
programación diseñado exclusivamente para la plataforma empleada (.NET). 
 
2.2.1. Plataforma .Net  
 
La plataforma .NET es la apuesta de Microsoft para competir con la plataforma 
Java. La plataforma .NET de Microsoft está diseñada para que se puedan 
desarrollar componentes software utilizando casi cualquier lenguaje de 
programación, de forma que lo que escribamos en un lenguaje pueda utilizarse 
desde cualquier otro de la manera más transparente posible (utilizando 
servicios web como intermediario). Permite el uso de cualquier lenguaje de 
programación, siempre y cuando sea compatible con unas normas comunes 
establecidas para la plataforma .NET en su conjunto. Existen compiladores de 
múltiples lenguajes para la plataforma .NET. 
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La plataforma .NET en resumen es un conjunto de tecnologías para desarrollar 
y utilizar componentes que nos permitan crear formularios web, servicios web y 
aplicaciones Windows. Estas tecnologías forman el modelo de programación 
para .NET (Fig.2.2) 
 
 
 
 
Fig. 2.2. Modelo de programación de la plataforma .NET 
 
 
Los principales componentes de la plataforma son los siguientes: 
• Clientes Inteligentes: Son dispositivos inteligentes por su capacidad para 
hacer uso de servicios Web (Computadoras de Bolsillo, personales, 
portátiles, Teléfonos Inteligentes,...) 
 
• Servidores: Proveen de la infraestructura para implementar el modelo de 
computación distribuida en Internet.  
 
• Servicios Web basados en XML: Permiten a las aplicaciones compartir 
datos y están basados en XML. 
 
• Herramientas de desarrollo: Visual Studio .NET y el .NET Framework. 
Net.Framework: Librerías  
 
2.2.2. Net. Framework: Librerías 
No son más que paquetes de funciones comunes (clases) de las APIs9 y 
SDK10s. Están ordenadas en un espacio de nombres (System). Gracias a la 
herencia son extensibles por el programador.  
 
                                            
9 API (Application Programmer Interface) Conjunto de especificaciones de comunicación entre 
componentes de software. 
10 SDK (Software Development Kit): Paquete de software 
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La librerías que he empleado en la programación del servidor son entre otras: 
SystemCollections (p.e.uso de ArrayList), System.Net (p.e.uso de Sockets), 
System.Threading(p.e.uso de threads, distintos hilos de ejecución), System.Xml 
(p.e. lectura/escritura ficheros .xml). 
 
2.3. Hardware empleado 
 
En este apartado se incluye una breve explicación de las características 
generales de la placa controladora y de la instrumentación del panel escogida 
para nuestro simulador.   
 
2.3.1. CCU: Central Control Unit for SimKit Devices 
 
Tal y como se ve en la Fig. 2.3 es una placa de  circuito impreso que contiene 
su propio microprocesador, memoria, electrónica necesaria para controlar los 
motores de servo de los instrumentos y controlar la iluminación de los 
instrumentos. 
La CCU únicamente necesita ser alimentada por una 
fuente como la de un ordenador personal estándar (5 
Voltios) con un conector como los empleados para 
unir la fuente con las diferentes unidades de disco del 
PC. Así la placa alimenta a todos los instrumentos que 
le conectemos. El microprocesador que lleva 
integrado se comunica vía USB con el ordenador 
donde previamente hemos instalado los drivers de la 
CCU y el SDK software. 
A través de la placa controladora podemos conectar 
todos interruptores, medidores sin necesidad de tener 
mucho conocimiento de electrónica. Únicamente 
hemos de conocer  la correspondencia de los 
conectores con los instrumentos, interruptores, 
indicadores, etc. (Véase Pág. 80 Anexo 4).  Tiene un 
gran número de líneas de entrada-salida (146) que 
permiten controlar hasta 96 instrumentos, 
interruptores, luces, etc. 
Existen dos modelos de placa para esta misma 
funcionalidad, nosotros hemos escogido CCU-2 que 
es la que se muestra en la  Fig. 2.3. 
Fig. 2.3 CCU-2 
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2.3.2. Instrumentos de vuelo (SimKit Devices) 
 
Son instrumentos de simulación de vuelo controlados por una interface 
eléctrica a través de una placa controladora llamada CCU  (2.3.1) y unos 
drivers.  
 
Diseñados para simular los instrumentos de vuelo reales, están fabricados con 
plástico de gran calidad (ABS plastics). Los indicadores y las piezas movibles 
están controlados por servos como los empleados en los modelos de aviones 
reales o coches de carreras (Hitec HS300 y Hitec HS322).  
Los servos son responsables del movimiento de los indicadores exteriores de 
los instrumentos, permitiéndoles un ángulo de giro 180º , para la mayoría de los 
instrumentos es suficiente, pero en otros sus indicadores han de tener 360º de 
movilidad. En estos casos, el instrumento también está dotado de un servo, 
pero antes de su montaje se manipula de modo que su indicador dando media 
vuelta en sentido de las agujas del reloj y otra media vuelta en sentido contrario 
alcance la posición deseada. 
De cada instrumento Simkit sobresale un cable (cinta con conector) que sirve 
para unirlo con el conector correspondiente de la CCU. Cada uno de los pins 
de los conectores de la placa suministra la señal necesaria a cada uno de los 
instrumentos.  
Los instrumentos SimKits de pueden dividir en dos clases de dispositivos: 
1. Controlado como dispositivo 
2. Controlando cada pin del conector (entrada o salida) 
 
En el primer caso  todos los pins que forman el conector  actúan sobre el 
instrumento de forma única (o como entrada o como salida), por ejemplo el 
indicador de horizonte artificial. Mientras en el segundo caso los pins actúan de 
forma independiente, por ejemplo si el conector que une la CCU con el 
instrumento SimKit tiene 8 pins, pueden funcionar 4 de ellos como entrada y los 
otros cuatro como salida (interruptores y luces). 
 
El listado detallado de los dispositivos según el 
modo de controlarlos así como su conector 
asociado se puede consultar en el anexo 4 
(Págs.80, 81). 
 
 
 
 
 
 
 
Fig. 2.4. Instrumento SimKit  
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CAPÍTULO 3. ARQUITECTURA E IMPLEMENTACIÓN 
 
En este capitulo incluimos una descripción de la arquitectura de la red de datos, 
elementos que la integran y la función que cada uno  desempeña dentro de la 
red de simulación. También se comentaran aspectos como las capas 
necesarias para el entendimiento entre los elementos conectados y la red, el 
formato de la información en la red de datos y los servidores necesarios. 
 
3.1. Estructura/elementos  de la red del simulador  
 
La idea de la cabina virtual de una aeronave es similar al escenario que recrea 
un software de simulación como puede ser el Microsoft Flight Simulator. Un 
simulador aéreo es capaz de reproducir condiciones aéreas, meteorológicas, 
astronómicas y circunstancias aéreas desde la misma percepción que podría 
tener un piloto profesional desde el puesto de mandos real de una aeronave. 
Este tipo de software proporciona una representación exacta de la cabina de 
pilotaje de un tipo particular de aeronave (en nuestro caso modelo Cessna-
152), hasta el punto de que simula las funciones de los mandos de las 
instalaciones y sistemas mecánicos, eléctricos, electrónicos, etc., de a bordo. 
En la cabina virtual desarrollada por la escuela el alumno podrá interactuar con 
la instrumentación y visualizar las variaciones en los indicadores (SimKit 
devices) como si de un vuelo real se tratara.  
 
Para recrear la cabina real de una Cessna-152, en lo que refiere a la apariencia 
externa, hay un alumno fabricando lo que será la estructura (panel de mandos) 
donde irá la instrumentación de simulación de cuyo montaje se está 
encargando otro estudiante de la escuela (por el momento no se cuenta con 
toda la instrumentación de a bordo). En lo que representa a la parte del 
software de nuestro simulador lo dividiremos en varios procesos 
implementados entre varios proyectistas.  
 
A continuación mostramos en la Fig. 3.1 una imagen de la red de datos del 
simulador y los dispositivos que interactúan con ella:  
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Fig. 3.1 Esquema de la red de datos, dispositivos interconectados y capas 
 
 
Disponemos de dos simuladores de vuelo, Microsoft Flight Simulator (FS11) y X-
Plane (XP12), una máquina desde donde se manejaran los dispositivos de 
control a partir de la aplicación creada y el servicio TRC Custom y las 
respectivas capas que explicaremos con más detalle en el apartado 3.3 de este 
capítulo.  
 
Comentar que para que la interacción entre los dos simuladores que se han 
escogido sea posible, es necesario adaptar el formato propio de información 
empleado por cada uno de los simuladores a un formato estándar para la red 
de datos. Para evitar crear dos capas de adaptación y traducción, una para 
cada simulador lo recomendable seria adaptar el formato de información 
(entrada/salida) del FS al XP o viceversa y así implementar una única capa de 
adaptación y traducción compatible para ambos simuladores. He de añadir que 
la implementación de las capas asociadas a los simuladores y la interactuación 
entre ambos es objeto de otro proyecto paralelo en el que están trabajando 
                                            
11 FS: Flight Simulator  
 
12 XP: X-Plane  
 
(Ambas dos, abreviaturas que emplearemos a partir de ahora para referirnos a los dos software 
de simulación de vuelo)  
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otros estudiantes de la escuela con el fin de unirlo al proyecto que nos ocupa.  
A continuación describiremos el papel que van a realizar los elementos de la 
red de datos.  
 
3.2. Fuente de datos (E/S)  
 
En este apartado no me voy a entretener en detallar de forma exhaustiva  
cuales son las prestaciones de cada software de simulación de vuelo empleado 
puesto que es una información que se puede obtener en cualquiera de las 
paginas web oficiales de los respectivos simuladores (incluidas en el apartado 
bibliografía). Como ya hemos comentado, de la aplicación encargada de la 
interactuación del FS y XP se encargan otros proyectistas, pero una vez ambos 
proyectos estén integrados los simuladores actuarán como  fuente de datos 
para actualizar los dispositivos de control (instrumentación del panel de 
mandos). Gracias al modelo estándar de comunicación diseñado para la red de 
datos (véase capitulo 4. Protocolo) a los elementos conectados a la red se les 
va a poder pedir tanto información de una determinada variable de vuelo como 
realizar modificaciones en su contenido nosotros mismos. Por tanto los 
simuladores actuarán como fuente de entrada y salida de datos, lo mismo 
sucede con los dispositivos de control.  
 
El papel que juegan los simuladores los describimos a continuación así como 
algunas ventajas e inconvenientes de uno respecto al otro.  
 
 
3.2.1. Microsoft Flight Simulator 
 
Es el más popular de los simuladores del mercado. Se podría decir que es el 
primer simulador de la historia, por tanto el más completo y en continua 
evolución.  
 
En cuanto a la instrumentación, con este simulador es posible implementar 
cualquier instrumento de a bordo de la cabina de una aeronave, desde 
instrumentación más simple propia de una Cessna, hasta sistemas más 
complejos como los del modelo Airbus. Pero este aspecto no nos importa 
demasiado ya que la futura cabina dispondremos de nuestro propio panel de 
mandos con la instrumentación (SimKit devices) real.  
 
En cuanto a la mecánica de vuelo, comentar que los parámetros de vuelo 
responsables del movimiento de la aeronave presentan un margen de error 
mayor que los representados por el  XP y por tanto el movimiento del avión es 
más brusco.   
 
Referente al entorno gráfico decir que  es lo más destacable con diferencia de 
este simulador, sus perspectivas y vistas son totalmente realistas. Si se trata de 
aprovechar lo mejor de cada simulador, sin lugar a dudas nos deberíamos 
decantar por el entorno gráfico del FS. 
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3.2.2. X-Plane 
 
Pese a su evolución en el aspecto gráfico respecto a las primeras versiones, el 
entorno gráfico no es su característica más destacable. Sin embargo sí lo es la 
exactitud de su mecánica de vuelo, ya que el movimiento del avión se calcula 
en torno a seis ejes y con ayuda de ecuaciones aeronáuticas, dotándolo de 
mayor realismo que los simuladores que emplean tablas para esto cálculos 
(FS). 
 
Por lo tanto lo más inteligente seria pues volcar al panel de mandos los 
parámetros referentes a la lógica de vuelo del XP para que el vuelo fuera más 
real y la información de las variables más precisa. No obstante cualquiera de 
los dos simuladores puede dar la información de estas variables según 
convenga, ya que una vez se integren ambos proyectos se podrán realizar 
consultas y modificaciones de las variables desde los simuladores hacia los 
dispositivos de control, de los simulados entre si (controlando la lógica de vuelo 
desde uno de ellos y visualizando el vuelo desde otro) y de los dispositivos de 
control a el/ los simuladores tratándose de una comunicación bidireccional.  
 
 
3.3. Capas: Adaptación y traducción 
 
3.3.1. Capa de adaptación  
 
Se encarga de crear un formato de información compatible para los dispositivos 
de control (panel de mandos) con ayuda de la capa de traducción, para 
modificar la información de las variables de vuelo de la instrumentación del 
panel y una vez obtenida la respuesta por parte del mismo adaptar la 
información para que sea comprensible por el  estándar de datos común de la 
red.  
 
3.3.2. Capa de traducción 
 
La misión de esta capa es el intercambio de identificadores externos e internos 
con el fin de que tras los cambios sean reconocidos por el resto de elementos 
de la red.  
 
Cada elemento de la red en está capa dispone de un fichero XML 
(VariablesInformation.xml) que contendrá toda la información referente a las 
variables propias de cada elemento (rango de valores permitido, unidades, 
identificador externo, identificador, estado de suscripción...).  
 
En el caso de los dispositivos de control (panel de mandos) que es lo que nos 
ocupa, contará dentro de la información propia de cada variable con un 
identificador interno (utilizado por el panel de mandos para identificar un 
determinado instrumento que representa el valor de una variable) y un 
identificador externo creado por nosotros para identificar las variables de forma 
genérica en la red global de datos.   
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En capitulo siguiente incluiremos un apartado para explicar el uso de los 
identificadores.   
 
 
3.4. Información en la red 
 
La información circulará por la red  en un formato de paquetes que 
detallaremos en el siguiente capitulo. En este apartado simplemente 
hablaremos de los tipos de paquetes que viajaran por la red. 
 
En realidad el tipo de paquetes  es comando, ya sea una solicitud o una 
respuesta. A partir de éstos se pueden emitir órdenes concretas a los 
elementos de la red. Pero haremos una distinción entre los paquetes de 
comando dependiendo del protocolo de transporte que emplee el servidor para 
atender las peticiones, así pues podemos hablar de: 
 
Paquetes de comando TCP13, empleados para las comunicaciones 
importantes por eso se emplea un protocolo orientado a conexión. Los 
comandos de nuestra aplicación que irán por TCP son: get, set, subscribe, 
unsubscribe y reset.  
 
Paquetes de comando UDP14, empleados para las comunicaciones 
secundarias como pueden ser las peticiones DNS con la misión de facilitar la 
comunicación entre equipos de la red. Los comandos que deberían 
implementarse en udp son: power off, watch dog, error, list vars, get id y set id. 
 
 
3.5. Servidores 
 
En este apartado comentaremos los servidores por donde deberá ejecutar 
nuestro código y el código de los proyectistas que se encargan de la 
adaptación de los simuladores a la red común de datos cuando ambos 
proyectos se fusionen. Ya que este proyecto implementará el servidor TCP. 
 
3.5.1. Servidor TCP 
 
Es el punto de recepción de solicitud de paquetes de comandos TCP ya que se 
transportan información importante que no debería perderse por la red. Este 
servidor se encargará de procesar la información de y emitir respuesta al resto 
de elementos de la red.  
 
El puerto empleado para escuchar las peticiones del protocolo de la red de 
datos (capitulo 4) es el 4015. Si el paquete procesado por el servidor indica que 
se ha de interactuar con alguno de los dispositivos de control (panel de 
                                            
13 TCP (Transmisión Control Protocol): Protocolo de transporte (basado en IP) que es fiable y 
orientado a conexión. 
 
14 UDP (User Datagram Protocol): Protocolo de transporte no orientado a conexión y no fiable.  
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mandos) la comunicación se iniciará por el puerto 1927 (el que emplea el TRC 
Custom por defecto).  
 
Tabla 3.1. Puertos empleados y su utilidad 
 
 
 
 
 
3.5.2. Servidor UDP 
 
Este servidor no se implementará en este proyecto aunque ya se han pensado 
los comandos que se ejecutarían por este servidor y su descripción se ha 
incluido en el diseño del protocolo.  
 
Es el punto de recepción de paquetes de comandos UDP. Dentro de este tipo 
de paquetes, las peticiones de tipo DNS (list vars, get id, set id) y las peticiones 
de control (watch dog, error) se escucharan por un nodo empleado en modo 
broadcast. 
 
Nº puerto Utilidad 
4015 Atender peticiones del protocolo de la red de datos 
1927 Comunicación con los dispositivos de control 
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CAPÍTULO 4. DISEÑO DEL PROTOCOLO 
 
En este capitulo vamos a detallar el formato de los paquetes de la aplicación, 
los comandos que se han pensado para el protocolo, los identificadores y por 
último una breve explicación de los comandos implementados (comandos Tcp).  
 
4.1. Criterios de diseño 
 
Para que puedan interaccionar los distintos elementos de la red de datos es 
necesario idear un modelo de información estándar para la red de datos, con 
esta intención diseñamos el protocolo de comunicaciones de red.  
 
Algunas de las cuestiones que nos planteamos ante el diseño del protocolo es 
si emplear un formato único de paquetes o varios formatos dependiendo de las 
necesidades. Finalmente optamos por un tipo único de paquete ya que a nivel 
de software simplifica bastante las cosas puesto que no es necesario 
determinar el tipo de paquete recibido. El inconveniente de esta elección es 
que en ocasiones hay campos inutilizados y por tanto toda la información 
transmitida no es información útil, reduciendo así la eficiencia.  
 
Al no tratarse de un proyecto aislado sino con previsión de ser ampliado e 
integrado con futuros proyectos y trabajos actualmente en curso creímos que 
optar un el formato único de paquete (véase 4.2) facilitaría la comprensión al 
programador a la hora de integrar nueva información a la red y paquetes 
nuevos para nuevas utilidades ya que adaptar el código seria más sencillo. Por 
ello preferimos sacrificar eficiencia ante sencillez y flexibilidad.  
 
Otro de los factores a tener en cuenta, fue la elección de una longitud fija o 
variable de los campos del paquete. En cuanto a los campos constituyen la 
cabecera son de longitud fija simplificándonos  las cosas a nivel de software ya 
que siempre tendrán la misma longitud y formato. Pero en contra está elección 
tiene que el aprovechamiento del paquete sea peor debido a que en ocasiones 
determinados campos no se utilizarán y por tanto se enviarán vacíos. En el 
campo de datos nos hemos decantado por la elección de longitud variable ya 
que el tipo de información a transmitir no siempre es el mismo (entero, texto, 
float…).  
 
Por último decir que el protocolo diseñado incluye grupos de comandos para 
suministrar diversos servicios. Los comandos se corresponden con la 
secuencia de mensajes que ocurren durante la comunicación entre las 
entidades que forman la red. Cada vez que un usuario envía un comando es 
para realizar un tipo de operación, a continuación el servidor correspondiente le 
envía un mensaje informándole del resultado de la operación solicitada con el 
comando empleado. A parte de los mensajes de respuesta propios del 
comando efectuado el servidor enviará un mensaje de error en otros casos.  
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4.1.1. Identificadores: Internos y externos 
 
Como ya hemos comentado en el capitulo anterior la capa de traducción se 
encarga del intercambio de identificadores por eso hemos creído conveniente 
incluir este apartado ya que son necesarios en la comunicación de los 
diferentes elementos de la red. 
 
Hay dos clases de identificadores: internos y externos.  
 
Identificadores internos 
 
Son los empleados por cada uno de los elementos de la red para identificar a 
las variables de forma sencilla. Cada una de las entidades de la red (XP, FS, 
dispositivos de control) tiene sus propios identificadores internos.  
 
En el caso del panel de mandos solo comentaremos el caso de la 
instrumentación del panel controlada como dispositivo ya que es con la que 
hemos trabajado. El identificador interno se corresponde con un nombre 
asociado al instrumento que controla la visualización de la variable. 
 
Identificadores externos 
 
Los identificadores externos han sido creados para que exista un convenio en 
cuanto a forma de referenciar a las variables, comandos u otros campos del 
paquete de transporte en nuestra red de datos. Un número entero representa 
una determinada variable, comando, elemento de red o tipo de datos del 
payload.  
 
A continuación incluimos una tabla con los identificadores externos e internos 
de las variables que son visualizadas en el panel de control por el grupo de 
instrumentos controlados como dispositivo. 
 
Tabla 4.1. Tabla de identificadores de variables (controladas como dispositivo) 
 
Nombre variable  
(id interno) 
Identificador 
externo 
Read/Write Unidades Margen del 
valores 
adf_compass 11 RW degrees 0 - 360 
adf_heading 12 R degrees 0 - 360 
airspeed 13 RW knots 0 - 400 
alti_height 14 RW feet 0 - 100000 
alti_pres_us 15 RW Inch Hg 28.1 - 31.6 
alti_pres_metric 16 RW milibar 945 - 1050 
amp 17 RW ampere -60 - 60 
attitude_bank 18 RW degrees -90 - 90 
attitude_pitch 19 RW degrees -25 - 25 
egt 20 RW fahrenheit 312.1 - 712.1 
fuelflow 21 RW gallon/hour 0 – 19 
fuellevel_left 22 RW gallon 0 - 26 
fuellevel_right 23 RW gallon 0 – 26 
vac 24 RW inch Hg 3 – 7 
heading_bug 25 R degrees 0 - 360 
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Nombre variable  
(id interno) 
Identificador 
externo 
Read/Write Unidades Margen del 
valores 
heading_compass 26 RW degrees 0 - 360 
heading_correction 27 RW degrees 0 - 360 
oil_pres 28 RW psi 0 – 115 
oil_temp 29 RW fahrenheit 75 – 245 
tachometer 30 RW rpm 0 -3500 
turn_inclino 31 RW position -120 – 120 
turn_rate 32 RW degrees -45 - 45 
verticalspeed 33 RW feet/min -2000 – 2000 
vor1_compass 34 R degrees 0 – 360 
vor1_glideslope 35 RW position -10 – 10 
vor1_nav 36 RW position 1 – 3 
vor1_gs 37 RW position 1 – 2 
vor1_localiser 38 RW position -10 – 10 
vor2_compass 39 R degrees 0 – 360 
vor2_localiser 40 RW position -10 – 10 
vor2_flag 41 RW position 1 – 3 
wetcompass 42 RW degrees 0 – 360 
warning_leftfuel 43 RW on-off 0 – 1 
warning_rightfuel 44 RW on-off 0 – 1 
warning_fuel 45 RW on-off 0 – 1 
warning_bar 46 RW on-off 0 – 1 
warning_oilpress 47 RW on-off 0 – 1 
warning_leftvac 48 RW on-off 0 – 1 
warning_rightvac 49 RW on-off 0 – 1 
warning_vac 50 RW on-off 0 – 1 
warning_volts 51 RW on-off 0 – 1 
  
4.2. Formato de los paquetes 
 
El paquete de transporte de nuestro protocolo no tiene una longitud fija debido 
a que la longitud de la “carga útil” es variable, dependiendo del tipo de datos de 
la variable que contiene el paquete.  
Constitución del paquete de transporte: El paquete de transporte se constituye 
de una cabecera de paquete (packet header) de 6 bytes y de una “carga útil” 
(payload) de longitud variable como ya hemos comentado antes. La 
constitución del paquete se muestra en la Fig. 4.1 
 
 
Fig. 4.1. Constitución del paquete de transporte (caso general) 
 
 
El formato de la cabecera del paquete de transporte está detallado en la Fig. 
4.2 y en la Tabla 4.2. 
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Fig. 4.2. Detalle de la cabecera del paquete de transporte 
 
 
Tabla 4.2. Estructura de la cabecera de un paquete de transporte  
 
Campo  Comentario Nº bits 
IdPlane Identificador de avión 8 
Cmd Comando  8 
Type Tipo de datos del payload 8 
Length 2 bytes (idVariable)+longitud (en bytes) del payload 8 
idvariable Identificador de variable 16 
 
El idPlane (identificador de avión) contendrá un número (0-256) en binario 
correspondiente a su identificador externo, cada valor de los que toma este 
identificador tiene asociado uno de los elementos de la red que forman el 
simulador (Tabla 4.3). Hemos decidido reservar identificadores externos para el 
idPlane del 0-10, puesto que el número de elementos adscritos a la red es 
escalable.   
Tabla 4.3. Identificador de avión 
 
Identificador externo (idPlane) Elemento de red asociado 
0 Flight Simulator 
1 X-Plane 
2 Panel de mandos 
3 Joystick 
 
El campo cmd contendrá un número (identificador externo) que identificará el 
comando solicitado por parte de uno de los elementos de la red. Este campo 
permitirá al servidor correspondiente saber como ha de procesar la 
información, dependiendo del comando solicitado y crear en consecuencia un 
paquete respuesta a la petición adecuado. La función de cada uno de los 
comandos la explicaremos con más detalle en el apartado 4.3. 
Tabla 4.4 Comandos del protocolo 
 
Identificador externo (cmd) Comando del protocolo 
212 GET 
213 SET 
214 SUBSCRIBE 
215 UNSUBSCRIBE 
216 DATA 
217 RESET 
218 POWER OFF 
219 WATCH DOG 
220 ERROR 
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Identificador externo (cmd) Comando del protocolo 
221 LIST VARS 
222 GET ID 
223 SET ID 
224 COMMAND 
 
Debido a que el protocolo maneja un único formato de paquetes y la 
información útil no se corresponde a un solo tipo de datos, hemos creído 
conveniente incluir un campo en el paquete que identificase al contenido del 
payload del paquete. Este campo permitirá al servidor saber como ha de tratar 
los datos útiles a la hora de desmontar el paquete para conocer su contenido.   
Con 1 byte podemos codificar 256 tipos de datos diferentes de los cuales solo 
nos encontraremos con los mostrados en la tabla 4.5. La asignación de los 
identificadores externos de los comandos la hemos comenzado desde el 212 
con previsión de incorporación de nuevas variables. 
Tabla 4.5 Tipo de datos del payload 
 
Identificador externo (type) Tipo de datos del payload 
250 Int 
251 Double 
252 String  
253 Float 
254 Decimal 
255 short 
256 char 
 
El campo del idvariable (identificador de variable) ocupa 2 bytes, ya que con 
un único byte solo podíamos codificar 256 variables diferentes y hemos 
considerado que sería insuficiente, ya que el número de variables que maneja 
el simulador es elevado (FS 200 variables, Simkit CCU puede controlar 41 
variables como dispositivo y 49 como pin entrada- salida) .  
En términos de programación el formato que hemos utilizado para referirnos a 
los campos del paquete de comandos son:  
Tabla 4.6 Formato de datos empleados en la programación 
 
Campo Tipo de datos  
idPlane [uint] 
Cmd [uint] 
Type [uint] 
Length [uint] 
idvariable [uint] 
payload [byte [ ] ] 
 
4.3. Comandos del protocolo 
 
El protocolo diseñado incluye grupos de comandos para suministrar diversos 
servicios. Los comandos que implementa nuestro protocolo son los que se 
muestran en la tabla 4.4. El campo cmd del paquete de transporte, permite al 
servidor conocer que tipo de petición ha de atender por parte de una de las 
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entidades de la red y actuar en consecuencia. La descripción de cada uno de 
los comandos ideados es la explicada a continuación. 
 
4.3.1. Comandos TCP 
 
• GET: Este comando se empleará cuando se desee obtener información de 
alguna de las variables ubicadas en los ficheros XML asociados a la capa de 
traducción de cada uno de los elementos de la red.  El campo idPlane del 
paquete indicará al servidor cual es el elemento o dispositivo sobre el que se 
desea realizar la lectura, y el campo idVariable indicará la variable de la que 
se desea obtener el valor actual.  
 
• SET: Se empleará cuando se desee modificar el valor de alguna de las 
variables de vuelo (id Variable) en un elemento de la red indicado por el 
campo idPlane del paquete de transporte del protocolo. 
 
El valor de esta variable puede proceder de un elemento de la red, por 
ejemplo el Flight Simulator (idPlane= 0), con la intención de que el contenido 
de dicha variable pase a modificar el valor de esa misma variable en otro 
elemento de la red como podría ser el panel de mandos (SimKit Panel), en 
este caso se si fuera posible se procedería la escritura sobre el instrumento 
del panel asociado a la variable (idVariable) a modificar.  
• SUBSCRIBE: Este comando se emplea cuando una variable de vuelo se da 
de alta en una sesión. Cuando esto suceda enviará un paquete informando al 
resto de los elementos de la red de su existencia. En cada uno de los ficheros 
XML asociados a los elementos de la red, cada una de las variables dispone 
de un campo  específico para indicar si dicha variable está subscrita o no a la 
sesión (entrada=subscribed/ salida=unsubscribed). 
 
Si en algún momento los elementos de la red dejan de funcionar o se finaliza  
la sesión, quedará registrado las variables de vuelo que estaban subscritas y 
por tanto cuando el sistema vuelva a arrancar existe la opción de que dichas 
variables se subscribirán automáticamente a la sesión.  
• UNSUBSCRIBE: Proceso inverso de la ejecución de un  comando del tipo 
SUBSCRIBE. Cuando alguna de las variables de vuelo procedentes de 
alguno de los elementos de la red deje de aportar información al conjunto de 
la red pasará a darse de baja en la sesión y por tanto se ejecutará un 
comando del tipo UNSUBSCRIBE, enviando el paquete correspondiente al 
resto de elementos de la red identificando la variable que se quiere 
desusbsciribir.  
Cuando esto suceda, a parte de informar al resto de componentes de la red  
de su baja, actualizará el campo asociado (E/S =”S”) del elemento de la red 
correspondiente.  
• DATA: Este comando se empleará cuando se reciba por multicast una 
transferencia de información por parte de alguna de las variables subscritas a 
la red.  
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• RESET: Este comando se empleará cuando se desee reiniciar algún 
elemento del sistema. Consistirá en devolver a cada una de las variables 
generadas por los elementos de  la red (Flight Simulator, X-Plane, 
SimKitPanel…) a sus valores originales. El sistema dispondrá de una 
configuración por defecto de cada una de las variables de vuelo facilitadas 
por los elementos de la red. Las variables de vuelo propias de cada 
dispositivo se almacenan en un fichero XML, en el momento en que se 
ejecute este comando las variables globales contenidas en el fichero 
recuperaran el valor original dado por la configuración por defecto.  
 
En la tabla 4.7 se muestra como ha de generar el paquete de petición el 
elemento de la red dependiendo del comando que desee ejecutar y en la tabla 
4.8 los posibles paquetes respuesta generados por el servidor TCP 
dependiendo de si se han podido o no realizar la operación correctamente.  
 
Tabla 4.7. Contenido del paquete de solicitud dependiendo del comando 
 
Campo del paquete 
(Petición) 
 
Valor  
idPlane (1 byte) N1::entero asociado al elemento sobre el que se 
desea realizar la lectura/escritura ó modificación 
GET 212 
SET 213 
SUBSCRIBE 214 
UNSUBSCRIBE 215 
DATA 216 
cmd (1 byte) 
RESET 217 
type (1 byte) N2 ::entero asociado al tipo de datos de la variable a 
consultar 
length (1 byte) 2 (payload 0 bytes) 
idVariable (2bytes) N3::entero asociado a la variable a consultar 
GET Vacio 
SET Nuevo valor de la variable N3 
SUBSCRIBE 
UNSUBSCRIBE 
Vacio 
DATA info 
payload (N bytes) 
RESET Vacio 
GET 6 
SET 6+ N 
SUBSCRIBE 6 
UNSUBSCRIBE 6 
DATA info 
 
 
Longitud total del paquete 
(bytes) 
RESET 6 
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Tabla 4.8. Contenido de paquete de respuesta del servidor dependiendo del 
comando y de si se ha podido ejecutar correctamente 
 
 
 
 
4.3.2. Comandos UDP 
 
• POWER OFF: La red está compuesta por una serie de elementos (PCs, 
CCU, SimkitPanel, Joystick...) que en algún momento determinado puede que 
el usuario desee que dejen de funcionar, para ello es necesario este 
comando.  
 Este comando es similar al RESET, pero a diferencia de éste la ejecución de 
un POWER OFF no implica que las variables generadas en cada uno de los 
equipos pasen reiniciarse o adoptar valores dados por una configuración  por 
defecto sino que se correspondería con un apagado físico del elemento de la 
red que genera dichas variables (apagado de equipos).  
• WATCH DOG: Este comando sirve para detectar si algún elemento de la red 
se cuelga o bloquea (chequeo de la red). Consistirá en un rastreo periódico 
del correcto funcionamiento de los elementos de la red. El tiempo de 
supervisión de los diferentes elementos puede ser programable o ejecutarse 
por el propio usuario cuando éste lo desee, por ejemplo si se considera 
exagerado el tiempo de espera de una entrada solicitada.  
En el momento que se detecta algún cambio relevante en el estado del 
sistema ó alguna situación anómala avisará al servidor de lo ocurrido. En 
Valor  
Campo del paquete 
(Respuesta) Correcto Error 
idPlane (1 byte) N1::entero asociado al elemento sobre el que se 
desea realizar la lectura/ escritura o modificación 
GET 212 
SET 213 
SUBSCRIBE 214 
UNSUBSCRIBE 215 
DATA 216 
 
cmd 
(1byte) 
RESET 217 
type (1 byte) N2 ::entero asociado al tipo de datos de la variable a 
consultar 
length  (1byte) 2 + N (bytes del payload) 
idVariable (2bytes) N3::entero asociado a la variable a consultar 
GET N3::entero asociado a la variable 
a consultar 
SET Nuevo valor de la variable N3 
SUBSCRIBE 
UNSUBSCRIBE 
DATA 
 
payload 
(N bytes) 
RESET 
 
(String) 
‘Ok’ 
 
 
(String) 
Mensage de 
error 
 
Longitud Total del paquete 
(bytes) 
6+ N 
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caso de bloqueo el servidor procederá a un reinicio del elemento bloqueado 
para que el sistema global pueda seguir funcionando con normalidad. 
• ERROR: Este comando es necesario para ir controlando el correcto 
funcionamiento del sistema global. El comando informará de los posibles 
errores que se pueden dar en los diversos dispositivos que componen el 
sistema (PCs,CCU...) a partir de un código. 
Cada uno de los elementos de la red dispone en su fichero XML asociado, 
una variable error con un campo codi_error  que identifica un número entero 
con la descripción de posible causa de error. Esto es útil para facilitar 
información al resto de la red de sobre las posibles fallos en los elementos 
conectados a la misma. Por ejemplo si la CCU (Central Control Unit) 
conectada al panel de mandos y a un PC generará un error tipo “ERROR 1 
“el resto de la red sabría que la placa no está conectada a la máquina que le 
hace de servidor (“error.board not connected”). 
Una vez emitido dicho código de error  y conociendo el dispositivo que lo 
notifica el resto de elementos de la red serán conocedores del fallo del 
dispositivo y podrán actuar en consecuencia.  
• LIST VARS: Tras una solicitud de este comando se desea obtener el listado 
de las variables subscritas para un elemento del sistema (campo idPlane del 
paquete de transporte). 
 
• GET ID: Correspondería al intercambio de identificadores. Se enviará está 
solicitud cuando se desee obtener el identificador interno de una variable a 
partir de su identificador externo (idVariable) para un determinado elemento 
de la red (idPlane). 
 
• SET ID: Empleado cuando se desea modificar el identificador interno de una 
variable a partir del externo (idVariable). 
 
• COMMAND: Se empleará cuando se deseen realizar acciones concretas 
sobre algún elemento del sistema que no correspondan a ninguno de los 
casos descritos anteriormente ó que no puedan ser efectuadas por ninguno 
de los elementos de la red y tenga que ser el propio usuario el que las 
efectué. Por ejemplo “cerrar puertas”. 
 
4.4. Clases que implementan los comandos TCP 
 
En este apartado se ha incluido un esquema de cada uno de los objetos 
comando implementados en el servidor TCP (Tabla 4.4) que incluyen sus 
atributos y métodos. Con la ayuda de diagramas de flujo explicaré en líneas 
generales el modo de actuar del servidor dependiendo del comando que le 
llegue como petición, así como la respuesta generada (paquete-respuesta a 
nuestro protocolo) al resto de PCs que componen la red.  
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Fig. 4.3. Diagrama de clases (atributos y métodos) de los comandos Tcp 
 
 
4.4.1. Diseño de la clase GET 
 
Cuando el servidor identifique un comando GET al desempaquetar el contenido 
del paquete recibido generará un paquete respuesta invocando a alguno de los 
métodos de la clase GET. El proceso hasta generar la respuesta es el 
representado con el diagrama de flujo de la Fig. 4.4. Una vez el servidor llama 
a uno de los métodos de la clase GET para crear el paquete respuesta 
adecuado para dicha petición, ya es conocedor de los demás campos del 
paquete de petición (idPlane, type, length, idVariable) puesto que el 
desempaquetado del paquete se ha hecho previamente y así poder proceder 
crear la respuesta adecuada. Como contempla la tabla 4.8 del anterior 
apartado, el único campo de valor variable es el payload, ya que el resto 
coinciden con independencia de si la solicitud se ha podido realizar 
correctamente o no.  
 
Así pues la forma de proceder del servidor ante una solicitud de comando GET, 
en primer lugar es comprobar la subscripción de la variable para el identificador 
de dispositivo indicado por el campo idPlane de la cabecera del paquete de 
transporte recibido. Comprobar la suscripción de la variable seria equivalente a 
verificar su existencia, ya que la variable es operativa no solo si se localiza 
entre el conjunto de variables de vuelo que tienen un instrumento asociado en 
el panel de mandos (o conjunto de la cabina) además ha de estar suscrita a la 
sesión. Si la variable no está subscrita el proceso termina aquí, tras generar el 
contenido del payload del paquete de transporte (respuesta), que en este caso 
especificará la causa de error de lectura. 
 
En caso de que la variable esté subscrita y el idPlane informe que la lectura se 
ha de realizar directamente de alguno de los instrumentos del panel de control, 
se iniciará la comunicación con la instrumentación de simulación a través de la 
CCU. La comunicación  del ordenador que hace de servidor (TCP) con el PC 
que contiene el SDK software y los drivers de la CCU (puede ser el mismo) se 
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realizará por un puerto diferente (1927) al que emplea el servidor para atender 
a las peticiones de nuestro protocolo.  
 
Finalmente tras adaptar (capa adaptación) el formato de la información 
contenida en el paquete de petición, al formato que permite obtener la lectura 
directa del instrumento del panel indicado por idVariable  (“get (idVariable)”) se 
procede al envío de la solicitud de lectura. Si la lectura sobre el indicador del 
panel se ha realizado sin problemas, el servidor obtendrá como respuesta el 
valor actual de dicho indicador, en caso contrario recibirá un código asociado al 
error en la comunicación con el panel de mandos. En cualquiera de los dos 
casos generará una respuesta, adaptando la información recibida de la 
instrumentación al formato de paquete de transporte diseñado,  rellenando el 
campo de los datos útiles bien con el valor de la lectura, en caso de realizarse 
correctamente o un mensaje de error notificando la causa (ver Tabla 4.8). 
 
 
Fig. 4.4. Diagrama de flujo de comando GET 
 
 
 
 
 
Petición GET 
Existe 
idVariable 
para 
idPlane?
Comprobar 
suscripción 
de la 
variable 
(idVariable) 
 ¿Variable (idVariable) 
subscrita? 
Consultar 
valor de 
variable 
(idVariable) 
idPlane= 2? 
 Adaptar los datos 
para el envío al 
instrumento del 
panel de mandos del 
que se desea 
realizar la lectura. 
Envío de 
datos al 
panel de 
mandos 
Esperar 
respuesta
Almacenar 
valor actual 
de lectura 
de 
instrumento
Generar payload de 
paquete respuesta 
 
payload =(string) 
‘general error sms’ 
 
payload= 
contenido/lectura del 
valor de variable 
(idVariable)  
 
payload= (string) 
‘panel error sms’ 
Generar 
paquete 
completo 
de 
respuesta
SI 
SI 
NO 
NO 
NO 
KO 
OK 
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4.4.2. Diseño de la clase SET 
 
El proceso de solicitud de comando SET y su ejecución es similar a la del 
comando GET tal y como se muestra en el diagrama de flujo de la Fig. 4.5.  
 
 
 
Fig. 4.5. Diagrama de flujo de comando SET 
 
La forma de proceder del servidor es prácticamente idéntica, antes de invocar a 
los métodos de la clase SET que se encargan de generar la respuesta 
adecuada  al resto de componentes de la red, el servidor conoce el contenido  
del paquete (idPlane, type, length, idVariable, payload) para que los métodos 
de la clase SET puedan trabajar con ellos.  
 
Al tratarse de una escritura, el paquete de solicitud SET no sólo incluye 
cabecera, ya que el payload ha de contener el nuevo valor que modificará el 
valor actual de la variable (idVariable) sobre la que se realiza la escritura.   
Petición SET 
Existe 
idVariable 
para 
idPlane?
Comprobar 
suscripción 
de la 
variable 
(idVariable) 
 ¿Variable (idVariable) 
subscrita? 
Comprobar si el valor a 
introducir está dentro del 
rango de valores 
correcto para la variable 
(idVariable)
idPlane= 2? 
Adaptar los datos 
para el 
envío al instrumento 
del panel de mandos 
del que se desea 
realizar la lectura. 
Envío de 
datos al 
panel de 
mandos 
Esperar 
respuesta
Generar payload de 
paquete respuesta 
 
payload =(string) 
‘general error sms’ 
 
payload= (string) 
‘Range error sms’ 
 
payload= valor de 
idVariable 
 
payload= (string) 
‘panel error sms’ 
Generar 
paquete 
completo de 
respuesta al 
comando
SI 
SI 
NO 
NO 
NO 
 
NO Modificar contenido de variable (idVariable) con el 
nuevo valor. 
Actualizar valor de 
idVariable 
Error de 
escritura en 
instrumentación 
SI 
NO 
SI 
Error de 
escritura 
NO 
SI 
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La diferencia fundamental con el modo de proceder ante un GET, se da en el 
caso de que el idPlane notifique que las modificaciones (escritura) se han de 
realizar directamente sobre el instrumento del panel de mandos asociado a 
idVariable. Al igual que sucede cuando se desea realizar una lectura se ha de 
adaptar el formato de la información (llamada a uno de los métodos de la capa 
de adaptación) de la red al formato de datos de los dispositivos de control pero 
en este caso generando una modificación y no una consulta de alguno de los 
indicadores del panel.   
 
 
4.4.3. Diseño de la clase SUBSCRIBE /UNSUBSCRIBE 
 
El modo de proceder ante un comando SUBSCRIBE o UNSUBSCRIBE es 
similar, en ambos casos se comprueba la existencia del identificador externo 
asociado a la variable a des/subscribir, una vez comprobada su existencia 
procede a comprobar si la variable ya está des/subscrita. Esta comprobación 
se efectúa consultando el contenido de uno de los atributos (E/S= ‘ ‘) asociados 
a la información de cada variable que circula por la red .  
 
 
 
Fig. 4.6 Diagrama de flujo de comando SUBSCRIBE 
Petición SUBSCRIBE
Existe 
idVariable 
para 
idPlane?
Comprobar 
subscripción
de la 
variable 
(idVariable) 
Variable 
subscrita? 
Atributo  del 
obj. Variable 
E/S=’E’? 
REALIZAR SUSBSCRIPCIÓN. 
Actualizar atributo de 
subscripción (E/S=’E’) 
Generar payload de 
paquete respuesta 
 
payload =(string) 
‘general error sms’ 
 
payload= (string) 
‘ok’
Generar 
paquete 
completo de 
respuesta al 
comando
SI NO 
NO 
SI 
Error de 
subscripción 
¿? 
SI 
NO 
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Si E/S= ‘E’ indica que la variable ya está subscrita y por tanto no es necesario 
subscribirla, en caso de que E/S= ‘S‘y el comando solicitado fuera SUBSCRIBE 
modificaría el campo indicando el alta de la variable. Si el comando fuera 
UNSUBSCRIBE la lógica seria la inversa.  
 
En la Fig. 4.6 y Fig. 4.7 mostramos el modo de actuar a partir de los diagramas 
de flujo.  
 
 
Fig. 4.7. Diagrama de flujo de comando UNSUBSCRIBE 
 
 
4.4.4. Diseño de la clase RESET 
 
La solicitud de un RESET no implica un apagado físico de un elemento de la 
red (idPlane) eso seria competencia del POWER-OFF (implementado en 
servidor udp).  
 
 
Petición UNSUBSCRIBE
Existe 
idVariable 
para 
idPlane?
Comprobar 
subscripción
de la 
variable 
(idVariable) 
Variable 
subscrita? 
Atributo  del 
obj. Variable 
E/S=’S’? 
REALIZAR DESUSBSCRIPCIÓN. 
Actualizar atributo de subscripción 
(E/S=’S’) 
Generar payload de 
paquete respuesta 
 
payload =(string) 
‘general error sms’ 
 
payload= (string) 
‘ok’
Generar 
paquete 
completo de 
respuesta al 
comando
SI NO 
NO 
SI 
Error de 
desubscripci
ón ¿? 
SI 
NO 
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Si el RESET se desea realizar directamente sobre uno de los instrumentos del 
panel de mandos (idPlane =2) seria similar a realizar un SET donde el 
contenido del payload fuera 0.  
 
Para mejor comprensión hemos incorporado el diagrama de flujo asociado a la 
ejecución de comando tal y como se muestra en la Fig. 4.8. 
 
 
Fig. 4.8. Diagrama de flujo de comando RESET 
 
 
Por último comentar si durante la ejecución de cualquiera de los comandos se 
produjera un error, se generaría un paquete respuesta cuyo contenido se 
corresponde con una cadena de texto que  orientaría sobre la causa de fallo 
(véase tabla 4.6 y tabla 4.7). Para reducir el contenido del payload enviando 
un mensaje de texto podríamos asociar un código (numero) a cada tipo de 
error.   
 
 
 
Petición RESET 
Existe 
idVariable 
para 
idPlane?
Comprobar 
subscripción
de la 
variable 
(idVariable) 
 ¿Variable (idVariable) 
subscrita? 
Poner a cero 
el valor de 
idVariable 
(value= 0) 
idPlane= 2? 
 
Adaptar los datos para 
el envío al instrumento 
del panel de mandos 
en el que se desea 
realizar la escritura 
 
(“Set (idVariable) 0”) 
Envío de 
datos al 
panel de 
mandos. 
Reset de 
instrumento 
del panel 
Esperar 
respuesta
Generar payload de 
paquete respuesta 
 
payload =(string) 
‘general error sms’ 
 
payload= 0  
 
payload= (string) 
‘panel error sms’ 
Generar 
paquete 
completo de 
respuesta 
SI 
SI 
NO 
NO 
NO 
KO 
OK 
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Tabla 4.6. Clasificación de errores de carácter general que se pueden producir 
durante la ejecución de un comando TCP. 
 
Comando Causa Mensaje de error 
Variable no existe  “Variable not found”        GET 
Variable existe pero no está subscrita. “Variable unsubscribed” 
Variable no existe  “Variable not found” 
Variable existe pero no está subscrita. “Variable unsubscribed” 
 
SET 
Nuevo valor de la variable (idVariable) 
esta fuera de rango de valores 
permitidos 
“Out of range’ 
Variable no existe Variable not found” 
La variable ya está subscrita “Variable already subscribed” 
 
SUBSCRIBE 
Error de suscripción  “Subscription error” 
Variable no existe Variable not found” 
La variable no está suscrita “Variable already unsuscribed” 
 
UNSUBCRIBE 
Error de suscripción  “Unsubscription error” 
RESET Variable no existe  “Variable not found” 
 
Tabla 4.7. Clasificación de errores de carácter general que se pueden producir 
durante la interacción con lo dispositivos de control 
 
Comando Causa (Mensaje de error-PanelError) Código de error generado 
por el dispositivo de control 
Error: general error -1 
Error: no error 0 
Error: board not connected 1 
Error: device not calibrated 2 
Error: wrong command syntax 3 
Error: wrong variable syntax 4 
Error: wrong value syntax 5 
Error: too few paramenters 6 
Error: too many parameters 7 
 
GET 
 
 
 
 
 
 
SET 
Error: device not calibrated 8 
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CAPÍTULO 5. DISEÑO DEL SERVIDOR 
 
En este capitulo describiremos los objetivos perseguidos por la aplicación así 
como su arquitectura general a partir de un diagrama de bloques que ayude a 
comprender mejor la relación entre los procesos que se suceden en la 
comunicación de los elementos necesarios para integrar la cabina virtual. Sin 
adentrarnos mucho en lo que es el código trataremos de explicar como hemos 
diseñado las clases necesarias para implementar el sistema. Por ultimo 
incluiremos un diagrama de asociación de clases. 
 
5.1. Descripción y objetivos de la aplicación 
 
El objetivo principal de la aplicación que hemos programado es permitir la 
comunicación, entendimiento e intercambio de información entre los elementos 
que componen la estructura de lo que en un futuro será la cabina de vuelo 
virtual (véase Fig. 3.1).  
 
Para ser más concretos, nuestra aplicación se ocupará de gestionar las 
peticiones procedentes de la red de datos con un formato de comunicación 
común dado por el protocolo diseñado (Capitulo 4. Diseño del protocolo) y los 
dispositivos de control mediante la capa de traducción y adaptación propia del 
dispositivo, en nuestro caso el panel de mandos.  
 
Como ya hemos comentado anteriormente la implementación de las capas de 
traducción y adaptación de los simuladores de vuelo son tarea de otro 
proyectista, por tanto nuestra aplicación desconoce por completo su 
funcionamiento. El servidor procesará la petición de la red y en caso de que 
sea necesario interactuar con el panel de control adaptará el formato de la 
solicitud procedente de la red al formato del dispositivo y una vez obtenida la 
respuesta adaptará la información de forma inversa con ayuda de la capa de 
traducción mediante un intercambio de identificadores externos e internos, 
creando un paquete respuesta comprensible para el resto del sistema 
(dirección al elemento de la red que ha generado el paquete de petición). Para 
ínteractuación de los simuladores  con la red de datos se integrará el trabajo 
del otro proyectista involucrado.  
 
Las funcionalidades de nuestra aplicación serán las siguientes:  
 
• Cargar librería de traducción del panel de mandos (SimKitPanel ) 
• Cargar librería de Errores del Panel  
• Mostrar información sobre una variable (intercambio de identificadores) 
• Actualizar cambios en fichero de salida 
• Interactuar con la red de datos  
• Interactuar con el panel de mandos (SimKitPanel) 
• Interactuar con la red de datos y panel de datos (Funcionamiento Global) 
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En el apartado 5 de este mismo capitulo describiremos de forma más detallada 
en que consisten cada una de estas funcionalidades. 
5.2. Esquema general 
 
Trataremos de explicar una aproximación de la arquitectura adoptada por 
nuestra aplicación y la relación entre los procesos que se suceden durante la 
ejecución. Lo haremos a partir de un diagrama de bloques mostrado en la Fig. 
5.1 puntualizar que la parte sombreada corresponde al trabajo de otros 
proyectistas.  
 
 
Fig. 5.1. Arquitectura y relación de procesos de la aplicación 
 
El proceso que realiza nuestro código a grandes rasgos, sin adentrarnos en el 
funcionamiento interno de cada uno de los subprocesos que ya detallaremos 
más adelante, consiste en primer lugar en procesar los paquetes que vienen de 
la red de datos correspondientes a las peticiones posibles de nuestro protocolo. 
El procesado consiste en desempaquetar el contenido del paquete de 
trasporte, el campo asociado al identificador de elemento de red (idPlane) 
permitirá al servidor saber que capa de traducción ha de lanzar. El procesador 
de paquetes ayudado de la capa de traducción realiza un intercambio entre 
identificadores externos e internos (mediante ficheros XML) que le permiten 
conocer la variable (IdVariable) sobre la que se ha de efectuar el comando, el 
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comando (cmd) a efectuar y el elemento de la red (idPlane) sobre el que se 
realiza la solicitud (el identificador asociado al panel de mandos idPlane= 2).  
 
En el caso de que la solicitud corresponda a un GET, SET ó RESET será 
necesario lanzar alguno de los métodos de la clase que implementa la capa de 
adaptación del idPlane correspondiente (en nuestro caso capa de adaptación 
de dispositivo de control). El modo de proceder del servidor (mediante métodos 
de librería de clases TcpCommand, vease 5.3) ante los distintos comandos lo 
hemos explicado en el apartado 4 del Capitulo 4, Diseño del protocolo.  
 
Si la solicitud de lectura o escritura (GET/SET) es sobre el panel de mandos se 
lanzará la capa de adaptación del SimKitPanel y se abrirá la comunicación por 
el puerto destinado a la comunicación con el panel (1927), en caso de GET se 
pide la información al indicador asociado del panel adaptando la información de 
la red, una vez obtenida respuesta se vuelve a adaptar la información para que 
sea comprensible en nuestra red y se procesa el paquete respuesta enviado 
vía Tcp por el servidor al equipo que realizó la petición. En caso de SET se 
adapta la información de la red al dispositivo y se espera respuesta por parte 
del panel indicando si se ha realizado correctamente la escritura sobre el 
instrumento del panel indicado.  
 
Las posibles respuestas a un GET o SET por parte del panel de mandos 
(pasadas a string) que luego se han de adaptar a un formato compatible con el 
de la red son los mostrados en la tabla 5.1:  
 
Tabla 5.1. Respuestas del panel a petición  
 
Solicitud Correcto Incorrecto 
GET Valor actual de la variable 
SET ok 
 
error (int) 
 
 
En caso de que la solicitud sea del tipo SUBSCRIBE o UNSUBSCRIBE, no es 
necesario que intervenga la capa de adaptación, el servidor realizará las 
consultas en el fichero XML (almacenado en ArrayList)  que contiene la 
información de las variables actualmente en curso. 
 
Todo el proceso podemos monitorizarlo, ya que la aplicación permite ver tanto 
el contenido del paquete procedente de la red, como la solicitud enviada al 
dispositivo, la respuesta del dispositivo a la petición y el paquete respuesta a la 
red generado en un formato comprensible para todos los equipos conectados.   
 
5.3. Diseño del servidor Tcp 
 
En este apartado incluimos una descripción de las clases que precisa nuestro 
programa para efectuar el proceso descrito anteriormente (véase 5.2). A parte 
de las clases encargadas de iniciar y finalizar la comunicación entre servidor, 
red de datos y dispositivos de control (panel de mandos), tenemos clases 
encargadas del procesado de paquetes, lectura/escritura de ficheros, capa de 
traducción y  adaptación.  
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El modo de estructurar la aplicación Servidor Tcp es el mostrado en la Fig. 5.2  
consta de cinco proyectos cuatro de los cuales son librerías de clases 
(sombreado gris) y el otro (sombreado naranja) se corresponde con una 
interficie gráfica para visualizar los procesos (peticiones-respuestas red-
dispositivos de control). Cada uno de los proyectos se compone de las clases 
(con sus respectivos atributos y métodos) que contribuyen o son necesarias 
para los subprocesos que tienen lugar en el servidor ante las peticiones de 
nuestro protocolo y la generación de la respuesta adecuada para cada caso.  
 
 
 
Fig. 5.2. Esquema de la organización de las clases 
 
 
5.3.1. Diseño de la librería de clases VariablesInformation 
 
La librería de clases VariablesInformation a parte de los ficheros Xml asociados 
a la capa de traducción de cada elemento de red, contiene también las clases 
necesarias para la lectura y acceso a dichos ficheros así como otras clases 
relacionadas con el manejo de la información propia de una variable 
(intercambio de identificadores, obtener estado de suscripción…) y de los 
posibles errores de funcionamiento o comunicación de dispositivos de control. 
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Fig. 5.3. Clases de Variables Information 
 
Fichero Xml de Traducción:  SimKitPanel 
 
Cada uno de los elementos integrados (FS, XP…) en la red de datos tendrá su 
fichero de traducción asociado como ya hemos comentado, el aspecto que 
presenta el fichero asociado al Panel de Pandos es el mostrado en la Fig.5.4. 
 
Como se puede observar cada variable tiene una serie de atributos que facilitan 
información concreta asociada a cada una de ellas. Los atributos necesarios 
para el proceso de traducción son <id> y <deviceVariableName> que se 
corresponden con el identificador externo (id) e interno (deviceVariableName), 
por ejemplo el identificador externo 11 se corresponde con la variable 
adf_compass.  
 
A parte de los identificadores externos e internos el resto de atributos facilitan 
información del tipo: unidades en las que se mide la variable (<units>), rango 
válido de operación de una variable (<range>), la clase encargada de la 
adaptación (<adjustmentClass>), si la variable está o no subscrita (<E-S>), si el 
dispositivo que lo controla es de lectura o escritura (<R-RW>), el tipo de datos 
de la variable (<type>), necesario para el tratamiento de los datos útiles del 
paquete procedente de la red y posterior adaptación y el elemento de la red 
(<idPlane>) para el que es válida dicha información.  
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      Fig.5.4. Fichero Xml de traducción de dispositivo de control   
         (Panel de mandos) 
 
Traducción : Fichero Xml PanelErrors 
 
Es el fichero que contiene la información propia de los errores que se pueden 
producir en la comunicación entre el elemento con el que se interactúa (en 
nuestro caso panel de mandos) y el servidor y la red. 
 
Tal y como muestra la Fig. 5.5 cada elemento del fichero (<mensaje>) contiene 
información sobre el la posible causa de error. Por ejemplo si <code> es 2 
(identificador interno) tendrá un identificador externo 501 comprensible para la 
red de datos, que informará de que la causa del error es que la placa 
controladora que une nuestra aplicación con el panel de mandos (a través del 
TrcCustom) no conectada correctamente.  
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  Fig. 5.5. Fichero Xml de traducción de posibles  
          errores procedentes del panel de mandos 
 
Diseño de la clase Variable 
 
Esta clase es muy simple, consta de una serie de atributos relacionados con la 
información asociada a cada variable del fichero xml de la capa de traducción 
del panel de control.  
 
Sus métodos son únicamente los constructores del objeto variable. Una 
llamada al constructor por defecto generaría un objeto variable con todos sus 
campos a null. Si por el contrario se hace una llamada al constructor pasándole 
unos atributos determinados se crearía un objeto variable cuyos atributos 
tendrían valores concretos.  
 
Diseño de la clase ErrorMessage 
 
Al igual que la anterior clase, contiene una serie de atributos asociados al 
contenido de cada uno de los nodos (<message>) del fichero xml 
(PanelErrors.xml). Así pues la llamada al constructor pasándole una serie 
parámetros creará un objeto mensaje con toda la información relacionada con 
los posibles mensajes respuesta que puede emitir el dispositivo de control 
(Panel de mandos).  
 
Diseño de la clase XML 
Esta clase es necesaria durante el proceso de traducción, ya que la relación 
entre identificadores internos y externos de cada una de las variables del 
sistema y de los posibles mensajes de error emitidos por el dispositivo de 
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control (panel de control) están contenidas en lo ficheros Xml propios de cada 
capa de traducción.  
 
Contiene una serie de métodos que permiten leer el contenido de los ficheros 
de traducción. Tanto el fichero que nos da la información acerca de las 
variables de vuelo como el que contiene la información de los posibles 
mensajes de error enviados por el panel durante el proceso tienen una 
estructura similar, pero el número de atributos de cada nodo (<variable>, 
<message>) no es el mismo, la información almacenada y el nombre de nodos 
y atributos no coindice. Por tanto, para mayor simplicidad la lectura de cada 
uno de los ficheros tiene métodos específicos asociados.  
 
A parte de los atributos asociados al nombre del fichero a leer (string 
FileName), lector (XmlTextTeader reader), la clase dispone de atributos del tipo 
ArrayList que tras la llamada a uno de los métodos de lectura (de fichero 
especifico) de la clase almacenarán el contenido del respectivo fichero de 
traducción. Cada una de las posiciones del ArrayList especifico tras la lectura 
corresponderá con un objeto Variable ó ErrorMessage dependiendo del fichero 
leído. Así pues cada posición contendrá toda la información de cada uno de los 
elementos del fichero de traducción. Hemos optado por usar ArrayList  y no 
vectores (del tipo Variable /ErrorMessage) porque nos da más flexibilidad 
puesto que el numero de objetos Variable/ ErrorMessage de cada fichero no es 
fijo ni tiene porque ser conocido y el ArrayList se puede ampliar su dimensión 
dinámicamente.  
 
Comentar también en la clase XML  hay métodos que permiten la escritura de 
un fichero del tipo SimKitPanel (información de variables de vuelo) y PanelError 
(información de mensajes de error). Esto puede ser útil por ejemplo si se quiere 
reflejar en un fichero de salida los cambios producidos en los atributos de las 
variables del sistema tras una sesión antes de cerrar la aplicación. Todas las 
modificaciones del estado de las variables (suscripción, valor…) durante la 
sesión se realizan sobre los ArrayList que almacenan el contenido inicial de los 
ficheros de traducción y por tanto el fichero de traducción no tiene constancia 
de los cambios hasta que se editan llamando a los métodos de escritura de la 
clase.  
 
Diseño de la clase Translate 
 
La clase Translate es la que contiene entre otros los métodos encargados del 
intercambio de identificadores externos e internos. Métodos que a partir de un 
identificador interno realizan la búsqueda de la información de la variable 
dentro del ArrayList (contenedor de fichero de traducción) y devuelven el 
identificador externo, y viceversa.  
 
Contiene un método de búsqueda de variables que se realiza a partir del 
identificador interno/externo sin importar el idPlane que dicha variable tenga 
asociado, se empleará en el caso de que simplemente necesitemos 
información del tipo: rango de variable (solicitud SET) ó tipo de datos de la 
variable, etc. El segundo método de búsqueda de variables más restrictivo ya 
que impone la búsqueda para un identificador de variable (interno/externo) 
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asociado a un elemento de la red (idPlane) concreto, empleado cuando se 
desea hacer consultas o modificaciones en su contenido (ejecución de 
comandos). Ya que si por ejemplo, se desea hacer una solicitud SET no se ha 
de realizar sobre todos los elementos de la red que dispongan de dicha 
variable (id) sino sobre el elemento que indica el campo idPlane del paquete de 
petición del protocolo de la red de datos.  
 
Por ultimo comentar que a parte de los métodos propios del proceso de 
traducción (búsqueda de variable, mensaje, intercambio de identificadores, 
estado de suscripción…) contiene otros métodos de conversión de tipo de 
datos que se emplearán tanto en la capa de traducción como en la de 
adaptación. 
 
 
5.3.2. Clase Packet 
 
La clase Packet interviene el en el procesado de paquetes recibidos por el 
servidor tanto en los de petición de nuestro protocolo por parte de la red y 
como en el momento de generar el paquete respuesta a la red por parte de 
alguno de los dispositivos, equipos que la integran (FS, XP, Panel de 
mandos,Joystick…). 
 
El paquete de comandos diseñado en 
nuestro protocolo consta de  5 campos fijos 
y uno variable asociado a los datos útiles. La 
clase Packet contiene atributos asociados a 
cada uno de estos campos. Como ya 
comentamos en el Capitulo 3, el contenido 
del campo valor no siempre se corresponde 
con el mismo tipo de datos, por esta razón la 
clase cuenta con 4 atributos más asociados 
a los datos útiles dependiendo del tipo de 
datos de la variable (int, double,  string, float, 
char). (Véase Fig. 5.6, atributos de la clase 
Packet).  
 
Contiene métodos específicos para extraer 
cada uno de los campos que componen el 
total del paquete del protocolo, métodos 
para montar y desmontar paquetes sin 
contenido en el campo de los datos útiles 
(petición Get, Subscribe, Unsubscribe, 
Reset) y con contenido en el payload15 
(petición Set, y todos los paquetes de 
respuesta a comandos).  
 
 
Fig 5.6. Clase Packet   
                                            
15 Payload: Datos útiles del paquete de transporte (contenido del campo valor del paquete) 
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5.3.3. Diseño de la librería de clases TcpCommand 
 
En este caso no incluiré el diagrama de las clases que implementan los 
comandos Tcp (TcpCommand)  de nuestro protocolo puesto que lo hemos 
incluido en el Capitulo 3 (Diseño del protocolo), Fig.4.3. 
 
Esta librería de clases como ya hemos explicado anteriormente, contiene una 
clase asociada a cada uno de los comandos Tcp con sus atributos y métodos 
correspondientes. El servidor tras procesar el paquete procedente de la red de 
datos y conocer el contenido del campo asociado al comando (cmd) del 
paquete creará un objeto asociado al comando deseado (Get,Set…) e invocará 
a los métodos específicos de cada comando  para verificar si se puede efectuar 
la solicitud, de no poderse realizar uno de sus métodos generará el paquete 
repuesta correspondiente informando de lo sucedido. Si por lo contrario la 
solicitud se puede efectuar sin problemas generará el paquete respuesta 
adecuado para cada tipo de comando (véase Tabla 4.4, Tabla 4.5). 
 
 
5.3.4. Diseño de la clase Adjustment (Librería TrcAdaptation) 
 
La clase Adjustment (Fig.5.7) incluida en la librería TrcAdaptation contiene los 
métodos involucrados en el proceso de adaptación de la información de la red 
de datos a los dispositivos de control. 
 
 Una vez el servidor ha determinado que se 
puede proceder al envío de información al 
panel de mandos, invoca uno de los métodos 
de esta clase para adaptar el formato de la 
petición procedente de la red de datos al 
formato de solicitud (get, set) comprensible por 
el dispositivo.  
 
Esta clase también incluye métodos para 
adaptar el formato de información de forma 
inversa, es decir el formato de la respuesta del 
panel al formato adecuado para el envío de 
dicha respuesta a la red de datos.  
 
 
 
 
 
 
Fig. 5.7. Clase Adjustment 
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5.3.5. Diseño de (Windows Aplication) SERVER 
 
Se trata del eje central de la aplicación, desde aquí se gestionan todos los 
subprocesos definidos en las clases anteriores (procesado de paquetes de la 
red, traducción, adaptación, comunicación con red de datos y dispositivos de 
control).  
 
Las clases que componen la aplicación SERVER con sus atributos y métodos 
son los mostrados  en la Fig. 5.8. 
 
 
 
Fig. 5.8. Diagrama de las clases de SERVER16 
                                            
16 Sombreado: WindowsForms 
   No sombreado: Class 
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Tal y como se muestra en la figura, dispone de clases encargadas del 
establecimiento de conexión entre los elementos de la red (TRC_Custom, 
Server) y otras clases de tipo visual (sombreado naranja) en las que se puede 
visualizar el contenido de la información intercambiada entre las distintas 
entidades.  
 
Cada una de las clases del tipo WindowsForm se corresponde con una de las 
funcionalidades mencionadas en el apartado 5.1. Mediante a llamadas a 
métodos de las clases anteriores mediante la interacción con los controles del 
formulario asociado tienen lugar todos los subprocesos que componen la 
comunicación global entre entidades de la red.  
 
Diseño de la clase Server y Trc_Custom 
 
Es la clase encargada de configurar los componentes de los sockets (número 
de puerto y la dirección de red de host) que permiten la comunicación entre la 
red de datos y el servidor.  
 
El método de la clase encargado de arrancar el servidor, lo deja en  estado de 
escucha para atender las peticiones del protocolo, si este proceso se realiza 
correctamente el servidor ya está preparado para realizar envíos o recibir 
información por el puerto destinado a la comunicación red de datos-servidor.  
 
Del mismo modo cuando se desee finalizar la comunicación entre red-servidor, 
uno de los métodos de la clase se ocupa de anular los envíos y recepciones 
por el socket por donde se realiza la transferencia de datos.  
 
La idea implementación de la clase Trc_Custom es similar a la de la clase 
Server ya que la finalidad sus métodos es también establecer la comunicación 
entre dos entidades, preparándolas para el envío y recepción de información 
entre ellas. La diferencia reside en que en este caso la interacción tiene lugar  
entre el servidor (nuestra aplicación) y los dispositivos de control (panel de 
mandos) y por tanto el puerto y las direcciones de host empleadas para el 
dialogo entre ambos no es el mismo que en el caso de la comunicación del 
servidor con la red de datos.  
 
5.4. Diagrama de asociación de clases 
 
A continuación mostramos un diagrama (Fig. 5.9) donde se muestra la relación 
entre las clases que intervienen en la aplicación. Los métodos y atributos no los 
hemos incluido en el gráfico ya que se incluyeron en los apartados anteriores 
donde explicábamos el diseño de cada una de ellas.   (Véase anexo 6) 
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Fig. 5.9. Diagrama de asociación de clases 
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CAPÍTULO 7. FUNCIONAMIENTO DE LA APLICACIÓN 
 
En este capitulo trataremos de explicar de forma general el funcionamiento de 
la aplicación. Comentar que la aplicación final sería la correspondiente a 
Interactuar con la red de datos y panel de datos (Funcionamiento Global), no 
obstante hemos incluido en la aplicación la funcionalidad de comprobar el 
funcionamiento independiente de los elementos. Es decir la comunicación 
exclusiva con la red y la comunicación únicamente con el panel de mandos 
básicamente para facilitarnos la programación de la aplicación final.   
 
Menú principal 
 
En primer lugar cuando se ejecuta la aplicación aparece una ventana (Fig. 6.1) 
menú con cada una de las funcionalidades disponibles en la aplicación.  
 
 
 
Fig. 6.1. Ventana principal de la aplicación 
 
 
En la ventana de la aplicación se puede escoger entre siete opciones distintas, 
las cuatro primeras no exigen una conexión del servidor con la red de datos o 
con los dispositivos de control, las tres ultimas sí que exigen está conectividad.  
Dependiendo de la opción seleccionada aparecerá una ventana diferente para 
cada una de las posibles acciones a realizar. A continuación iremos viendo que 
sucede en cada caso: 
 
Cargar librería de traducción de dispositivos de control (Panel de 
mandos): 
 
Aparece una ventana (Fig. 6.2) con la posibilidad de cargar dos ficheros xml 
distintos asociados a la capa de traducción del panel de mandos. La estructura 
y contenido de ambos ficheros es el mismo, ambos contienen la información de 
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las variables de vuelo asociadas a la instrumentación del panel de control con 
sus identificadores externos e internos y demás atributos. La diferencia entre 
ambos reside en que el fichero StartSimKitPanel.xml se correspondería con 
una configuración por defecto de inicio de sesión, con unas variables 
determinadas subscritas y con el contenido del valor  de las variables nulo 
(indicadores a cero). Seria la librería de traducción que se cargaría en caso de 
reiniciar el sistema a no ser que se forzará otra configuración.  
 
 
 
 
Fig. 6.2. Ventana de función Cargar librería de traducción del Panel de Control  
 
 
Al pulsar en botón Cargar se procede a la lectura del fichero seleccionado y se 
almacena su contenido (en ArrayList) para disponer de la información de las 
variables para futuras consultas. Si se pulsa Mostrar contenido en el ListBox 
aparece el contenido del fichero cargado.   
 
Cargar Librería de los mensajes de error asociados al panel de control 
 
Esta ventana ofrece la opción de buscar el fichero en el directorio donde esté 
ubicado y al igual que ocurría al cargar la librería de traducción del panel, al 
pulsar el botón Mostrar contenido, el servidor procede a la lectura del fichero 
seleccionado, almacena su contenido y posteriormente muestra el contenido 
por pantalla tal y como se ve en la Fig.6.3. 
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Fig. 6.3. Ventana de función Cargar librería de mensajes de error del panel de 
control 
 
Consultar información de una variable 
 
Esta otra de las funcionalidades que no exige conexión entre la red de datos y 
el servidor, la aplicación la realiza de forma autónoma. El usuario ha de 
introducir el identificador externo asociado a la variable a consultar y (tras 
pulsar Consultar) la aplicación realiza la búsqueda de la variable mediante la 
llamada al método de la clase correspondiente para posteriormente mostrar el 
contenido de la variable de vuelo. 
 
 
 
Fig. 6.4. Ventana de función Consultar información de variable de vuelo 
 
 
Actualizar cambios en fichero de salida 
 
Esta funcionalidad está pensada para cuando la aplicación lleva ya un tiempo 
funcionando y  el estado de las variables ha cambiado (suscripción, valor). 
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Como ya hemos comentado, cuando se ejecuta la aplicación es necesario que 
se cargue la librería de traducción asociada al elemento de la red 
correspondiente, en nuestro caso el panel que contiene la instrumentación de 
vuelo. Si esto no se hace intencionadamente por el  usuario la aplicación se 
encargará de cargarla. La información del fichero de traducción, que además 
de incluir la relación entre identificadores incluye los atributos asociados al 
estado inicial de las variables (suscripción, valor) se almacena de forma 
temporal en un ArrayList, por lo tanto una vez la aplicación lleva un rato 
ejecutándose  todos los cambios en las variables se realizan sobre el ArryList y 
no sobre el fichero Xml.  
 
Esta funcionalidad se encargará de bien tras un tiempo ejecutándose la 
aplicación, cuando el usuario lo solicite ó antes de cerrar la aplicación de 
reflejar los cambios en un fichero Xml, con el mismo formato que el fichero de 
traducción asociado al dispositivo. 
 
Tal y como se muestra en la Fig.6.5, tras introducir el nombre del fichero y 
pulsar al botón CrearFichero se creará un fichero Xml con la última 
actualización del estado de las variables (en la misma ubicación que el fichero 
de traducción).  
 
 
 
Fig. 6.5. Ventana de función Actualizar cambios en fichero de salida 
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Interactuar con la red de datos 
 
La ventana asociada a atender las peticiones del protocolo únicamente, sin 
conectar con los dispositivos de control. El servidor genera la respuesta a la red 
con la información que tenga almacenada hasta el momento del estado de las 
variables del sistema.  
 
La ventana que aparece en la Fig. 6.5 muestra el contenido del paquete 
procedente de la red que solicita una petición del tipo GET, tras procesar la 
solicitud el servidor muestra el contenido del paquete respuesta que será 
enviado al elemento de la red q realiza la solicitud.  
 
 
 
Fig. 6.5. Ventana de función Interactuar con la red de datos 
 
 
Interactuar con dispositivos de control 
 
Esta funcionalidad permite comunicar la aplicación con el panel de control. El 
servidor procesa directamente la solicitud escogida (Get/Set) y envía al panel la 
petición al panel en un formato comprensible para el mismo.  
 
 
 
Fig. 6.6. Ventana de función Interactuar con panel de control 
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Funcionamiento global 
 
Está es la funcionalidad que realmente simula el comportamiento global del 
sistema. Es aquí donde el servidor realiza el proceso completo de la aplicación 
ya que por una parte escucha las peticiones del protocolo (por el puerto 
asociado) y por otra inicia la comunicación con los dispositivos de control 
(puerto 1927) en caso de sea necesario interactuar con el panel de control. 
En la Fig. 6.7 se puede ver el resultado de la ejecución de un comando Set 
sobre una de las variables asociadas a la instrumentación del panel. La 
aplicación permite visualizar tanto el contenido del paquete procedente de la 
red de datos (tras ser procesado por el servidor) como la respuesta del panel 
(pasada a string) y el contenido del paquete respuesta a la petición que se 
enviará a la red.  
 
 
 
Fig. 6.7. Ventana de funcionamiento global de sistema 
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CAPÍTULO 8. CONCLUSIONES 
 
El objetivo básico planteado al comienzo del proyecto que era el diseño de un 
protocolo de comunicaciones para el transporte de información en la red de 
datos que permitiera una comunicación entre los elementos conectados a la 
misma (simuladores, dispositivos de control) se ha conseguido.  
 
La idea que perseguíamos desde el principio era la de que el protocolo 
diseñado fuese lo más sencillo y flexible posible, que permitiese la 
escalabilidad de los elementos conectados a la red de simulación si tener que 
realizar modificaciones en el mismo y considero que lo hemos logrado. El 
formato de paquetes escogido permite introducir nuevos comandos a parte de 
los ya planteados en el proyecto, adaptándose fácilmente al estándar de 
información fijado por nuestro paquete de comandos, aportando así nuevas 
funcionalidades al sistema. 
 
Tras el periodo previo a la fase de programación, que dedicamos a 
familiarizarnos con la instrumentación de simulación del panel, la placa que la 
controla y el software necesario conseguimos verificar que instrumentos se 
habían montado correctamente (por otro alumno de la escuela) puesto que 
respondían a la calibración y cuales se debían revisar.   
 
También comentar que lo ideal hubiera sido realizar las pruebas finales 
integrando  los elementos reales de la red de simulación (Fligth Simulator, X-
Plane) con sus aplicaciones de traducción y adaptación asociadas (realizadas 
los otros proyectistas) a nuestra aplicación servidor y capas de traducción y 
adaptación asociadas a los dispositivos de control (panel de mandos), pero por 
falta de tiempo no ha sido posible. No obstante a partir de la aplicación cliente 
que simulaba un generador de paquetes procedentes de los elementos de la 
red hemos podido verificar el correcto funcionamiento de nuestra aplicación a 
partir de su interficie gráfica que nos permitía visualizar el contenido de los 
paquetes procedentes de la red y la respuesta a las peticiones por parte del 
panel. 
 
Líneas futuras 
 
Como ya comentamos al principio, este proyecto, se planteó como una de las 
piezas de un  proyecto global, con la finalidad docente de que varios 
proyectistas fueran implementando los diversos módulos necesarios para su  
completa realización. Y hasta el momento, las aplicaciones que permiten 
controlar  los simuladores de vuelo (Microsoft Flight Simulator, XPlane) y 
dispositivo de control (Panel de Control) con la red de datos están 
implementados, pero eso sí de forma aislada. Por lo tanto seria necesario que 
otro proyectista se encargara de integrar todas las partes y probara el 
funcionamiento conjunto de todos los elementos funcionando simultáneamente. 
Pese a que el protocolo se ha diseñado de forma conjunta,  cada aplicación se 
ha desarrollado en base a los criterios propios de cada alumno (en cuanto a 
programación y diseño) y seria recomendable unificarlos para un 
funcionamiento optimo del sistema. 
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Otra de las posibles mejoras o líneas futuras a plantear seria la incorporación 
de nuevas funcionalidades a cada una de las aplicaciones así como la 
implementación de nuevos comandos.  
 
Conclusiones Personales 
 
A nivel personal comentar que en los inicios del proyecto mis conocimientos de 
programación en el lenguaje utilizado (C#) eran muy básicos y durante el 
desarrollo del proyecto han mejorado considerablemente. En este punto me 
veo mas capacitada para asumir proyectos de programación de mayor 
dificultad. Por otra parte, mencionar el cierto temor inicial a afrontar la tarea del 
diseño del protocolo o arquitectura puesto que quizá debido a mi especialidad 
(Sistemas de Telecomunicación) eran aspectos para mi conocidos pero con los 
que no estaba muy familiarizada. Pese a está inseguridad inicial  con la ayuda 
de tutor y compañeros creo que no me he desenvuelto del todo mal.  
 
Impacto medioambiental 
 
El impacto medioambiental de nuestro proyecto es más bien nulo puesto que 
se trata de un proyecto en su mayor parte de programación. El único consumo 
de sería el de la energía que necesitan los equipos donde corre el código de la 
aplicación. La instrumentación el único consumo energético que precisa es la 
alimentación de la placa controladora, pero que es despreciable ya que se 
alimenta con la fuente de un ordenador de sobremesa (que podría ser el del 
equipo donde se ejecuta la aplicación).   
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ANEXO1: LEYENDA DE LA DISTRIBUCIÓN DE LA 
INSTRUMENTACIÓN EN EL PANEL DE MANDOS DE 
AERONAVE MODELO CESSNA-152 
 
 
1. Turn Coordinator 
2. Airspeed Indicator 
3. Suction Gauge 
4. Directional Indicator 
5. Attitude Indicator 
6. Registration number 
7. Vertical Speed Indicator 
8. Altimeter 
9. Clock 
10.  ILS Glide Slope Indicator 
11. Transponder 
12. ADF Radio 
13. Marker Beacon 
14. Radio 
15. Audio Control Panel 
16. Flight Hour Recorder 
17. Tachometer 
18. EGT 
19. ADF Bearing Indicator 
20. Accelerometer 
21. Low Voltage Warning Light 
22. Ammeter 
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23. Map Compartment 
24. Cabin Heat Control 
25. Cabin Air Control 
26. Cirtuit Breakers 
27. Wing Flaps Control and Indicators 
28. Mixture Control 
29. Throttle 
30. Microphone 
31. Carburetor Heat Control 
32. Elevator Trim Control Wheel 
33. Electrical Switches 
34. Oil Pressure Gauge 
35. Oil Temperature Gauge 
36. Instrument Panel Lights 
37. Fuel Quantity Indicators 
38. Ignition Switch 
39. Master Switch 
40. Primer 
41. Parking Breaks Control 
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ANEXO 2: INSTALACIÓN DEL SOFTWARE SDK 
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ANEXO 3: INSTALACIÓN DEL USB DRIVER PARA LA 
CONEXIÓN DE CCU CON PC 
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Anexo 4: CCU: Manual de usuario 
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ANEXO 5: DESCRIPCIÓN DE LA  APLICACIÓN CLIENTE 
 
Este apartado pretende dar una breve explicación de en que consiste la 
aplicación cliente diseñada. 
 
Esta aplicación ha sido diseñada con la intención de simular las peticiones 
procedentes de la red de datos. Consiste en un  “generador” de paquetes como 
los asociados a los comandos de nuestro protocolo. 
 
Al arrancar la aplicación cliente que simula la red de datos nos aparece una 
ventana como la mostrada en la Fig. 8.1. Aparece un menú que da la opción de  
generar los diferentes paquetes de comandos implementados para nuestro 
protocolo. Si se fueran implementando el resto de comandos ya pensados 
(GetId, SetId, PowerOff...) en términos de programación seria muy sencillo, ya 
que tal y como está programada la aplicación consistiría en añadir 
funcionalidades a un switch. Tal y como está diseñada la aplicación, cada 
comando tiene su clase/objeto asociado, por tanto implementar nuevos 
comandos consistiría en crear sus clases asociadas (sin influir para nada como 
se han programado el resto de comandos). 
 
 
 
 
Fig. 8.1 Menú de la aplicación cliente (red de datos) 
 
Según la opción seleccionada aparecerá una ventana que solicitara que se 
rellenen todos los campos necesarios para crear un paquete diferente 
dependiendo del comando seleccionado.  
 
A continuación mostraremos las diferentes ventanas asociadas a la generación 
de cada paquete de comandos.  
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Generar paquete GET 
 
Se han de completar todos los datos que aparecen en el formulario que se 
corresponden con los campos del paquete de transporte de nuestro protocolo 
correspondiente a una petición GET. 
 
Una vez pulsamos el control Generar Paquete, mediante la llamada al método 
de la clase packet.cs encargado de crear un paquete, el cliente genera una 
paquete GET. A continuación se muestra en el ListBox  superior de la ventana  
el contenido del paquete que se va a enviar al servidor.  
 
Permanece esperando una respuesta a la petición, y en el momento que el 
servidor ha procesado la petición y genera la respuesta se muestra el 
contenido del paquete  repuesta del servidor en el ListBox inferior de la 
ventana.  
 
 
 
 
Fig. 8.2 Ventana correspondiente a generación de paquete GET 
 
 
Generar SET 
 
La ventana que aparece cuando la solicitud de la red es de tipo SET  es similar 
a la correspondiente a un GET tal y como se muestra en la Fig. 8.3. 
 
Los parámetros solicitados son los mismos que cuando la solicitud es GET, la 
única diferencia es que se ha de introducir el nuevo valor  que queremos 
asignarle a la variable (idVariable). 
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Tras pulsar el control Introducir Valor, el cliente hace una conversión del valor 
introducido almacenado en un string al tipo de datos introducido al pulsar 
Introducir tipo de datos. Depuse se realiza una comprobación de que el valor 
introducido se encuentre dentro del rango de valores asociados a cada 
variable. En caso de que el valor introducido sea adecuado se genera un 
paquete SET, siguiendo el mismo proceso que al generar un GET, y se 
procede al envío de información al servidor para que procese la solicitud.  
  
Tanto el contenido del paquete generado por la red como el contenido del 
paquete respuesta enviado por el servidor se muestran en la ventana de la 
aplicación. 
 
 
 
 
 
 Fig. 8.2 Ventana correspondiente a generación de paquete GET 
 
 
Generar SUBSCRIBE/UNSUBSCRIBE 
 
Ambos comandos tienen asociada una misma ventana, generar uno u otro 
dependerá del CheckBox seleccionado (Subscribe, Unsubscribe). 
 
El modo de actuar del servidor será el siguiente: esperará a que el usuario 
introduzca el tipo de paquete de comando a generar (subscribe/unsubscribe), 
almacenará los parámetros introducidos para ir completando los campos del 
paquete a generar para posteriormente proceder al envío de información al 
servidor. 
 
Tras la respuesta, tanto el contenido del paquete enviado por la red como la 
respuesta generada por el servidor se muestran por pantalla.  
Anexos                                          91 
 
 
 
 
 Fig. 8.3 Ventana correspondiente a generación de paquete GET 
 
 
 
El modo de proceder ante una solicitud de RESET seria el mismo que si 
efectuáramos un SET introduciendo como nuevo valor para la variable 
(IdVariable) cero. 
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ANEXO 6: DIAGRAMA DE ASOCIACIÓN DE CLASES 
 
 
packet
v_packet:byte[]
id_plane:uint
command:uint
type:uint
length:uint
id_variable: uint
v_value:byte[]
Ivalue.int
Dvalue:double
Svalue:string
Fvalue:float
Cvalue:char
packet()
packet(id_plane:uint,command:uint,
type:uint,length:uint,id_variable:uint,
v_value:byte[])
packet(id_plane:uint,command:uint,
type:uint,length:uint,id_variable:uint,
v_value:byte[],v_packet: byte[])
packet(id_plane:uint,command:uint,
type:uint,length:uint,id_variable:uint,])
CreateIdVariable(IdVariable:uint):byte[]
CreatePacket(id_plane:uint,command:uint,
type:uint,length:uint,id_variable:uint,
v_value:byte[]):byte[]
CreateNoValuePacket(id_plane:uint,command:uint,
type:uint,length:uint,id_variable:uint):byte[]
ExtractIdPlane(v_packet:byte):uint
ExtractCommand(v_packet:byte):uint
ExtractType(v_packet:byte):uint
ExtractLength(v_packet:byte):uint
ExtractByteValue(v_packet:byte):byte []
ExtractStringValue(v_value: byte[]):string
ExtractValue(v_value:byte[],type:uint):void
UndoPacket(v_packet:byte[]):void
UndoNoValuePacket(v_packet:byte[]):void
Adjustment
p:packet
t:Translate
v:variable
Adjustment ()
AdjustGetToTRC( Vpacket:byte [], VariablesList: ArrayList):string
AdjustmentGetToServer(panelinfo:string ,
NetPacket:byte [] , List:ArrayList):byte[]
AdjustmentSetToServer(panelinfo:string ,
NetPacket:byte [] ,List:ArrayList ) :byte[]
AdjustmentSetToTRC( Vpacket:byte [],VariablesList:ArrayList ):string
AdjustmentSetToTRC( idVar:uint,Vvalue:string , 
VariablesList:ArrayList):string
server
numport:int
skServer:Socket
skRequest:Socket
CurrentVariablesList: ArrayList
CurrentErrorList:ArrayList
file:XML
pk:packet
server()
server(numport:int)
runServer():void
stopServer():void
TRC_Custom
TrcPort:int
skTrc:Socket
skTrcReply
listener:Thread
end:bool
infoIn:string
infoOut:string
TRC_Custom()
TRC_Custom(numport:int)
runTrc():void
trcSend(dataSend:string):byte[]
trcRcv(vIn:byte[]):string
StartListen():void
StopListen():void
TrcComunicationRun():void
MenuServer
op:int
id:uint
t:Translate
v:Variable
VariablesList:ArrayList
ErrorList:ArrayList
MenuServer()
MenuServer(list:ArrayList,op:int)
DisplaySubmenu2():void
HideSubMenu2():void
HideMenu()
ShowVariableInfo(v:Variable):void
buttonClosemenu_Click():void
MenuServer_Load():void
listOp_SelectedIndexChanged():void
buttonAccept_Click():void
textBoxid_TextChanged():void
buttonid_Click():void
buttonMenu_Click():void
LoadPanelLib
s:server
x:XML
t:Translate
list:ArrayList
TranslateFile:string
LoadPanelLib_Load():void
comboBoxTranslate_SelectedIndexChanged():void
ShowContent(l:ArrayList):void
buttonCargar_Click():void
buttonMenu_Click():void
buttonContent_Click():void
LoadErrorLib
FileName:string
x:XML
s:server
sms:ErrorMessage
ShowContent( l:ArrayList):void
driveListBox1_SelectedIndexChanged():void
dirListBox1_SelectedIndexChanged():void
fileListBox1_SelectedIndexChanged():void
button1_Click():void
buttonVolver1_Click():void
button2_Click():void
LoadErrorLib_Load():void
listBoxContenido_SelectedIndexChanged():void
dirListBox1_Change():void
DataNetComunication
s:server
t:Translate
v:Variable
buffer:byte[]
serverPacket:byte[]
clientPacket:byte[]
fileName:string
numbytes:int
run:bool
cmd:uint
type:uint
idVar:uint
idPlane:uint
pValue:byte[]
DataNetComunication()
ProcessPacket(clientPacket:byte [] ):byte[]
ShowRecvPacket(clientPacket:byte [] ):void
ShowServerReply(ServerPacket:byte [] ):void
ShowVariableInfo(list:ArrayList ,idPlane:uint , 
idVar:uint ):void
buttonConectar_Click():void
buttonDesconectar_Click():void
buttonProcesar_Click():void
buttonReply_Click():void
buttonVar_Click():void
ButtonMenu_Click():void
button1_Click():void
DataNetComunication_Load():void
listBoxReply_SelectedIndexChanged():void
ComunicationPanel
t:Translate
p:packet
adj:Adjustment
trc:TRC_Custom
v:Variable
s:Server
idCmd:uint
type:uint
op:int
idVar:uint
Ival:int
Dval:double
Fval:float
send:string
rcv:string
val:string
bufferIn:byte[]
st:SET
gt:GET
ComunicanionPanel()
checkBoxGet_CheckedChanged():void
IntroducirID_Click():void
listBoxSendPanel_SelectedIndexChanged():void
numericUpDown1_ValueChanged():void
ComunicanionPanel_Load():void
button1_Click():void
envio_Click():void
ReplyPanel_SelectedIndexChanged():void
button2_Click():void
buttonVolver_Click():void
comboBoxTipo_SelectedIndexChanged():void
buttonValor_Click():void
checkBoxSet_CheckedChanged():void
textBoxValue_TextChanged():void
buttonPeticion_Click():void
FileSave
s:server
v:Variable
t:Translate
x:XML
SaveList:ArrayLis
FileName:string
FileSave()
FileSave(list:ArrayList)
textBoxFileName_TextChanged():void
ShowFile(l:ArrayList):void
buttonFile_Click():void
button1_Click():void
buttonMenu_Click():void
button2_Click():void
FileSave_Load():void
GlobalComunication
s:server
trc:TRC_Custom
adj:Adjustment
s:server
t:Translate
v:Variable
buffer:byte[]
serverPacket:byte[]
clientPacket:byte[]
fileName:string
numbytes:int
cmd:uint
type:uint
idVar:uint
idPlane:uint
runNet:bool
runPanel:bool
toPanel:bool
pValue:byte[]
GlobalComunication()
GlobalComunication(list:ArrayList)
GlobalComunication_Load():void
ProcessPacket( clientPacket:byte []):byte[]
ServerToTrc( clientPacket:byte []):string
ShowNetPacket( clientPacket:byte []):void
ShowServerReply(ServerPacket:byte [] ):void
ShowVariableInfo(list:ArrayList , idPlane:uint,  idVar:uint):void
buttonConectar_Click():void
buttonProcesarNet_Click():void
buttonRed_Click():void
button2_Click():void
buttonReply_Click():void
notifyIcon1_MouseDown():void
buttonVar_Click():void
button1_Click():void
ButtonMenu_Click
GET
Vget:Variable
GetPacket:packet
info:string=" "
GET()
GETstringValue (id_plane:uint ,id_variable:uint ,ListVars:ArrayList):string
GetValueToPacket(id_variable:uint , ListVars:ArrayList , id_plane:uint ):byte[]
SET
Vset:VAriable
SetPacket:packet
SetList:ArrayList
SET();
RangeMin(range:string):string
RangeMax(range:string):string
CheckRange1(num:int, min:string,max:string):bool
CheckRange2(num:double, min:string,max:string):bool
CheckRange3(num:float, min:string,max:string):bool
DoSet(list:ArrayList , idVariable:uint,idPlane: uint , Vvalue:string ):int
SetReply(list:ArrayList , idPlane:uint , idVariable:uint , Vvalue:string , position:int ):byte[]
SUBSCRIBE
VSubs:Variable
SubList:ArrayList
SUBSCRIBE()
SubscribeVariable(id_variable:uint ,id_plane: uint , ListVar:ArrayList ):int
SubscriptionReply( VSubs:Variable, op:int ):byte[]
UNSUBSCRIBE
Vunsub: Variable
UnsubList:ArrayList
UNSUBSCIRBE()
UnsubscribeVariable(id_plane:uint ,id_variable: uint ,ListVar: ArrayList ):int
UnsubReply( VSubs:Variable, op:int ):byte[]
Variable
id_plane:string
id:string
deviceVariableName:string
type:string
units:string
range:string
description:string
adjustmentClass::string
EoS:string
RoRW:string
Vvalue::string
Variable()
Variable(id_plane:string,id:string,
deviceVariableName:string,type:string,
units:string,range:string,
description:string,
adjustmentClass:string,
EoS:string,RoRW:string
Vvalue:string)
WriteVariable(v:Variable):void
ErrorMessage
code: string 
type: string  
description: string 
device: string 
ErrorMessage()
ErrorMessage (code:string,type:string,
description:string,device:string)
Translate
result: string
Tvariable:Variable
Terror:Error Message
Translate()
Translate(result:string)
SearchVariable(l:ArrayList,op:int,
Name string, id_plane:string):Variable
SearchVariableInformation(l:ArrayList,op:int,
Name:string):Variable
SubOrUnsubscribed(v: Variable):int
StringToFloat(string Vvalue):float
StringToDouble(Vvalue:string ):double
VariabeNameToId(VariableNamestring ,
list: ArrayList ):void 
IdToName( list:ArrayList, id_variable:string):void
TypeVariable(list:ArrayList ,idVar:uint):int 
StringToByte (Vvalue:string ):byte [] 
StringToDouble(Vvalue:string )
StringToFloat( Vvaluestring ):float
XML
VariableElements:ArrayList
MessageElements:ArrayList
VariablesList:ArrayList
MessagesList:ArrayList
FileName :string="SimKitPanel.xml"
FileSave:string
v:Variable
reader:XmlTextReader
writer:XmlTextWriter
progress:int
XML()
XML(FileName:string)
XML(FileName:string,writer; XmlTextWriter)readVariables(FileName:string ,
 reader:XmlTextReader ):ArrayList
readMessages(FileName:string , reader:XmlTextReader ):ArrayList
SubscribeOrUnsubscribe(ElementName:string ,
FileName:string ,option int ):int
WriteVariable(v:Variable ,FileOut,:string,
writer:,XmlTextWriter):void
WriteMessage(m:ErrorMessage ,writer:XmlTextWriter ):void
WriteAllVariables(list:ArrayList ,writer:XmlTextWriter ):void
WriteAllMessages(list:ArrayList ,writer:XmlTextWriter ):void
 WriteAllFile( Vlist:ArrayList, Mlist:ArrayList, writer:XmlTextWriter,XmlName: string ):void
ModifyVariable(VariableToModify:string ,NewValue:string , FileName:string ):int
1..*
11
1..*
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