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V diplomskem delu je predstavljen postopek za prenos datotek med programirljivim logičnim 
krmilnikom in robotskim krmilnikom s pomočjo High-speed Ethernet Server funkcije (HSES 
funkcije). V začetnem delu diplomske naloge je opisan princip izmenjave datotek med 
robotskim in programirljivim logičnim krmilnikom ter glavne uporabljene komponente. 
Namen uporabe HSES funkcije je prejemanje in pošiljanje datotek, ki vsebujejo začetne 
podatke osi robotskih manipulatorjev. Prenos izhodiščnih vrednosti robotskega manipulatorja 
je eden izmed ciljev pri avtomatizaciji proizvodnje robotskih manipulatorjev v novi tovarni, ki 
jo gradi podjetje Yaskawa v Kočevju. 
V osrednjem delu diplomske naloge predstavljam delovanje programa za prenos datotek in 
obdelavo prejetih podatkov. V programu je prikazan princip izmenjave podatkovnih paketov 
med robotskim krmilnikom in programirljivim logičnim krmilnikom ter prikazovanje želenih 
podatkov. 
Diplomsko delo se zaključi z opisom testiranja in zagona funkcije za prenos datotek ter 
odpravljanja napak, ki so predstavljale glavne probleme pri realizaciji funkcije. 
Ključne besede: programirljiv logični krmilnik, robotski krmilnik, avtomatizacija, robotski 











The diploma presents the process for transfer of files between a programable logical controller 
and a robotic controller with the use of High-speed Ethernet function. Beginning of the thesis 
presents the basic principle of the function for the transfer of data and all the major 
components needed. The function will be used for transfer of files that contain HOME position 
data of robots. Transfer of robot HOME positions data is one of the key functions for the 
automatization of the new factory for construction of robots that Yaskawa is building in 
Kočevje.    
The middle chapters of the diploma present how the program for transfer and process of data 
files works. The program shows the principle of data packet exchange between the robot 
controller and the PLC. It also shows how the data is processed and then displayed. 
The diploma concludes with the presentation of the testing stages and all the problems I had 
to eliminate for the realization of the working function for data transfer. 
Key words: programable logical controller, robot controller, automatization, robot, HOME 





Zaradi želje po odpravi nepotrebnega dela in človeških napak v proizvodnji stremimo k 
avtomatizaciji čim večjega dela postrojev. Z avtomatizacijo postroja dosežemo manjše število 
delavcev za dokončanje neke naloge in zmanjšamo možnost napake ob ponavljajočih se delih. 
Tako povečamo učinkovitost in zmanjšamo odstopanja v primeru proizvodnje izdelkov, saj to 
nalogo opravlja neka naprava ali cela proizvodna linija.  
Avtomatizacija postroja je v nekaterih primerih nujna, saj je delo preveč nevarno ali celo 
nemogoče za delavca. V primeru, kjer obdelujemo težke predmete, je uporaba strojev močno 
zaželena, saj človek tega dela sam ni sposoben opravljati. Z avtomatizacijo določenih delov 
postroja zmanjšamo tudi nevarnost za človeka, saj nevarna opravila prepustimo strojem in 
delavcem omejimo dostop. Ker je postroj avtomatiziran, je vanj tudi mnogo lažje vključiti 
pregled kakovosti in s tem zagotoviti enakost izdelkov, saj neustrezne izdelke zavržemo že v 
postopku proizvajanja le-teh. 
Z avtomatizacijo tako izboljšamo učinkovitost postroja, vendar ta v večini primerov ni mogoča 
za celoten postroj. Še vedno obstaja veliko opravil, ki jih naprave niso sposobne opravljati ali 
pa v določenih primerih tega ne želimo, saj imamo večji nadzor, če nalogo opravi delavec. 
Avtomatizacija ima poleg svojih prednosti tudi slabosti, saj z njo zmanjšamo število delavcev 
za določeno nalogo, kar za lastnika sicer zmanjša sprotne stroške, vendar se v večini primerov  
zmanjša tudi sama vrednost narejenih izdelkov. Negativna lastnost avtomatizacije je tudi velik 
začetni strošek, saj so stroji in priprava prostora v večini primerov kar dragi. 
Najpomembnejši del avtomatizacije postroja je komunikacija med vsemi sestavnimi deli, ki jo 
vodi glavna enota. V večini primerov se za to uporablja programirljivi logični krmilnik (PLK), na 
katerega preko programirne naprave (računalnika) naložimo program za vodenje procesa. 
Postroj lahko nato vodimo preko human machine interface (HMI)  konzole in spremljamo 





Cilj raziskovanja za diplomsko nalogo je bil urediti pošiljanje in prejemanje datotek s podatki 
o začetnih pozicijah robotskih osi s pomočjo HSES funkcije. Do sedaj je bilo treba začetne 
pozicije robotskih osi, ki so shranjene v robotskem krmilniku v datoteki ABSO.DAT, ob 
zamenjavi krmilnika nastavljati ročno, kar je predstavljalo veliko nepotrebnega dela. Moja 
naloga je bila v TIA portalu V14 napisati program za programirljiv logični krmilnik, ki med 
drugim že vodi celotno proizvodno linijo, omogoči pa tudi prejemanje in pošiljanje izhodiščnih 
vrednosti robota. Program temelji na uporabi HSES funkcije, katere osnova je pošiljanje in 



















2. Idejna zasnova 
Podjetje Yaskawa v Kočevju gradi novo tovarno robotov in si želi čim večji del proizvodnje 
avtomatizirati. Ker bodo v novi tovarni robota, ko bo sestavljen, nastavili v izhodiščno lego in 
ga nato odklopili, je treba te podatke shraniti, saj bi ga želeli v naslednji fazi proizvodnje krmiliti 
brez ponovnih nastavitev začetnih vrednosti. Robot bo po nastavitvi potoval v lakirnico, kjer 
bi radi izhodiščne podatke ponovno uporabili. 
Glede na to, da je celotna proizvodna linija krmiljenja s programirljivim logičnim krmilnikom 
(PLK), se je porodila ideja, da PLK prevzame tudi funkcijo shranjevanja in prenašanja datotek. 
Po nastavitvi izhodiščnih vrednosti osi so te sicer shranjene v datoteki ABSO.DAT v robotskem 
krmilniku, a se po odklopu robota od krmilnika izbrišejo. 
Aplikacija naj bi delovala tako, da ko se nov robot pripelje po tekočem traku (slika 2.1) do 
operaterja, ga on priklopi in nastavi v začetno pozicijo z uporabo robotskega krmilnika. 
Operater pred odklopom robota od robotskega krmilnika s pomočjo funkcije HSES izhodiščne 
vrednosti shrani v PLK za kasnejšo uporabo.  
 
Slika 2.1: Grafični prikaz delovanja aplikacije 
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Podatke bi želeli shraniti tudi na RFID čip (Radio Frequenci Identification – Radiofrekvenčna 
identifikacija), s katerim je opremljen vsak robot. Na vsaki postaji, kjer se bo robot sestavljal, 
se bo na RFID čip dopisala nova vrednost, ki bo predstavljala nov dodan del robota. Uporaba 
in namen RFID čipa v moji diplomski nalogi ni opisana, vendar bo v prihodnosti uporabljen za 
shranitev podatkov, ki jih bomo prejeli z uporabo moje funkcije. 
Za izvedbo funkcije bom uporabil krmilnik SIMATIC S7 CPU 1512SP-1 PN in zaslon na dotik 
TP700 comfort panel, program pa bom napisal v programskem orodju TIA portal. 
V nadaljevanju bom zaradi lažjega razumevanja podrobneje predstavil ključne sestavne dele 
sistema, in sicer robotski krmilnik, robotski manipulator in programirljivi logični krmilnik (PLK). 
Temu sledi še razlaga delovanja funkcij prenosa datotek z uporabo High-speed Ethernet  

















3. Robotski krmilnik 
Vsi fizični premiki robotskega manipulatorja so posledica ukazov, ki se izvajajo v robotskem 
krmilniku. V robotskem krmilniku se tako izvajajo vse računske operacije za izvedbo premika 
manipulatorja v želeno točko, tako da med delovanjem ne pride do kakšnega prepovedanega 
giba ali nezaželene situacije. Krmilnik to izvaja tako, da izvršuje matematične operacije 
posameznih gibov glede na trenutno in želeno končno pozicijo manipulatorja. Krmilnik izvršuje 
robotske manipulacije s pomočjo podatkov, ki predstavljajo položaje motorskih osi in tako 
izvaja potrebne ukaze. Robotski krmilnik poleg preračunavanja gibov komunicira tudi z vsemi 
zunanjimi elementi, kot so ventili, senzorji in signalizacija. 
3.1 Robotski krmilnik FS100 
Krmilnik FS100 (slika 3.1) je robotski krmilnik, namenjen krmiljenju manjših postrojev, katerih 
nosilnost ne presega 20 kilogramov. Čeprav je manjši od nekaterih drugih izvedb, ga odlikujeta 
hitrost in preprostejša izvedba. Kot ostale programirljive elemente se tudi krmilnik programira 
preko zunanje učne enote [2]. 
Osnovni podatki:  
 
➢ procesira lahko do 6 programov (JOB-ov) hkrati,  
➢ krmili lahko do 16 osi (do 16 servomotorjev),  
➢ krmili lahko do 2 robota (manipulatorja).  
 
 
Slika 3.1: Robotski krmilnik FS100 [2] 
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3.2  Robotski krmilnik DX200 
Robotski krmilnik DX200 je namenjen krmiljenju več robotov hkrati. Krmilimo lahko do 8 
robotov, kar predstavlja 72 osi, ki so med seboj sinhronizirane. Omogoča nam veliko 
fleksibilnost pri reševanju aplikacij ter večjo produktivnost in manjše stroške, saj za veliko 
število robotov potrebujemo zgolj en robotski krmilnik. Glede na prejšnje izvedbe ima 
izboljšan izkoristek energije in dostopnost v primeru napake ali nadgradnje. Napredna (ARM) 
tehnologija omogoča izboljšano delovanje in olajša tudi pisanje programov. 
Robotski krmilnik DX200 (slika 3.2) poganja CPU na osnovi PC s realno-časovnim operacijskim 
sistemom VxWorks. Je večji od krmilnika FS100, vendar od 2 do 4-krat krat počasnejši. 
Programiramo ga s pomočjo krmilno učne enote TEACHBOX. V večini primerov uporabljamo 
DX200 za krmiljenje celotne celice, ki vsebuje enega ali dva robota in pozicioner ter vse ostale 
potrebne varnostne elemente [2].  
 
Osnovni podatki: 
➢ procesira lahko do 8 programov (JOB-ov) hkrati,  
➢ krmili lahko do 72 osi (do 72 servomotorjev),  
➢ krmili lahko do 8 robotov (manipulatorjev).  
 
 
Slika 3.2: Robotski krmilnik DX200  [2] 
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3.3  Robotski krmilnik YRC1000 
Robotski krmilnik YRC1000 (slika 3.3) je nadgradnja robotskega krmilnika DX200. YRC1000 je 
hitrejši in natančnejši pri izvajanju svojih nalog. Ima vmesnik, ki omogoča uporabniku 
upravljanje robotskega krmilnika podobno, kot bi uporabljal pametni telefon. Glavne 
prednosti YRC1000 so 50 % izboljšana hitrost komunikacije vhod/izhod in uporaba samo enega 
povezovalnega kabla med robotom in krmilnikom. V prejšnjih modelih smo za krmiljenje 
robota potrebovali dva kabla, sedaj pa sta združena v enega. Velika prednost je tudi uporaba 
elektronike za uravnavanje napajanja, kar pomeni, da ne potrebujemo več transformatorja, če 
nimamo ustrezne napajalne napetosti, saj ima YRC1000 območje napajalne napetosti med 
380 V in 480 V  [2]. 
Osnovni podatki: 
➢ I/O komunikacijska hitrost do 50 % večja kot DX200, 
➢ MLX300 software, 
➢ napajalna napetost od 380 V do 480 V. 
 





4. Robotski manipulator 
Po ISO standardu 8372 je industrijski robotski manipulator povratnozančno voden, 
reprogramirljiv in večnamenski sistem. Lahko je mobilen ali fiksen. Programirljiv je vsaj v treh 
ali več prostorskih stopnjah in ga uporabljamo v procesih industrijske avtomatizacije.  
 
4.1 Robot MA1440 
Robotski manipulator MA1440 (slika 4.1) je 6-osni robot, kar pomeni, da ima 6 krmiljenih osi, 
ki jih poganjajo servomotorji. Vsakemu servomotorju določamo pozicijo z uporabo krmilnika, 
na katerega je povezan z močnostnimi kabli. 
 
 
Slika 4.1: Robot MA1440  [2] 
 
Robot je namenjen varjenju in ima maksimalno nosilnost 6 kilogramov. Sposoben je tudi večjih 
naporov, vendar mu to krajša življenjsko dobo. Maksimalen horizontalni doseg (slika 4.2) je 
1440 mm, vertikalen pa 2511 mm. Največja dovoljena napaka pri izvedbi vsakega cikla 




Slika 4.2: Dimenzije robota MA1440  [2] 
 
 
Specifični podatki robota MA1440 so prikazani v tabeli 4.1. 
 
Tabela 4.1: Specifični podatki robota MA1440  [2] 
Oznaka robotske 
osi Ime osi 
Območje 
gibanja (°) Maksimalna hitrost (°/𝐬) 
Dovoljen navor 
(Nm) 
S Glavna os ± 170 230 - 
L Spodnja os 155/-90 200 - 
U Zgornja os 240/-90 230 - 
R Vrtljiva os ±150 430 10,5 
B Upogljiva os 90/-135 430 10,5 








4.2 Robot MH5LF 
Robotski manipulator MH5LF (slika 4.3 in 4.4) je prav tako kot MA1440 6-osni robot in ga 
krmilimo preko robotskega krmilnika. Robot je namenjen prenašanju lažjih bremen (do 5 
kilogramov). Maksimalni doseg roke znaša 895 mm, pri izvedbi vsakega koraka cikla pa je 
dovoljena napaka ± 0,03 mm. 
 
Slika 4.3: Robot MH5LF  [2] 
 
 
Slika 4.4: Premiki osi robota MH5LF  [2] 
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Specifični podatki robota MH5LF so prikazani v tabeli 4.2. 
Tabela 4.2: specifični podatki robota MH5LF  [2] 
Oznaka robotske 





S Glavna os ± 170 270 270 
L Spodnja os + 155/-65 280 280 
U Zgornja os +255/-138 300 300 
R Vrtljiva os ±190 450 450 
B 
Upogljiva 
os ±135 450 450 
T Os orodja ±360 720 720 
 
 
4.3 Izhodiščna pozicija robota 
Izhodiščna pozicija robota ali HOME pozicija predstavlja stanje vseh robotskih osi v 
preddoločenem položaju. Robotu se nato med obratovanjem vrednosti položaja odmikajo v 
plus ali minus od te pozicije. Tako vedno vemo položaj robota glede na odmik vrednosti od 
izhodiščne pozicije oz. izhodiščnih vrednosti osi. Te izhodiščne pozicije robota robotski 
krmilnik shranjuje v datoteko z imenom ABSO.DAT. Ko robota odklopimo od robotskega 
krmilnika in nato ponovno priklopimo, se te izhodiščne vrednosti izbrišejo iz robotskega 
krmilnika in jih je treba ponovno nastaviti. Tu nastane problem, ki ga želimo odpraviti z 










5. Programirljivi logični krmilnik in programsko orodje 
Programirljivi logični krmilnik (PLK) je digitalno delujoča elektronska naprava, ki na podlagi 
ukazov, shranjenih v programskem pomnilniku, izvaja logične, sekvenčne, časovne in 
aritmetične operacije ter s tem vodi različne naprave in procese preko digitalnih in analognih 
vhodov in izhodov. Programirljivi logični krmilniki so zadnjih petdeset let zaradi svoje 
univerzalnosti prisotni pri vodenju industrijskih procesov. V zadnjih letih so popolnoma 
preplavili industrijo, saj so glavni del avtomatizacije postrojev. Zaradi svoje fleksibilnosti in 
prilagodljivosti različnim nalogam se uporabljajo tudi izven industrije. Za pisanje programov, 
ki jih nato naložimo na programirljivi logični krmilnik, v primeru Siemensovih SIMATIC PLK, 
uporabljamo programsko orodje TIA portal. 
 
5.1 Krmilniki SIMATIC S7-1500 
Družina SIMATIC S7-1500 zavzema skupino elementov oziroma naprav s srednjo in višjo 
zahtevnostjo, ki so namenjeni avtomatizaciji in regulaciji postrojev. Najpomembnejši element 
skupine je centralna procesna enota (CPU), saj nadzoruje in obdeluje vse izhodne in vhodne 
podatke. Za delovanje sistema potrebujemo tudi vhodne in izhodne enote, komunikacijske 
module in HMI module. Ker centralne procesne enote serije S7-1500 nimajo vgrajenega 
napajalnika, uporabljamo dodatni zunanji napajalnik. Krmilniki SIMATIC S7-1500 imajo 
vgrajeno povezavo z ethernetom, profinet povezavo, profibus ter tudi RS232 [4] . 
 
5.1.1 Centralno procesna enota 
Centralno procesna enota (slika 5.1) skrbi za obdelovanje in dekodiranje ukazov, ustrezno 
vodenje operandov in aktiviranje operacij. CPU obdeluje vrednosti operandov iz vhodno-
izhodnega sistema, rezultati se nato vpisujejo v pomnilnik ali pa na vhodno-izhodni sistem, ki 
nato krmili priključene elemente. Za izvedbo diplomske naloge sem uporabil CPU z oznako 




1- PROFINET vmesnik (X2) z enim 
priklopom 
2- PROFINET vmesnik (X1) z dvema 
menjalnima priklopoma 
3- PROFIBUS DP vmesnik (X3) 




Slika 5.1: Centralno procesni enoti 1516-3 PN/DP (levo) in 15125-1 PN (desno) [4] 
 
5.1.2 Napajalni modul 
Napajalni modul služi dovajanju električne energije vsem aktivnim elementov PLK-ja. Pretvori 
nivo napetosti iz 230 V na 24 V in z njim napaja vse elemente. Napajalni modul SITOP PSU300S 
na sliki 5.2 za delovanje potrebuje priključno trifazno omrežno napetost (400 V) , na izhodu pa 
je prisotna enosmerna napetost 24 V (tokovna zmogljivost 20 A). 
 
Slika 5.2: Napajalni modul SITOP PSU300S[8] 
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5.1.3 Vhodno-izhodni moduli 
Vhodno-izhodni moduli (slika 5.3) delujejo na nizki napetosti. Na vhode priključujemo stikala, 
senzorje in podobne elemente, ki nam sporočajo razmere v sistemu, na izhode pa 
priključujemo elemente, ki imajo vpliv na delo postroja. To so v večini releji in drugi aktuatorji. 
V primeru, da potrebujemo več vhodov in izhodov, kot jih trenutno imamo, lahko dodamo 
razširitveni modul [4].  
 
Slika 5.3: Vhodno-izhodni moduli  SIMATIC S7-6ES7-132 [4] 
5.1.4 Komunikacijski moduli 
Komunikacijski moduli (slika 5.4) so namenjeni povezavi krmilnika v mrežo. Z uporabo 
komunikacijskih modulov se nam omogočijo dodatne zaščitne možnosti sistema. Omogočajo 
nam, da povežemo različne module na krmilnik in jih nato uporabljamo za spremljanje procesa 
ter vodenje krmilnika. Za lažji nadzor nad postrojem lahko uporabimo tudi HMI modul, ki ga 
povežemo na krmilnik preko komunikacijskih modulov. Preko HMI modula lahko spremljamo 
in krmilimo procese, ki se odvijajo v postroju [4].  
 
 
1- PROFIBUS DP vmesnik 
 
 
Slika 5.4: Komunikacijska modula CM 1542-5 (levo) in ET 200SP CM DP (desno) [4] 
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5.1.5 HMI moduli 
Human machine interface (HMI) moduli omogočajo lažjo komunikacijo med strojem in 
človekom. Uporabljamo jih lahko za spremljanje delovanja sistema preko prikazovalnega 
panela, vnašamo lahko željene parametre in krmilimo delovanje sistema. HMI moduli so 
prenosni zasloni, s katerimi spremljamo in krmilimo procese, zasloni, ki prikazujejo 
informacije, tipkovnice za vnašanje parametrov ter naprave za delo v nevarnih in tveganih 
razmerah. KP700 comfort panel (slika 5.5) in TP700 comfort panel (slika 5.6) sta ena izmed bolj 
uporabljanih HMI modulov [5]. 
 
 
1- prikaz s funkcijskimi tipkami      2- tipkovnica  3- prikazovalni zaslon na dotik 









5.2  TIA portal 
Totally Integrated Automation (TIA) portal (slika 5.7) je programsko orodje za programiranje  
Simensovih PLK krmilnikov pri avtomatizaciji postroja. TIA portal omogoča v enem 
programskem paketu programiranje krmilnikov, uporabniških vmesnikov, vhodno/izhodnih 
enot in različnih pogonov. TIA portal je združljiv z različnimi produkti na področju 
avtomatizacije npr. SMC, Beckhoff, Festo, Sick itd. Temelji na mednarodnem standardu 
IEC 61131-3, ki določa strukturo in programske jezike za programiranje logičnih krmilnikov in 
podobnih naprav [6]. 
 
 
Slika 5.7: Osnovno okno TIA portala [6] 
 
Grafično povezovanje in dodajanje elementov na grafični vmesnik temelji na metodi povleci-
spusti. Urejanje vhodov in izhodov, parametrov in spreminjanje imen spremenljivk je možno 
na enem mestu, kjer se imena pojavijo na vhodno-izhodnih enotah ali pa na priključenih 
napravah. Spremenljivke se posodobijo samodejno, aplikacije pa so predstavljene kot 





5.2.1 Uporaba TIA portala 
Ob začetku uporabe TIA portala je treba izbrati, kateri krmilnik bomo uporabili v postroju. 
Uporabljeni krmilnik je treba konfigurirati in ga povezati z računalnikom. Pri izdelavi projekta 
je treba definirati tudi ostale uporabljene elemente, poleg centralno procesne enote še 
napajalnik, komunikacijske module in razširitvene enote. Ko smo nastavili vse elemente, lahko 
začnemo z pisanjem programa. V TIA portalu lahko programiramo v blokovnem (FDB) ali 
lestvičnem (LAD) diagramu in z uporabo programskega jezika SCL (Structured Control 
Language).  
Pisanje programa v TIA portalu poteka z uporabo blokov (slika 5.8), v katere zapisujemo želen 
program, ki ga PLK nato izvede. Poznamo več vrst blokov: 
➢ organizacijski blok, 
➢ podatkovni blok, 
➢ sistemski funkcijski blok, 
➢ funkcijski blok, 
➢ funkcije, 
➢ sistemske funkcije, 
➢ sistemski podatkovni blok. 
 
Slika 5.8: Izbira blokov 
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Organizacijski blok (OB-Organization block) 
Če želimo nek postroj avtomatizirati, je za nas kot uporabnika ali programerja glavna lastnost 
ciklično izvajanje programa (slika 5.9). Ciklično izvajanje programa je omogočeno v 
organizacijskem bloku OB1. Ob začetku cikla krmilnik izvede procesno preslikavo vhodov in 
izhodov, nato pa se začne izvajati program po vrstnem redu, kot je bil napisan. Ko se program 
zaključi, se te vrednosti zapišejo na izhode krmilnika. Ob zagonu krmilnika se nam lahko izvede 
še organizacijski blok OB100, ki pa se ne izvaja ciklično, saj se izvede samo enkrat. Z uporabo 
organizacijskega bloka OB100 se lahko zavarujemo pred napačnim delovanjem krmilnika v 
primeru nenadnega izklopa in ponovnega vklopa napajanja krmilnika, saj lahko vanj zapišemo 
varnostne pogoje v takem primeru. Če tega ne bi uporabili, bi se lahko postroj ob zagonu 
krmilnika sam zagnal naprej iz stanja v katerem je bil pred izklopom in lahko bi prišlo do 
nesreče. S poznavanjem programskih blokov in ustrezno uporabo lažje in učinkoviteje 
rešujemo probleme avtomatizacije postroja [8]. 
 
 






Podatkovni blok (DB-Data block) 
Za shranjevanje vseh tipov podatkov uporabljamo podatkovne bloke, saj so prosto nastavljivo 
območje za shranjevanje podatkov. Imamo dve vrsti podatkovnih blokov. Instančni 
podatkovni blok, ki se generira samostojno in globalni podatkovni blok.  Vsi programski bloki 
v programu lahko dostopajo do podatkov v globalnem podatkovnem bloku. Instančni 
podatkovni blok pa lahko dostopa zgolj funkcijski blok kateremu pripada.. Vanje lahko 
shranjujemo osnovne in kompleksne podatkovne tipe.  Podatki shranjeni v podatkovnih blokih 
se ohranijo tudi, ko se je program že izvedel [8]. 
 
Tabela 5.1: Osnovni podatkovni tipi v podatkovnem bloku [6] 
OSNOVNI PODATKOVNI TIPI 
Ime tipa Opis 
Velikost v 
zlogih (bitih) Možne vrednosti 
zlog (BIT) bitno število 1 0 ali 1 
bajt (BYTE) 
heksadecimalno 








število 32 od +/–1.175495e–38 do +/–3.402823e+38 
integer (INT) 
predznačeno 








je število s 
plavajočo vejico 32 od +/–1.175495e–38 do +/–3.402823e+38 
znak (CHAR) ASCII znak 8   
SIMATIC čas 
(S5TIME) čas S7 16 
od S5T#00H_00M_00S_10MS do 
S5T#2H_46M_30S_00MS 
čas IEC (TIME) čas IEC 32 








Tabela 5.2: Kompleksni podatkovni tipi v podatkovnem bloku [6] 
KOMPLEKSNI PODATKOVNI TIPI 
uporabniško določen 
podatkovni tip (UDT) 
predloga uporabniškega tipa, ki je lahko 
sestavljen iz različnih podatkov osnovnega ali kompleksnega tipa. 
matrika (ARRAY) 
skupina podatkov istega tipa, velikost zasedanja v pomnilniku je 
odvisna 
od tipa in števila podatkov v skupini 
struktura (STRUCT) 
skupina podatkov poljubnega tipa, velikost zasedanja v pomnilniku 
je odvisna od tipov in števila podatkov v skupini 
tekst (STRING) 
zapis teksta, ki je sestavljen iz največ 254 znakov (CHAR) in zasede 
8∙(število znakov + 2) bitov v pomnilniku 
datum in čas 
(DATE_AND TIME) zapis datuma in časa v formatu BCD, ki zasede 64 bitov v pomnilniku 
 
 
Funkcijski blok (FB-Function block) 
Funkcijski blok ima lasten instančni podatkovni blok, ki se generira ob nastanku funkcijskega 
bloka. Vanj se shranjujejo vrednosti spremenljivk, ki jih uporabljamo v tem funkcijskem bloku. 
Instančni podatkovni blok hrani podatke statičnih spremenljivk in parametrov tudi, ko se 
funkcijski blok izvede in zaključi. Funkcijske bloke običajno uporabljamo za naloge, ki se ne 
zaključijo v samo eni ponovitvi, ampak se morajo večkrat ponoviti [8]. 
 
Funkcija (FC-Function) 
Programski logični blok funkcija je blok, ki ne vsebuje lastnega spomina. V lokalni »sklad« 
podatkov se shranjujejo uporabljene začasne spremenljivke, ki pa se po izvedbi funkcije 
sprazni. Če želimo podatke trajno shraniti,  moramo uporabiti podatkovni blok, v katerega se 
lahko shranjujejo podatki več funkcij. Z uporabo funkcije lahko program zapakiramo v manjše 
pakete in ga tako naredimo bolj preglednega. V programu tako vidimo samo klicano funkcijo, 






5.2.2 LAD programiranje 
Programiranje v jeziku LAD temelji na uporabi knjižnice osnovnih in kompleksnih elementov. 
Program sestavljamo z vstavljanjem teh elementov, uporabimo pa lahko tudi funkcije, katerim 
smo delovanje določili sami. LAD programiranje temelji na grafičnem načinu programiranja, 
namesto pisanja kode v program vstavljamo elemente, ki jih bomo uporabili ter jih fizično 
povezujemo z želenimi funkcijami, ki nam jih knjižnica ponuja. Program je v veliki meri jasno 
razumljiv, saj na pogled spominja na električno vezje, iz katerega v neki meri tudi izhaja 
(lestvični diagram). Med pisanjem programa je treba vedeti, da se program izvaja od prve do 
zadnje vrstice in od leve strani proti desni. Sama struktura programa deluje zelo enostavno, 
saj direktno vidimo, na kaj naše vhodne spremenljivke vplivajo. Težave nastanejo, če programa 
ne razdeljujemo v manjše enote, saj tako hitro postane nepregleden in nerazumljiv. 
Kot vidimo na primeru na sliki 5.10, je LAD programski jezik zelo pregleden in jasen. Na vhodu 
imamo stikalo, ki lahko zavzema vrednost 1 (true) ali 0 (false). Glede na vhodno vrednost se 
nato zgodi želen postopek. V programu so uporabljene še funkcija SET, ki nam željeno 
spremenljivko postavi na 1, in RESET, ki jo postavi na 0. Uporabljamo tudi funkcijo 
NEGATIVE EDGE, ki zazna negativno spremembo spremenljivke iz 1 na 0. 
 
 
Slika 5.10: Primer programa v LAD jeziku 
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5.2.3  SCL programiranje 
Za razliko od LAD programiranja, kjer smo za programiranje uporabljali grafične elemente, se 
v SCL jeziku programira z ukazi. Prav tako imamo za pisanje programa na voljo knjižnico 
elementov, s katerimi si lahko pri pisanju programa pomagamo. Med pisanjem programa nam 
urejevalnik ukazov sam ponuja osnovne ukaze in funkcije, kar nam omogoča hitrejše in lažje 
sestavljanje programa, saj tako vidimo, ali želeni ukazi in elementi obstajajo. 
Osnovni operatorji: 
➢ :=     priredilni operator, 
➢ =,<,<= ,>, >=, , <>  primerjalni operatorji (je enako, manjše, manjše ali enako,  večje,     
.                                      večje ali enako, ni enako), 
➢ +, –, *, /   matematični operatorji (seštevanje, odštevanje, množenje, 
MOMOM                      deljenje), 
➢ OR   operator ali, 
➢ AND   operator in, 
➢  NOT    negacija bitne vrednosti, 
➢ TRUE   potrditev bitne vrednosti, 
➢ ( )     dvodelno ločilo. 
 
Koda, napisana z SCL jezikom, je v primerjavi z LAD veliko krajša, vendar tudi težje razumljiva, 
če tega jezika nismo vešči. Glavna prednost SCL programiranja  je uporaba IF in CASE stavkov 
ter podobnih ukazov, ki so v LAD programu težje izvedljivi in mnogo bolj nejasni na pogled.   
IF/ELSE stavek je pogojni stavek, ki izvede del kode, ko se izpolni potreben pogoj. Če se to ne 
zgodi, program izvede naslednji ukaz ali pa del kode preskoči. 
FOR/ELSE je pogojni stavek, ki izvaja blok kode odvisno od začetne vrednosti, končnega pogoja 
in koraka. Stavek izvede prvi del kode, ko je spremenljivka na željeni vrednosti, za ostale 
vrednosti pa nadaljuje z naslednjim delom kode in prvega preskoči. 
CASE je izbirni stavek, ki ga v SCL jeziku izkoriščamo za ustrezno izvajanje želenega ukaza, ko 
izbiramo med več vrednostmi določene spremenljivke. 
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S pomočjo teh funkcij lažje realiziramo rešitve, ki jih potrebujemo za avtomatizacijo našega 
postroja. V programu lahko kličemo tudi predpripravljene funkcijske bloke in funkcije ter tako 
še zmanjšamo obsežnost programa in ga naredimo bolj preglednega. Rezultate programa in 
stanja spremenljivk zapisujemo v podatkovne bloke in jih nato koristimo v drugih delih 
programa. Enako kot v LAD programu poteka izvajanje programa od leve proti desni in od prve 
do zadnje vrstice [6]. 
Na sliki 5.11 lahko vidimo primer uporabe FOR in IF stavka. Sprva v FOR stavku postavimo 
pogoj, da naj za števec za vse vrednosti med 1 in 479 izvede IF stavek, v katerem primerjamo 
vrednosti dveh spremenljivk. V primeru, da je vrednost spremenljivke tp_Counter manjša ali 
enaka tp_FileLength, se izvede prvi del kode, v primeru, da ta pogoj ni izpolnjen, se izvede 
drugi del kode. Za konec je treba oba stavka še zaključiti. 
 
 










5.3.1 Simulacijsko orodje SIMATIC S7 PLCSIM 
Ključen dodatek k osnovnemu orodju TIA portala je PLCSIM. To je simulacijski sistem, ki 
efektivno pripomore k pisanju programov. V avtomatiziranem okolju (slika 5.12), ki 
vključuje PLK, se močno skrajša čas, potreben za realizacijo programske rešitve in s tem se 
zmanjšajo tudi stroški razvoja programa. To se še posebej pozna pri odpravljanju 
programskih napak, saj jih odkrijemo že v simulacijah, še predno sploh začnemo s 
testiranjem na pravih elementih. 
Simulator simulira krmilnik za testiranje vseh uporabljenih blokov in programov v napravi, 
kjer programiramo. Internetni dostop in testne funkcije programskih orodij se lahko 
izvedejo v enaki obliki, kot bi se, če bi uporabljali pravi krmilnik. To omogoča, da se izvede 
celotni test programa v okolju, kjer program pišemo.  
 
 







6. Predstavitev High-speed Ethernet Server funkcije 
High-speed Ethernet Server funkcija je nov komunikacijski protokol, ki omogoča visoko-
hitrostno Ethernet komunikacijo med robotskim krmilnikom in zunanjimi enotami 
(računalniki). Nova funkcija je nadgradnja za sedanjo Ethernet funkcijo tako, da jo obstoječi 
robotski krmilnik lahko izvaja. Omogoča nam dvakrat hitrejšo komunikacijo od sedanje 
Ethernet server funkcije in kar petkrat hitrejši prenos podatkov. Največja sprememba je 
zmožnost pošiljanja celotnih datotek,  kar do sedaj z Ethernet server funkcijo ni bilo mogoče. 
Pošiljanje datotek se izvaja v obliki paketkov. Poleg pošiljanja datotek lahko s pomočjo High-
speed Ethernet Server funkcije robotu tudi pošiljamo omejene ukaze [1]. 
 
6.1 Oblika podatkovnega paketa 
Podatkovni paket High-speed Ethernet Server funkcije je sestavljen iz glave (32 Byte) in 
podatkovnega dela (max. 479 Byte). Paketek je lahko zahteva, ki pošlje podatke iz 
programirljivega logičnega krmilnika na robotski krmilnik ali pa odgovor, ki pošlje podatke iz 
robotskega krmilnika na PLK. Razlika med zahtevo (slika 7.1) in odgovorom (slika 7.2) je sestava 
podnaslova paketa [1]. 
 




Slika 6.2: Grafični prikaz podatkovnega paketa odgovora [1] 
 
V tabeli 5 lahko vidimo vse vrednosti glave podatkovnega paketa in kaj nam predstavljajo. Prvi 
del naslova paketa sestavljajo: identifikator, ki je vedno nastavljen na vrednost YERC, velikost 
naslova, ki ima prav tako univerzalno nastavljeno vrednost, in še velikost podatkov, ki smo jih 
pod paket pripeli. Nato sledi rezervno mesto, nastavljeno na vrednost 3 in želenega procesa. 
V primeru, da pošiljamo ukaze robotu, je vrednost 0, če pa želimo prenašati datoteke, moramo 
uporabiti vrednost 2. Temu sledi ACK vrednost, ki definira, ali je naš paket zahteva (0) ali nekaj 
drugega (1). Zadnji del naslova sestavljajo številka ukaza, ki ga želimo izvesti, zaporedna 
vrednost paketa in še drugo rezervno mesto s prav tako prednastavljeno vrednostjo. Naslovu 
paketa sledi podnaslov. Prvi štirje deli podnaslova so pomembni pri definiranju in pošiljanju 
ukaza, drugi štirje deli pa so statusne vrednosti v odgovornem paketu. V primeru napake 




Tabela 6.1: Podatki glave podatkovnega paketa [1] 
 
 
6.2 Datoteka ABSO.DAT 
Datoteka, ki jo želimo pošiljati in prejemati, ima naslov ABSO.DAT in vsebuje vse osnovne 
podatke robota. Za nas bodo uporabne zgolj izhodiščne vrednosti osi našega robota. Ker pa 
ne moremo poslati samo teh podatkov, prejmemo celotno datoteko, ki jo je nato treba 




6.3 Funkcija za prenos datotek 
Datoteke lahko prenašamo iz krmilnika na računalnik in obratno. Vsak primer ima svojo 
servisno številko, ki izvede želeno nalogo. Prenašanje datotek poteka po natančno določenem 
protokolu. 
 
6.3.1 Prejemanje datoteke 
Za prejemanje datoteke (slika 6.3) nastavimo servisno številko prošnje (slike 6.4) na vrednost 
0x16 in v podatkovni del napišemo ime datoteke, ki naj jo krmilnik pošlje. Sprva se odpre 
povezava za prenos podatkov, nato pošljemo prošnjo za prejemanje datotek. Krmilnik nato 
vrne paketek (slika 6.5) z enako glavo, le da je v podatkovni del pripeta želena datoteka. Ko  
paket prejmemo, pošljemo nazaj odgovor (slika 6.6 ) o prejetju paketa in v primeru, da v 
prejšnjem paketu ni bilo možno poslati vseh podatkov, se proces ponovi. Proces se ponavlja 
(slika 6.7) dokler robotski krmilnik ne pošlje vseh podatkov. Z  vsakim paketom se poveča tudi 
zaporedna številka paketa in potrdila o prejetju. Ko robotski krmilnik pošlje zadnji del 
podatkov, to prikaže z dodano vrednostjo 0x8000_000N (N-ti paket). Ko to krmilnik zazna, se 
pošlje še zadnje potrdilo o prejetju datoteke in povezava med krmilnikom in robotskim 
krmilnikom se zaključi [1]. 
 
 




Slika 6.4: Zahteva za prejemanja datoteke [1] 
 
 
Slika 6.5: Paketek s pripeto datoteko [1] 
 




Slika 6.7 N-ti paket datoteke in potrdilo [1] 
 
6.4 Pošiljanje datoteke 
Za pošiljanje datoteke (slika 6.8) je glava paketa skoraj enaka primeru prejemanja datotek, 
spremenimo zgolj servisno številko na vrednost 0x15. Sprva se ponovno odpre povezava za 
prenos datotek in računalnik pošlje prošnjo za začetek pošiljanja datotek (slika 7.9). Robotski 
krmilnik vrne potrdilo (slika.6.10), da lahko začnemo z prenosom podatkov. Po prejemu 
potrditve pošljemo paket z enako glavo, kot je bila pri prošnji, spremeni se zgolj podatkovni 
del paketa, saj so sedaj vanj napisani podatki (slika 6.11). Ko robotski krmilnik prejme podatke, 
pošlje nazaj potrditev, da je podatke prejel (slika 6.12). Kot v prejšnjem primeru se postopek 
ponavlja, dokler ne pošljemo vseh podatkov (slika 6.13). Zadnji podatkovni paket ima dodano 
vrednost 0x8000_000N (N-ti paket). Ko robotski krmilnik prejme zadnji paket, vrne 
računalniku potrdilo o prejetju z enako zaporedno vrednostjo kot podatki. Računalnik po 




Slika 6.8: Grafični prikaz pošiljanja datoteke [1] 
 
Slika 6.9: Zahteva za pošiljanje datoteke [1] 
 




Slika 6.11: Prvi podatkovni paket s pripeto datoteko [1] 
 
Slika 6.12: Potrdilo o prejetju paketa [1] 
 





7. Program za izmenjavo datotek 
Vse oznake in komentarji v programu so v angleščini, saj je bila to zahteva ob izdelavi 
programa. 
 
7.1 Krmiljenje aplikacije 
Za osnovno delovanje programa so potrebne tipke, ki se nahajajo na HMI zaslonu.  Preko njih 
vodimo našo aplikacijo. Ko pritisnemo tipko za začetek prejemanja podatkov, se spremenljivka 
za prejemanje podatkov postavi na 1. Hkrati se spremenljivka za pošiljanje podatkov postavi 
na 0 in tako zagotovimo varnejše delovanje aplikacije. Za začetek prejemanja podatkov mora 
veljati pogoj, da se trenutno ne izvaja funkcija za prejemanje podatkov. S tem zagotovimo, da 
ne pride do nepravilnega delovanja, saj ne more priti do klicanja obeh funkcij hkrati. Ko se vsi 
podatki prenesejo, se spremenljivka za prejemanje podatkov postavi na 0. V primeru, da je 
prišlo do napake, nam spremenljivko za prejemanje podatkov resetira tudi prekinitev 
povezave med robotskim krmilnikom in PLK (slika 7.1). 
Za krmiljenje aplikacije za pošiljanje podatkov (slika 7.2) program deluje enako, le 
spremenljivke za pošiljanje in prejemanje imajo zamenjana imena. 
 




Slika 7.2: Program za začetek pošiljanja podatkov 
 
7.2 Vzpostavitev povezave 
Pred začetkom funkcije za pošiljanje in prejemanje datotek je treba vzpostaviti komunikacijo 
med robotskim krmilnikom in PLK (slika 7.3). S pritiskom na tipko za prejemanje ali pošiljanje 
podatkov na HMI zaslonu najprej sprožimo ukaz za vzpostavitev povezave med robotskim 
krmilnikom in PLK. 
    
Slika 7.3: Ukaz za vzpostavitev povezave 
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Program ob pozitivni spremembi vhodne spremenljivke za začetek vzpostavljanja 
komunikacije sprva stopi v korak za inicializacijo  (slika 7.4) in sproži ukaz za začetek 
vzpostavljanja komunikacije (slika 7.5).  
 
Slika 7.4: Vzpostavljanje komunikacije 
 
 
Slika 7.5 Vzpostavitev komunikacije 
 
Ko se komunikacija vzpostavi, dobimo o tem  povratno informacijo (slika 7.6). 
 
Slika 7.6: Potrditev o vzpostavitvi komunikacije 
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7.3 Prejemanje podatkov 
Na začetku programa vsem uporabljenim spremenljivkam najprej prilagodimo vrstni red 
bajtov v dvojni besedi (slika 7.7) zaradi različnega naslavljanja v PLK in robotskem krmilniku. 
Robotski krmilnik in PLK imata namreč drugačen vrstni red naslavljanja bajtov, zato bi prišlo 
do napake pri uporabi vrednosti spremenljivk. 
Funkcija za prejemanje podatkov je sestavljena iz dveh glavnih delov (slika 7.8). Prvi je prošnja 
za prejemanje podatkov (slika 7.9), drugi pa potrditev o prejetju poslanih podatkov. Na 
začetku funkcije naslovimo vse začasne spremenljivke in jim določimo vrednosti glede na 
vhodne spremenljivke. Prošnja za prejemanje podatkov je  sestavljena iz več segmentov. Sprva 
preverjamo, v katerem ciklu programa smo, preverimo, ali bomo poslali prošnjo ali potrdilo 
ter če smo prejeli zadnji paket. To preverimo tako, da opazujemo prvi bajte številke bloka. Če 
se na tem mestu nahaja število 80, to pomeni, da je zadnji paket s podatki in pošljemo še 
zadnje potrdilo  ter zaključimo z operacijo. Za prejemanje podatkov najprej pošljemo prošnjo 
s procesno številko 2, ki pove, da bomo prejemali datoteke. Pomembna je tudi ACK vrednost 
in mora biti pri prošnji 0 ter servisna številka 16, ki je ukaz za začetek prejemanja podatkov. 
Pod glavo paketa nato zapišemo ime datoteke, ki jo želimo prejeti. Velikost imena datoteke 
moramo zapisati v glavo in nato se prošnja pošlje. Ker lahko preko High-speed Ethernet 
serverja pošiljamo paket z največ 479 znaki, se datoteka razdeli v več paketov,  ki jih moramo 
nato sestaviti nazaj. Ko prejmemo paket s podatki, najprej preverimo, ali se zaporedni števili 
zahteve in prejetih podatkov ujemata, nato preverimo, ali je prišlo do kakšne napake, šele 
nato shranimo prejete podatke. Prejete podatke shranimo s FOR zanko v podatkovni blok. Po 
prejetju paketa postavimo ACK število na 1 in tako zaključimo pošiljanje prošnje. V naslednjem 
ciklu programa se del s prošnjo preskoči. 
 
 













Za vsak paket prejetih podatkov moramo robotskemu krmilniku poslati potrdilo o prejetju 
paketa. Potrdilo (slika 7.10) mora imeti enako zaporedno in blokovno število kot paket s 
podatki, ki smo jih prejeli. Pomembno je tudi, da ohranimo ID številko prošnje, saj se nanjo 
nanašajo vsi paketi, ki jih bomo prejeli in poslali. V primeru, da se ta vrednost spremeni, bo 
robotski krmilnik vrnil paket z opozorilom, da je zaseden. Ostale vrednosti ostanejo enake, kot 
so bile pri prošnji za prejemanje podatkov. Spremeni se zgolj vrednost ACK iz 0 na 1, prav tako 
ne pošljemo več imena datoteke, velikost poslanih podatkov pa nastavimo na 0. Ko potrdilo 
pošljemo, nam robotski krmilnik pošlje naslednji paket – podatke, ki jih mi ponovno shranimo 
in zopet vrnemo potrdilo. Ta cikel se ponavlja, dokler robotski krmilnik ne pošlje celotne 
datoteke. Vse prejete podatke s FOR zanko zapisujemo enega za drugim v podatkovni blok. 
Podatke naslednjega paketa zapišemo za podatke predhodnega. Ko robotski krmilnik pošlje 
























7.4 Pošiljanje podatkov 
Pri pošiljanju datotek imamo prav tako dva dela kode. Prvi del je prošnja za pošiljanje datotek. 
Ko robotski krmilnik pošlje potrdilo, da je pripravljen za prejemanje datotek, PLK pošlje pakete 
z maksimalno velikostjo 479 znakov robotskemu krmilniku. Če je datoteka večja, se pošlje več 
paketov, vendar mora robotski krmilnik za vsakega poslati potrdilo o prejetju podatkov.  
 
Prošnja za pošiljanje datotek (slika 7.11) je identična prošnji za prejemanje podatkov, razlika 
je zgolj v servisni številki –  pri prejemanju je to 0x16, za pošiljanje pa 0x15. Ostale vrednosti 
so enake. Pod glavo paketa ponovno zapišemo ime datoteke, ki jo želimo poslati in v glavi 
zapišemo, kako veliko je to ime. Robotski krmilnik nam  na to prošnjo, če je pravilna, odgovori 
z potrdilom, da je pripravljen za prejemanje podatkov. 
 
Ko prejmemo potrdilo za pošiljanje, začnemo pošiljati datoteko v kosih po 479 znakov 
(slika 7.12). Sprva se napolni glava paketa, nato pa še podatkovni del,  ki mu sledi preverjanje 
polnosti paketa. V primeru, da je paket poln, se zaporedno blokovno število poveča za 1 od 
prejšnjega in paket se pošlje. Če pa paket ni poln, se na prvi bajt blokovnega števila doda 
vrednost 80, ki robotskemu krmilniku pove, da smo poslali zadnji paket s podatki. Robotski 
krmilnik nam nato pošlje še zadnje potrdilo, ki ima enako blokovno število kot naš paket s 
podatki. Če ima to število na prvem bajtu vrednost 80, se izvajanje programa zaključi in vsi 
podatki so poslani. Podatke polnimo v pakete s FOR zanko z zamikom iz podatkovnega bloka, 





















7.5 Razčlenjanje prejetih podatkov 
Ker PLK prejme od robotskega krmilnika celotno ABSO.DAT datoteko, ki vsebuje poleg začetnih 
vrednosti osi tudi ostale podatke, je treba te podatke izluščiti iz vseh prejetih (slika 7.13). Tu 
nastopi problem, saj je velikost podatkov posamične osi vsakič drugačna. Tako je bilo potrebno 
napisati program, ki podatke loči glede na separatorje v podatkih, ne pa na točno določeno 
zaporedno mesto podatka v datoteki. 
 
 
Slika 7.13: Prejeti podatki 
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Program deluje tako, da sprva postavimo uporabljene spremenljivke na začetne vrednosti, 
nato pobrišemo vrednosti iz prejšnjega sortiranja podatkov in nato postavimo števec na 
začetek začetnih vrednosti. Prejeta datoteka ima vedno enako strukturo. Tako vemo, da se 
začetne vrednosti osi vedno začnejo po drugi vejici ($L) v podatkih. Tako lahko z opazovanjem 
tega znaka vedno vemo, kje se začnejo začetne vrednosti osi. Program (slika 7.14) sprva najde 
prvo vejico in postavi zaporedni položaj vejice na začetek novega števca. To se ponovi ob 
odkritju naslednje vejice in nato sledijo izhodiščne vrednosti.  Števec postavimo na vrednost, 
kjer se nahaja druga vejica + 1. 
 
 
Slika 7.14: Koda za začetek razčlenjanja podatkov 
46 
 
Izhodiščne vrednosti izluščimo z naslednjim delom kode (slika 7.15). To storimo za vsako os 
posebej. Podatki so sestavljeni vedno enako, le količina se spremeni. Na začetku je vejica, nato 
vrednost 1 ali 0, ki nam pove ali os obstaja, nato sledi še ena vejica in potem Izhodiščne 
vrednosti tiste osi, ki se zaključijo z vejico (npr. ,1,12345,). Zaradi te strukture lahko podatke 
izluščimo tako, da opazujemo separatorje in glede na njih izluščimo želene podatke iz celotne 
datoteke. Izhodiščne vrednosti osi nato shranimo v podatkovni blok za vsako os posebej. 
 
 







7.6 Pripravljanje podatkov za prikaz 
Prejeti podatki imajo obliko Array of Char, kar za nas predstavlja problem, saj jih v tej obliki ne 
moremo prikazati na HMI prikazovalniku. Zato je treba podatke vseh 8 osi spremeniti v obliko, 
ki HMI-ju ustreza, kar je String (slika 7.16). Tako vrednosti vseh osi spremenim s funkcijo 
Char_TO_Strg, ki pretvori Array of Char v String, ki jih lahko nato prikažem na HMI zaslonu. 
Vse vrednosti so shranjene v podatkovnem bloku (slika 7.17), iz katerega vzamemo podatke v 
obliki Array, jih pretvorimo v String in nato ponovno shranimo nazaj v podatkovni blok. 
 
 




Slika 7.17: Podatkovni blok začetnih vrednosti osi 
 
7.7 Prikazovanje izhodiščnih vrednosti  
Pretvorjene izhodiščne vrednosti prikazujem na HMI zaslonu (slika 7.18). Vsaka os je prikazana 
z desetmestnim števcem. Na ekranu se prikazuje samo 6 osi, saj sem program prilagodil za 
izbrane robote. Po želji lahko dodamo še 2 prikazovalnika, program pa je že pripravil podatke 
za vseh osem osi. HMI zaslon vsebuje tudi dve krmilni tipki, preko katerih sprožimo funkcijo za 
prejemanje ali pošiljanje ABSO datoteke in dve signalni lučki, ki signalizirata konec operacije. 
 
Slika 7.18: HMI prikaz izhodiščnih vrednosti 
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7.8 Prejemanje in pošiljanje datotek 
Izbira želene funkcije za prejemanje ali pošiljanje se izvede tako, da se ob pritisku tipke na HMI 
zaslonu za prejemanje ali pošiljanje datotek, se v programu izvede inicializacija (slika 7.19). 
Vse spremenljivke se postavijo na začetne vrednosti in podatkovni blok s podatki prejšnjega 
prejemanja se izprazni in pripravi za prejetje novih podatkov. Če se to ne bi zgodilo, bi lahko v 
primeru, da je bila prejšnja datoteka večja kot sedanja, imeli v podatkovnem bloku tudi 
podatke prejšnje datoteke in tako bi prišlo do napake. Glede na pritisnjeno tipko se program 
postavi v korak 1 za prejemanje datoteke ali v korak 2, namenjen pošiljanju datotek. 
 
Slika 7.19: Izbira koraka za prejemanje ali pošiljanje 
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7.9    Prejemanje datoteke  
Če na HMI pritisnemo na tipko za prejemanje datoteke, se program iz inicializacije prestavi v 
korak 1 (Step 1) na sliki 7.20, kjer se izvede funkcija za prejemanje podatkov.  Najprej se izvede 
funkcija, ki prenese podatke. Ko se ta funkcija zaključi, vklopi signalno lučko na zaslonu za 
prejetje podatkov in sproži tudi funkcijo, ki izlušči ABSO podatke iz celotne prejete datoteke. 
Ko se zaključi tudi ta funkcija, sproži naslednjo funkcijo, ki podatke preoblikuje tako, da smo 
jih zmožni prikazati na zaslonu. Poleg tega se program ponovno postavi v korak 0 (Step 0) in je 
pripravljen za naslednji ukaz. Ob zaključenem prejemanju podatkov se pobrišejo vrednosti 
prejšnjih vrednosti v opazovalnem bloku, kjer lahko spremljamo vsak poslan in prejet paket. 
 
Slika 7.20: Prejemanje datoteke (Korak 1) 
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7.10 Pošiljanje datoteke  
V primeru, da na HMI zaslonu pritisnemo tipko za pošiljanje podatkov, se program prestavi iz 
koraka 0 (Step 0), ki je inicializacija, v korak 2 (Step 2), namenjen pošiljanju podatkov (slika 
7.21). Takoj ob prehodu v drugi korak se začne pošiljanje paketov, ki vsebujejo dele datoteke. 
Ko se vsi paketi pošljejo in se funkcija izvede do konca, se program postavi ponovno v korak 0 
(Step 0 ), hkrati pa se  vklopi signalna lučka, ki pove, da so vsi podatki poslani. V primeru, da 
podatkov, ki jih želimo poslati, ni v podatkovnem bloku, program pošlje dva paketa – najprej 
prošnjo za pošiljanje in nato še enega, ki pa je prazen. Podatke, ki jih želimo poslati, lahko 








7.11 Nastavitev komunikacijskih parametrov 
Za pravilno delovanje aplikacije je potrebna nastavitev komunikacijskih parametrov 
(slika 7.22), saj lahko le tako vzpostavimo pravilno komunikacijo med PLK in robotskim 
krmilnikom. Tu je nastavljen IP naslov robotskega krmilnika, ki ga moramo nastaviti tudi na 
robotskem krmilniku, port, na katerem bomo komunicirali in tudi kakšen način komunikacije 
bomo imeli. Vidimo lahko, da je IP nastavljen na 192.168.0.81, komuniciramo na portu 10041 
in uporabljamo PROFINET komunikacijo. 
 
Slika 7.22: Nastavitev komunikacijskih parametrov 
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7.12 Nastavitev glave podatkovnih paketov 
Večina glave podatkovnega paketa so točno določene vrednosti in se ne spreminjajo, zato jih 
v naprej nastavimo (slika 7.23). Tu se nastavi identifikator, ki ima konstantno vrednost YERC, 
velikost glave podatkovnega paketa, ki je 32 bajtov in prva rezerva, ki ima vrednost 3. Ostale 
vrednosti glave podatkovnega paketa se nastavijo v funkciji za pošiljanje ali prejemanje, saj se 
za vsako funkcijo razlikujejo. Poleg razlike ob funkciji, se glava podatkovnega paketa spremeni 
tudi  z vsakem novem poslanim paketom, zato se te vrednosti tu ne nastavljajo. 
 
 
Slika 7.23: Nastavitev glave podatkovnih paketov 
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7.13 Obračanje bajtov spremenljivk 
Zaradi drugačnega načina naslavljanja besed in dvojnih besed robotskega krmilnika in PLK, je 
potrebno bajte spremenljivk pred uporabo pravilno obrniti (slika 7.24). Nekaterim 
spremenljivkam obrnemo  bajte (slika 7.25) v sami funkciji, saj jih uporabimo zgolj enkrat. V 
primeru ostalih spremenljivk, ki jih ves čas potrebujemo, obrnemo bajte v funkcijskem bloku 
in so nam vedno na razpolago. 
 
 
Slika 7.24 Obračanje bajtov spremenljivk 
 
Slika 7.25: Grafični prikaz obračanja  bajtov funkcije SWAP 
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7.14 Pošiljanje in prejemanje paketov 
Vsak podatkovni paket se pošlje šele takrat, ko je pripravljen in funkcija za pošiljanje ali 
prejemanje paketa spremenljivki (paket pripravljen) postavi vrednost 1 (slika 7.26). 
Pomemben pa je tudi pogoj, da je bil predhodni paket že poslan, kar nam prikaže vrednost 700 
TUSEND funkcije. Če sta oba pogoja izpolnjena, se paket pošlje in tudi vrednost pripravljenosti 
paketa se resetira na 0 in čaka na pripravljenost novega paketa. 
 
 
Slika 7.26: Pošiljanje paketa 
 
Kot za pošiljanje paketov, potrebujemo tudi funkcijo, ki prejme poslane pakete robotskega 
krmilnika (slika 8.27). Funkcija TURCV je vedno, ko je odprta povezava, v pripravljenosti za 
prejemanje paketov. Vsak paket, ki ga funkcija prejme, shrani v podatkovni blok, ki ga funkcija 




Slika 7.27: Prejetje paketa 
 
7.15 Prekinitev povezave 
Ko se proces prenašanja datoteke zaključi, je potrebno še prekiniti povezavo, saj ni smiselno, 
da je vzpostavljena, če je ne potrebujemo (slika 7.28). Tako se povezava prekine 2 sekundi po 
zadnjem poslanem paketu. To zagotovimo tako, da primerjamo vrednosti, ki se povečujejo 
med vsakim naslednjim paketom. Če ni prišlo do spremembe v zadnjih 2 sekundah, potem se 
komunikacija med robotskim krmilnikom in PLK zaključi.  
 
 
Slika 7.28: Prekinitev povezave 
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8. Testiranje aplikacije 
V predhodnem poglavju opisan program za prejemanje in pošiljanje datotek predstavlja 
končno verzijo programa, do katerega sem prišel po obsežnem testiranju in odpravljanju 
napak in pomanjkljivosti. 
Ko sem program spisal, sem najprej izvedel simulacije v simulatorju in preveril, če program v 
osnovi deluje pravilno. V simulatorju sem sprva preizkusil osnovno delovanje programa in 
ugotovil, da deluje pravilno. Nato je bil čas, da sem se preselil v demonstracijsko sobo 
(slika 8.1), kjer sem začel testiranje delovanja moje aplikacije. V demonstracijski sobi se 
izvajajo testi pri razvijanju novih aplikacij in tudi izobraževanja zaposlenih. 
 
 




Ker je bil cilj naloge prejemati in pošiljati datoteke med PLK krmilnikom in robotskim 
krmilnikom s High-Speed Ethernet Server funkcijo, sem sprva moral vse komponente povezati 
med sabo. Ker nisem imel na voljo vseh potrebnih elementov, je bilo potrebno z napajanjem  
malo improvizirati. Za napajanje krmilnika (slika 8.2) sem izkoristil 24 V napajanje, namenjeno 
za napajanje delovnega pulta v demonstracijski sobi. 
 
Slika 8.2: Izvedba napajanja PLK krmilnika [8] 
 
Testiranje sem začel na CPU 1512SP-1 PN (slika 8.3), robotskem krmilniku FS100 in robotskem 
manipulatorju MA1440 (slika 8.4).  
 




Slika 8.4: Testni robot in robotski krmilnik [8] 
Sprva je bilo kar nekaj problemov, saj je protokol deloval, povratna informacija iz robotskega 
krmilnika pa je bila, da smo poslali napačno zahtevo. Težavo sem poskušal rešiti s pošiljanjem 
drugih datotek, vendar kljub temu podatkov nisem mogel prejeti. Ker je program pravilno 
deloval v simulatorju, sem zato posumil, da prihaja do napake zaradi uporabe napačnega 
robotskega krmilnika. Program sem sestavil po navodilih za pošiljanje datotek med PLK in 
robotskim krmilnikom DX200, jaz pa sem v svojih testih uporabljal krmilnik FS100. Zato sem 
poiskal navodila za pošiljanje datotek med PLK in FS100, vendar program še vedno ni deloval, 
saj so bila navodila za pošiljanje datotek skoraj identična. Ker funkcija pošiljanja datotek še 
vedno ni delovala, sem nato poskusil s krmilnikom YRC1000 (slika 8.5) in temu priredil 
program.  
 
Slika 8.5: Testiranje z robotskim krmilnikom YRC1000 [8] 
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Na YRC1000 je funkcija začela delovati, vendar je bilo potrebno odpraviti nekaj problemov v 
kodi programa. Sprva sem mislil, da je napaka v zapisu kode, vendar sem pri iskanju napake 
ugotovil, da je problem v zapisu in vrstnem redu bajtov prejetih podatkov. Ugotovil sem, da je 
napaka v različnem principu naslavljanja dvojnih besed PLK in robotskega krmilnika, saj ima 
robotski krmilnik zamenjano zaporedje bajtov podatkov za razliko od PLK-ja. Ko sem to napako 
odpravil, se je pojavil nov problem, saj je krmilnik nalogo izvedel, poleg tega pa javljal napako, 
da je zaseden. Problem sem poskušal rešiti s pregledom vsakega paketa, ki sem ga prejel in 
poslal, za kar sem moral ustvariti pomnilnik (podatkovni blok) (slika 8.6) in funkcijo (slika 8.7), 
ki je vsak poslan in prejet paket zapisala v ta pomnilnik. V podatkovna bloka so se shranjevali 
podatki naslovov prejetih in poslanih paketov, poleg vrednosti pa se je shranila še vrednost 
časa, ob katerem se je paket prenesel. 
 
 





Slika 8.7: SCL koda za polnjenje pomnilnika 
S pomočjo beleženja poslanih in prejetih datotek sem ugotovil, da je bila napaka v našem 
prvem potrdilu o sprejemu paketa, saj je robotski krmilnik sprva prejel zahtevo, odgovoril pa 
je s pošiljanjem datoteke. Vendar pa, ko je naš krmilnik odgovoril s potrdilom o prejetju 
datoteke, je robotski krmilnik poslal paket z odgovorom, da je zaseden in obdeluje neko drugo 
operacijo.  
Najprej sem mislil, da se to mogoče zgodi zaradi prehitrega odgovora o sprejemu datoteke, 
zato sem med vsek prejet in poslan paket  vstavil ročno proženje pošiljanja novega paketa. 




Slika 8.8: Ročno proženje potrdila o sprejemu paketa 
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Tudi ročno proženje paketov ni imelo učinka, zato sem aplikacijo preizkusil še na robotskem 
krmilniku DX200 (slika 8.9), za katerega je tudi namenjena. Tako sem se prestavil iz učilnice v 
proizvodnjo in testiranje nadaljeval tam. Vendar tudi poskus pošiljanja podatkov med PLK in 
robotskim krmilnikom DX200 ni bil uspešen, saj sem dobil enake rezultate kot pri robotskem 
krmilniku YRC1000. 
 
Slika 8.9: DX200 in robot MA2010 [8] 
Ker aplikacija ni delovala na nobenem krmilniku, sem posumil, da je mogoče napaka v paketu, 
ki ga pošiljamo, zato sem z uporabo programa Wireshark spremljal promet na mreži podatkov 
in si pogledal vse izmenjujoče podatke. Poslani paket je izgledal pravilno, saj je imel tako 
konstrukcijo, kot je specificirano v navodilih za uporabo te funkcije. Ker tudi to ni pomagalo, 
sem se prestavil nazaj v učilnico in nadaljeval z iskanjem napake. 
Ker rešitve nisem mogel odkriti, sem poskusil rešitev najti na internetu. Tam sem našel 
navodila za uporabo High-speed ethernet Server funkcije za DX100, v katerih je bila majhna 
razlika v nastavljenih vrednostih potrdila o sprejemu podatkov, zato sem to poskusil v svojem 
programu. Ko sem nastavitve popravil in program pognal, je prejemanje podatkov uspelo brez 
napak. Izkazalo se je, da je bila napaka prisotna v vseh do sedaj uporabljenih navodilih, napako 
pa sem odkril po naključju. V navodilih za uporabo funkcije, ki sem jih uporabljal, je bila 
zahteva, da ob vsakem novem poslanem paketu povečamo zaporedno številko prošnje 
(Request ID), v navodilih prejšnje generacije, ki sem jih našel na internetu, pa naj bi se ta 




Po odpravi napake sem moral le še popraviti shranjevanje podatkov v prejetih paketih v interni 
spominski blok. To je na najprej delalo veliko problemov, saj sem se shranjevanja podatkov 
lotil s FOR zanko, ki se je sprva izvedla neštetokrat in PLK se je zato ustavil. Ta neskončni cikel 
v FOR zanki je bil posledica različnega naslavljanja dvojnih besed in sem ga hitro odpravil, ko 
sem to napako odkril. Tako je funkcija prejemanja podatkov začela v celoti delovati pravilno in 
sem se lahko lotil urejanja kode za pošiljanje datotek. 
Ker sem glavni problem s programom že odpravil pri prejemanju datotek, je funkcija za 
pošiljanje datotek začela delovati mnogo hitreje, saj je v osnovi podobna kot za prejemanje 
datotek. Tako je bila funkcija za pošiljanje datotek kar hitro dokončana. 
Za konec sem moral prejete podatke še dešifrirati in jih prikazati na HMI zaslonu. To sem 
izvedel dokaj hitro, problem sem imel le s tem, da sem prejemal podatke v obliki ARRAY 479 
Char, kar pomeni da sem dobil 479 posamičnih vrednosti, za prikaz pa sem potreboval 
vrednost več znakov skupaj. To sem izvedel s pomočjo funkcije, ki jo omogoča SCL jezik, ki 














V okviru diplomske naloge sem ustvaril program za izmenjavo in shranjevanje datotek z 
uporabo High-speed Ethernet Server funkcije med programirljivim logičnim krmilnikom in 
robotskim krmilnikom. Nalogo sem izvedel v podjetju Yaskawa, ki namerava program 
uporabiti v novi tovarni robotov v Kočevju. S programom sem olajšal pridobivanje in ponovno 
nastavljanje izhodiščnih vrednosti robotov, kar bo močno skrajšalo proces odklopa in 
ponovnega vklopa robota na različnih odsekih proizvodnje. 
Glavni cilj naloge in izdelave programa je bila izmenjava datotek med robotskim krmilnikom in 
PLK. Namen programa je prejemanje in pošiljanje datoteke ABSO.DAT, ki vsebuje izhodiščne 
pozicije vseh osi robotskega manipulatorja ter shranjevanje in prikazovanje le teh. 
 Za izvedbo programa in realizacijo funkcije sem uporabil PLK krmilnik s centralno procesno 
enoto 1512SP-1 PN, robotski krmilnik DX 200 in robotski manipulator MA1440. V testni fazi 
reševanja problemov sem uporabil tudi robotska krmilnika FS 100 in YRC 1000 ter robotski 
manipulator MH5LF. Program sem napisal v programskem okolju TIA poratal V14 in ga sprva 
preizkusil v simulacijskem okolju PLCSIM, kjer je deloval pravilno.  
Testiranje sem nato nadaljeval v demonstracijski sobi in tam začel z odpravljanjem napak. 
Sprva je izgledalo, da program deluje pravilno, saj sem prejel vse podatke datoteke ABSO.DAT, 
vendar je bilo to zgolj zaradi velikosti te datoteke, ki je bila manjša od enega paketa. Ko sem 
začel z prejemanjem večjih datotek, je prišlo do težav, saj je robotski krmilnik začel pošiljati 
podatkovne pakete z opozorili. Napako sem odkril šele po daljšem času testiranja in izmenjav 
komponent, preizkusil sem več robotskih krmilnikov in manipulatorjev, vendar ni nič 
pomagalo. Po naključju pa sem napako le odpravil, saj sem med iskanjem dodatne literature 
naletel na navodila za uporabo High-speed Ethernet Server funkcije za izmenjavo podatkov 
starejše generacije, v katerih se določena vrednost (Request ID) ohranja. Ob prilagoditvi kode 
na nove zahteve  je funkcija začela delovati. 
Program sedaj deluje ob uporabi vseh treh robotskih krmilnikov in robotskih manipulatorjev. 
Funkcijo krmilimo preko HMI zaslona, na katerem lahko izbiramo med prejemanjem in 
pošiljanjem datoteke. Ob ukazu za prejemanje datoteke robotski krmilnik pošlje datoteko 
ABSO.DAT na PLK, ki nato iz prejetih podatkov izlušči izhodiščne vrednosti in jih prikaže na HMI 
zaslonu. Prejete podatke lahko nato s pritiskom na tipko za pošiljanje pošljemo nazaj na 
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robotski krmilnik za začetek krmiljenja robota. Ko robotski manipulator odklopimo od 
robotskega krmilnika, se izhodiščne vrednosti izbrišejo in jih je treba ponovno nastaviti. Z 
uporabo mojega programa pa lahko te podatke shranimo in nato ponovno naložimo brez 
dodatnega nastavljanja robota. Ob prejetju datoteke je potrebno le ponovno zagnati robotski 
krmilnik in že lahko začnemo z upravljanjem robota. 
Največ težav z izvedbo in realizacijo funkcije sem imel zaradi težav z dokumentacijo, ki pa sem 
jih nato odpravil in posredoval naprej, da jih odpravijo tudi v originalnih navodilih za uporabo 
High-speed Ethernet Server funkcije. 
Načrt za prihodnost je integrirati moj program v proizvodno linijo robotov v Kočevju in funkcijo 
modificirati tako, da bo možno preko HMI zaslona izhodiščne podatke tudi spreminjati in jih 
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