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SUMMARY 
 
The employment of various real time systems has been spread widely last few years. 
These systems are used in industry, telecommunication networks, navigation and more other 
domains. The time restriction of performed operations makes real time systems irreplaceable 
where huge amount of data must be processed quickly and where improper operating can 
cause crashes or human loss.  
According to dependability, reliability and safety of real time systems these must be 
thoroughly examined before installation. The modeling of real time systems is the only 
solution. It helps to determine the optimum parameters and the best structure of modeled 
system.  
The aim of this research is to create the modeling and simulation tool for the real time 
systems. The component based object oriented model of real time system is introduced as 
solution. This model uses JAVA and XML languages to specify one component of the real 
time system. The model can be used to generate source code directly from components 
specifications.    
The modeling and simulation system was created based on component model. It can be 
used for modeling real time systems of any domain, any abstraction level or any complexity 
level. The experiments show that proposed modeling technique is correct. 
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1. VADAS 
Greta prastini kompiuterini sistem, veikiani Windows ar Unix bazje, vis didesn 
pritaikym randa realaus laiko kompiuterins sistemos bei joms skirtos operacins sistemos. 
RLS (realaus laiko sistema) yra programins ir aparatrins rangos sistema, kurios teisingas 
funkcionavimas priklauso nuo sistemos pateikt rezultat realiame laike. 
Labai svarbi RLS grup sudaro terptins realaus laiko sistemos (RLS). RLS sudaro 
programin ir aparatrin ranga, funkcionuojanti savarankiškai, be žmogaus sikišimo. 
Dažnai toki sistem sudaro specializuotas mikroprocesorius su pastovija ROM (angl. read 
only memory) tipo atmintimi, kuris vykdo specialios paskirties taikomj program. RLS 
plaiai naudojamos mobiliuosiuose telefonuose, buitinje technikoje, gamybos proces 
valdyme. Tai labai didel, spariai besivystanti taikym sritis. 
Šio darbo tikslas: realizuoti RLS krimo sistem, RLS krimui panaudojant 
modeliavimo priemones. Sistema tinkama bet kokio tipo RLS modeliuoti, lengvai pleiama 
ir pritaikoma nauj uždavini klasei. Naudojant modeliavimo sistem pakanka aukšto lygio 
OO (angl. Object Oriented - objektin) kalbos žini bei RLS dalykins srities žini. 
Šiame darbe pristatomas OO bdas, leidžiantis kurti bet kokio tipo RLS, atliekant jos 
elgsenos modeliavim. Silomo sprendimo esm sudaro aukšto lygio objektiškai orientuotos 
JAVA kalbos panaudojimas projektuojamos RLS komponent specifikavimui bei aukštas 
komponent abstrakcijos lygis, užtikrinamas naudojant XML (angl. Extensible Markup 
Language) meta-kalbos aprašus komponento vidinei struktrai nusakyti. RLS projektavimas 
ir modeliavimas vykdomas sudarant jos architektros model iš JAVA ir XML kalbomis 
aprašytj RLS komponent ir atliekant sudarytojo modelio elgsenos tikrinim. 
Studij Aalborgo universitete (Danija) metu, buvo tiriamas JAVA kalbos tinkamumas 
skaitmeninio signal apdorojimo operacijoms atlikti. Skaitmeninis signal apdorojimas yra 
pagrindin RLS atliekam operacij dalis. Atlikti tyrimai patvirtina, jog JAVA kalba tinkama 
RLS sistemoms realizuoti. Todl silomas modeliavimo bdas užtikrina teorinius ir praktinius 
pagrindus programinio kodo generavimui, remiantis sudarytu RLS modeliu. Tyrim 
rezultatai (žr. 1 pried) yra traukti  tarptautins konferencijos, skirtos terptinms sistemoms, 
pranešim medžiag [9]. 
Naudojant darbe pateikt modeliavimo bd, sukurta RLS projektavimo ir 
modeliavimo sistema. Realizuotoji sistema leidžia sudaryti norimo sudtingumo, dydžio ir 
abstrakcijos lygio RLS modelius bei stebti ši modeli elgsen laike. Atlikti eksperimentai 
rodo, jog silomas modeliavimo bdas yra teisingas, o eksperiment rezultatai atitinka 
teorinius rezultatus. 
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2. REALAUS LAIKO SISTEM MODELIAVIMO ANALIZ 
2.1. Realaus laiko sistemos 
RLS naudojamos pramonje, telekomunikacij tinkluose, navigacijoje ir daugelyje kit 
srii, kur svarbiausias sistemos veikimo kriterijus – determinuotas operacij atlikimo laikas. 
Pavyzdžiui, RLS – tai šiuolaikinio automobilio stabdži antiblokavimo sistema. Ji, 
atsižvelgdama  informacij apie rato sukimosi greit, gaunam iš jutikli, reaguoja  stabdži 
pedalo paspaudim. Jei sistema nespja laiku reaguoti, tai gali sukelti pavoj žmoni gyvybei. 
RLS skirstomos  „lanksias“ ir „griežtas“. „Lanksti“ – tokia sistema, kurios 
veiksmingumas sumažja jei rezultatai nra gaunami per užduot laik. „Griežta“ – tokia 
sistema, kurios veikimas neteisingas, jei rezultatai nra gaunami per nustatyt laik [20]. Tai 
labai svarbu kalbant apie kompiuterini sistem saugum bei aplinkai ir žmogui keliam 
grsm. 
 RLS galima žirti kaip  sužadinimo/atsakymo sistem. Duodant sužadinimo signal, 
sistema turi pateikti atitinkam atsakym. RLS elgsena gali bti apibržta srašu sužadinimo 
signal su atitinkamomis reakcijomis ir laiku, per kur atsakymas turi bti pateiktas. 
Sužadinimo signalai gali bti periodiniai ir aperiodiniai. Periodiniai – tokie, kurie pasirodo 
nuspjamais laiko intervalais (pvz., sistema tikrina jutiklius kas 50 ms ir atlieka veiksm, 
atsižvelgdama  jutiklio bsen). Aperiodiniai – tokie, kurie pasirodo nereguliariai (pvz., toks 
sužadinimo signalas gali bti pertrauktis, parodanti, kad vedimas/išvedimas užbaigtas ir 
duomenys yra dklinje atmintyje). 
 
 
1 pav. Realaus laiko sistemos modelis 
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Dažniausiai periodiniai sužadinimo signalai RLS yra generuojami jutikli, susiet su 
sistema, rinkinio. Atsakymai nukreipiami  vykdiklius, kurie valdo kok nors prietais. 
Aperiodiniai sužadinimo signalai gali bti generuojami arba jutikli, arba vykdikli, kai reikia 
parodyti išskirtines slygas, kurios gali bti apdorotos sistemos. Toks bendras „jutiklis-
sistema-vykdiklis“ sistemos modelis [24] parodytas 1 pav. 
2.2. terptini realus laiko sistem krimo procesas 
Kompiuterini sistem krimo procesas yra sudtingas, apimantis kelet etap. 
Skirtingai nuo programins rangos krimo, šie etapai traukia ne tik programins rangos, bet 
ir aparatrins rangos krim. Kompiuterini sistem krimas, apima programins ir 
aparatrins rangos projektavim, realizavim, diegim bei palaikym [24].  
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2 pav. RLS krimo procesas 
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Kiekviena RLS yra kompiuterin sistema, todl kuriant RLS galima taikyti vairias 
sistem krimo metodikas. RLS nuo prastini kompiuterini sistem skiriasi keletu aspekt: 
tai sistemos, kuri svarbiausias parametras yra laikas, per kur duomenys turi bti apdoroti; tai 
sistemos, kurios veikia be žmogaus sikišimo. 
Kompiuterini sistem krimas yra sudtingas procesas, reikalaujantis speciali 
metod. Egzistuoja keletas kompiuterini sistem krimo metodik: „krioklio“, spiralinis 
krimas, evoliucinis krimas, formalus ar krimas pagrstas pakartotiniu panaudojimu. 
Sistem krime neretai naudojama „krioklio“ (angl. waterfall) metodika [24]. Ši metodika 
apima sistemos specifikavim, projektavim, realizavim, integravim (sistemos komponent 
sujungim  vien visum) ir testavim. „Krioklio“ metodika turi tam tikr trkum: 
nelankstus krimo išskirstymas  skirtingas stadijas, sistemai keliami reikalavimai turi bti 
aiškiai suprantami ir griežtai suformuluoti vien kart. Todl toks procesas tinka tik 
nedidelms, aiškiai apibržtoms sistemoms. Egzistuoja nemažai „krioklio“ metodikos 
modifikacij ir patobulinim, kuri esm sudaro iteratyvus krimo proceso etap vykdymas 
(tarp etap atsiranda gržtamieji ryšiai). Pavyzdžiui, spiralinis sistem krimo procesas – 
„krioklio“ metodikos modifikacija [23]: sistemos krimas vykdomas tarsi spirale, kiekvien 
kart vertinant naujai iškilusius reikalavimus ir rizik. Apibendrintai kompiuterini sistem 
krimo proces galima atvaizduoti kaip parodyta 3 pav.:  
 
 
3 pav. Apibendrintas kompiuterini sistem krimo procesas 
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Beveik visuose šiai dienai žinomuose kompiuterini sistem krimo procesuose 
sutinkamos fazs, nurodytos pateiktajame apibendrinime. Skiriasi tik ši fazi atlikimo tvarka 
ar iteracij skaiius. 
2.3. Sistem modeliai 
Kiekvien kompiuterin sistem galima atvaizduoti skirtinguose hierarchijos 
lygmenyse. Tam tikslui sudaromas kuriamos sistemos aprašymo modelis. Modeliai gali bti 
keli rši ar lygmen. Skirtingi sistemos aprašymo modeliai gali bti naudojami skirtingose 
sistemos krimo proceso fazse (žr. 3 pav.). 
Modelis yra abstraktus kuriamos sistemos vaizdas. vairs modeliai suteikia skirting 
informacij apie kompiuterin sistem. Sistem modeliavimas padeda lengviau suprasti 
kuriamos sistemos veikim, bei padeda išsiaiškinti, ar sistema gerai suprojektuota ir 
funkcionuos teisingai. Sistemos modeliai vaizduoja sistem skirtingose perspektyvose [24]:  
− Išorin perspektyva atvaizduoja sistemos kontekst ir veikimo aplink. 
− Elgsenos perspektyva atvaizduoja sistemos elgsen. 
− Sistemos struktros perspektyva atvaizduoja sistemos architektr. 
Kiekvien perspektyv sudaro vienas ar daugiau sistemos modeli. Egzistuoja nemažai 
modeli tip, kurie aprašo sistem skirtingais aspektais [24]. Keletas sistemos modeli 
pavyzdži yra pateikti žemiau: 
− Duomen apdorojimo modelis parodo, kaip duomenys apdorojami 
skirtingose sistemos veikimo etapuose. 
− Architektrinis modelis nusako sistemos komponentus (tiek programinius, 
tiek aparatrinius). 
− Kompozicijos modelis aprašo sistemos komponentus ir j subkomponentus. 
− Poveikio/atsako modelis parodo sistemos reakcij  išorinius poveikius. 
Taigi, kompiuterini sistem krimas ir modeliavimas yra glaudžiai susij. Kuriant 
RLS, kiekviename krimo proceso etape sudaromi skirtingi RLS modeliai. Projektuojant 
sistem, sudaromas jos architektros modelis. Populiari modeliavimo kalba yra UML (angl. 
Unified Modeling Language – Unifikuota Modeliavimo Kalba) [16]. UML tai objektin 
aprašymo kalba, kuri naudojant sudaromi projektuojamos sistemos modeliai [14]. UML taip 
pat siloma naudoti realaus laiko sistem modeli sudarymui bei t modeli verifikavimui, 
naudojant formalius metodus. Tokiu atveju, sudarytas sistemos UML modelis yra 
paveriamas formaliu aprašu. Formals aprašai gali bti keli tip: skirti RLS verifikuoti, 
simuliuoti ar kodui generuoti [11]. 
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Atliekant RLS testavim, sudaromas jos elgsenos modelis. RLS elgsenos modeliavimas 
vertas ypatingo dmesio. Atsižvelgiant  realaus laiko sistem patikimumo ir saugumo 
kriterijus, btina ši sistem veikim nuodugniai ištirti dar prieš diegiant. Antra vertus, 
dažnai nemanoma atlikti realioje aplinkoje veikianios RLS klaid analizs, nes, vykus 
klaidai, nra galimybi nustatyti jos priežasties (sistema bna jau kitoje bsenoje). RLS 
elgsenos modeliavimas leidžia išsprsti šias problemas bei gali bti taikomas sistemoms 
derinti (parametrams parinkti). Modeliuojant sistemos elgsen, galima nustatyti, ar 
suprojektuota RLS atitinka keliamus laiko apribojimus ir veikia teisingai. Kitaip tariant, 
elgsenos modeliavimas padeda nustatyti, ar sistema tenkina nefunkcinius reikalavimus. 
2.4. Realaus laiko sistemos modelio sudarymas 
Bet kokia sistema atvaizduojama trim hierarchiniais pjviais [10]: 
− Funkciniame – atvaizduojamos sistemos vidins funkcijos. 
− Tarpiniame – nusakoma vidini funkcij tarpusavio sveika ir elgsena. 
− Aparatriniame arba ištekli pjvyje nusakoma fizin sistemos dalis. 
RLS sistemas galima pilnai aprašyti naudojant trij lygmen konceptualin model 
[10]: 
− Funkcins struktros lygmuo. 
− Elgsenos lygmuo, kuris naudoja tarpinio pjvio modelius aprašyti funkcini 
komponent elgsen. 
− Vykdomasis arba architektrinis lygmuo, kuris nusako veiksm vykdymo 
struktr, kurioje aprašytos tarpusavyje sujungtos aparatrins rangos 
komponents, reikalingos sistemos funkcijai atlikti. 
Pirmieji du lygmenys atvaizduoja sistemos struktr ir elgsen. Ši lygmen rezultatas 
vadinamas funkciniu aprašu. Treias lygmuo nusako aparatrins rangos išteklius, 
reikalingus realizuoti funkciniame aprašyme apibržtus sistemos komponentus. 
Funkcinis modelis yra struktra, sudaryta iš naudojam funkcij ir ryši tarp j. 
Paprastai funkcija nusako esyb, kuri atlieka sistemos specifin veiksm. Elgsenos modelis 
nusako funkcijos indl savo aplinkai. Šiuo atveju, funkcija suprantama kaip jimo ir išjimo 
transformacijos operatorius. Architektros modelis nusako kuriamos sistemos aparatrin 
rang: procesori, atmintis, komunikavimo mazgus bei valdymo taisus. 
2.5. Kompiuterini sistem modeliavimo priemons 
Svarbiausias kriterijus, kuriant RLS, yra laikas, per kur sistema pasiekia vartotoj. Šis 
laikotarpis apima sistemos analiz, projektavim, realizavim bei testavim. Remiantis 
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atliktais tyrimais, jau po 6 mnesi [10] nuo sistemos poreikio analizs, sistema pasensta ir 
tenka j perprojektuoti, tenkinant naujai iškilusius reikalavimus. Nemažiau svarbus RLS 
krimo kriterijus yra sistemos kaina. Dažnai šis parametras bna lemiamas, todl visuomet 
stengiamasi kiek manoma sumažinti sistemos krimo išlaidas. Realaus laiko terptini 
sistem specialistai suinteresuoti turti efektyvius metodus ir priemones, skirtas tokioms 
sistemoms projektuoti, verifikuoti, modeliuoti bei sintezuoti. Realaus laiko sistemos 
projektuotojas privalo turti patog rank, leidžiant atlikti visus sistemos krimo etapus su 
kuo didesniu automatizavimo laipsniu.  
Viena iš galim RLS krimo laiko ir kainos mažinimo strategij yra modeliavimas. 
Pavyzdžiui, vietoje brangi aparatrins rangos prototip krimo, galima naudoti sistemos 
elgsenos modeliavim. Siekiant patikrinti, ar ši sistema suprojektuota teisingai, nemanoma ar 
labai brangu realizuoti veikiani sistem (pvz., nemanoma pastatyti atomini elektrini tam, 
kad patikrinti, ar jos nekelia grsms). Todl paprastai elgsenos modeliavimas atliekamas 
programiškai, t. y. kompiuteriu modeliuojant RLS sistemos veikim laikui bgant. Toks 
metodas smarkiai mažina RLS sistem krimo išlaidas bei greitina pat krimo proces: 
nebereikia kurti brangi prototip. 
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4 pav. RLS elgsenos modeliavimas kompiuterini sistem krimo procese 
Kaip minta 1.3 poskyryje, modeliavimas gali apimti vairias sistem krimo fazes. 
Egzistuoja eil sistem modeliavimo priemoni, skirt pagreitinti sistem krimo proces 
automatizuodamos kai kurias šio proceso dalis. Keletas plaiai naudojam modeliavimo 
priemoni yra pateiktos žemiau:  
− Matlab; 
− Simulink; 
− Stateflow; 
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− Dymola; 
− Ptolemy II. 
MATLAB, SIMULINK ir STATEFLOW yra Mathworks Inc. kompanijos produktai 
[8], skirti vairioms kompiuterinms sistemoms projektuoti ir modeliuoti. Tai nra btent RLS 
krimo priemons, taiau tinka ir šiai uždavini sriiai. DYMOLA yra modeliavimo 
priemon, naudojanti MODELICA modeliavimo kalb [18]. Ši priemon leidžia modeliuoti 
sudtingas sistemas, sudarytas iš vairi mechanini, hidraulini, elektros rangos 
komponent, bei kontrols sistemoms modeliuoti. PTOLEMY II yra Berklio universiteto 
(angl. Berkeley University of California) projektas [22]. Projekto eigoje sukurtas 
kompiuterini sistem modeliavimo paketas, skirtas, vis pirma, RLS laiko sistemoms 
modeliuoti. Tai atviras projektas, prie kurio vystymosi gali prisidti visi norintys. 
Aukšiau pamintos priemons vienaip ar kitaip sprendžia RLS sistem krimo ir 
modeliavimo problem. Taiau kiekviena priemon turi ir sav trkum. Žemiau išvardinti 
pagrindiniai ši sistem trkumai: 
− Ribotos modeliavimo galimybs: MATLAB paketas gali bti naudojamas tik 
matematiniam modeliavimui ir netinkamas, kitokio tipo sistem modeliams;  
SIMULINK, STATEFLOW ir DYMOLA tinka tik funkciniam ir elgsenos 
modeliavimui. 
− Btina turti papildom žini, norint naudotis sistema: MATLAB paketas 
reikalauja specialios kalbos išmanymo; vartotojas pats veda realaus laiko 
matematin model, todl atsiranda klaid galimyb. 
− Negeneruoja programinio kodo arba generuoja neefektyv kod
: 
MATLAB, SIMULINK ir STATEFLOW generuoja C kod, bet dažnai jis 
netinkamas tiesiogiai pernešti  konkrei DSP (angl. Digital Signal 
Processing – skaitmeninis signal apdorojimas) architektr;  DYMOLA 
negeneruoja kodo, skirto aparatrinei rangai; PTOLEMY II kodo 
generavimas dar tik vystomas. 
− Modeliavimo negalima atlikti darbo aplinkoje su tikrais jimo signalais: 
n vienas pamintas paketas šiuo metu negali atlikti modeliavimo realioje 
DSP aplinkoje. Modeliavimas atliekamas su atsitiktinai sugeneruotais 
duomenimis. 
RLS projektuotojams reikia rankio, kuris leist automatiškai generuoti programos kod 
pagal sudaryt RLS model. Tokiu bdu taupomos ir lšos, ir laikas. Programavimo kalba C 
yra pripažintas standartas tarp DSP sistem gamintoj. Taiau problema yra ta, jog DSP 
procesori gamintojai savo produktams dažnai naudoja modifikuotas ar išplstas C kalbos 
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versijas. Todl nemanoma generuoti optimalaus C kodo, kur galima bt naudoti bet kokioje 
DSP architektroje. Standartinis C kodas nesugeba išnaudoti specifini DSP architektros 
privalum. Taigi, šiuolaikins modeliavimo priemons nra efektyvios kodo generavimo 
aspektu.  
Kaip rodo praktika, neužtenka sudaryti RLS sistemos model ir j ištestuoti, naudojant 
atsitiktinai sugeneruotus duomen rinkinius. Jeigu modeliavimas vykdomas visai kitoje 
architektroje, nei veiks realizuota sistema, duomen rinkiniai, naudojami modeliavimo 
procese, visiškai nenusako realios darbo aplinkos signal specifikos. Egzistuoja eil 
pavyzdži, kuomet atlikus RLS modeliavim, buvo gauti teisingi rezultatai, taiau realizavus 
sistem, ji veik neteisingai. Todl pageidautina RLS modeliavimo proces vykdyti ne 
tradicinje PC (angl. personal computer – asmeninis kompiuteris) architektroje, o DSP 
sistemoje. Egzistuojanios modeliavimo priemons to neleidžia. 
Populiariausias dinaminio modeliavimo paketas yra MATLAB papildymas 
SIMULINK. Ši programin ranga leidžia sudaryti blokin modeliuojamos sistemos schem ir 
patikrinti, kaip ši sistema veikia (apdoroja duomenis) tam tikrame laiko intervale. 
Modeliavimo rezultatas pateikiamas grafiškai, laikini sistemos veikimo diagram pavidalu. 
Atliekant mokslinius eksperimentus, MATLAB paketas laikomas standartu, o rezultatai, gauti 
su MATLAB, pripažstami visame pasaulyje. Didžiausias šios priemons trkumas yra C 
kodo generavimas iš sudarytojo modelio. Sugeneruotas kodas gali veikti neteisingai, nes 
sistema negarantuoja, jog sugeneruotas kodas tenkins laikinius apribojimus [1]. 
2.6. Silomas sprendimas 
Jau nuo 1999 met KTU Signal Apdorojimo Laboratorijoje, vadovaujant doc. dr. E. 
Kazanaviiui, vykdomi tyrimai, siekiant pagerinti kompiuterini sistem krimo proces. 
Šiame darbe silomas sprendimas yra tik dalis didesnio projekto, apimanio tris kryptis: 
− RLS modeliavimo sistemos krimas; 
− RLS kodo generavimo sistemos krimas; 
− JVM (JAVA Virtualios Mašinos), skirtos DSP procesoriui, krimas. 
Visos trys kryptys glaudžiai susijusios ir skirtos sukurti priemonms bei bdams RLS 
krimui automatizuoti. Išskirtinis ši projekt bruožas yra JAVA technologijos [4] 
panaudojimas RLS specifikuoti ir kurti. Toks sprendimas pasirinktas atsižvelgiant  JAVA 
kalbos savybes: 
− Objektiškumas; 
− Pernešamumas; 
− Pakartotinio panaudojimo galimyb; 
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− Greito sistem vystymo galimyb (lyginant su neobjektinmis kalbomis); 
− Populiarumas: JAVA kalba randa vis didesn pripažinim terptinse 
sistemose ir tampa lygiaverte RLS sistem specifikavimo kalba lyginant su C; 
− Sudaryta RT (angl. real time – realaus laiko) JAVA specifikacija [2]: 
kuriamos JAVA kalbos versijos, skirtos RLS realizuoti (tiek „lanksioms“, 
tiek „griežtoms“) . 
JAVA kalba labai patraukli RLS sistem krjams, nes spartina krimo proces ir 
svarbiausia yra pernešama, t. y. JAVA programas galima vykdyti skirtingose platformose be 
joki pakeitim [4]. Vienintelis reikalavimas yra JVM buvimas pasirinktai platformai. Jau 
egzistuoja terptinms sistemoms skirt platform, kurios palaiko JAVA technologij [3, 15, 
19, 25]. JAVA kalba plaiai naudojama mobiliuosiuose renginiuose. 
KTU mokslininkai (taip pat ir šio darbo autorius) kartu su Danijos Aalborgo 
universiteto darbuotojais atliko tyrimus, susijusius su JAVA kalbos panaudojimu RLS 
krimui (žr. 1 pried). Iki šiol RLS programin ranga buvo kuriama naudojant žemo lygio 
kalbas: asembler ir C. Žemo lygio kalbos leidžia labiau išnaudoti aparatrin rang, todl yra 
manoma, jog JAVA programos veikia žymiai liau nei C ar asembleriu rašytos programos. Iš 
kitos puss, žemo lygio kalbos ltina RLS krimo proces bei didina jo išlaidas. Tyrim 
rezultatai parod, jog JAVA programos nenusileidžia C kalba rašytoms programoms 
greitaveikos prasme, o kartais ir lenkia jas [9]. Taigi, JAVA gali bti rekomenduota RLS 
krimui. 
Šiame darbe pateikiamas objektinis bdas, skirtas automatizuotai kurti RLS, naudojant 
modeliavimo priemones. Šis bdas apima kuriamos RLS modeli sudarym trijuose 
lygmenyse: funkciniame, elgsenos bei architektriniame lygmenyje (žr. 1.4 poskyr). Žirint 
iš kompiuterini sistem krimo proceso perspektyvos, apimamos kelios šio proceso fazes: 
sistemos projektavimas ir sistemos elgsenos modeliavimas (testavimas) (žr. 1.2 poskyr). 
Naudojant silom modeliavimo bd, buvo sukurta RLS projektavimo/modeliavimo 
programin ranga „KTU_RTSM“: 
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5 pav. KTU_RTSM programins rangos funkcionalumas 
RLS sistemos modeliai yra aprašomi JAVA ir XML kalbomis. Taigi, sudaromos visos 
prielaidos programiniam kodui generuoti iš sudarytj modeli. Be to, pats modeliavimo 
procesas gali bti vykdomas terptinje sistemoje, kuri palaiko JAVA technologij [25]. 
Tokiu bdu apimama didesnioji dalis kompiuterini sistem krimo proceso: nuo sistemos 
projektavimo iki programins dalies realizavimo, išskyrus aparatrins rangos realizavim. 
Atlikta analiz rodo, jog esamos RLS krimo priemons turi nemažai trkum (žr. 1.5 
poskyr) ir ne visuomet tinka kritinms laiko požiriu sistemoms projektuoti ir realizuoti. 
Šiame darbe pateikta RLS modeliavimo sistema mint trkum neturi ir gali bti naudojama 
bet kokio tipo sistemoms modeliuoti.  
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3. KOMPONENTINIS RLS MODELIS 
3.1. JAVA ir XML panaudojimas komponentiniam RLS modeliui 
sudaryti  
Šiame darbe pateiktas komponentinis RLS modeliavimo bdas. Šis bdas remiasi 
dviem technologijomis: JAVA ir XML. JAVA objektin technologija [4] yra labai populiari, 
nuolat vystoma ir tobulinama. Pagrindins šios technologijos savybs yra: 
− Pernešamumas: JAVA veikia visose platformose, kuriose diegta JAVA 
virtuali mašina. 
− Objektiškumas: JAVA yra objektin kalba, todl labai tinka realaus pasaulio 
objekt modeliams sudaryti. 
Pernešamumas yra viena iš pagrindini priežasi, kodl RLS modeliuoti pasirinkta 
JAVA programavimo kalba. Vis pirma, vien kart suprojektavus RLS bei sudarius jos 
model JAVA kalba, galima modeliavimo proces vykdyti skirtingose DSP platformose be 
joki pakeitim. Vienintelis reikalavimas toms platformoms yra JAVA VM buvimas. 
Modeliavimas realioje darbo aplinkoje leidžia patikrinti sistem modelio veikim su tikrais 
duomen signalais. Be to, iš JAVA kalba sudaryto RLS modelio galima tiesiogiai, be didesni 
pastang generuoti suprojektuotos sistemos JAVA kod (žr. 5 pav.). Tokiu bdu, JAVA kalba 
tampa ne tik specifikavimo ar aprašymo kalba, bet tuo pat metu ir programins RLS dalies 
realizavimo kalba. Kaip minta 1.6 poskyryje, JAVA jau dabar plaiai naudojama terptinse 
sistemose, o ateityje ši tendencija dar labiau išryšks. Todl ši kalba ir pasirinkta kuriam 
RLS programins rangos realizacijai.  
JAVA objektiškumas svarbus sudarant RLS modelius. Kiekviena RLS ir apskritai 
kompiuterin sistema yra sudaryta iš vairi komponent. Šie komponentai gali bti 
programiniai, aparatriniai ar kitokio pobdžio (pvz., sistemos vartotojai). Komponentai 
atlieka tam tikras funkcijas ir komunikuoja tarpusavyje. Šiame darbe silomas komponentinis 
RLS modeliavimo bdas, kuomet RLS modelis sudaromas, aprašant sistemos komponentus 
ir ryšius tarp j. Kiekvienas komponentas - tai objektas, turintis savo atributus bei elgsen 
nusakanius metodus. Objektai gali bti sudtiniai, t. y. agreguoti kitus objektus. 
Modeliavimo proces sudaro ši objekt sveika ir tos sveikos rezultat stebjimas. JAVA 
programavimo kalba idealiai tinka tokiam modeliui sudaryti, nes operuoja objektais bei 
tokiomis svokomis kaip paveldimumas (angl. inheritance) ar agregavimas (angl. 
aggregation). Taigi, remiantis trij lygmen modeliu (žr. 1.4 poskyr), kiekvienas 
projektuojamos RLS komponentas atlieka tam tikr jam bding funkcij, o komponentins 
RLS architektros sudarymas yra funkcinis modeliavimas. 
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6 pav. Komponentinis RLS sistemos modelis 
Pati RLS taipogi traktuojama kaip komponentas (objektas), turintis aib jim, aib 
išjim bei specifin perdavimo funkcij. Taigi, JAVA kalbos panaudojimas ir komponentinis 
RLS modelis leidžia atlikti modeliavim norimame abstrakcijos lygmenyje: tiek smulkiausi 
funkcini komponent lygmenyje, tiek sudtini, integruot komponent lygmenyje, tiek 
visos sistemos lygmenyje. 
Svarbi Java kalbos savyb yra jos suderinamumas su XML (angl. Extensible Markup 
Language) technologija [5, 7]. Modeliuojamos RLS komponentams aprašyti buvo pasirinktas 
universalus hierarchinis duomen aprašymo formatas – XML [6, 26]. Ši technologija labai 
populiari tarp pasauliniam tinklui skirt program krj, taiau gali bti naudojama bet 
kurioje srityje dl ši priežasi:  
− Skirta bet kokio sudtingumo, dydžio bei tipo duomen aprašymui.  
− XML tipo duomenys lengvai skaitomi ir suprantami.  
− Lengva kurti programas, apdorojanias XML failus.  
− XML duomenis lengva sudaryti.  
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− Sukurta visa eil programini priemoni, skirt XML duomen formatui 
transformuoti  kitus duomen formatus (PDF, HTML ir kt.).  
− Šiuolaikin ir spariai besivystanti technologija, užtikrinanti kuriamos P 
universalum, palaikomum, ilgaamžiškum, suderinamum su kita 
programine ranga.  
JAVA kalba naudojama RLS komponento veiksmams specifikuoti, o XML naudojamas 
komponento vidinei architektrai aprašyti. Šis sprendimas suteikia galimyb aprašyti naujus 
komponentus, pakartotinai panaudojant turimas JAVA specifikacijas. Tokiu atveju užtenka 
sudaryti XML fail, aprašant nauj komponent (žr. 2.2 poskyr). Svarbiausia XML 
panaudojimo ypatyb yra ta, jog pasiekiamas labai aukštas komponent abstrakcijos lygis: 
visi komponentai yra vieno tipo, tik skiriasi j savybs ir architektra, aprašyta XML failuose. 
3.2. RLS komponento aprašymas (specifikavimas) 
RLS yra sudtinga sistema, susidedanti iš daugelio vairios paskirties komponent, 
atliekani duomen apdorojim. Komponentai gali bti aparatriniai ar 
programiniai/aparatriniai. Be to, kiekvienas komponentas gali susidti iš subkomponent, 
priklausomai nuo pasirinkto abstrakcijos lygio (aukšiausiame lygyje visa RLS yra vienas 
komponentas). Funkciniu požiriu, kiekvienas komponentas yra tam tikra perdavimo 
funkcija: 
 
7 pav. Abstraktus RLS komponentas 
Kitaip tariant, komponentas apdoroja jimo signal x(t), naudodamas h(t) 
transformacij (funkcij), ir gražina apdorojimo rezultatus kaip y(t) signal. Šis principas 
pritaikytas realizuojant RLS modeliavimo sistem, pristatom šiame darbe. 
RLS modeliuojantys komponentai yra aprašyti XML tipo failuose. Šis komponent 
aprašymo bdas patogus tuo, jog leidžia kurti naujus komponentus ir modifikuoti senus, 
nekeiiant programos kodo. Be to, esant btinybei, XML aprašas gali bti lengvai išplstas, 
papildytas naujomis savybmis. Pagrindin XML technologijos panaudojimo priežastis yra 
galimyb kurti reikiamo sudtingumo ir abstrakcijos lygio komponentus, nekuriant nauj 
objekt tip (klasi). Specifin kiekvieno komponento elgsena ir atributai yra aprašyti XML 
failuose, kuri pavadinimai sutampa su komponent pavadinimais (komponent atitinka tik 
vienas XML failas). Visi komponentai yra paprasto komponento klass SimpleComponent 
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objektai (sudtiniai komponentai t klas paveldi), taiau j elgsena ir atributai yra skirtingi. 
Žemiau pateiktas pavyzdinis komponento XML aprašas:  
 
8 pav. RLS komponento XML aprašas 
Pateiktajame apraše saugoma tokia komponent apibdinanti informacija:  
− Komponento pavadinimas - tai pagrindinis komponent apibdinantis 
atributas (component name). Negali egzistuoti dviej to paties pavadinimo 
komponent.  
− Meniu kelias - tai kelias, nurodantis, kurioje vartotojo ssajos meniu vietoje 
yra punktas, atitinkantis aprašomj komponent (menu_path path).  
− jim ir išjim skaiius - tai pradinis jim ir išjim skaiius (inputs 
quantity, outputs quantity). Priklausomai nuo komponento, šie dydžiai gali 
bti dinamiškai keiiami.  
− Atribut (parametr) kiekis - nurodo, kiek atribut turi komponentas 
(parameters quantity). Šis dydis nra griežtai apibržtas: komponentas gali 
turti be galo daug arba n vieno atributo.  
− Atributo (parametro) vardas, indeksas ir pradin reikšm - apibdina 
kiekvieno atributo pagrindines savybes (parameter name, index, value). 
Atributo vardas realiai naudojamas tik XML aprašo aiškumui. Pagrindinis 
atribut apibdinantis parametras yra jo indeksas. Atributo reikšm gali bti 
dinamiškai keiiama.  
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− Komponento atliekami veiksmai - tai veiksm aib, užtikrinanti norim 
komponento funkcionalum (run actions blokas). XML faile nurodoma 
veiksm seka bei Java klasi, kurios tuos veiksmus atlieka, pavadinimai 
(run_action file). Veiksmai operuoja duomenimis, kuriuos komponentas gauna 
per jimus, arba komponento parametrais.  
− Komponento kontekstinio meniu punktai - tai komponento kontekstinio 
meniu turinys (menu_actions blokas). Nurodomas meniu punkto pavadinimas 
(name), klass, kuri atlieka reikiam veiksm, pavadinimas (file) ir atributo 
(parametro), kuris yra modifikuojamas, indeksas (param_index).  
Reikia atkreipti dmes  tai, jog XML aprašas saugo dviej tip informacij: RLS 
sistemos komponent aprašani informacij bei papildom informacij, skirt modeliavimo 
aplinkai (meniu kelias ir kontekstinio meniu punktai). 
Komponent XML aprašus kuria sistem palaikantys programuotojai. Ateityje yra 
numatyta sukurti priemones, leisianias vartotojui kurti savo komponentus ir automatiškai 
generuosianias XML failus. Šiuo metu automatinis XML duomen generavimas vykdomas 
tuomet, kai vartotojas kuria sudtinius komponentus. Vartotojas nurodo kuriamo komponento 
vard ir meniu keli, o integruota modeliavimo aplinka pati sukuria reikiamos struktros 
XML fail bei tipizuot duomen fail su pltiniu ccd (angl. Complex Component Data – 
sudtinio komponento duomenys), kuriame saugomas pats sudtinis komponentas:  
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9 pav. Sudtinio komponento sudarymas 
Kaip minta, XML technologija leidžia išvengti atskir objekt klasi krimo 
kiekvienam komponentui. Visi paprasti komponentai yra SimpleComponent klass objektai, o 
sudtiniai komponentai - ComplexComponent klass objektai. Komponent savybs aprašytos 
XML failuose. Todl, kuriant komponent, vykdomas XML failo apdorojimas ir sukuriamas 
konkretus RLS komponent vaizduojantis objektas. Žemiau pateikta veiksm, atliekam 
SimpleComponent konstruktoriuje, sekos diagrama:  
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10 pav. Komponento XML aprašo apdorojimas 
Matome, jog XML failui apdoroti naudojama SimpleComponentXMLHandler klas 
(atitinkamai, ComplexComponentXMLHandler klas naudojama sudtini komponent XML 
failams apdoroti). Naudojant ši klas, nustatomi komponent atliekami veiksmai ir atributai, 
aprašyti XML formatu. 
3.3. Paprasti (atominiai) komponentai 
Paprasti arba atominiai RSL komponentai – žemiausio abstrakcijos lygio komponentai, 
atliekantys paias elementariausias duomen apdorojimo operacijas. Šie komponentai 
traktuojami kaip nedalomi ir vientisi. Paprastus sistemos komponentus aprašo 
SimpleComponent tipo objektai. Tai pagrindin komponentus aprašanti klas, sauganti tiek 
grafin komponento informacij (reikalinga modeliavimo aplinkai), tiek komponento 
atributus ir atliekamus veiksmus:  
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11 pav. Paprasto komponento klasi diagrama 
Kiekvieno komponento veikimas priklauso nuo veiksm, kuriuos komponentas atlieka 
apdorodamas duomenis. Veiksm pavadinimai ir atlikimo tvarka surašyta komponento XML 
faile. Apdorojant XML apraš, sukuriami konkrets veiksm objektai ir talpinami  veiksm 
sraš.  
Veiksmas - tai objektas, atliekantis elementarias operacijas su komponento duomenimis 
ar atributais. Komponentas gali turti be galo daug veiksm. Visos veiksm klass paveldi 
SimpleComponentAction tipo klas, todl išlaikomas aukštas abstrakcijos lygis:  
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12 pav. Komponento veiksm pavyzdžiai 
Veiksmai yra nepriklausomi nuo komponent - tas pats veiksmas gali bti panaudotas 
keliuose skirtinguose komponentuose. Pavyzdžiui, veiksmus GetInputs ir SetOutputs naudoja 
visi komponentai, turintys bent vien jim ir išjim. Kitaip tariant, veiksm aib apibržia 
RLS komponento perdavimo funkcij. Suminis veiksm poveikis komponento 
apdorojamiems duomenims ir yra perdavimo funkcija h(t): 
 
))(()( txhty = ; (1) 
ia y(t) – komponento išjimo signalas; 
x(t) – jimo signalas; 
h(t) – transformacija. 
Kiekvienas komponentas gali turti aib atribut (parametr). Ši atribut reikšms gali 
bti pakeistos, naudojant komponento kontekstin meniu. Parametr kiekis, pradins reikšms 
ir kontekstinio meniu veiksmai (punktai) aprašyti XML faile. Komponento meniu veiksm 
klass paveldi standartin abstraki Java klas AbstractAction:
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13 pav. Paprasto komponento parametr keitimo veiksmai 
Komponento kontekstinis meniu sudaromas komponento konstruktoriuje pagal XML 
apraš (sukuriami meniu veiksmai ir išdliojami reikiama tvarka). Tie patys meniu veiksmai 
gali bti naudojami daugelyje komponent. Pavyzdžiui, visuose komponent kontekstiniuose 
meniu yra punktas, skirtas komponentui ištrinti.  
Aukštas komponent abstrakcijos lygis leidžia kurti bet kokio sudtingumo ir bet kurios 
dalykins srities RLS komponentus. Kuriant naujus komponentus, pakanka realizuoti 
reikiam veiksm klases (ar panaudoti jau esamas) ir sudaryti komponento XML apraš. 
Tokiu bdu išnaudojama viena svarbiausi objektinio projektavimo savybi - pakartotinis 
objekt panaudojimas.  
3.4. Sudtiniai komponentai 
Sudtiniai komponentai - tai komponentai, agreguojantys tam tikr RLS schemos 
(modelio) dal, turini jim ir išjim aibes. Bet kokia schema gali bti išsaugota kaip 
sudtinis komponentas. Kuriant sudtin komponent, vartotojui pakanka nurodyti ekrane 
esanios schemos jimus, išjimus bei j tvark (sudtinis komponentas gali neturti nei 
jim, nei išjim), komponento pavadinim ir meniu keli. Sudarytas komponentas 
funkcionuoja lygiai taip pat, kaip funkcionuot RLS schema, kuri jis agreguoja. Sudtinis 
komponentas gali agreguoti tiek paprastus komponentus, tiek sudtinius. Tokiu bdu, 
sudtinis komponentas yra neriboto dydžio ir sudtingumo hierarchin struktra.  
Šis sprendimas palengvina RLS modeli krim. Nebtina iš karto kurti didels ir 
sudtingos schemos su daugybe element. Schema kuriama palaipsniui iš sudtini 
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komponent, agreguojani prieš tai sukurtas schemos dalis. Be to, šis sprendimas leidžia 
modeliuotojui kurti norimo funkcionalumo komponentus iš jau turim. Remiantis trij 
lygmen RLS modeliu, sudtini komponent sudarymas atitinka architektrinio 
projektavimo faz, kuomet algoritmai yra skirstomi  aparatrinius komponentus (žr. 1.4 
poskyr). 
Sudtinis komponentas yra ComplexComponent tipo objektas. Ši klas paveldi paprasto 
komponento klas SimpleComponent:  
 
 
14 pav. Sudtinio sistemos komponento klasi diagrama 
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Pastarasis paveldjimas leidžia traktuoti sudtinius komponentus kaip paprastus 
(atominius), papildomai turinius agreguot komponent ir ryši tarp j srašus. Sudtinis 
komponentas pasižymi visomis paprasto komponento savybmis.  
Sudtinio komponento funkcionavimas analogiškas agreguotos schemos 
funkcionavimui, tik šiuo atveju valdaniosios programos vaidmen atlieka pats sudtinis 
komponentas:  
 
 
15 pav. Sudtinio sistemos komponento veikimas 
Kaip ir modeliavimo proces valdanti programa, sudtinis komponentas pirmiausia 
nustato vis vidini komponent jimus, atlieka vidini komponent veiksmus ir tik po to 
nustato išjim reikšmes. Agreguot komponent veikimo tvarka yra visai nesvarbi. Detaliau 
apie elgsenos modeliavim ir laikin model aprašyta 2.6 poskyryje. 
3.5. Ryšiai tarp RLS komponent 
Kaip minta 2.1 poskyryje, kiekviena RLS sistema susideda iš komponent ir iš ryši 
tarp j. Sudarant RLS model, ryšiui nusakyti naudojamas atskiras Link klass objektas. Šios 
klass atributai aprašo ryš tarp vieno komponento išjimo ir kito komponento jimo:  
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16 pav. RLS model (schem
) sudarantys objektai 
Ryšio apraš sudaro:  
− Pirmojo komponento identifikatorius (obj1_id) - tai pirmojo komponento eils 
numeris schemoje.  
− Antrojo komponento identifikatorius (obj2_id) - tai antrojo komponento eils 
numeris schemoje.  
− Pirmojo komponento išjimo numeris (obj1_outIndex).  
− Antrojo komponento jimo numeris (obj2_inIndex).  
Ryšys yra vienkryptis. Jis gali jungti tik jim su išjimu, taiau negalimas tarp dviej 
jim ar dviej išjim. Link objektas tarnauja ne kaip tarpininkas tarp dviej komponent, 
bet kaip taisykl, nusakanti, kokiu keliu perduodami duomenys tarp komponent. Tai reiškia, 
jog ryšio objektas neperduoda duomen iš vieno komponento  kit, o tik nurodo, kaip tai 
padaryti. Taigi, ryšio objektas nedalyvauja duomen mainuose: jis tarnauja kaip žym 
modeliavimo palinkai, pagal kuri duomenys bus perduodami iš vieno komponento  kit. 
3.6. Duomen tipai 
Siekiant sukurti universal komponent komunikavimo bd, leidžiant keistis bet 
kokio tipo duomenimis, duomen mainams naudojami paties bendriausio Object tipo 
duomenys. Ši fundamentali Java kalbos klas paveldi visos likusios klass. Apskritai, bet 
 29 
kur Java objekt galima traktuoti kaip Object tipo. Pastaroji savyb panaudota, perduodant 
duomenis tarp komponent.  
Komponentai operuoja Object tipo duomenimis (objektais). Apdorojam duomen 
interpretacija yra vykdoma priklausomai nuo komponento tipo. Tai reiškia, jog komponentas 
turi pats paversti atjusius duomenis  tok tip, kok jis gali apdoroti (angl. casting). 
Kiekvieno jimo duomenys gali bti interpretuojami skirtingai. Pavyzdžiui, aritmetiniai 
komponentai operuoja Double tipo reikšmmis, todl Object tipo duomenys veriami  
Double tipo objektus ir apdorojami. Apdorota informacija vl paveriama bendru Object tipu 
ir gražinama: 
 
 
17 pav. Duomen apdorojimas komponento viduje 
Toks duomen main bdas labai artimas realioms sistemoms. Reali sistem 
komponentai taip pat apdoroja duomenis nepriklausomai nuo to, kokio tipo duomenys 
paduodami  jimus. T. y. komponentas visai nežino semantins duomen prasms ir 
interpretuoja juos taip, kaip reikalauja jo atliekama funkcija. Sistemos projektuotojas pats turi 
užtikrinti, jog vieno komponento išjimo duomen tipas atitinka kito komponento jimo 
duomen tip, priešingu atveju sistema veiks klaidingai.  
3.7. Elgsenos modeliavimas naudojant komponentin RLS model 
Sudarius RLS sistemos model, naudojant komponentus ir ryšius tarp j (žr. 2.1 – 2.6 
poskyrius), galima atlikti suprojektuotos sistemos elgsenos modeliavim
. Elgsenos 
modeliavimas leidžia stebti sudarytojo RLS modelio veikim laikui bgant. Populiariausias 
bdas sistemos veikimui aprašyti yra duomen srauto modelis [12]. Remiantis šiuo modeliu, 
kiekvien RLS sistem galima aprašyti orientuotu grafu, kur mazgai (RLS komponentai) 
atitinka tam tikrus skaiiavimus (duomen apdorojimus), o ryšiai tarp j atitinka duomen 
perdavimo terp. Egzistuoja keletas duomen srauto tip. DSP sistemoms aprašyti labiausiai 
tinka sinchroninis duomen srauto modelis – SDF (angl. synchronous dataflow). 
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Sinchroninmis DSP sistemomis vadinamos tokios sistemos, kuri taktiniai dažniai atskirose 
sistemos dalyse yra susij. SDF idealiai tinka dideliai daliai DSP uždavini, toki kaip 
skaitmeninis komunikavimas ar skaitmeninis filtravimas [21]. Naudojant SDF, kiekvieno 
RLS komponento aktyvavimo metu, apdorojamas ir gražinamas vienodas duomen kiekis 
[12]. Ši savyb leidžia iš anksto nustatyti RLS komponent veikimo tvark, nereikalauja 
papildom skaiiavim dinaminiam komponent aktyvavimui bei garantuoja nuspjam 
sistemos elgsen veikimo metu [21]. 
Šiame darbe aprašyt komponentin RLS model galima taip pat traktuoti kaip SDF. 
RLS komponentai atitinka SDF viršnes, o ryšiai tarp komponent atitinka SDF briaunas. 
Taiau egzistuoja vienas esminis skirtumas tarp tradicinio SDF ir komponentinio RLS 
modelio. Naudojant tradicin SDF, sudaromas statinis komponent (grafo mazg) veikimo 
tvarkaraštis (angl. schedule). Šis tvarkaraštis sudaromas vien kart prieš atliekant elgsenos 
modeliavim. Egzistuoja vairs tvarkaraši  sudarymo algoritmai, taiau jie kelia tam tikrus 
apribojimus sudaromam RLS modeliui [12]. Tvarkaraštis reikalingas tam, kad užtikrinti 
teising modelio veikim: komponentus aktyvuojant bet kokia tvarka, gali susidaryti 
situacijos, kuomet duomenys apdorojami ne laiku. Šiame darbe pateikto komponentinio 
modeliavimo atveju, buvo pasirinktas labai paprastas, originalus bet efektyvus sprendimas. 
Esm ta, kad tvarkarašio išties nra. Komponent aktyvavimo tvarka nustatoma vien kart 
prieš atliekant modeliavim, taiau ji turi atsitiktin pobd ir sudaroma neatsižvelgiant  
ryšius tarp komponent. Iš pirmo žvilgsnio tai turt slygoti neteising modelio 
funkcionavim, bet taip nra. RLS modelio teising veikim užtikrina RLS komponent 
aprašanio objekto struktra. Komponentas apdoroja duomenis ne tiesiogiai gaudamas juos iš 
kit komponent, o naudojant buferizacij: 
 
 
18 pav. Komponento vidin sandara 
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Modeliavimas vykdomas taktais (iteracijomis). Vienos modeliavimo proceso iteracijos 
metu kiekvienam komponentui nustatomos jim reikšms: apdorojimui skirti duomenys 
rašomi  tarpin atmint. Nustaius jim reikšmes, visi komponentai apdoroja atjusius 
duomenis (tuos, kurie esamu momentu yra tarpinje atmintyje) ir vykdoma kita iteracija:  
 
 
19 pav. Vienos modeliavimo iteracijos sekos diagrama 
Pirmosiose iteracijose kai kurie komponentai operuos netikrais duomenimis 
(„šiukšlmis“), taiau modeliuojamai sistemai nusistovjus, bus gaunami teisingi rezultatai. 
Sistemos nusistovjimo laikas priklauso nuo sudarytos RLS schemos hierarchijos 
(agregacijos) laipsnio. Tokia interpretacija labai artima realiai DSP sistemai ar apskritai 
kompiuterinei sistemai, kurioje komponentai veikia lygiagreiai ir nepriklausomai vienas nuo 
kito.  
Teising RLS sistemos veikim turi užtikrinti sinchronizacijos sistema, kuri tam tikrais 
periodais (taktais) aktyvuoja RLS komponentus. RLS modeliavimo programa turi užtikrinti 
analogišk komponent veikimo bd arba j imituoti. Modeliavimo procesas vykdomas 
atskiroje RunSchemeThread gijoje (angl. thread). Ši gija valdo duomen srautus tarp 
komponent, t. y. perduoda duomenis iš vieno komponento  kit. Ryšiams tarp komponent 
nustatyti bei gauti paius komponentus naudojamas Scheme klass objektas:  
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20 pav. Pagrindins modeliavim
 valdanios klass 
Modeliavimo vykdymas atskiroje gijoje leidžia stebti bei apdoroti modeliavimo 
proceso rezultatus realiame laike, užtikrina vartotojo ssajos funkcionavim modeliavimo 
metu. 
Kiekvieno modeliavimo takto metu konkretus komponentas vien kart pilnai atlieka 
duomen apdorojimo veiksmus. Taiau realioje DSP sistemoje komponentas gali apdoroti 
duomenis daugiau nei vien takt. Paprasiausias sprendimas, leidžiantis sudaryti tokio tipo 
RLS modelius, yra modelio papildymas vlinimo komponentais. Vlinimo komponentas 
veikia kaip FIFO (angl. first in first out) tipo atmintis. Taigi, norint modeliuoti situacij, kai 
kažkuris RLS komponentas atlieka skaiiavimus daugiau nei vien takt, reikia to 
komponento išjim prijungti prie vlinimo komponento. Tuomet skaiiavim rezultatai bus 
gauti po N iteracij vlinimo komponento išjime. Analogiškai galima sudaryti ir 
sudtingesnius komponentus skirtus, pavyzdžiui, sinchronizavimui. 
Pilnas RLS modelis gaunamas vedus laiko svoka. Kadangi RLS sistemos apdorojami 
duomenys gali bti analoginiai, o ir patys RLS komponentai gali bti analoginiais, tai laikas 
tampa papildomu parametru, naudojamu modeliavimo procese. Toks duomen srauto modelis 
vadinamas TSDF (angl. Timed Synchronous Data Flow) arba laikiniu sinchroniniu duomen 
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srautu [21]. Darbe pateiktas komponentinis RLS modelis taip pat turi laiko kintamj. Tiesiog 
traktuojama, kad vienas modeliavimo taktas trunka nustatyt laiko interval. Atitinkamai RLS 
komponentai, kurie aprašo analogines RLS dalis ar vairius signal generatorius, gali 
periodiškai atlikti operacijas, atsižvelgdami  prajus laiko tarp. Todl aprašytj 
komponentin RLS model galima laikyti pilnu ir tinkamu vairaus tipo ir paskirties RLS 
krimui.  
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4. EKSPERIMENTAI 
4.1. Skaitmeniniai filtrai 
Jau daugel met skaitmeninis filtravimas yra dažniausiai naudojama skaitmeninio 
signal apdorojimo [17] operacija realaus laiko sistemose. Skaitmeniniai filtrai yra daugelio 
RLS sudtins dalys. Pavyzdžiui, mobiliajame telefone yra atliekamas balso filtravimas; 
video kamerose atliekamas tiek balso, tiek vaizdo filtravimas ir t. t. Šios klass uždavini 
populiarumas ir paplitimas buvo lemiamu faktoriumi, sudarant pavyzdin RLS model. Tam 
kad patikrinti komponentinio RLS modelio teisingum, buvo sudaryti žemiau aprašom 
skaitmenini filtr modeliai ir atliktas t modeli elgsenos tyrimas. 
Egzistuoja dvi pagrindins skaitmenini filtr formos: FIR (angl. Finite Impulse 
Response) ir IIR (angl. Infinite Impulse Response) [13 : 90]. FIR filtro, kurio eil N, blokin 
schema pateikta žemiau: 
 
 
21 pav. FIR filtro blokin schema 
FIR filtro išjimo signalas y(n) yra paskutini N+1 filtro jimo reikšmi kombinacija 
[13 : 91]. Kiekviena iš N+1 reikšmi yra padauginama iš tam tikro koeficiento ai: 
 
)()1(...)2()1()()( 1210 NnxaNnxanxanxanxany NN −+−−++−+−+= − ; (2) 
ia y(n) – išfiltruotas signalas; 
x(n) – jimo signalas; 
N – filtro eil; 
ai – koeficientai; 
n – takto (iteracijos) numeris. 
Sutrumpintai filtro matematin išraišk galima užrašyti taip: 
 
=
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)()( ; (3) 
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Filtro jimo signalas x(n) yra reikšmi seka, gauta diskretizavus analogin signal. 
Diskretizavimas vykdomas tam tikru periodu: 
 
s
s ft
1
= ; (4) 
ia ts – signalo diskretizavimo periodas; 
fs – diskretizavimo dažnis. 
Tai reiškia, kad kas ts laiko tarp  filtro jim paduodama viena diskretizuoto signalo 
reikšm tuo laiko momentu, o filtro išjime gaunama viena išfiltruoto signalo diskretin 
reikšm. FIR filtro blokinje schemoje pavaizduoti Z-1 komponentai yra vlinimo elementai, 
kurie atlieka signalo vlinim lyg ts diskretizavimo periodui. 
IIR filtro blokin schema parodyta 22. pav.: 
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22 pav. IIR filtro blokin schema 
Naudojant žymjimus analogiškus FIR filtro atveju, filtro išjimo signal y(n) galima 
aprašyti tokia lygtimi [13 : 103]: 
 
)()1(...)2()1()()( 121 NnyaNnyanyanyanxny NN −+−−++−+−+= − ; (5) 
ia y(n) – išfiltruotas signalas; 
x(n) – jimo signalas; 
ai – koeficientai; 
n – takto (iteracijos) numeris. 
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Sutrumpintai filtro matematin išraišk galima užrašyti taip: 
 
=
−+=
N
i
iainynxny
1
)()()( ; (6) 
IIR filtrai paprastai naudojami kartu su FIR filtrais, sudarant vairias j tarpusavio 
kombinacijas. 
4.2. Funkcinis FIR ir IIR filtr modeliavimas 
4.2.1. FIR ir IIR filtr komponentai ir j funkcijos 
FIR ir IIR filtrai susideda iš keturi tip blok: sumatoriaus, daugintuvo, vlinimo 
elemento bei konstantos (žr. 21 pav.). Kiekvienas blokas skirtas atlikti tam tikrai funkcijai: 
− Sumatorius skirtas  jo jimus paduodamoms reikšmms sumuoti. 
Sumatoriaus funkcij galima užrašyti taip: 
 
=
=
N
i
i kaky
1
)()( ; (7) 
ia y(k) – sumatoriaus išjimo reikšm k – tojo takto metu; 
ai(k) – i – tojo sumatoriaus jimo reikšm k – tojo takto metu; 
N – sumatoriaus jim kiekis; 
k – modeliavimo proceso taktas (iteracija).  
− Daugintuvas sudaugina dvi ar daugiau reikšmi, paduodam  jo jimus. Jo 
funkcija yra tokia: 
 ∏
=
=
N
i
i kaky
1
)()( ; (8) 
ia y(k) – daugintuvo išjimo reikšm k – tojo takto metu; 
ai(k) – i – tojo daugintuvo jimo reikšm k – tojo takto metu; 
N – daugintuvo jim kiekis; 
k – modeliavimo proceso taktas (iteracija). 
− Vlinimo elementas skirtas duomenims vlinti. Duomenys vlinami nurodyt 
skaii iteracij: 
 
)()( Nkxky −= ; (9) 
ia y(k) – vlinimo elemento išjimo reikšm k – tojo takto metu; 
x(k-N) – užvlinti duomenys; 
N – vlinimo trukm, t. y. iteracij skaiius; 
k – modeliavimo proceso taktas (iteracija). 
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− Konstantos elementas skirtas koeficient reikšmms saugoti. Šis elemento 
išjime, nepriklausomai nuo modeliavimo proceso iteracijos, visuomet bna 
nurodytas dydis (skaiius): 
 
constaky ==)( ; (10) 
ia y(k) – konstantos elemento išjimo reikšm k – tojo takto metu; 
a – skaitin reikšm (konstanta). 
Taigi, norint sudaryti skaitmeninio filtro model, reikia aprašyti aukšiau mintus RLS 
komponentus, atliekanius 7-10 formulse nurodytas funkcijas. Komponentai sudaromi, 
aprašant j funkcijas JAVA kalba bei sudarant XML apraš. Modeliavimo sistema pati 
sukuria komponento objekt pagal XML apraš, naudodamasi JAVA kalba specifikuotomis 
funkcijomis (žr. 2.2 poskyr). 
4.2.2. Sumatoriaus komponento sudarymas 
Realizuojant sumatoriaus komponent sukurta Sumate klas, kuri atlieka vis 
sumatoriaus jim reikšmi sumavim. Ši klas aprašo sumatoriaus komponento veiksm, 
todl paveldi SimpleComponentAction klas. Žemiau pateiktas Sumate klass aprašas JAVA 
kalba (komentarai prasideda // simboliais): 
 
package lt.ktu.dsplab.rtsm.componentActions; 
 
import java.io.Serializable; 
import lt.ktu.dsplab.rtsm.SimpleComponent; 
import lt.ktu.dsplab.rtsm.SimpleComponentAction; 
import lt.ktu.dsplab.rtsm.Tools; 
 
/** 
 *  Sumuoja vis jim reikšmes 
 */ 
public class Sumate extends SimpleComponentAction implements Serializable { 
 
    /** 
     *  Atlieka sumavimo veiksmus 
     * 
     * @param  comp  Komponentas, kuris atlieka š veiksm 
     */ 
    public void makeAction(SimpleComponent comp) { 
        double sum = 0; // sumos rezultatas 
        String temp;  // tarpinis kintamasis 
        double addition = 0; // vieno jimo reikšm 
 
        // tikrinamas kiekvienas jimas ir sumuojama jo reikšm 
        for (int i = 0; i < comp.getNumberOfInputs(); i++) { 
            // nuskaitoma viena jimo reikšm 
            temp = (String) comp.getTempDataValue(i); 
            if (temp != null) { 
                try { 
                    // duomenys paveriami  reikiamo tipo duomenis 
                    addition = Double.parseDouble(temp); 
                } catch (NumberFormatException ex) { 
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                    // duomen tipas netinkamas – klaida! 
                    Tools.print(this, "" + temp + 
                            " is not a valid double number!"); 
                } 
            } else { 
                // jei jime nieko nra – pridedame 0 
                addition = 0; 
            } 
            // prie rezultato prisumuojama i – tojo jimo reikšm 
            sum += addition; 
        } 
        // sumos rezultatas rašomas  tarpin atmint 
        comp.setTempDataValue(0, sum); 
    } 
} 
 
Kad sumatoriaus komponentas bt sukurtas ir normaliai funkcionuot, sudarytas jo 
XML aprašas, kuriame nurodytos komponento savybs bei visi atliekami veiksmai 
(komentarai surašyti tarp <!--  --> simboli): 
 
<?xml version="1.0" encoding="UTF-8" ?> 
 
<component name="sumator"> <!-- komponento vardas --> 
 
  <menu_path path="arithmetical"/> <!-- meniu kelias --> 
 
  <inputs quantity="2"/> <!-- pradinis jim skaiius --> 
  <outputs quantity="1"/> <!-- pradinis išjim skaiius --> 
   
  <parameters quantity="0"/> <!-- parametr skaiius --> 
   
  <!-- komponento veiksmai --> 
  <run_actions> 
    <run_action file="GetInputs"/> <!-- jim nuskaitymas --> 
    <run_action file="Sumate"/> <!-- sumavimo veiksmas --> 
    <run_action file="SetOutputs"/> <!--rezultatas paduodamas  išjimus--> 
  </run_actions> 
   
  <!-- komponento kontekstinis meniu --> 
  <menu_actions> 
    <!-- veiksmas leidžiantis keisti komponento jim skaii --> 
    <menu_action name="Set number of inputs" file="SetInpSize"/> 
  </menu_actions> 
</component> 
 
XML apraše panaudoti GetInputs ir SetOutputs veiksmai yra standartins modeliavimo 
aplinkos klass, kaip ir meniu veiksmas SetInpSize. Todl sistemos projektuotojui nereikia ši 
veiksm realizuoti JAVA kalba, o užtenka tik aprašyti XML faile. 
4.2.3. Daugintuvo komponento sudarymas 
Realizuojant daugintuvo komponent sukurta Multiply klas, kuri sudaugina visas 
daugintuvo jim reikšmes. Ši klas aprašo daugintuvo komponento veiksm, todl paveldi 
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SimpleComponentAction klas. Žemiau pateiktas Multiply klass aprašas JAVA kalba 
(komentarai prasideda // simboliais): 
 
package lt.ktu.dsplab.rtsm.componentActions; 
 
import java.io.Serializable; 
import lt.ktu.dsplab.rtsm.SimpleComponent; 
import lt.ktu.dsplab.rtsm.SimpleComponentAction; 
import lt.ktu.dsplab.rtsm.Tools; 
 
/** 
 *  Sudaugina vis jim reikšmes 
 */ 
public class Multiply extends SimpleComponentAction implements Serializable 
{ 
 
    /** 
     *  Atlieka dauginimo veiksmus 
     * 
     * @param  comp  Komponentas, kuris atlieka š veiksm 
     */ 
    public void makeAction(SimpleComponent comp) { 
        double product = 1; // daugybos rezultatas 
        String temp; // tarpinis kintamasis 
        double multiplier = 1; // vieno jimo reikšm 
 
        // tikrinamas kiekvienas jimas ir rezultatas dauginamas iš jo 
        // reikšms 
        for (int i = 0; i < comp.getNumberOfInputs(); i++) { 
            // nuskaitoma viena jimo reikšm 
            temp = (String) comp.getTempDataValue(i); 
            if (temp != null) { 
                try { 
                    // duomenys paveriami  reikiamo tipo duomenis 
                    multiplier = Double.parseDouble(temp); 
                } catch (NumberFormatException ex) { 
                    // duomen tipas netinkamas – klaida! 
                    Tools.print(this, "" + temp + 
                            " is not a valid double number!"); 
                } 
                // rezultatas padauginamas iš i – tojo jimo reikšms 
                product *= multiplier; 
            } 
        } 
        // daugybos rezultatas rašomas  tarpin atmint 
        comp.setTempDataValue(0, product); 
    } 
} 
 
Kad daugintuvo komponentas bt sukurtas ir normaliai funkcionuot, sudarytas jo 
XML aprašas, kuriame nurodytos komponento savybs bei visi atliekami veiksmai 
(komentarai surašyti tarp <!--  --> simboli): 
 
<?xml version="1.0" encoding="UTF-8" ?> 
 
<component name="multiplicator"> <!-- komponento vardas --> 
 
  <menu_path path="arithmetical"/> <!-- meniu kelias --> 
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  <inputs quantity="2"/> <!-- pradinis jim skaiius --> 
  <outputs quantity="1"/> <!-- pradinis išjim skaiius --> 
   
  <parameters quantity="0"/> <!-- parametr skaiius --> 
   
  <!-- komponento veiksmai --> 
  <run_actions> 
    <run_action file="GetInputs"/> <!-- jim nuskaitymas --> 
    <run_action file="Multiply"/> <!-- dauginimo veiksmas --> 
    <run_action file="SetOutputs"/> <!--rezultatas paduodamas  išjimus--> 
  </run_actions> 
   
  <!-- komponento kontekstinis meniu --> 
  <menu_actions> 
    <!-- veiksmas leidžiantis keisti komponento jim skaii --> 
    <menu_action name="Set number of inputs" file="SetInpSize"/> 
  </menu_actions> 
</component> 
 
XML apraše panaudoti GetInputs ir SetOutputs veiksmai yra standartins modeliavimo 
aplinkos klass, kaip ir meniu veiksmas SetInpSize. Todl sistemos projektuotojui nereikia ši 
veiksm realizuoti JAVA kalba, o užtenka tik aprašyti XML faile. 
4.2.4. Vlinimo komponento sudarymas 
Realizuojant vlinimo komponent sukurta Delay klas, kuri atlieka jimo reikšms 
vlinim per nurodyt modeliavimo takt skaii. Ši klas aprašo vlinimo komponento 
veiksm, todl paveldi SimpleComponentAction klas. Žemiau pateiktas Delay klass aprašas 
JAVA kalba (komentarai prasideda // simboliais): 
 
package lt.ktu.dsplab.rtsm.componentActions; 
 
import java.io.Serializable; 
import lt.ktu.dsplab.rtsm.SimpleComponent; 
import lt.ktu.dsplab.rtsm.SimpleComponentAction; 
import lt.ktu.dsplab.rtsm.Tools; 
 
/** 
 *  Atlieka jimo reikšms vlinim 
 */ 
public class Delay extends SimpleComponentAction implements Serializable { 
 
    /** 
     *  Vlinimo buferis 
     */ 
    private Object[] buffer = null; 
 
    /** 
     *  Esamas vlinimo buferio dydis 
     */ 
    private int currentDelay = 0; 
 
    /** 
     *  Prieš tai buvs vlinimo buferio dydis 
     */ 
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    private int prevDelay = 0; 
 
 
    /** 
     *  Atlieka vlinimo veiksm 
     * 
     * @param  comp  Komponentas, kuris atlieka š veiksm 
     */ 
    public void makeAction(SimpleComponent comp) { 
        // param[0] yra buferio dydis 
        // gaunamas komponento parametras su indeksu 0 
        String temp = (String) comp.getParamValue(0); 
        try { 
            // tikrinamas vlinimo dydis 
            this.currentDelay = Integer.parseInt(temp); 
            if (this.currentDelay < 0) { 
                this.currentDelay = 0; 
            } 
        } catch (NumberFormatException ex) { 
            Tools.print(this, "" + temp + 
                    " is not a valid integer number!"); 
        } 
        // tikrinama ar buferis buvo pries tai sukurtas 
        if (this.buffer == null) { 
            // sukuriamas naujas buferis 
            this.buffer = new Object[this.currentDelay + 1]; 
            for (int i = 0; i < this.buffer.length; i++) { 
                // visos buferyje esanios reikšms išvalomos 
                this.buffer[i] = null; 
            } 
            // užfiksuojamas vlinimo dydis 
            this.prevDelay = this.currentDelay; 
        } 
 
        // tikrinama ar vlinimo dydis nebuvo pakeistas modeliavimo metu 
        if (this.currentDelay != this.prevDelay) { 
            // sukuriamas naujas buferis 
            this.buffer = new Object[this.currentDelay + 1]; 
            // užfiksuojamas vlinimo dydis 
            this.prevDelay = this.currentDelay; 
        } 
 
        // vykdomas buferio perstmimas per vien pozicij 
        for (int i = 0; i < this.buffer.length - 1; i++) { 
            this.buffer[i] = this.buffer[i + 1]; 
        } 
        //  paskutin buferio pozicij rašoma jimo reikšm 
        this.buffer[this.buffer.length - 1] = comp.getTempDataValue(0); 
        // iš buferio paimama pirma reikšm ir rašoma  tarpin atmint 
        comp.setTempDataValue(0, this.buffer[0]); 
    } 
 
 
    /** 
     *  Atstato pradin komponento bsen 
     * 
     * @param  comp  Komponentas, kurio bsen reikia atstatyti 
     */ 
    public void reset(SimpleComponent comp) { 
        super.reset(comp); 
        this.buffer = null; 
    } 
} 
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Kad vlinimo komponentas bt sukurtas ir normaliai funkcionuot, sudarytas jo XML 
aprašas, kuriame nurodytos komponento savybs bei visi atliekami veiksmai (komentarai 
surašyti tarp <!--  --> simboli): 
 
<?xml version="1.0" encoding="UTF-8" ?> 
 
<component name="delay"> <!-- komponento vardas --> 
 
  <menu_path path="buffers"/> <!-- meniu kelias --> 
 
  <inputs quantity="1"/> <!-- pradinis jim skaiius --> 
  <outputs quantity="1"/> <!-- pradinis išjim skaiius --> 
   
  <!-- parametr skaiius --> 
  <parameters quantity="1"> 
    <!-- komponento parametras su indeksu 0 ir pradine reikšme 0 yra 
vlinimo 
    dydis --> 
    <parameter name="queue size" index="0" value="0"/> 
  </parameters> 
   
  <!-- komponento veiksmai --> 
  <run_actions> 
    <run_action file="GetInputs"/> <!-- jim nuskaitymas --> 
    <run_action file="Delay"/> <!-- vlinimo veiksmas --> 
    <run_action file="SetOutputs"/> <!--rezultatas paduodamas  išjimus--> 
  </run_actions> 
   
  <!-- komponento kontekstinis meniu --> 
  <menu_actions> 
    <!-- veiksmas leidžiantis keisti vlinimo dyd --> 
    <menu_action name="Set queue size" file="SetIntValue" param_index="0"/> 
  </menu_actions> 
</component> 
 
XML apraše panaudoti GetInputs ir SetOutputs veiksmai yra standartins modeliavimo 
aplinkos klass, kaip ir meniu veiksmas SetIntValue. Todl sistemos projektuotojui nereikia 
ši veiksm realizuoti JAVA kalba, o užtenka tik aprašyti XML faile. 
4.2.5. Konstantos komponento sudarymas 
Realizuojant konstantos komponent sukurta Constant klas, kuri atlieka jimo 
reikšms vlinim per nurodyt modeliavimo takt skaii. Ši klas aprašo vlinimo 
komponento veiksm, todl paveldi SimpleComponentAction klas. Žemiau pateiktas 
Constant klass aprašas JAVA kalba (komentarai prasideda // simboliais): 
 
package lt.ktu.dsplab.rtsm.componentActions; 
 
import java.io.Serializable; 
import lt.ktu.dsplab.rtsm.SimpleComponent; 
import lt.ktu.dsplab.rtsm.SimpleComponentAction; 
 
/** 
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 *  Atlieka konstantos generavim 
 */ 
public class Constant extends SimpleComponentAction implements Serializable 
{ 
 
    /** 
     *  Generuoja konstant 
     * 
     * @param  comp  Component, that must make this action 
     */ 
    public void makeAction(SimpleComponent comp) { 
        // param[0] yra konstantos reikšm 
        // gaunamas komponento parametras su indeksu 0 
   // ir rašomas  tarpin atmint 
        comp.setTempDataValue(0, comp.getParamValue(0)); 
    } 
} 
 
Kad konstantos komponentas bt sukurtas ir normaliai funkcionuot, sudarytas jo 
XML aprašas, kuriame nurodytos komponento savybs bei visi atliekami veiksmai 
(komentarai surašyti tarp <!--  --> simboli): 
 
<?xml version="1.0" encoding="UTF-8" ?> 
 
<component name="constant"> <!-- komponento vardas --> 
 
  <menu_path path="generators"/> <!-- meniu kelias --> 
 
  <inputs quantity="0"/> <!-- pradinis jim skaiius --> 
  <outputs quantity="1"/> <!-- pradinis išjim skaiius --> 
   
  <!-- parametr skaiius --> 
  <parameters quantity="1"> 
    <!-- komponento parametras su indeksu 0 ir pradine reikšme 1.0 yra 
    konstantos reikšm --> 
    <parameter name="constant value" index="0" value="1.0"/> 
  </parameters> 
   
  <!-- komponento veiksmai --> 
  <run_actions> 
    <run_action file="Constant"/> <!-- konstantos generavimas --> 
    <run_action file="SetOutputs"/> <!--rezultatas paduodamas  išjimus--> 
  </run_actions> 
   
  <!-- komponento kontekstinis meniu --> 
  <menu_actions> 
    <!-- veiksmas leidžiantis keisti konstantos reikšm --> 
    <menu_action name="Set constant value" file="SetDoubleValue"  
  param_index="0"/> 
  </menu_actions> 
</component> 
 
XML apraše panaudoti SetOutputs ir SetDoubleValue veiksmai yra standartins 
modeliavimo aplinkos klass, todl sistemos projektuotojui nereikia ši veiksm realizuoti 
JAVA kalba, o užtenka tik aprašyti XML faile. 
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4.3. FIR filtro elgsenos modeliavimas 
Naudojantis 3.1 poskyryje pateikta FIR filtro schema ir 3.2 poskyryje aprašytais filtro 
elementais, buvo sudarytas komponentinis FIR filtro modelis.  
 
 
23 pav. FIR filtro modelis 
Eksperimentui buvo pasirinktas antros eils filtras su koeficientais, pateiktais 
1 lentelje: 
1 Lentel 
FIR filtro koeficientai 
ai Reikšm 
a0 0,25 
a1 0,50 
a2 0,25 
 
2 lentelje pateikti filtro jimo duomenys ir jiems atitinkantys išjimo duomenys, rasti 
pagal (3) formul. 
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2 Lentel 
FIR filtro jimo ir išjimo duomenys 
n 0 1 2 3 4 5 6 
x(n) 20 20 20 12 40 20 20 
y(n) 5 15 20 18 21 28 25 
 
Elgsenos modeliavimo procesas buvo vykdomas iteracijomis, paduodant x(n) reikšmes  
FIR filtro jim. Gauti rezultatai buvo atvaizduojami grafiškai naudojant standartin 
modeliavimo aplinkos komponent Oscilloscope. Kaip matosi žemiau pateiktame paveiksle, 
modeliavimo rezultatai visiškai sutapo su teoriniais: 
 
 
24 pav. FIR filtro elgsenos modeliavimo rezultatai 
Taigi eksperimentas patvirtina, jog komponentinis modeliavimo bdas yra teisingas ir 
gali bti taikomas RLS modeliuoti. 
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4.4. Sudtinio FIR filtro komponento sudarymas ir elgsenos 
modeliavimas 
Naudojant 3.3 poskyryje aprašyt FIR filtro model, buvo sudarytas sudtinis FIR filtro 
komponentas (apie sudtinius komponentus žr. 2.4 poskyryje). Komponentas sudarytas, 
nurodant jo jimus ir išjimus FIR filtro modelyje: 
 
 
25 pav. Sudtinio FIR filtro komponento sandara  
Modeliavimo sistema automatiškai sukuria sudtin komponent, turint nurodyt jim 
ir išjim skaii, bei agreguojant aktyvi RLS schem (šiuo atveju FIR filtras). Filtro 
koeficientai pateikti 1 lentelje. 
Sudtinio komponento elgsenos modeliavimas atliktas, paduodant  jo jim sinusinio 
ir triukšmo signal sum. Kadangi filtras yra antros eils, siekiant efektyvesnio filtravimo, 
buvo panaudoti keli nuosekliai sujungti FIR filtrai: 
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26 pav. Signalo su triukšmu filtravimo modelis 
Elgsenos modeliavimas parod, jog sudtinis FIR filtro komponentas teisingai atlieka 
savo funkcij. Šis komponentas gali bti pakartotinai naudojamas vairi RLS modeliams 
sudaryti.  
 
 
27 pav. Signalo su triukšmu filtravimo rezultatai 
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Pateiktuose rezultatuose šviesia kreive parodytas signalas su triukšmu, o tamsia kreive – 
signalas po filtravimo. Akivaizdu, jog filtras pašalina didžij dal triukšm. Išfiltruotas 
signalas yra pasislinks laiko ašyje dl vlinim, atsirandani nuosekliai vykdant signalo 
filtravim. 
4.5. IIR filtro modeliavimas 
IIR filtro modeliavimas buvo atliktas žemesniame lygmenyje nei FIR filtro. Filtravimo 
veiksmas buvo pilnai suprogramuotas, naudojant JAVA kalb. Žemiau pateiktas IIRfilter  
klass aprašas JAVA kalba (komentarai prasideda // simboliais): 
 
package lt.ktu.dsplab.rtsm.componentActions; 
 
import java.io.Serializable; 
import lt.ktu.dsplab.rtsm.SimpleComponent; 
import lt.ktu.dsplab.rtsm.SimpleComponentAction; 
import lt.ktu.dsplab.rtsm.Tools; 
 
/** 
 *  Atlieka jimo reikšmi filtravim, naudojant 2 eils IIR filtro 
 *  algoritm 
 */ 
public class IIRfilter extends SimpleComponentAction implements 
Serializable { 
 
 /** 
  *  Prieš tai buvusi išjimo reikšmi buferis  
  */ 
 private Object[] buffer; 
 
 /** 
  *  Filtruoja jimo reikšmes  
  * 
  * @param  comp  Komponentas, kuris turi atlikti filtravim 
  */ 
 public void makeAction(SimpleComponent comp) { 
  //param[0] = a1 coef 
  //param[1] = a2 coef 
  double a1 = 0; 
  double a2 = 0; 
 
  String temp = (String) comp.getParamValue(0); 
  a1 = Double.parseDouble(temp); 
 
  temp = (String) comp.getParamValue(1); 
  a2 = Double.parseDouble(temp); 
 
  // jei buferis nebuvo sukurtas, jis sukuriamas 
  if (this.buffer == null) { 
   this.buffer = new Object[3]; 
   for (int i = 0; i < this.buffer.length; i++) { 
    this.buffer[i] = "0"; 
   } 
  } 
 
  double inputValue = 0; 
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  // gaunama jimo reikšm 
  temp = (String) comp.getTempDataValue(0); 
  if (temp != null) { 
   try { 
    // atliekamas tip keitimas 
    inputValue = Double.parseDouble(temp); 
   } catch (NumberFormatException ex) { 
    Tools.print(this, "" + temp + " is not a valid 
double number!"); 
   } 
  } 
  // gaunama y(n-2) reikšm 
  temp = (String) buffer[1]; 
  double y_n_2 = Double.parseDouble(temp); 
 
  // gaunama y(n-1) reikšm 
  temp = (String) buffer[2]; 
  double y_n_1 = Double.parseDouble(temp); 
 
  // apskaiiuojama y(n) reikšm  
  double y_n = inputValue + a1 * y_n_1 + a2 * y_n_2; 
 
  // atliekamas buferio perstumimas 
  for (int i = 0; i < this.buffer.length - 1; i++) { 
   this.buffer[i] = this.buffer[i + 1]; 
  } 
  // y(n) reikšm rašoma  buferio gal 
  this.buffer[this.buffer.length - 1] = String.valueOf(y_n); 
 
  // rezultatas rašomas  tarpin atmint 
  comp.setTempDataValue(0, String.valueOf(y_n)); 
 } 
 
 /** 
  *  Atstato pradin komponento bsen 
  * 
  * @param  comp  Description of Parameter 
  */ 
 public void reset(SimpleComponent comp) { 
  super.reset(comp); 
  this.buffer = null; 
 } 
} 
 
Kad filtro komponentas bt sukurtas ir normaliai funkcionuot, sudarytas jo XML 
aprašas, kuriame nurodytos komponento savybs bei visi atliekami veiksmai (komentarai 
surašyti tarp <!--  --> simboli): 
 
<?xml version="1.0" encoding="UTF-8" ?> 
 
<component name="IIR"> <!-- komponento vardas --> 
 
  <menu_path path="filters"/> <!-- meniu kelias --> 
 
  <inputs quantity="1"/> <!-- pradinis jim skaiius --> 
  <outputs quantity="1"/> <!-- pradinis išjim skaiius --> 
   
  <!-- parametr skaiius --> 
  <parameters quantity="2"> 
    <!-- komponento parametras su indeksu 0 ir pradine reikšme 0.0 yra 
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    a1 filtro koeficientas --> 
    <parameter name="a1 coeficient" index="0" value="0"/> 
    <!-- komponento parametras su indeksu 1 ir pradine reikšme 0.0 yra 
    a2 filtro koeficientas --> 
    <parameter name="a2 coeficient" index="1" value="0"/> 
  </parameters> 
   
  <!-- komponento veiksmai --> 
  <run_actions> 
    <run_action file="GetInputs"/> <!-- jim nuskaitymas --> 
    <run_action file="IIRfilter"/> <!-- filtravimas --> 
    <run_action file="SetOutputs"/> <!--rezultatas paduodamas  išjimus--> 
  </run_actions> 
   
  <!-- komponento kontekstinis meniu --> 
  <menu_actions> 
    <!-- veiksmas leidžiantis keisti a1 filtro koeficiento reikšm --> 
    <menu_action name="Set a1 coeficient" file="SetDoubleValue" 
        param_index="0"/> 
    <!-- veiksmas leidžiantis keisti a2 filtro koeficiento reikšm --> 
    <menu_action name="Set a2 coeficient" file="SetDoubleValue" 
        param_index="1"/> 
  </menu_actions> 
</component> 
 
XML apraše panaudoti GetInputs ir SetOutputs veiksmai yra standartins modeliavimo 
aplinkos klass, kaip ir meniu veiksmas SetDoubleValue. Todl sistemos projektuotojui 
nereikia ši veiksm realizuoti JAVA kalba, o užtenka tik aprašyti XML faile. Aprašius IIR 
filtro komponent, buvo sudaryta RLS schema: 
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28 pav. IIR filtro modelis 
Eksperimentui buvo pasirinktas antros eils filtras, kurio koeficientai pateikti 3 
lentelje: 
3 Lentel 
IIR filtro koeficientai 
ai Reikšm 
a0 -0,25 
a1 -0,75 
 
4 lentelje pateikti filtro jimo duomenys ir juos atitinkantys išjimo duomenys, 
apskaiiuoti pagal (6) formul. 
4 Lentel 
IIR filtro jimo ir išjimo duomenys 
n 0 1 2 3 4 5 6 
x(n) 20 20 20 12 40 20 20 
y(n) 20 15 1,25 0,438 38,953 9,934 -11,698 
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Elgsenos modeliavimo procesas buvo vykdomas iteracijomis, paduodant x(n) reikšmes  
IIR filtro jim. Gauti rezultatai buvo atvaizduojami grafiškai naudojant standartin 
modeliavimo aplinkos komponent Oscilloscope. Kaip matosi žemiau pateiktame paveiksle, 
modeliavimo rezultatai atitiko teorinius rezultatus: 
 
 
29 pav. IIR filtro elgsenos modeliavimo rezultatai 
Taigi, remiantis eksperimento rezultatais, galima teigti, jog naudojant JAVA ir XML 
kalbas, galima aprašyti norimo sudtingumo RLS sistem komponentus. Šie komponentai gali 
bti pakarotinai panaudoti vairi RLS modeliams sudaryti. 
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5. IŠVADOS 
Atliekant š magistrin darb, buvo sukurtas objektinis bdas, skirtas RLS kurti ir 
modeliuoti. Modeliavimo procesas apima trij rši modeliavim: funkcin, elgsenos ir 
architektros projektavim. RLS modeliavimas vykdomas, sudarant komponentin sistemos 
model. Kiekviena RLS sistema traktuojama kaip sudtinga hierarchin struktra, kuri 
sudaro tarpusavyje sujungtos posistems – komponentai. RLS komponentai specifikuojami 
naudojant JAVA programavimo kalb, o komponento vidin struktra aprašoma naudojant 
XML duomenis. RLS architektros modelis sudaromas iš komponent ir ryši tarp j. 
Komponentai gali bti sudtiniai, t. y. susidti iš kit komponent. Toks sprendimas užtikrina 
norim sistemos modelio abstrakcijos lyg bei leidžia vartotojui paiam kurti savo 
komponentus, pakartotinai panaudojant jau turimus. 
Studij Aalborgo universitete (Danija) metu, buvo tiriamas JAVA kalbos tinkamumas 
skaitmenini signal apdorojimo operacijoms atlikti. Skaitmeninis signal apdorojimas yra 
pagrindin RLS atliekam operacij dalis. Atlikti tyrimai patvirtina, jog JAVA kalba tinkama 
RLS sistemoms realizuoti. Tyrim rezultatai (žr. 1 pried) yra traukti  tarptautins 
konferencijos, skirtos terptinms sistemoms, pranešim medžiag [9]. Kadangi RLS 
komponentai ir j funkcijos aprašomi JAVA kalba, užtikrinami teoriniai ir praktiniai 
pagrindai programinio kodo generavimui iš sudarytojo RLS modelio. 
Naudojant darbe pateikt modeliavimo bd, sukurta RLS modeliavimo sistema. 
Realizuotoji sistema leidžia sudaryti norimo sudtingumo, dydžio ir abstrakcijos lygio RLS 
modelius bei stebti ši modeli elgsen laike. Dl aukšto komponent abstrakcijos lygio, 
sistema gali bti naudojama ne tik RLS krimui. Sukurta modeliavimo sistema tinka bet 
kokio tipo realaus pasaulio sistemoms modeliuoti, kurios gali bti aprašytos matematinmis 
lygtimis. Atlikti eksperimentai rodo, jog silomas modeliavimo bdas yra teisingas, o 
eksperiment rezultatai atitinka teorinius rezultatus. 
Sukurta modeliavimo sistema turi ši privalum: 
− Sistema lengva naudotis – modeliavimo procesas atliekamas grafiškai: 
vartotojas sudaro RLS schem iš komponent ir ryši tarp j. Komponentai 
atvaizduojami blokeliais, tarp kuri jim ir išjim paišomi ryšiai. Rezultatai 
taip pat atvaizduojami grafiškai (laikini diagram pavidalu), taiau galima 
sukurti ir kitokio tipo atvaizdavimui skirtus komponentus. 
− Sistema lengvai pleiama – sistemos vartotojas gali kurti sudtinius 
komponentus iš jau turim, naudojant grafines priemones. Norint sukurti nauj 
atomin komponent, pakanka minimali JAVA ir XML kalbos žini. 
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− Sistema pernešama – kadangi pati modeliavimo sistema realizuota JAVA 
kalba, ji gali bti naudojama bet kokioje platformoje, kur yra diegta JAVA 
virtuali mašina. 
− Modeliavimo procesas gali bti vykdomas terptinje sistemoje – 
modeliavimas gali bti vykdomas realioje darbo aplinkoje su tikrais jimo 
signalais. Norint atlikti tok modeliavim, pakanka turti terptin sistema, 
turini JAVA virtuali mašin. 
RLS modeliavimo sistema „KTU_RTSM“ buvo pristatyta jaunj mokslinink darb 
parodoje „KTU TECHNORAMA 2003“. Ši sistema buvo vertinta rektoriaus padka bei 
pinigine premija. 
Tobulinant ir vystant modeliavimo sistem numatyti tokie darbai: 
− Automatini priemoni, skirt RLS komponentams aprašyti, krimas. 
− Sistemos papildymas vairios paskirties komponent bibliotekomis. 
− Patogesni priemoni, skirt modeliavimo rezultatams atvaizduoti, krimas. 
− Kodo generavimas iš sudaryt komponentini modeli. 
Paskutinis punktas yra svarbiausias ir prioritetinis. Modeliavimo sistema buvo kuriama 
ne tik kaip modeliavimo priemon, bet kaip baz RLS programinio kodo krimui. Atlikus š 
darb, kompiuterini sistem projektuotojai turs patog automatizuoto krimo rank, skirt 
RLS projektuoti ir realizuoti. 
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