Discrete tomography deals with the reconstruction of images from their projections where the images are assumed to contain only a small number of grey values. In particular, there is a strong focus on the reconstruction of binary images (binary tomography). A variety of binary tomography problems have been considered in the literature, each using different projection models or additional constraints. In this paper, we propose a generic iterative reconstruction algorithm that can be used for many different binary reconstruction problems. In every iteration, a subproblem is solved based on at most two of the available projections. Each of the subproblems can be solved efficiently using network flow methods. We report experimental results for various reconstruction problems. Our results demonstrate that the algorithm is capable of reconstructing complex objects from a small number of projections.
Introduction
Tomography deals with the reconstruction of images from their projections. In practice, the goal of tomography is usually to reconstruct some physical object, of which projection images are acquired by a tomographic scanner. Several efficient algorithms exist for computing reconstructions, such as Filtered Backprojection (FBP) and Algebraic Reconstruction Techniques (ART, see, e.g., (1) ). These algorithms are capable of computing accurate reconstructions, but require a large number of projections. The field of discrete tomography focuses on the reconstruction of images that consist of only a few different grey levels (2; 3). In particular, there is a strong focus on the reconstruction of binary images. By using the prior knowledge of the grey levels that can occur in the reconstructed image, it is often possible to vastly reduce the number of projections required for an accurate reconstruction.
In this paper, we consider the problem of reconstructing binary images from a small number of projections. The exact definition of the term projection varies among different reconstruction problems. Many authors have studied the problem of reconstructing binary images from discrete X-rays (4; 5; 6). This problem can be solved in polynomial time for any set of two projections, but is NP-hard for any set of three or more projections (4) . In (7), Frosini and Nivat consider the reconstruction of binary images from projections measured by sliding a fixed window over the image, counting the total number of ones within the window for each window position. Gardner et al. have recently investigated the case of discrete point X-rays (8) . In all these reconstruction problems, the term projection refers to a partition of the pixels in the image, such that for each subset in the partition the total number of 1s in the unknown binary image is given. This general projection concept was also considered in (9) .
Projection models based on counting the number of elements in discrete sets have important practical applications in electron microscopy. It is now possible to count the number of atoms in projected columns of a nanocrystal, viewed from different directions (10) . Since atoms are discrete objects, the projection measurements are also discrete. In many other applications of tomography, it can be assumed that the image should consist of only two grey values, but the reconstructed object does not have an intrinsic lattice structure. For example, if one scans a slice of a homogeneous plastic object in a tomographic X-ray scanner, its reconstruction should be a binary image, indicating the presence or absence of plastic in each pixel. The measured projection data can now be considered as line integrals of the density of the object, through the reconstructed volume. Such reconstruction problems are studied in the field of discrete tomography (11; 12; 13) as well as in geometric tomography, see (14) for an overview. Although much of the work on geometric tomography is concerned with the reconstruction of rather specific objects, such as convex or star-shaped objects, the domain of geometric objects can also be as general as the collection of measurable sets. The problem of reconstructing a binary image from its projections can be considered as reconstructing a subset of the plane, corresponding to the interior of the object. In the present paper, we do not aim at exact reconstructions: the reconstruction is computed on a pixel grid, at a finite resolution.
The problem of reconstructing a binary image from two of its projections, taken along discrete lines, can be solved efficiently using methods from the field of Network Flows. The reconstruction problem can be modeled as an integral max flow problem in a certain graph, which can be solved in polynomial time (15) . Extending the network flow approach to the case of more than two projections is a nontrivial task. For any set of more than two projection directions, the problem of reconstructing a binary image from its discrete X-rays along these directions is NP-hard (4). Recently, an iterative network flow algorithm was proposed for this problem in (15) . The algorithm is very successful in reconstructing images that are relatively smooth, containing large areas of connected 0s or 1s. For such images, prior knowledge about the fact that the reconstruction is smooth can efficiently be incorporated into the iterative algorithm, using a local weight function.
In this paper we describe an iterative algorithm that can be used for any of the reconstruction problems mentioned above. Similar to the network flow algorithm for discrete X-rays, our generalized algorithm works best for images that are relatively smooth. Any arbitrary (possibly partial) partition of the pixels can be used to define a projection. It is also possible to mix projections from different projection models, such as a combination of discrete X-rays with projections from a sliding window. We restrict ourselves to the reconstruction of two-dimensional images. All methods described in this paper can be easily generalized to a three-or higher-dimensional setting.
In each iteration of the algorithm, a subproblem is solved, corresponding to a subset of at most two of the available projections. These subproblems are typically highly underdetermined and a large number of solutions may exist. Therefore, a solution is sought that closely resembles the reconstruction computed in the previous iteration, in addition to satisfying the current subset of projections. The comparison between the current reconstruction and the previous reconstruction is performed pixel-by-pixel, assigning a weight to each pixel that represents the desirability of retaining the value from the previous reconstruction. A preference for smooth regions is incorporated by assigning higher weights to pixels that are surrounded by other pixels having the same value.
In Section 2, we introduce some basic concepts and notation and propose a general model for describing projections of binary images. In Section 3, we describe how three different binary reconstruction problems can be formulated within our general projection model. Section 4 describes two subproblems of the reconstruction problem and their solution by network flow methods. The first subproblem uses only one of the available projections; the second problem uses a pair of projections. These subproblems are used as building blocks in our iterative algorithm. In Section 5, an iterative algorithm is described for reconstructing binary images from more than two projections. We performed simulation experiments for various reconstruction problems, using different types of projections. Section 6 provides reconstruction results for a variety of test images, based on the three reconstruction problems from Section 3. Section 7 concludes.
Preliminaries
We consider the problem of reconstructing a set F ⊂ Z 2 from a number of projections, which we will define more precisely below. Let A ⊂ Z 2 be a finite set, called the reconstruction area. For any instance of the reconstruction problem, A is a known fixed set and we assume that F ⊂ A. In the discrete tomography literature, A is typically chosen to be the interior of an m×n rectangle, such that any F ⊂ A can be represented as a binary matrixF ∈ {0, 1} m×n , withF ij = 1 iff (i, j) ∈ A. Alternatively, F can be represented as a function A → {0, 1}. Throughout this paper, we will use these three representations interchangeably.
Put N 0 = {k ∈ Z : k ≥ 0}. For any finite set S, we denote the number of elements of S by |S|.
F . We call S a partition of A if all elements of S are pairwise disjoint and ∪ S∈S S = A.
For a binary image F ⊂ A and partition S, define the projection P
We refer to the values P S F (S) as set sums. The set P S contains exactly the projections along S of all binary images F ⊂ A. The reconstruction problem consists of finding a binary image that has prescribed projections along several partitions:
Problem 1 is not guaranteed to have a solution. For example, the same set S can occur in two different partitions, each with a different set sum. In practical applications of tomography, the projections will typically contain noise or other errors, leading to an inconsistent reconstruction problem. For 
Define the total projection distance
We reformulate the reconstruction problem as an optimization problem:
Clearly, any solution of Problem 1 is also a solution of Problem 2. Conversely, if Problem 1 has a solution, then any solution of Problem 2 is also a solution of Problem 1.
For each given projection
. If the given projections have been obtained by measuring some physical object F , but have been perturbed by noise (without a bias), we can therefore estimate that
Three different reconstruction problems
We will now relate our general tomography model, based on arbitrary partitions, to three reconstruction problems from the literature, each corresponding to a different choice of the partitions S 1 , . . . , S d . This list is by no means exhaustive, but serves as a basis for the experimental results in Section 6.
Discrete X-rays
The problem of reconstructing binary images from discrete X-rays has been studied extensively in the context of discrete tomography. Using the model of partitions to define the projections of an image, each partition S i consists of sets of points that correspond to parallel discrete lines, defined by a direction (a, b) ∈ Z 2 (see Figure 1a ). Put T = {t : ay −bx = t, (x, y) ∈ A}. The partition S = {S t : t ∈ T } is now given by
The reconstruction problem for discrete X-rays can be solved in polynomial time for any set of at most two projections (see, e.g., (15)), while it is NP-hard for any set of three or more distinct projections (4).
Rectangular scan
Another kind of binary tomography problem is obtained if the reconstruction area is scanned by moving a fixed rectangular window across it, each time obtaining the total number of 1's within the window. This problem was studied in (7) 
Note that this definition is slightly different from the one used in (7) . We allow the window to be partially outside the boundary of the reconstruction area (see Figure 1b) .
Each set S a,b is a partition of A. In (7), it is assumed that the total number of 1s is given for each position of the window. We consider a slightly different version of the problem, where the projections are only given for certain values of (a, b), but not all. In Section 6, we show that if the image is sufficiently smooth, an accurate reconstruction can often be obtained from a number of projections that is much smaller than the total number pq of possible projections. 
Continuous X-rays
The third projection model is directly related to the practical application of X-ray tomography. Let f : R 2 → {0, 1} be an unknown function with bounded support. Let
In X-ray scanners, the value P f θ (l, r) is typically measured for consecutive strips of fixed width by an array of adjacent detectors, see Figure 2 .
To model the reconstruction problem from continuous X-rays in the context of Problem 2, we approximate the continuous strips by discrete segments.
Note that S u θ is nonempty for only finitely many values of u. Define
The partition S θ partitions A into discrete segments such that any two adjacent horizontal pixels are contained in adjacent segments, see Figure 1c . Note that the width of each discrete segment corresponds to a strip of width u cos θ on the detector, whereas the width of each physical detector cell is constant for all angles θ. Therefore, we measured projection data must be interpolated to obtain the measured projection for each discrete segment. In the experiments from Section 6, we used linear interpolation based on projections measured using a fixed strip width of 1 for all projection angles.
For projection angles
), a corresponding partition can be defined similarly, exchanging the role of x and y.
Basic subproblems
In the next section, we will describe a generic iterative algorithm that can be used for any of the reconstruction problems described in the previous section. In each iteration, a subproblem is solved, based on either one or two of the available projections. In this section, we introduce both subproblems and describe how they can be solved efficiently.
Reconstruction from one projection
We now define a reconstruction problem similar to Problem 2, but using only one projection. Clearly, Problem 2 can have a huge number of solutions in that case. As we intend to use the reconstruction problem from one projection as a building block in an iterative algorithm that uses information from all projections, we augment the projection difference with an additional term, that allows for the incorporation of prior knowledge to select a particular reconstruction among all solutions.
is minimal.
For a pixel (i, j) ∈ A, we refer to the value W (i, j) as its pixel weight. The pixel weights allow for the incorporation of prior knowledge in the reconstruction problem.
We first consider a special case of Problem 3, where α > (i,j)∈A |W (i, j)|. In this case, for any solution F ⊂ A of Problem 3, the projection distance
Hence,
Therefore, only the sets F ⊂ A with |F | = t that minimize S∈S |P S F (S) − P (S)| + can be a solution of Problem 3.
In this case we can use a simple greedy algorithm to solve Problem 3: order the elements (i, j) of A in decreasing order of W (i, j). Starting with an empty set F , iteratively add new elements to F , each time choosing the (i, j) ∈ A with heighest weight W (i, j) such that the set sum of its corresponding set S does not become larger than Q(S).
Again, Problem 3 can be solved using a greedy algorithm, first filling up all sets S ∈ S with elements using the heighest total weight, and then adding t − U (Q) additional elements to F that have the heighest pixel weight.
Sorting the elements of |A| in decreasing order of W (i, j) takes time O(n log n). Therefore, Problem 3 can be solved in time O(n log n) if α > (i,j)∈A |W (i, j)|.
We will now describe how Problem 3 can be solved as a minimum cost flow problem in a graph, also if α ≤ (i,j)∈A |W (i, j)|. For an introduction to the theory of network flows, we refer to the book (16).
With a given instance of Problem 3, we associate a directed graph G = (V, E), called the associated graph. The basic structure of this graph is shown in Figure  3a . It contains a node S (the source), a node T (the sink ) and one layer of nodes for each set in S a ∈ S, called set nodes. Put k = |S|. We label the set nodes as S 1 , . . . , S k .
To each edge e ∈ E, we assign a cost c(e) and a capacity u(e). There are two edges from the source node S to each set node S a , labeled by (S, S a ) r and (S, S a ) e and having capacities Q(S a ) and |S a | − Q(S a ) respectively.
The edge (S, S a ) r is called a regular set edge, whereas the edge (S, S a ) e is called an excess set edge. Each regular set edge is assigned a cost of 0; each excess set edge is assigned a cost of 2α.
For every (i, j) ∈ A, there is exactly one edge e ij = (S a , T ) ∈ E connecting a set node to the sink node, corresponding to the set S a that contains (i, j).
These edges are called the pixel edges (depicted as squares in Figure 3 ). All pixel edges e ij have a capacity of 1 and a cost of −W (i, j).
for all S a ∈ S.
A set optimal flow uses the excess set edges only in case the corresponding regular set edge is completely saturated. Let Y be the set of all set optimal flows in G. We remark that any Y ∈ Y is completely determined by its value Y (i, j) in the pixel edges of G. There is a 1-1 correspondence between the set A = 2 A of all subsets of A and the set optimal flows in G, induced by the mapping Φ : 2 A → Y:
Let F ⊂ A. The total cost of the flow Y F = Φ(F ) is given by
Using Eq. (5), we obtain
Since both U (Q) and t are constant, Problem 3 is equivalent to the problem of finding a minimum cost integral flow of size t in the associated graph. The problem of finding a minimum cost flow of a predefined size in a graph can be solved in polynomial time. A variety of algorithms are available for computing minimum cost flows, see (16) for an overview.
Reconstruction from two projections
Similar to Problem 3, we define a reconstruction problem using two of the available projections.
and W : A → Z be given functions. Let α, t ∈ Z, 0 ≤ t ≤ |A|. Find F ⊂ A such that |F | = t and is minimal.
Problem 4 can be solved similarly to Problem 3, using an associated graph that contains an extra layer of set nodes (see Figure 3b) . The basic idea of using network flow methods for the reconstruction of binary images from two projections was first described by Gale in 1957 (17) , in the context of reconstructing binary matrices from their row and column sums. Contrary to Problem 3, a greedy approach cannot be used here, even if α is very large. The associated graph for Problem 4 contains an additional layer of set nodes, corresponding to the sets in the second partition. Each set node S b in the second layer contains a regular set edge and an excess set edge to the sink node T , having capacities Q 2 (S b ) and |S b | − Q 2 (S b ) respectively. Again, any set optimal flow is completely determined by the flow through the pixel edges.
The cost of a set optimal flow Y F = Φ(F ) is given by
Hence, Problem 4 can be solved by computing a minimum cost flow in the associated graph.
Compute t := round(
while (stop criterion is not met) do begin
Compute a pixel weight W k (i, j) for all (i, j) ∈ A, based on F k−1 ; Select an instance of Problem 3 or Problem 4; Compute the solution F k with |F k | = t of the subproblem; end F := F k ; Fig. 4 . Basic steps of the generic iterative subset algorithm.
Reconstruction from more than two projections
As described in the previous section, the reconstruction problem for one and two projections can be solved efficiently. Unfortunately, the reconstruction problem for more than two projections is often NP-hard, depending on the particular projection model used. The reconstruction problems for one and two projections are usually highly underdetermined and a large number of solutions may exist. In (15) , an iterative algorithm was proposed that uses a network flow algorithm for the two-projection problem as a subroutine, solving a new problem in each iteration. The algorithm was specifically aimed at discrete X-ray projections. We will now describe a generalization of this iterative approach, that can be used for arbitrary projection models (i.e., induced by arbitrary partitions), and uses either an algorithm for the single projection problem or the two-projection problem to solve the subproblems. Figure 4 shows the basic steps of our algorithm. In the next subsections, we describe each of the algorithmic steps in more detail.
Selection of projections
In every iteration of the algorithm a new subset of the projections (either one or two) is selected to be used as a new subproblem. There are several sensible ways for choosing this subset. In (15) , experiments were performed using a fixed, predefined order for choosing the projections. For the experiments in Section 6, we repeatedly select the subset of projections that has the largest projection distance. In this way, projections that have been used in recent iterations are unlikely to be selected again.
Computing the pixel weights
In each iteration k, a one-or two-projection problem is solved, corresponding to a subset of the available projections. The solution from the previous iteration is used to determine the pixel weights W k (i, j) for the new reconstruction problem.
In the computation of the pixel weights, a preference for smooth local regions of pixels is incorporated. The weight of a pixel depends not only on the corresponding pixel value in the previous solution F k−1 , but also on the values of pixels in a neighbourhood, assigning higher weights to pixels having a homogeneous neighbourhood. In our experiments, we used the 4-neighbourhood of each pixel for computing the pixel weights.
We used β = 1 for all experiments in Section 6, which corresponds to all pixels in the 4-neighbourhood (including the central pixel) having the same influence on the pixel weight.
Put R >0 = {x ∈ R : x > 0}. Let g : [0, 1] → R >0 be a non-decreasing odd function (i.e., g(x) = −g(−x)), which we call the local weight function. This function determines the preference for locally smooth regions. The pixel weight W (i, j) is computed as an integer-valued approximation of the local weight function:
where K is a large integer.
When we take g(f ) = 1 for all f ∈ [0, 1], there is no preference for local smoothness. In that case, the solution of the new network flow problem will simply have the same value as F in as many pixels as possible. If no prior knowledge is used at all in the reconstruction (i.e., no preference for smooth regions), the iterative algorithm generally produces very bad reconstructions and does not converge.
If we choose g to be an increasing function, pixels surrounded by other pixels having the same value are preferred to retain their value in the next reconstruction. We will show in Section 6 that incorporating a preference for local smoothness in the local weight function results in (empirically) good convergence for images that are relatively smooth. We used the linear local weight function g(x) = x for all experiments in Section 6.
Termination
As we cannot evaluate how close the current reconstructed image is to the unknown original image, the only measure for the distance between those two images is the total projection distance. Unfortunately, there may be different images having the same, or almost the same projections, yet being very different. In all experiments described in Section 6, we terminated the iterative algorithm if the minimal projection distance found so far has not decreased for 300 iterations. Admittedly, this is quite a large number. However, as demonstrated in Section 6, the algorithm sometimes tends to remain at an almost constant projection distance for a large number of iterations, before making substantial improvements again. If the projection distance reaches 0, the algorithm always terminates immediately.
Experimental results
In this section, we present reconstruction results of our algorithm for the three reconstruction problems described in Section 3.
In all subproblems, both for one and two projections, we use a value of α for which α > (i,j)∈A |W (i, j)|. For the iterative algorithm that uses a single projection in each iteration, this means that we can use the fast greedy approach described in Section 4.1. All experiments were performed using two different versions of the generic iterative algorithm. The first version solves an instance of Problem 3 (i.e., using one projection) in each iteration. The second version repeatedly solves instances of Problem 4 (i.e., using two projections).
Our experiments were performed using three phantom images, shown in Figure  5a ,b,c. The first image (simple) contains a single homogeneous object which is not convex and has a rather complex boundary. The second image (turbine) represents a turbine blade from a jet engine, which contains several minor defects. It can be used to assess the ability of the reconstruction algorithm to reconstruct small details. The third image (cylinder ) represents a cross-section of a cylinder head from an engine. All three phantom images have a size of 512×512 pixels.
To compare our approach with a common method from continuous tomog- Three phantom images. d,e,f: Reconstructions computed using the Kaczmarz algorithm from 16 sliding window projections. g,h,i: Reconstructions computed using our generic iterative subset algorithm (GIS) from 16 sliding window projections. j,k,l: Reconstructions computed using the Kaczmarz algorithm from 5, 7 and 10 continuous X-ray projections respectively. m,n,o: Reconstructions computed using GIS from continuous X-rays.
raphy, we implemented the Kaczmarz algorithm as described in (1) . In this algorithm, the reconstruction problem is considered as a large system of realvalued linear equations. LetF ∈ R |A| , where the elements of the vectorF correspond 1-to-1 with the elements of A. We denote the element ofF that corresponds to (i, j) ∈ A byF (i, j).
For each partition S i and each set S ∈ S i , the system contains the equation
The Kaczmarz algorithm iteratively solves the system of equations, applying sequential update steps for all equations. When solving a binary tomography problem as a real-valued problem, we may assume thatF (i, j) ∈ [0, 1] for all (i, j) ∈ A. Therefore, we setF (i, j) = 0 whenever the value for pixel (i, j) becomes less than 0 during the algorithm, and setF (i, j) = 1 whenever it becomes greater than 1. For binary images, this operation results in far better reconstructions compared to the original Kaczmarz algorithm, where no such bounds are used. We define one iteration of the Kaczmarz algorithm as a series of sequential updates corresponding to all sets in a single partition. In our experiments, the ordering of the sequence of partitions is chosen randomly and the algorithm is terminated after 10000 iterations. The Kaczmarz algorithm has been used in numerous variations in continuous tomography. Chapter 7 of (1) provides an overview of the more general class of algebraic reconstruction algorithms. The most prominent example, which is widely used in practice, is the Algebraic Reconstruction Technique (ART) (18) .
For comparing the Kaczmarz algorithm with our iterative subset algorithms, the continuous reconstruction computed by the Kaczmarz algorithm needs to be segmented to obtain a binary image. We used thresholding with a fixed threshold of 0.5 in all experiments. One could argue that setting the threshold at 0.5 can introduce a bias in the segmentation results, but we did not obtain better results using different values for the global threshold.
We implemented the iterative subset algorithm and the Kaczmarz algorithm in C++. For solving the network flow problems we used the CS2-library by Andrew Goldberg; see (19) for a description of the network flow algorithm. All experiments were performed on an Intel Core Duo E6700 PC using a single core (i.e., no parallelism).
In the next three subsections, we describe the experimental results for discrete X-rays, sliding window projections and continuous X-rays, respectively. Table 1 shows the reconstruction results for the three phantom images, using discrete X-ray projections, as described in Section 3.1. For each of the phantoms, a certain minimum number of projections is required to obtain a reasonably accurate reconstruction. For each phantom and each algorithm, three experiments were performed using an increasing number of projections.
Discrete X-rays
For every experiment using k projections, the directions (a 1 , b 1 ) , . . . , (a k , b k ) from the set { (a 1 , b 1 ) , . . . , (a 12 , b 12 )} = { (1, 0), (0, 1), (1, 1), (1, −1), (1, 2), (2, 1) (
were used.
The table shows results for the Kaczmarz algorithm and for our iterative subset algorithm, both using one and two projections per iteration. For each experiment, the total number of iterations, the total number of pixel errors in the reconstruction (i.e., different from the phantom image) and the projection distance of the reconstruction are shown.
For each phantom, the number k of projections that is needed for an accurate reconstruction is different. We determined this number experimentally and performed experiments using k − 1, k and k + 1 projections.
When a sufficient number of projections are used, the iterative algorithm computes highly accurate reconstructions, both using one and two projections. The algorithm that uses two projections in each iteration is consistently capable of finding a perfect reconstruction, identical to the phantom. The algorithm that uses only one projection in each iteration only computes a perfect reconstruction for the "simple" phantom. If too few projections are used for the "simple" phantom (i.e., 4 projections), the pixel error of the Kaczmarz algorithm is even smaller than the pixel error for the iterative subset algorithms. However, the projection distance for the Kaczmarz algorithm is much larger than for the iterative subset algorithms. Figure 6 shows the total projection error for the three methods, as a function of the iteration number. The graph indicates that the iterative subset algorithm does not converge at a regular rate. It sometimes remains at an almost constant projection distance for a large number of iterations, after which improvement is again achieved. We observed similar behaviour in many of the experiments.
To compare the running times of the Kaczmarz algorithm and both iterative subset algorithms experimentally, additional experiments were performed for the cylinder phantom, using scaled versions of the original phantom of various sizes. Figure 7 shows the average time per iteration, as a function of the (square) phantom size. The iterative subset algorithm clearly does not scale as well as the other two approaches, yet it can still be used effectively for images of sizes up to 1000×1000 on a modern computer. We remark that for larger images, the number of iterations may also increase. Fig. 6 . Projection distance for the cylinder phantom using 9 discrete X-ray projections, as function of the iteration number. Fig. 7 . Average time per iteration of the cylinder phantom using 12 discrete X-ray projections, as function of the phantom size n. For each size n, the original 512×512 phantom is scaled to size n×n.
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All experiments were performed using a window of size (p, q) = (32, 32). The partitions S a,b were selected randomly from the 32×32 possible projections, using the same random sequence in all experiments. For every experiment using k projections, the window positions (a 1 , b 1 ) , . . . , (a k , b k ) from the set { (a 1 , b 1 ), . . . , (a 16 , b 16 )} = { (6, 7), (19, 9) , (31, 17), (12, 10) , (13, 9) , (11, 26) , (27, 18) , (6, 3) , (2, 28) , (24, 20) , (8, 27 ), (13, 7), (26, 22), (3, 14) , (31, 19) , (26, 9)} were used. Figure 5d ,e,f shows the reconstruction computed from 16 projections by the Kaczmarz algorithm, before thresholding is applied. Figure 5g ,h,i, shows reconstructions computed from the same 16 projections by our iterative algorithm, using two projections in each iteration. It is quite remarkable that high quality reconstructions can be obtained based using only 16 out of the 1024 possible projections. For the turbine phantom, some of the fine details are reconstructed accurately, while other details do not show up properly in the reconstruction.
The results show that the iterative subset algorithm, both for one and two projections per iteration, consistently produce much better reconstructions compared to the Kaczmarz algorithm. In all experiments, the algorithm that uses two projections in each iteration finds a reconstruction with fewer pixel errors than the algorithm based on a single projection per iteration. Table 3 shows the reconstruction results for the three phantom images, using continuous X-ray projections, as described in Section 3.3.
Continuous X-rays
For each experiment, continuous X-ray projections were computed for an array of equally spaced detectors (having a width equal to the pixel size), based on Eq. 3. The projections were computed by numerical integration, where the phantoms are assumed to have a constant value (either 0 or 1) within each pixel. Note that the projections measured by the detector array are real-valued. The integer-valued projections that are required for Problem 2 were computed from the real-valued detector data by linear interpolation and rounding of the result. The resulting sequence of projections is very likely to be inconsistent, due to rounding and interpolation errors when converting from continuous to discrete projection data.
For every experiment using k projections, the projection angles {θ 1 , . . . , θ k } k − 1, k and k + 1 projections. Figure 5j ,k,l shows the reconstruction of the simple, turbine and cylinder phantom, computed from 5, 7 and 10 projections, respectively by the Kaczmarz algorithm, before thresholding is applied. Figure 5m ,n,o shows reconstructions computed from the same projections by our iterative algorithm, using two projections in each iteration.
When a sufficient number of projections are used, the iterative algorithm computes highly accurate reconstructions, both using one and two projections. In most cases, the algorithm that uses two projections in each iteration computes a slightly better reconstruction compared to the algorithm that uses only one projection per iteration. For the turbine phantom, the difference is even substantial.
Conclusions
We have described an iterative algorithm for reconstructing binary images from their projections. The algorithm is based on the approach from (15), but is much more general. A variety of tomographic reconstruction problems fit within the proposed projection model, based on arbitrary partitions of the image pixels. For three of these problems, dealing with discrete X-rays, continuous X-rays and sliding window projections, we performed experiments based on three phantom images.
The results consistently show that a certain minimum number of projections is required to obtain an accurate reconstruction using our iterative algorithm. The number of required projections depends on the image being reconstructed. If sufficient projections are used, the iterative algorithm produces highly accurate reconstruction results for each of the phantom images. The boundary between "too few" projections and "enough" projections appears to be fairly sharp in all cases.
A natural question in these experiments concerns the relation between certain properties of the original image and the number of projections that are required for an accurate reconstruction. So far, our research on this question has not resulted in a simple model for predicting the required set of projections based on features of the original image.
When sufficiently many projections are used, the version of the iterative algorithm that uses two projections in each iteration consistently produces more accurate reconstructions than the version that uses only a single projection.
On the other hand, the single projection problem can be solved much more Our proposed model for iterative network flow algorithms deals with general partitions of the set of image elements (i.e., pixels) and does not require the images to be two-dimensional: it can be used for three-dimensional reconstruction as well. In (20) it was already demonstrated that for discrete X-rays, iterative network flow algorithms can be used effectively for the reconstruction of three-dimensional binary images.
