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Justificación y objetivos 
Como estudiante de Ingeniería multimedia y dado mi perfil como programador me 
he propuesto hacer una App móvil para mi Trabajo de fin de grado, pero para esto 
primero debemos identificar una NECESIDAD del usuario. Con la cantidad de 
aplicaciones que existen hoy en día (hablamos ya en miles de millones) cuesta un 
poco encontrar alguna necesidad de usuario que ya no este publicada. Sin embargo 
la gran mayoría están centradas en un usuario global, genérico sin aficiones 
concretas. Esto puede abrirnos un abanico de posibilidades, siempre y cuando 
sepamos identificar y distinguir entre una necesidad real o simplemente una idea. 
El pasado año tuve la obligación de comprar una motocicleta para ir a trabajar todos 
los días desde casa, esto me llevo a sumergirme en el mundo del motor. Empiezas 
haciendo paseos locales por la costa los fines de semana y cada vez quieres ir más 
lejos. En esos momentos pido consejo a un gran amigo,  Ixan con años de experiencia 
en rutas por todo el mundo, cuenta que cuando ya sales de ruta unas cuantas veces  
y en diferentes zonas o países  es difícil recordar el camino, los sitios de descanso, 
conocer lugares nuevos, etc. Para cubrir esto simularemos un diario de abordo 
automático.  
Me imagino un día domingo donde al mirar por la ventana veo un clima fantástico 
para dar un paseo en motocicleta, donde los posibles escenarios serian: 
 Quiero volver a un sitio pero no recuerdo bien cual  
 Quiero ir ese lugar con un paisaje espectacular  
 Quiero hacer una ruta en esta zona  
 Quiero ir a ese sitio en concreto  
  
Teniendo identificados el nicho y la necesidad del usuario comienza el objetivo de 
mi trabajo, que consistirá en realizar una App Móvil donde el usuario pueda crear 
y publicar sus rutas para que otros usuarios puedan verlas. El verdadero valor de 
este producto se centrará en la generación automática del diario de a bordo del 
motero en el momento en que sale de ruta sin necesidad de que el usuario interactúe 
con el móvil.  
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Las redes sociales han revolucionado la velocidad en que un usuario recibe la 
información, periódicos y noticieros de televisión están presentes en las redes 
sociales como Twitter, Youtube y Facebook con el fin compartir su información de 
manera casi instantánea. Podemos hacernos una idea del alcance de estas redes 
echando un vistazo a los trending topics de dichos sitios y enterarnos de lo que pasa 
en el mundo. Sin embargo esta es una visión muy global de un usuario que puede 
encontrar cualquier información no relevante. Además de ser difícil segmentar en 
un campo de aficiones y preferencias.  
Para solucionar este problema las plataformas se están especializando cogiendo a 
usuarios con intereses en común, aficiones, profesiones, fines sociales, etc. Esto abre 
un sinfín de oportunidades ya que pueden existir tantas redes especializadas como 
aficiones existan en ese momento, como las tendencias van cambiando hay que estar 
al día por si surge un nicho de mercado. Moto Mundo es una App centrada en el 
motero que cubre una necesidad real.  
El móvil se ha convertido para el motero en una herramienta indispensable, la 
posibilidad de saber en qué lugar estas en cualquier momento le da un gran valor 
individual y social.   
Este proyecto consiste en la creación de una App móvil especializada para moteros 
que responda a la necesidad específica del usuario, un diario de abordo. Para cubrir 
dicha necesidad se crea un servicio donde los moteros puedan guardar sus rutas en 
el mismo momento en el que realizan el viaje, ver las rutas públicas de otro usuario 
y un sistema de búsqueda sencillo y eficaz. 
Desde el primer Moto club fundado en  California, Estados Unidos en los años 40’ 
el incremento de fanáticos de este medio de transporte se ha incrementado 
exponencialmente. Sin embargo, para acceder a estos clubs primero se debe tener 
un padrino dentro del club que apadrine la solicitud y así formar parte del club 
hasta que se le permita un acceso pleno, donde realiza un juramento de lealtad 
absoluta al club. Todo esto está muy bien, pero hoy en día con los tiempos que 
corren, el nomadismo de las personas a la hora de establecerse disminuye las 
posibilidades de entrar a un club con estas características.  
La idea es crear un enlace entre el aficionado y el MC (MotoClub) donde un usuario 
normal pueda enterarse de las rutas, los sitios de comida, las mejores postales o 
quizá un evento que se avecina próximamente. 
En este proyecto haremos foco en las siguientes funcionalidades: 
 Definir un sistema de guardado y editado de rutas (geolocalización- 
digitalizando la realidad). 
 Ofrecer mecanismos para añadir contenido multimedia relacionado con la 
ruta y geolocalizados. 
 Ofrecer diferentes vistas de listado y búsqueda de rutas. 
En cuanto a la tecnología utilizada se genera una API REST con Symfony 3 para la 
base de datos desde donde se procesan las peticiones del cliente (móvil). 
Para que el sistema no multiplique el coste de desarrollo por 2, Android e IOS. Se 
utiliza el sistema hibrido de Phonegap mejorado con IONIC y Angular 4 que utiliza 
una extensión de Javascript llamada Typescript. Las particularidades de Typescript 
son el tipado, la orientación a objetos, proporciona detección temprana de errores 
(en tiempo de compilación). Todo esto lo iremos viendo más adelante. 
  
2.- Estado del Arte 
En este apartado abordamos la actualidad en el aspecto tecnológico que nos facilite 
el desarrollo ágil y competitivo. Un correcto análisis de las aplicaciones relacionadas 
con la temática motera puede dar ejemplos de buenas o malas prácticas. 
Se realiza un análisis de la tecnología disponible para programar el trabajo dando 
un repaso por los lenguajes web que se pueden utilizar, una vez se alcance un 
veredicto con el lenguaje, se hará un análisis de los Frameworks disponibles para 
dicho lenguaje  y así poder decidir con criterio la mejor opción adaptándola al 
trabajo a realizar.  
Por último se describen las diferentes herramientas secundarias utilizadas para la 
elaboración de plantillas de diseño y para el control de versiones de código que 
facilita la realización de test funcionales. 
 Aplicaciones relacionadas 
Existen diferentes aplicaciones Webs y móviles sobre motos que intentan recoger 
todas las necesidades requeridas por el usuario. La mayoría no se queda más allá 
de un blog donde los usuarios pueden colgar sus rutas y otras que cubren 
necesidades más amplias. Se realizara un análisis de estas aplicaciones para 
identificar las funcionalidades que nos puedan servir a nuestro proyecto.  
2.1.1.- Diablo Super Biker 
Esta aplicación creada por Pirelli permite hacer un seguimiento completo de nuestra 
ruta o de las vueltas que hemos estado dando en una tanda de un circuito. Además 
de los datos de ubicación que nos facilita gracias al GPS y se puede consultar el 
ritmo en cualquier momento. 
Uno de sus puntos fuertes es el indicar el grado de inclinación al que ha llegado el 
biker, este dato ayuda mucho al piloto a saber si puede apurar más en los giros o si 
bien debe reducir la inclinación, como se puede ver en la figura 1, la aplicación 
muestra un gráfico detallado del tiempo, velocidad e inclinación.   
 
Figura 1 : Captura de pantalla Diablo Super Biker App. Gráficos de velocidad y ángulo de inclinación 
 
La aplicación es gratuita y está disponible para Android y también para IPhone 
Recoger la inclinación de la moto es muy útil, pero no cuenta con listado ni mapeo 
de rutas, está enfocada más directamente al motociclista de circuito. 
  
2.1.2.- WeRide 
Sin duda una de las aplicaciones a tener en cuenta durante el desarrollo del proyecto 
la primera red social para moteros del mundo, con una fuerte presencia en Europa 
cuenta con más de 180.000 moteros. 
Se trata casi de una red social ya que permite ver, buscar y compartir rutas para 
hacer en motocicleta, los usuarios pueden hacer grupos y apuntarse a salidas que 
propongan. De las rutas se consigue la distancia, vistas previas y puntos de parada   
Es interesante activar el WeSpot, una utilidad dentro de la app que permite localizar 
a todos los componentes de nuestro grupo, aunque esto conlleva un gasto 
considerable de datos móviles y del GPS. 
La aplicación es gratuita y está disponible para Android, IOS. 
2.1.3.- Moterus 
Una red social que cuenta con múltiples opciones para la comunicación de usuarios, 
este es un aspecto importante ya que los mismos usuarios nos proporciona el flujo 
y los datos. Es lo más parecido a la idea que cubre las necesidades que busco, sin 
duda hay que vigilar sus buenas prácticas.  
Se caracteriza por tener un sistema donde los usuarios pueden registrar su 
motocicleta con una imagen, modelo, kilometraje.   
Rutas: posibilidad de crear rutas con un sistema de mapeo de Google con una 
descripción, titulo, kilometraje, se puede valorar dichas rutas y crear un evento 
asociado a ellas. 
 Moto: puedes publicar el modelo de tu motocicleta se hace un listado de las 
motos ordenadas el dueño, esto facilita una comunicación entre usuarios que 
tengan el mismo modelo de motocicleta (punto a favor para el intercambio 
de piezas). 
 Grupos: Los usuarios pueden crear grupos usuarios para los que quieran 
hacer un grupo de salidas en ruta, fotos. Puede ver las publicaciones pero 
tienes que pertenecer al grupo para participar en algún tema. 
 Salidas: Los usuarios pueden crear salidas individuales asociadas a una fecha 
que el resto puede marcar como asistiré, como punto a favor se descarga el 
Waypoint para GPS esto depende del formato que soporte el GPS del 
usuario, como punto en contra es que no se conecta con Google Maps 
 Notificaciones: cuenta con un sistema de notificaciones de mensajes 
privados, comentarios, me gusta, asistiré, grupos, amistad, salidas, fotos, 
videos que genera más interacción con el usuario. 
Es un gran competidor que cuenta con muchas opciones de comunicación, pero a 
mi parecer no deja de ser en Facebook para motos, cuenta con multitud de 
notificaciones que al mi parecer no son necesarias, creo que se puede enfocar más 
en la necesidad real del usuario. El diseño ha adquirido nueva forma con una barra 
horizontal pero no registra grandes cambios, es idéntico a Facebook hace 10 años. 
  
 Lenguajes servidor 
La aplicación instalada en el dispositivo pide los recursos a través de una API REST. 
Buscando una definición sencilla, REST es cualquier interfaz entre sistemas que 
utiliza HTTP para obtener datos o generar operaciones con esos datos en todos los 
formatos posibles, como JSON o XML. En los siguientes apartados se hace un 
análisis de algunos lenguajes utilizados para realizar esta conexión.  
2.2.1.- PHP 
Su código open source que funciona del lado del servidor a través de un archivo de 
tipo  script que es interpretado por un servidor web, generalmente Apache con un 
módulo procesador de PHP. Puede ser desplegado en la mayoría de los sistemas 
operativos, servidores web y plataformas. 
Es un lenguaje muy maduro que cuenta con una inmensa comunidad de 
programadores y desarrolladores de software experimentados. El que sea maduro 
y tipo open source ha ayudado a que la comunidad de programadores sea muy 
generosa, hay infinidad de artículos, tutoriales y soluciones disponibles. 
Corre en un servidor (Apache, Nginx u otros) y cada conexión consume una 
pequeña parte de los recursos del servidor. Esto es algo muy positivo ya que cada 
conexión es independiente, por lo tanto lo que un usuario hace no afecta al resto. El 
problema lo tendremos cuando la aplicación tenga cientos o miles de peticiones 
simultáneas que consumen los recursos del servidor que se colapsa cuando se queda 
sin ellos. 
2.2.2.- Node JS 
No es un lenguaje, es un Framework que está basado en JavaScript, funciona del 
lado del servidor y permite que las aplicaciones web se comuniquen por medio de 
JavaScript (antes utilizado solo del lado del cliente).  
Se ejecuta muy rápido ya que no necesita de un compilador que interprete el código, 
por lo tanto necesita menos recursos, funciona más rápido y por tanto tiene un mejor 
rendimiento de servidor. 
No es tan nuevo como parece su lanzamiento fue  en mayo de 2009 pero su 
comunidad no es tan grande como la de PHP. Lo negativo de una comunidad 
pequeña es que los desarrolladores intentan mantener sus conocimientos con cierta 
exclusividad, menor oferta mayor precio.  
Cuenta con su propio servidor, mantiene una única instancia del mismo por lo que 
administra mejor sus recursos y ofrece una respuesta mucho más rápida. Sin 
embargo, si un usuario realiza una tarea muy complicada podría provocar una gran 
bajada de velocidad en todo el servidor que se vería reflejado en todos los usuarios 
conectados. 
2.2.3.- Python 
Es un lenguaje desarrollado por Guido Van Rossum a finales de los años 80. Está 
diseñado para ser legible y accesible, es uno de los lenguajes de alto nivel más 
populares entre los programadores. Puede crear un programa en menos líneas de 
código que C++ o Java.  
Soporta el paradigma de orientación a objetos, funciones y de procedimiento, tiene 
a una simple sintaxis con elegante diseño, por lo que es muy útil para proyecto 
donde interviene más de un programador. 
Utiliza WSGI o Web Server Gateway Interface, que es una interfaz estándar de 
conexión de servidores y Frameworks de aplicaciones Web. WSGI permite códigos 
Web a Python a través de la estandarización del comportamiento en los servidores 
compatibles con WSGI. 
Ha sido utilizado por >YouTube desde el año 2007 por la escalabilidad. Se puede 
utilizar en sitios y aplicaciones web, administrar sistemas, aplicaciones de VoIP y 
software de escritorio. La flexibilidad de Python permite que se use para el 
desarrollo rápido de diferentes tipos de aplicaciones. 
2.2.4.- Conclusión  
Node.JS es ideal para aplicaciones que utilizan mucho AJAX y que hacen una 
enorme cantidad de llamadas asincrónicas por página para consultar pequeños 
datos. Ejemplo: Un dashboard donde se muestran en tiempo real todas las alzas y 
bajas de las cotizaciones de la bolsa o de precios de divisas, datos estadísticos en 
tiempo real. Es perfecto para grandes empresas con almacenes que realizan un flujo 
constante.  
PHP es para aplicaciones más clásicas, donde hay páginas con mucho contenido 
que no cambia en tiempo real, por lo tanto el realizar una gran cantidad de consultas 
asíncronas no tiene sentido. Ejemplo: sitios web, tiendas virtuales, aplicaciones de 
gestión comercial. 
Python, su código limpio consistencia y filosofías cogidas de la programación 
funcional hace que sea un placer trabajar con ellos. Necesita de un alojamiento algo 
especial, que puede costar un poco más.  
Analizando los tres lenguajes primeramente descartamos NodeJs ya que hasta que 
la aplicación no tenga miles de usuarios no necesitamos llamadas asíncronas. Por 
otra parte, PHP  tiene una documentación más extensa y una gran comunidad, es 
un lenguaje ya conocido y es el más utilizado en Europa. Como estudiante de 
ingeniería necesito un manejo eficiente y productivo de los recursos que tengo 
disponibles. Si la aplicación lo necesita en su momento se estudia el programarla 
con otra tecnología.  
  
 Frameworks Servidor 
Hoy en día PHP nos abre muchas puertas de trabajo, ya que una gran cantidad de 
webs están programadas con este lenguaje, al menos en Europa. Es un lenguaje 
maduro con gran experiencia y una gran comunidad de usuarios que han 
conseguido adaptarse rápidamente a la Web 2.0. 
Cuando se comienza a programar en un lenguaje hay muchas funcionalidades que 
se suelen utilizar siempre y que resultan un poco tediosas. Estas complicaciones 
iniciales se han eliminado con los Frameworks que nos facilita la escritura de código 
incorporando una serie de librerías que estarán disponibles en el proceso de 
desarrollo. En la red podemos encontrar cientos de debates sobre el framework más 
efectivo para alguna tarea determinada. Haremos un análisis de los Frameworks 
más utilizados. 
2.3.1.- Slim 
Uno de los mejores microframeworks ya que cuenta con un menor tamaño al contar 
con menos componentes instalados, sofisticado e intuitivo, desarrollado desde cero 
sin reutilizar partes de otros Frameworks. Cuenta con: URL Routing, cookies 
encriptados, mensajes flash, plantillas de página, caché, entre otras. Mayormente 
utilizado para realizar API’s y aplicaciones simples con un rápido desarrollo. 
2.3.2.- Phalcon  
Un framework especialmente diseñado para mejorar la velocidad, considerado uno 
de los veteranos junto a CakePHP. Phalcon está escrito en C desde sus cimientos y 
se puede asegurar que es el framework más rápido del mercado. Ofrece todo lo 
necesario para crear un proyecto ágil, Routing, Controladores, vistas, ORM, caché 
y más. Muy bien documentado por el equipo de desarrollo. 
2.3.3.- Symfony  
Una estructura ideal para enormes y complejos proyectos, esto no quiere decir que 
no sirva para realizar pequeños menesteres, muy adecuado cuando se considera la 
escabilidad del proyecto. Cuenta con un amplísimo conjunto de componentes, pero 
su aspecto más importante es su activa comunidad que no deja de aportar ideas, 
soluciones, funcionalidades y códigos.  
Twig: Si hablamos de Symfony no podemos dejar de mencionar a Twig, esta libreria 
se ha convertido en la más utilizada para formar plantillas gracias a Symfony  
Drupal uno de los gestores de contenidos más populares y fiables a día de hoy está 
programado con base Symfony, estas son algunas de las webs que están 






Esto nos da una idea de la fiabilidad de Symfony páginas de desarrolladores como 
Ubuntu, periódicos como The Economist y páginas gubernamentales como la Casa 
Blanca están hechas con base Symfony y gestionadas por Drupal. 
2.3.4.- Laravel 
Junto con Symfony son los monstruos del mercado PHP. Por su facilidad de 
aprendizaje es uno de los más utilizados por las empresas. Menos aprendizaje, 
menor coste. Sin embargo que no te engañe, su simpleza no baja su rendimiento, 
cuenta con su propio motor de plantillas Blade, además de tener una inmensa 
comunidad activa que ha escuchado a sus seguidores lanzando Lumen, un 
microframework PHP donde se puede realizar proyectos de menor envergadura 
con un excelente velocidad y toda la robustez de Laravel. 
2.3.5.- Conclusión 
Si tengo en cuenta la magnitud del proyecto debo elegir un framework simple o un 
microframework. Sin embargo, este proyecto es una toma de contacto ya que si el 
producto tiene una buena aceptación se ira añadiendo funcionalidades 
paulatinamente a medida que el usuario lo requiera. Por tanto necesitamos un 
framework escalable, fiable y con una buena comunidad, Symfony cubre con 
eficacia todos estos campos.  
Symfony 3 tiene muchas ventajas a la hora de manipular el modelo de la base de 
datos gestionados por Doctrine ya que tiene su ORM para manipular los set y get. 
Eliminar, actualizar, insertar, manipulación con ArrayCollection y Mapeado. Su 
documentación es muy sencilla y clara, además contamos una amplia gama de 
plugins que se pueden ir insertando en los proyectos, el manejo de los Bundles nos 
permite cargar diferentes plugins para distintos requisitos del sistema utilizando 
solo los que se requiera en ese momento. 
  
 Lenguajes cliente 
El mundo de las aplicaciones móviles ha llegado para quedarse e incluso está 
desplazando el desarrollo de software tradicional. Las ventajas de desarrollar una 
App Móvil están claras: El móvil siempre lo llevamos encima (alta disponibilidad), 
tiene una amplia gama de accesorios muy versátiles (GPS, cámara, micrófono, 
acelerómetro, altavoces, micrófono, etc.) y lo más importante una conexión de datos 
constante.  
Analizaremos las diferentes estrategias de desarrollo para Apps móviles de esta 
manera, nos podemos ajustar exactamente a lo que nuestro proyecto necesita. 
 Desarrollo de Apps nativas. 
 Responsive web o web Apps. 
 Desarrollo Hibrido. 
2.4.1.- Desarrollo Apps nativas  
Estas aplicaciones son desarrolladas utilizando el lenguaje y el entorno 
proporcionado por el creador del sistema operativo (Google, Apple, etc.) y son por 
definición las más fluidas muy estables al entenderse perfectamente con el sistema 
operativo. Pero el coste de desarrollo se multiplica por cada sistema operativo. 
VENTAJAS 
 Su funcionamiento y rendimiento es el mejor que se puede obtener, 
animaciones, tiempo de respuesta, seguridad. 
 Utilizan al máximo los recursos software y hardware del dispositivo. 
 No tienen ninguna limitación técnica. 
DESVENTAJAS 
 Son exclusivas para cada sistema operativo. 
 El desarrollo es más caro, uno por sistema operativo. 
 No hay ninguna reutilización de código para otras plataformas. 
2.4.2.- Responsive Apps 
Estas “Apps” se realizan utilizando básicamente html, css y javascript combinado 
con Frameworks para webs (Jquery mobile, Sencha touch, etc.). Funcionan en 
cualquier navegador web por lo que indirectamente estamos haciendo que 
cualquier dispositivo que se conecte a internet pueda utilizarlas sin problemas 
independientemente del sistema operativo. Si buscamos una aplicación que pueda 
ser utilizada por todos y con un coste de desarrollo mínimo no es una mala opción, 
sin embargo hay que recalcar sus limitaciones que no son pocas.  
VENTAJAS 
 Aplicaciones multidispositivo, no importa el sistema operativo que tenga el 
móvil, un navegador web estándar es suficiente para disfrutar de la App. 
 El coste de desarrollo es significativamente inferior. 
 Se puede publicar la App en cualquier momento, no se tiene que esperar a 
que el propietario de la tienda de aplicaciones (App Store, Google Play, etc.) 
nos de su consentimiento para su publicación (esto puede jugar en contra ya 
que el usuario debe saber cuál es su dirección URL de acceso). 
DESVENTAJAS 
 No se pueden publicar en las Stores por lo que su difusión es más 
complicada. 
 No dispone de todas las ventajas de uso nativo en cuanto al acceso al 
hardware y software del dispositivo (requisito principal). 
 El rendimiento y tiempo de carga es inferior a cualquier otra técnica de 
software móvil. 
 Requiere conexión a internet ya que no está instalada en el dispositivo. 
 No se puede acceder al sistema de compras integrado que habilitan los 
fabricantes, se tienen que habilitar sistemas de pagos tradicionales web: TPV, 
PayPal, etc.). 
2.4.3.- App Hibrida (Phonegap) 
Es una técnica donde podemos desarrollar una App para varios sistemas operativos 
(IOS, Android, etc.) con el mismo código fuente. Es decir con un solo desarrollo 
podemos construir la aplicación para diferentes sistemas operativos al mismo 
tiempo. Dentro del mundo de desarrollo de Apps hibridas tenemos varias 
tecnologías disponibles como Xamarin, React Native, Titanium, Atom.io y  
Phonegap. Analizaremos Phonegap que es uno de los más populares entre los 
desarrolladores híbridos. 
Phonegap es un proyecto que lleva varios años funcionando y permite desarrollar 
Apps utilizando el mismo código que las páginas webs: HTML, CSS, Javascript. Por 
ello cuenta con una gran ventaja ya que con el mismo código podemos publicar una 
versión Web de la App a coste mínimo. Sin embargo el gran inconveniente es el 
rendimiento de la aplicación al construir el proyecto genera el código específico 
para cada sistema, este auto código puede no ser el más rápido.  
VENTAJAS 
 Costes de desarrollo inferiores que las aplicaciones nativas, un solo 
desarrollo. 
 Permite la distribución a través de las diferentes tiendas de software móvil. 
 Permite utilizar las pasarelas de pago del dispositivo, seguridad. 
 Posibilidad de publicar una App Web con el mismo código. 
 Amplia comunidad de desarrollo por lo que existen librerías que cubren 
diferentes casos de uso. 
 Permite combinar código nativo con código Phonegap de manera que si 
hubiere algo que no se pueda desarrollar con Phonegap, directamente se 
puede desarrollar en el lenguaje nativo para cada plataforma. 
 La curva de aprendizaje para desarrolladores con experiencia web es muy 
baja, solo necesitan familiarizarse con el framework. 
DESVENTAJAS 
 Tiene un rendimiento un poco más bajo que las aplicaciones nativas, si se 
realizan animaciones de elementos hay que tener cuidado, pero ese no es 
nuestro caso.  
 Es muy difícil tener un buen diseño visual que se adapte a todos los tamaños 
de pantalla y diferentes dispositivos. 
 Pueden tener fallos de seguridad, ya que utilizan el motor de renderizado 
web. 
 Es difícil de desarrollar para el sistema operativo de Microsoft (Windows 
Phone) sin realizar verdaderas “hazañas” a nivel de programación. Microsoft 
es muy particular y bloquea varios aspectos de las WebViews.  
  
 IONIC 
Es una herramienta, gratuita y open source para el desarrollo de aplicaciones 
híbridas basadas en HTML5, CSS y Javascript. Tiene un excelente diseño que se 
facilita con SCSS y la programación es optimizada con Angular 4. Su principal 
característica es facilitar la creación de aplicaciones web nativas altamente 
progresivas. Pero además nos ofrece otras muchas ventajas. 
2.5.1.- Alto rendimiento 
Está construido para ser rápido debido a una mínima manipulación del DOM, cero 
Jquery. Cuenta con aceleraciones de transiciones por hardware y la inyección de 
módulos por página agiliza la carga.  
2.5.2.- Angular & Ionic  
Utiliza Angular para crear un marco adecuado con el que desarrollar aplicaciones 
ricas y robustas. Su arquitectura central es firme y se combina perfectamente con 
Angular para sacarle el máximo partido a ambos. 
2.5.3.- Centro nativo 
Se inspira en las SDK de desarrollo móviles nativos, por lo que es fácil de entender 
para cualquier desarrollador familiarizado con las aplicaciones nativas.  El punto 
fuerte es que desarrollas una vez y compilas para varios sistemas. 
2.5.4.- Excelente Diseño  
Uno de los problemas que tenía el utilizar Phonegap era la especialización para 
todas las pantallas con código CSS. Ionic es limpio, sencillo, bonito y funcional. 
Ha sido diseñado para poder trabajar con todos los dispositivos móviles actuales. 
Contiene muchos componentes, tipografía, elementos interactivos, etc. que nos 
facilita un bonito diseño adaptable a cualquier dispositivo sin necesidad de poner 
un solo atributo. 
 
 Herramienta de diseño  
Una de las fases más delicadas en desarrollo de una App es el llamado boceto o 
mockup que se utiliza para crear una interfaz de prueba antes de diseñar y 
desarrollar.  Este boceto sirve para concretar con detalles y desarrollar el diseño final 
en el propio dispositivo.  
Con Justinmind Prototyper podemos hacer esto y bastante más de una forma 
sencilla. Se trata de una aplicación de origen español, aunque ya se ha afincado en 
Silicon Valley, empresas como Google, Audi, Paypal, Redbull, Sony y MTV utilizan 
ya esta herramienta. 
 Patrón de diseño software 
El MVC (Model-View-Controller o Modelo-Vista-Controlador) es un patrón de 
diseño que separa los datos, la lógica y las interfaces de usuario. Está separado en 
tres componentes: Modelo, Vista y Controlador. Se basa en la ideología de 
separación de conceptos y cumple perfectamente con los objetivos de los patrones 
de diseño. 
2.7.1.- Modelo 
Es la capa encargada de hacer peticiones a las bases de datos para enviar o recibir 
información. Estas bases de datos pueden estar alojadas de forma local en nuestra 
App o de forma remota en un servidor externo. 
2.7.2.- Vista 
Se trata del código que nos permitirá presentar los datos que el modelo nos 
proporciona, como ejemplo podríamos decir que en una aplicación es el código 
HTML que nos permite mostrar la salida de los datos procesados. Introducimos el 
concepto de template. 
2.7.3.- Controlador 
Es la capa que sirve de enlace entre la vista y el modelo. Envía comandos al modelo 
para actualizar su estado, y a la vista correspondiente para cambiar su presentación, 
básicamente es la lógica de nuestra App. 
 Control de versiones 
Una versión de un software es el estado en el que se encuentra en el momento dado 
de su desarrollo.  El control de versiones es el que se encarga de controlar las 
diferentes versiones del código fuente, dando lugar a los sistemas de control de 
código fuente o SCM 
Las características de un controlador de versiones  
 Mecanismo de almacenamiento de los elementos que deba gestionar un 
repositorio. 
 Posibilidad de realizar cambios sobre los elementos. 
 Registro histórico de las acciones realizadas. 
Estos serían los requisitos mínimos de un controlador de versiones, pero hoy en día 
tenemos varias opciones disponibles con multitud de servicios que facilita el día a 
día del desarrollador de software. 
2.8.1.- Git 
Git es un sistema de control de versiones libre y de código abierto diseñado para 
manejar todo, desde proyectos pequeños a muy grandes con rapidez y eficiencia. 
Git es fácil de aprender y tiene una huella muy pequeña con un rendimiento rápido. 
Supera las herramientas de SCM como Subversion, CVS, Perforce y ClearCase con 
funciones como ramificación local barata y múltiples flujos de trabajo. Hoy es el 
SCM más utilizado en el planeta con una comunidad muy activa. Git es tan 
importante en estos momentos que muchas empresas en una entrevista pueden 





El objetivo de este trabajo es crear un servicio donde los moteros puedan guardar 
sus rutas en el mismo momento en el que realizan el viaje recogiendo la 
geolocalización. Estos puntos pueden estar desordenados, los puntos no siempre 
están en la carretera, para esto se hace una llamada a la API MAPS ROADS de 
Google que nos devuelve un punto en carretera. 
Los objetivos principales para la creación de una App son fundamentales para el 
éxito de la misma, sin embargo en este caso marcaremos los objetivos pensando en 
el usuario. Utilizaremos el modelo (referencia) UX User Xperience se centrara desde 
el principio en la visión y peticiones desde el punto de vista del usuario. 
Para el correcto cumplimiento de los objetivos se genera una lista de objetivos 
secundarios:  
 Ofrecer el contenido de forma precisa y solo con los datos de interés para el 
usuario. 
 Proporcionar el acceso rápido y directo a las diferentes funcionalidades de la 
aplicación.  
 Definir los sistemas que permitirán al usuario encontrar su contenido más 
relevante. 
 Las interacciones serán sencillas y automáticas simplificando al máximo los 
pasos para acceder al contenido. 
 Definir el sistema de guardado de ruta automático en el momento que el 
usuario pulse Iniciar, acción de un toque.  
4.- Análisis y especificación 
Se realiza un análisis de la tecnología escogida en el estado del arte. Además se 
define el tipo de formato de comunicación entre la API y el dispositivo.  
Se definen las características del usuario y el mundo del motor. Este apartado es 
esencial para encontrar un buen modelo de negocio, conocer a tus usuarios, en mi 
caso ser uno de ellos. 
Para describir el desarrollo se ha decidido seguir el estándar IEEE 830 para la 
especificación de requisitos (IEEE, 2008). 
 Perspectiva del producto  
En base a los objetivos propuestos estaba bastante claro que la App tiene que ser 
móvil y con el fin de ofrecer el máximo de los servicios con un coste reducido, se ha 
optado por utilizar el Framework para aplicaciones móviles Ionic 2.0 que nos facilita 
una construcción rápida para Android y IOS con las mismas líneas de código 
(cliente). Para la integridad de los datos se elabora una API Rest programada en 
Symfony de donde recibiremos las peticiones HTTP con formato Json (servidor) 
La aplicación será un producto independiente ya que no será parte de un sistema 
de mayor envergadura. Sin embargo se utilizan servicios de terceros Maps 
JavaScript API que nos ayudara a personalizar y plasmar en un mapa los datos 
guardados para cada ruta. 
Como la geolocalización del móvil no siempre es exacta, se utiliza  la Google Maps 
Roads API puede hacer una consulta que se interpole los puntos de envío lo cual 
dará como resultado un trayecto que seguirá sin dificultad la geometría de la ruta. 
  
 Funcionalidad de la App 
El producto a desarrollar contara con las siguientes funciones: 
 Gestión de usuarios: 
Los usuarios podrán suscribirse en el sistema para utilizar las 
funcionalidades de la plataforma, estos usuarios contaran con un perfil 
único. 
 Generación de ruta: 
La ruta se debe crear automáticamente desde que el usuario pulsa el botón 
de Iniciar recogiendo los valores de geolocalización y guardándolos en 
nuestra BBDD. 
 Archivos multimedia geolocalizados: 
El usuario tendrá la posibilidad de realizar fotografías durante su ruta, las 
cuales se guardaran con la geolocalización donde fue tomada y asignarla a 
dicha ruta. 
 Búsqueda: 
La plataforma contara con un sistema de búsqueda con diferentes campos  
que permitirán al usuario listar y filtrar para acceder al contenido sin 
dificultades según sus intereses. 
 Características de los usuarios 
Primero debemos tener conciencia que esta aplicación centra su foco en el motero, 
no en el motociclista. 
 Motociclista: Utiliza la motocicleta como simple medio de transporte del 
punto A al B, tampoco presta mucha importancia al equipamiento. 
4.3.1.- El motero 
Según la Real Academia Española la definición de motero es un aficionado a la moto y 
al modo de vida a que ha dado lugar este vehículo. 
Además le encanta hacer kilómetros con la motocicleta en su tiempo libre, ya sea en 
grupo o en solitario. El motero sabe que el mundo de la moto no es tan solo ir del 
punto A al punto B de manera rápida, es el camino (y sobre todo las curvas) que 
hay entre ambos puntos.  
El motero es consciente del peligro que supone montar en moto y de la importancia 
de la equipar bien su moto. Un motero no solo disfruta del camino sino de todo lo 
que le rodea: piques sanos, el paisaje, las anécdotas con los compañeros… ser 
motero es un modo de vida. Incluso tienen un saludo para distinguirse entre ellos.  
Es motero, siempre, estando encima de la moto o no. Porque ser motero es una 
característica esencial de la personalidad, es una interiorización de una afición que 
un día se siembra, crece y pasa a ser prioritaria dentro de los pensamientos y 
costumbres. Sentimiento motero. 
4.3.2.- Requisitos de usuario 
No necesita conocimientos informáticos ni nivel de estudios especifico las 
interacciones serán sencillas y automáticas simplificando al máximo los pasos para 
acceder al contenido.  
 Restricciones 
Las restricciones de esta aplicación se dividen en dos campos por una parte las 
restricciones legales y las restricciones económicas. Estas últimas están 
principalmente ligadas al coste de desarrollo. Estos costes son de tipo variable, 
servidores y acceso a servicios de terceros, en este caso la Google Maps Roads que 
en un comienzo soporta una buena cantidad de consultas sin pago, así que no 
supone un problema. 
4.4.1.- Costes de servidor 
Para el desarrollo utilizaremos un servidor común en local proporcionado por 
LAMPP que nos simula dicho servidor con base de datos incluida. Una vez termine 
la primera iteración de desarrollo utilizaremos el proveedor de servidores Linode 
de 1GB.  
Servidor Linode: 
 1GB RAM 
 1 CPU Core 
 20 GB SSD Storage 
 1 TB Transfer 
 40 Gbps Network In 
 1000 Mbps Network Out 
 Coste $5 dólares /mes 
Aunque el tamaño es pequeño puede utilizarse para la primera versión de prueba 
de Moto Mundo, cuando se incrementen los usuarios se puede cambiar de servidor 
rápidamente ya que toda su estructura de datos está en una Api Rest Symfony.  
Al utilizar la Api de Google para la edición y el muestreo del mapa de ruta, se han 
reducido significativamente los costes, aunque nos genera una cierta dependencia, 
sin embargo sabemos que Google apuesta por esto, ya que sus Apis relacionadas 





4.4.2.- Costes de servicios 
Las Google Maps API son gratuitas para una gran variedad de casos de uso, con 
límites predecibles de tarifas excedentes y uso para API al día.  
 
SERVICIO RESTRICCIÓN 
Google Maps Android API Gratuito ilimitado 
Google Maps IOS API Gratuito ilimitado 
Google Maps Roads API Gratis hasta 2500 solicitudes por día. 
USD 0,50 cada 1000 solicitudes 
adicionales, hasta 100 000 diarias, si está 
habilitada la facturación.  
 
En un primer lanzamiento, la aplicación no necesita pagar ninguna API. Sin 
embargo cuando el crecimiento de usuarios o peticiones de rutas supere los 2500 al 
día se estudia pasar a la versión de pago para superar dicho límite, lo bueno de este 
método es que no se tiene que tocar nada de código, se utiliza la misma API KEY se 
realizan las consultas, además se puede poner a prueba la App antes del 
lanzamiento sin tener que pagar un céntimo. 
4.4.3.- Restricciones legales 
El no cumplir con estos requisitos  puede generar problemas con la administración, 
la justicia y los usuarios.  Esta es una lista de requisitos básicos que debe cumplir 
una App si no quiere tener problemas legales. 
PERMISOS, LICENCIA Y CONDICIONES DE USO 
Hay que ser claros y explícitos a la hora de solicitar permisos al usuario para acceder 
datos. En todos los casos no basta con informar al usuario sino que éste tiene que 
aceptar, ya que en caso de reclamación tendremos una mejor defensa. 
DERECHOS PROPIOS Y DE TERCEROS 
Es obligatorio disponer de licencias de los recursos que se vayan a utilizar. Los 
recursos de desarrollo son Open Source como es el caso de Cordova, Ionic, Symfony 
o AngularJS. Los recursos de diseño son una combinación de diseños propios y del 
propio IONIC que permiten el uso comercial. 
MENORES 
Moto Mundo es una aplicación para moteros está especialmente dirigida para 
mayores de edad, se evitan problemas con protección de datos y derechos de 
imagen. 
PRIVACIDAD Y GEOLOCALIZACIÓN 
La recogida de información del usuario debe ser la indispensable para el 
funcionamiento de la App y se brinda la posibilidad de modificar estos permisos en 
cualquier instante. La geolocalización se puede activar y desactivar desde la misma 
aplicación.  
INFORMACIÓN Y COOKIES 
Es conveniente un aviso informativo con la información básica (qué son las cookies, 
su finalidad, quien las instala y cómo rechazarlas) y que esta dirija a una 
información con todos los aspectos exigidos por la ley. Hay que informar a los 
usuarios de los aspectos marcados por la ley, lo que puede hacerse a través de textos 
de las condiciones legales.  
 Requisitos funcionales  
El documento ERS establece con precisión las funciones y capacidad del software 
así como sus restricciones. 
El ERS es la base para toda subsecuente planificación, diseño, y codificación, así 
como para las pruebas del software y documentación del usuario. 
El ERS debe comprender la totalidad de los requerimientos que necesita la App. Los 
desarrolladores y clientes no deben realizar presunción alguna ni ambigüedades, 
debe ser claro y que todas las partes puedan entenderlo. Si cualquier requerimiento 
funcional o no funcional no es identificado en el ERS, no es parte del acuerdo y por 
lo tanto nadie debe esperar que aparezca en el producto final. 
Ya sabemos lo que es una especificación de Requisitos de software a partir de aquí 
se debe establecer un contexto de desarrollo, se plantea lo siguiente: 
 Que el cliente describa claramente lo que quiere. 
 Que un proveedor entienda claramente lo que el cliente quiere. 
 Se establezcan bases para un contrato de desarrollo. 
 Se reduzca el esfuerzo de análisis, diseño y programación (evitando re-
trabajo). 
4.5.1.- Actores 
 Un cliente/usuario que vaya a definir requerimientos de un software que 
necesite. 
 Un desarrollador (interno/externo) que haga de software “a la medida” 
mediante el proyecto. 
 Un proveedor que haga software “de paquete” que se venda masivamente. 
Aunque en este trabajo el cliente, el proveedor y desarrollador es el mismo se 
seguirá las directrices establecidas por estándar, ya que en cualquier proyecto 
futuro esta sería la manera correcta de redactarlo. 
Debido a la metodología que se va emplear, se definen 3 niveles de prioridad para 
ordenar los requisitos. 
 El primer nivel serán los requisitos que se implementarán en un primer 
prototipo o mínimo producto viable (MVP), primera iteración. 
 El segundo nivel serán los requisitos que se implementaran en la segunda 
fase de desarrollo, segunda iteración. 
 El tercer nivel que será de menor relevancia como producto inicial pero se 
irá completando con el feedback del usuario al probar el primer y el segundo 
prototipo estas son mejoras que se implementaran en un futuro. 
Los identificadores de los requisitos tendrán un prefijo A, B o C según su prioridad 
El siguiente prefijo de identificación de requisitos serán los actores que se verán 
involucrados en la elaboración del requisito [1]. 
 Requisitos de usuario: Se utiliza el prefijo USR. 
 Requisitos de sistema: Se utiliza el prefijo SYS.  
 Requisitos combinados o no definidos: Se utiliza el prefijo MISC. 
4.5.2.- Primera iteración  
Identificador A-SYS-01 
Nombre  Diagrama de casos de uso 
Actor Sistema 
Descripción Realizar un diagrama que muestre las distintas 
transiciones de pantalla 
Requisitos lógicos Se estudia la lógica de App 
 
Identificador A-SYS-02 
Nombre  Configurar el entorno de desarrollo 
Actor Sistema 
Descripción Se instalan en ordenador local los frameworks que 
harán falta para el proyecto, Cordova, IONIC, 
Symfony, phpmyadmin, etc. 
Requisitos lógicos Cada framework necesita lenguajes y versiones. Hay 
que revisar que todo funciona correctamente 
 
Identificador A-SYS-02 
Nombre  Crear base datos 
Actor Sistema 
Descripción Se crea una base de datos SQL en servidor 
Requisitos lógicos La base de datos debe mantener la integridad entre 
claves ajenas y primarias 
 
Identificador A-SYS-03 
Nombre  Configuración API REST 
Actor Sistema 
Descripción Se instalan los Bundles y se prepara el servidor para 
las peticiones.  




Nombre  Manejo de recursos API 
Actor Sistema 
Descripción Para un correcto debug de la API se utiliza 
POSTMAN  




Nombre  Splash Screen 
Actor Usuario 
Descripción Ventana de carga, primera toma de contacto con el 
usuario (muy importante) 
Requisitos lógicos Debe ser limpia fluida y clara 
 
Identificador A-USR-02 
Nombre  Bienvenido 
Actor Usuario 
Descripción Ventana de bienvenida a la aplicación 
Requisitos lógicos Se muestra ventana con acceso a login o registro 
 
Identificador A-USR-03 
Nombre  Registro 
Actor Usuario 
Descripción Página de registro de usuario 
Requisitos lógicos Se recoge el Nick, email y password. Checkear si el 
usuario existe (control de errores) 
 
Identificador A-USR-04 
Nombre  Inicio de sesión  
Actor Usuario 
Descripción Página de inicio de sesión 
Requisitos lógicos Se comprueba si el correo no existe, si la contraseña 
no es correcta y validación de correo 
 
Identificador A-USR-05 
Nombre  Listado de rutas 
Actor Usuario 
Descripción Esta página muestra de forma ordenada y clara las 
rutas disponibles 
Requisitos lógicos Llamada a API REST y manejo de datos en cliente 
 
Identificador A-USR-06 
Nombre  Detalle de ruta 
Actor Usuario 
Descripción Esta página muestra los datos de cada ruta, 
maquetados con IONIC 
Requisitos lógicos Pasar el objeto ruta desde el listado de rutas, así no 
tiene que volver a hacer una llamada. Conectar 
Google Map para el muestro de la geolocalización de 
la ruta  
 
Identificador A-USR-07 
Nombre  Buscador 
Actor Usuario 
Descripción Página para buscar rutas con un campo de texto 
Requisitos lógicos El filtro lo hace por título y descripción 
 
Identificador A-USR-08 
Nombre  Cerrar sesión 
Actor Usuario 
Descripción El usuario tiene acceso a cerrar sesión  desde 
cualquier sitio de la aplicación 
Requisitos lógicos Debe ser accesible y sencilla para toda la plataforma, 
una vez cerrada la sesión, se volverá a preguntar 
nombre de usuario y contraseña para autenticar 
 
4.5.3.- Segunda iteración 
Identificador B-SYS-01 
Nombre  Extraer y almacenar la información sobre las rutas 
Actor Sistema 
Descripción Cualquier inserción, modificación y eliminación de 
los datos se hará a través de la API de la aplicación 
Requisitos lógicos Para la comunicación entre el sistema y los datos se 
realiza una API REST con el estándar de W3C 
 
Identificador B-SYS-02 
Nombre  Comunicación entre la API (servidor) y el dispositivo 
(cliente)  
Actor Sistema 
Descripción Las peticiones enviadas entre cliente y servidor 
utilizaran el protocolo REST, formato JSON y estarán 
normalizados 
Requisitos lógicos Se establecen los protocolos REST para la 




Nombre  Sistema de cifrado de contraseña  
Actor Sistema 
Descripción El sistema guardara en la BBDD una contraseña 
cifrada, no se tendrá acceso directo a la contraseña 
del usuario 
Requisitos lógicos El usuario contara con un sistema de cifrado con una 
clave bscrypt generada con Symfony 
 
Identificador B-SYS-04 
Nombre  Google Maps API Roads   
Actor Sistema 
Descripción El sistema utiliza esta API para ajustar las 
geolocalizaciones recibidas y ponerlas en una 
carretera. 
Requisitos lógicos Se debe hacer un correcto manejo de las peticiones y 
así ordenar los puntos y pintar la ruta 
 
Identificador B-USR-01 
Nombre  Datos de usuario 
Actor Usuario 
Descripción El usuario podrá añadir más información para ir 
completando su perfil  
Requisitos lógicos Los datos podrán ser editables en cualquier 
momento, actualizando su información de perfil 
 
Identificador B-USR-02 
Nombre  Listado de rutas ( Lista Mapa) 
Actor Usuario 
Descripción El usuario puede listar todas las rutas 
Requisitos lógicos La lista se realizara con un muestreo de rutas con la 




Nombre  Crear ruta 
Actor Usuario 
Descripción El usuario puede crear rutas 
Requisitos lógicos La creación de ruta se hace de forma automática 
recogiendo los valores de geolocalización 
 
Identificador B-USR-04 
Nombre  Editar Ruta 
Actor Usuario 
Descripción El usuario puede modificar o añadir más datos a una 
ruta ya creada 
Requisitos lógicos Se facilitara al usuario la edición con un precargado 
de los datos anteriores 
 
4.5.4.- Mejoras futuras 
Identificador C-SYS-01 
Nombre  Facebook 
Actor Sistema 
Descripción El sistema cuenta con una id de aplicación de 
Facebook para generar los permisos de datos, 
estadísticas, etc.  
Requisitos lógicos Se crea una aplicación desde Facebook developer y se 
configuran las opciones para que funcione en 
Android, IOS y web  
 
Identificador C-SYS-02 
Nombre  Extraer y almacenar la información de usuario FB 
Actor Sistema 
Descripción Se guardan los datos recogidos con la autenticación 
mediante FB 
Requisitos lógicos Para la comunicación entre el sistema y los datos se 
realiza una API REST con el estándar de W3C 
 
Identificador C-SYS-03 
Nombre  Mapeo filtrado por cuadrante dinámico 
Actor Usuario 
Descripción El usuario puede hacer zoom al mapa que cambiara 
el rango de la zona  en la consulta a API getRutas 
para el modo: mapa 
Requisitos lógicos Se necesita la captura del evento de zoom para 
realizar la consulta según parámetros 
 
Identificador A-USR-07 
Nombre  Añadir archivos multimedia a rutas 
Actor Usuario 
Descripción El usuario puede añadir imágenes geolocalizadas a 
sus rutas 
Requisitos lógicos Las imágenes se guardan con su posición si la hace 
en el transcurso de la ruta 
 
  
 Requisitos no funcionales 
Los requerimientos no funcionales representan características generales y 
restricciones de la aplicación. Suelen presentar dificultades en su definición dado 
que su conformidad está sujeta a una libre interpretación, por lo cual es 
recomendable acompañar su definición con criterios de aceptación que sean 
medibles. 
4.6.1.- Eficiencia 
 Toda funcionalidad de sistema debe responder al usuario en menos de 3 
segundos. 
 El sistema debe ser capaz de operar adecuadamente con un mínimo de 
10.000 usuarios con sesiones concurrentes. 
 Los datos modificados en la BBDD deben ser actualizados para todos los 
usuarios que acceden a la app en menos de 3 segundos. 
4.6.2.- Seguridad 
 Los permisos de acceso  al sistema podrán ser cambiados solamente por el 
administrador de acceso a datos. 
 Debe desarrollarse aplicando patrones y recomendaciones de programación 
que aumentan la seguridad de los datos. Llamadas a la API siguiendo el 
protocolo REST. 
4.6.3.- Usabilidad 
 El tiempo de aprendizaje del sistema por un usuario deberá ser inferior a 10 
minutos. 
 El sistema debe contar con mensajes de error que sean informativos y 
orientados al usuario final. 
 El sistema debe acortar en lo posible los pasos que el usuario necesita para 
hacer algún tipo de acción UserXperience 
4.6.4.- Organizacional 
 La metodología de desarrollo será de tipo SCRUM. 
 La API REST debe desarrollarse con Symfony y debe cumplir todas las 
directrices y protocolos REST. 
 Los prototipos de diseño deben realizarse con la herramienta Prototype  
 La aplicación debe desarrollarse con IONIC 3, esto permite programar la 
mayoría de las acciones con código HTML.  
 Se deben instalar los plugins necesarios de IONIC para el correcto uso de las 
funcionalidades nativas del dispositivo móvil. 
Rendimiento, seguridad, fiabilidad, accesibilidad, mantenimiento, portabilidad. 
 Requisitos de Arquitectura del software 
Después de haber realizado el análisis de requisitos y establecer las funcionalidades 
de la aplicación, se define un diseño de la misma dentro del ciclo de desarrollo de 
software. Para esto se describe de manera detallada un diseño de la arquitectura de 
la aplicación, un diseño de la base de datos y el diseño de interfaz de usuario. 
Se analiza la arquitectura que debe tomar la aplicación y también se realiza un 
estudio de los componentes que la formaran. Esto nos permite trazar los requisitos 
descritos en la fase de análisis de manera que se pueda verificar que la 
implementación cumple con todas las funcionalidades que previamente hemos 
descrito en el análisis de requisitos, ya sea funcional o no funcional.  
IONIC como hemos descrito en el apartado del Estado del arte utiliza una 
arquitectura basada en Modelo-Vista-Controlador (MVC), de esta forma consigue 
separar los datos de la interfaz de usuario y la lógica de control del sistema. Permite 
una mayor transparencia, depuración, reutilización de componentes y facilidad de 
desarrollo. 
Por otra parte utilizaremos nuestra propia API REST y APIs externas de Google por 
lo que debemos crear un correcto funcionamiento entre las direcciones URI con 
Angular y la respuesta recibida. 
4.7.1.- API REST 
REST nos permite crear servicios y aplicaciones que pueden ser usadas por 
cualquier dispositivo o cliente que entienda HTTP.  
Se puede considerar que REST es como un framework para construir aplicaciones 
web respetando HTTP. Por tanto REST es el tipo de arquitectura más natural y 
estándar para crear APIs de servicios orientados a internet. 
Hay 3 niveles de calidad a la hora de implementar una REST: 
I. Uso correcto de URIs 
II. Uso correcto HTTP  
III. Implementar hipermedia 
Además, nunca se guarda ningún estado en el servidor, toda la información que se 
requiere realizar la consulta debe estar en la parte del cliente. 
Al no guardar estado, REST nos da mucho juego, ya que podemos escalar mejor sin 
tener que preocuparnos de temas como el almacenamiento de variables de sesión e 
incluso, podemos jugar con distintas tecnologías para servir determinadas partes o 
recursos de una misma API. 
  
5.- Metodología SCRUM 
Se utilizara la metodología tipo SCRUM, esta metodología nos permite crear 
entregas parciales para ir haciendo pruebas unitarias y mejorar el producto. 
Básicamente la primera iteración se hará rápidamente ya que los requisitos pueden 
cambiar a medida que avanza el proyecto, esto nos da flexibilidad para poder 
competir, innovar y producir de forma eficiente [2]. 
La metodología será de tipo SCRUM en cuanto a estructura, la planificación se 
adaptara a un proyecto con un rol, se dividirá el trabajo en dos iteraciones. Para la 
gestión del trabajo SCRUM los divide en 3 tablones principales: pendientes, en 
proceso y finalizadas. Se utilizara la herramienta online Trello para una buena 
organización. También se crearan tablones de apoyo (sugerencias, errores, etc.) ya 
que en las metodologías agiles se hace una mejora frecuente de funcionalidades a 
medida que avanza el proyecto. 
También se establece un orden de prioridades para el comienzo del proyecto, se 
desarrolla primero las tareas de back-end y luego las tareas de desarrollo front-end. 
Para ordenar los requisitos funcionales se añadirán como etiquetas los campos de 






6.- Primera iteración 
Durante la primera iteración se prestara atención en las funcionalidades que se 
crean indispensables para el producto. Se desarrolla un producto mínimo viable que 
nos proporciona rápidamente una versión del producto. Estas versiones se pondrán 
a prueba constantemente y se recogerán las mejoras a realizar en la segunda 
iteración. La idea es tener unos datos básicos de prueba en el servidor, empezar a 
hacer las peticiones Geters para el posterior muestreo de estos datos. 
Cada apartado corresponde con código de requisito funcional, por ejemplo [A-SYS-
03]  corresponde a la creación de la base de datos. 
 





 Creación de Base de datos 
[A-SYS-03] Con los requisitos obtenidos en la fase de análisis está claro que es 
necesario el uso de un sistema de almacenamiento para poder manejar toda la 
información que genera el usuario. Con estos requisitos podemos crear las tablas 
que necesitamos con sus correspondientes atributos. 
 Usuario: nombre, apellido, email, password, nickname, biografía, estado, 
imagen, y rol de usuario. 
 Rutas: nombre, kilómetros (distancia), latitud, longitud, duración, dificultad, 
fecha de creación, descripción, estado, imagen de portada, cada ruta ira 
relacionada a un usuario en concreto. 
 Marcadores de Ruta: latitud, longitud, posición (esto nos ayudara a trazar la 
ruta). 
 Marcadores Multimedia Ruta: latitud, longitud, titulo, descripción, imagen, 
fecha (con hora). 
Una vez teniendo el modelo de Entidades se procede a elaborar un esquema 
Entidad-Relación para mantener la integridad de los datos (figura 3). 
 
Figura 3: Diagrama entidad relación de BBDD 
 Configuración del entorno de desarrollo  
[A-SYS-02] A partir de las conclusiones asignadas en el estado del arte se prepara el 
entorno de desarrollo y las herramientas a utilizar para programar el trabajo, se 
realiza la siguiente lista: 
 Instalación de Java (lenguaje). 
 Instalación de NodeJS (lenguaje). 
 Instalación y configuración de Android Studio (plataforma). 
 Configuración de variables de entorno Java. 
 Instalación de Cordova [3]. 
 Instalación Symfony.  
 Instalación IONIC y Phonegap [4].  
 Configuración API REST 
[A-SYS-04] Conforme lo establecido en el apartado del estado del arte, la API REST 
se desarrolla bajo el lenguaje PHP y con el framework Symfony que facilita y agiliza 
su desarrollo con multitud de código ya depurado. El flujo de datos se hace de 
forma separada entre APIs como se muestra en la figura 4. 
 6.3.1.- Crear entidades 
El primer paso a seguir antes de empezar a escribir código es configurar todo lo 
relacionado a nuestra base de datos, para ello debemos realizar lo siguiente: 
o Editar el archivo parameter.yml, conectar al servidor y dar permisos 
de base de datos. 
o Lanzar el siguiente comando  
$ php app/console doctrine:database:create 
Cada tabla de la base de datos se convierte en una entidad en 
Symfony. Esta entidad define el objeto que se maneja desde el 
controlador. 
Figura 4: Figura 4: Diagrama de flujo consultas API REST 
6.3.2.- Objeto FormType 
Lo siguiente es crear el formulario FormType de cada Entidad, con este objeto se 
capturan los parámetros enviados en a través del objeto Request. Este formulario se 
utiliza para hacer las inserciones. 
6.3.3.- Controlador 
Por último el controlador, que es donde estarán todas las funciones para cada 
método de nuestro Api REST (GET, POST, PUT, DELETE).  
Se debe programar un código que defina los métodos en CRUD (create, read, 
update, delete) que cumpla los requisitos HTTP y con esto también definimos las 
rutas para el consumo de recursos de la API. 
 Manejo de recursos API  
[A-SYS-05] Con la herramienta Postman nos permite construir y gestionar de una 
forma cómoda nuestras peticiones a servicios REST Su manejo es realmente 
intuitivo ya que simplemente tenemos que definir la petición que queremos realizar. 
Se comprueban las peticiones individualmente y valoramos la respuesta recibida.  
Por último se hace un lanzamiento simultáneo de peticiones para ver la velocidad 
y el comportamiento del servidor como se muestra en la figura 5. 
 Figura 5: Ejemplo de prueba de carga, se realizan varias peticiones simultaneas para probar la carga del servidor 
 Google Maps API 
[A-SYS-06] Para la vista de Rutas Mapa se necesita la API de Google Maps, a partir 
de Angular 2, Angular se basa en código typescript pero que puede converger con 
javascript, así que concretamente se lanzan las peticiones a Maps en typescript 
utilizando los métodos http.get(), http.post(), http.delete(). Se crean marcadores de 
geolocalización según la latitud y la longitud de la ruta. Para mostrar una gran 
cantidad de marcadores en el mapa se usa la biblioteca MarkerClústerer para 
combinar marcadores cercanos en clústers y con esto simplificar la usabilidad de 
marcadores en el mapa. 
Estos son los pasos para conectar la API: 
 Crear las credenciales de API desde Google developers. 
 Insertar la clave en la llamada de script en header de la app. 
 Crear canvas #map. 
 Casos de uso 
[A-MISC-01] Los casos de uso especifican el comportamiento del sistema. Todo 
sistema de software ofrece a su entorno una serie de servicios. Un caso de uso es la 
forma de expresar como alguien externo al sistema lo usa.  
Registro e inicio de sesión 
 
Figura 6: Diagrama de casos de uso, Inicio de sesión y registro de usuario 
 
Figura 7: Diagrama de casos de uso, cuerpo de aplicación 
 Desarrollo por páginas IONIC 
Con IONIC se crean las templates de cada vista, cada una con sus transiciones de 
evento manejadas desde el controlador con código Angular en concreto el Nav. 
Desde el controlador se realizan las peticiones HTTP a la API y se muestran los 
datos con etiquetas especiales que ayudan en el diseño proporcionadas por IONIC. 
Como primera fase se muestran una serie de datos ya insertados en la base de datos 
en la segunda iteración se implementa la geolocalización del dispositivo [5]. 
Para la navegación entre las vistas principales de la aplicación se utiliza un TAB que 
desplaza las templates hacia los lados con una transición. Cuando el usuario 
seleccione la ruta se muestra template de ruta individual.  
En los siguientes apartados se describe el desarrollo y el diseño de cada una las 
páginas. El orden de los apartados es el utilizado para el desarrollo del proyecto, la 
dificultad va creciendo según avanza el trabajo. Por ello las descripciones del 
desarrollo son incrementales. La segunda iteración se seguirá la misma estructura. 
Este es listado de páginas desarrolladas en la primera iteración.   
 Splash Screen. 
 Registro. 
 Inicio de sesión. 
 Lista de rutas. 
 Rutas detalle. 
 Buscador.
 Splash Screen 
[A-USR-01] Siendo conscientes de que cada pequeño detalle es importante, se 
instaura una Splash Screen. Es el pantallazo inicial que se carga rápidamente,  ya 
que según el tamaño de la aplicación puede tardar unos segundos  en abrirse. 
También es el momento de conquistar al usuario con mensajes cortos, claros y 
atractivos. Así, el propósito de una Splash es el de hacer de punto intermedio entre 
nuestro escritorio y la aplicación en cuestión. 
6.8.1.- Desarrollo 
 Se utiliza la etiqueta ion-slides con el evento ionSlideWillChange que nos da 
el evento de deslizamiento. 
 Se crea un Array con el listado de títulos, descripciones y  las rutas de cada 
Slide.   
 Un botón de salto que muestra la última posición del Slide que es la posición 
final de llamada de acción. 
 Botón de continuar para cargar la page de bienvenido. Esto se hace con el 
objeto NavParams pasando la página de bienvenido.  
6.8.2.- Diseño 
 Se realiza un paseo por la aplicación presentando las funcionalidades más 
atractivas tipo tutorial.  
 Primer Slide, contiene una caricatura de un motero con la rodilla en suelo, 
mensaje claro y preciso de slogan “Tu aplicación de abordo” (figura 8). 
 Segundo Slide, contiene una caricatura de un hombre soñando en las nubes 
con paisajes que le gustaría visitar, mensaje corto y acorde con la imagen 
“Elige el que más te guste y comienza tu aventura de ensueño” (figura 9). 
 Tercer Slide, la imagen muestra a un motero en una ruta con una foto que ha 
sacado con su móvil y muestra el resto de imágenes de los usuarios, mensaje 
de funcionalidad directa de la aplicación, poder guardar los contenidos 
geolocalizados (figura 10). 
 Cuarto Slide, se presenta a Mike el motero que servirá de tutorial y ayuda de 
nuestra App, el botón de llamada y el texto de acción es una palabra esto no 
distrae al usuario (figura 11).  
 Figura 8: Splash Screen nº1 (Android) 
 
Figura 9: Splash Screen nº2 (Android) 
 Figura 10: Splash Screen nº3 (Android) 
 
Figura 11: Splash Screen nº4 (Android) 
 Bienvenido 
[A-USR-02] Normalmente el usuario en la pantalla de bienvenida no suele estar 
mucho tiempo. Se presenta el logo de Moto Mundo y a continuación el lema de la 
marca, este debe ser un mensaje corto y claro.  
6.9.1.- Desarrollo 
 Las transiciones se hacen a través del objeto NavParams de Angular que 
llaman a la página de registro o la página de inicio de sesión respectivamente. 
 Como el ancho de los dispositivos es variable se ha optado por insertar una 
imagen de 1500px  de ancho y hacer un anímate para recorrer la imagen 
entera. Así se muestra de forma correcta independientemente del tamaño del 
dispositivo. 
6.9.2.- Diseño 
 Se opta por un diseño estructurado de ancho completo, una imagen que 
llame la atención, se presenta el logo cuyos colores se utilizan en toda la 
aplicación (figura 12).  
 Dos botones que ofrecen al usuario la opción de registrarse o iniciar sesión. 
 Una imagen panorámica de una pareja en una ruta con un bonito paisaje, se 
utilizan los colores rojos, marrones y grises que estimulan el recuerdo. 
 Se muestra el logo de la App en el centro del dispositivo. Se ha optado por 
un diseño flat de colores, es sencillo y busca llamar la atención del motero 
 
Figura 12: Bienvenido (Android) 
 Registro 
[A-USR-03] El registro de usuario es imprescindible en aplicaciones móviles, ya que 
el móvil suele ser personal, por lo tanto, mantener al usuario identificado y asignar 
las acciones a este móvil, básicamente cada dispositivo móvil es un usuario de la 
App. 
6.10.1.- Desarrollo 
 Validación de los campos del formulario, que el email y la contraseña sean 
válidas se utiliza la función validate() de angular. 
 Enviar los datos a la API con una llamada http.post(), se añaden cabeceras de 
petición para tipos de archivos Json. 
 Se maneja la respuesta y si no existe ningún usuario con ese correo, se inserta 
en la bbdd. 
 Como el usuario del móvil normalmente es único, se deja un token y los datos 
de usuario básicos guardados en localStorage. 
6.10.2.- Diseño 
 Se muestran los campos de registro de una manera ordenada y de ancho 
completo (figura 13). 
 Los campos y el botón de registro están arriba del todo, esto simplifica la 
salida del teclado de usuario y no resulta molesto al escribir en ninguno de 
los campos. 
 Figura 13: Registro (Android) 
  Inicio de sesión 
[A-USR-04] Para cuando el usuario ya está registrado solo se piden dos campos, el 
correo que es clave única y el password. Si en localStorage hay un usuario guardado 
es que ya ha iniciado sesión por lo tanto carga directamente la vista de rutas con los 
datos del usuario guardado. Para cambiar de usuario debe cerrar sesión. 
6.11.1.- Desarrollo 
 Validación del email. 
 Enviar los datos a la API con una llamada http.post(), añadimos cabeceras. 
 [B-SYS-03] Se maneja la respuesta en el servidor buscando primero el usuario 
y luego haciendo un match con las contraseñas, Symfony maneja la 
contraseña con el algoritmo bscript. 
 Se devuelve respuesta success o error, según el caso se maneja para mostrar 
un mensaje de respuesta. 
 Una vez comprobado el match de usuario se muestra el listado de rutas. 
6.11.2.- Diseño 
 El diseño es muy parecido al registro y los campos vuelven a estar arriba para 
facilitar la edición (figura 14). 
 
Figura 14: Inicio de sesión (Android) 
 Listado de rutas 
[A-USR-05] El listado de rutas actúa como home principal del contenido donde se 
muestra el listado de rutas completo de la aplicación. Este listado es la primera toma 
de contacto en el manejo de respuestas en formato Json. Una importante mejora de 
esta consulta es separar las rutas según zona, cuadrante o país, esto lo estudiaremos 
más a fondo en apartado de trabajos futuros. 
6.12.1.- Desarrollo 
 Se realiza la consulta a la API con una llamada http.get() que nos devuelve el 
listado de rutas 
 Se devuelven las rutas en formato Json y con un Array desde la vista se 
realiza el muestreo de las variables. 
 Se utiliza un formato tipo ítem, en este sentido IONIC facilita bastante el 
diseño, sus márgenes, tamaños de letra, tipografía, e incluso el tamaño 
dinámico de las imágenes según el dispositivo. 
 Se añade función onclick a cada elemento pasando (this), una vez se obtiene 
el objeto se realiza una llamada a NavParams, que es nuestro controlador de 
navegación en Angular.  
6.12.2.- Diseño 
 Se opta por un diseño tipo lista por filas de ancho completo, es muy utilizado 
por los desarrolladores ya que es un formato bonito y funcional, se pueden 
ver varios elementos de un vistazo (figura 15). 
 Se crea un menú TAB con los iconos respectivos de cada apartado, el color 
de este sigue el patrón establecido desde el comienzo. 
  
Figura 15: Listado de rutas (Android) 
 Ruta detalle 
[A-USR-06] Una vez seleccionada la ruta, la vista del detalle ofrece al usuario una 
visualización completa de la ruta, titulo, descripción, duración, distancia, fecha y 
mapa con el trayecto de la ruta. Para esto se utiliza la librería de Google Maps para 
IONIC, esta librería se inserta en IONIC como un plugin y se puede utilizar en todo 
el desarrollo. 
6.13.1.- Desarrollo 
 Recoger la ruta seleccionada que se ha enviado por NavParams. 
 Se carga primero los datos de ruta en la vista (mejora usabilidad). 
 Se realiza la consulta para recoger los marcadores de ruta, se envía la 
idRoute. 
 Se convierten todos los marcadores a float y se utilizan las funciones de 
Google Maps para le pintado. 
o google.maps.Map (elemento principal). 
o google.maps.Marker (marcadores). 
o google.maps.LatLng (variables latitud, longitud). 
o google.maps.Polylines.setMap (pintado). 
6.13.2.- Diseño 
 El diseño principal tiene una estructura de tres filas separadas en bloque 
(figura 16). 
 Una imagen panorámica muestra la portada seleccionada por el usuario. El 
tamaño de ancho completo llama la atención. 
 La cabecera de la página es el nombre de la ruta. 
 Se presenta un apartado de datos de ruta como la descripción, tiempo, 
kilómetros y fecha de publicación. 
 Por último se presenta el mapa de Google Maps con el trayecto de la ruta, se 
añade un marcador propio identificativo de la App. 
 Se utilizan las funcionalidades de Google Maps para cambiar a la vista 
satélite, muy importante para las rutas de montaña o playa (figura 17).  
 Figura 16: Detalle ruta (Android) 
 
Figura 17: Detalle ruta vista satélite (Android) 
 Buscador 
[A-USR-07] En el dispositivo móvil se valora la velocidad que básicamente es el 
consumo de recursos para obtener los datos. Por este motivo desde la primera carga 
del listado de rutas  se guarda una variable en local con el listado completo de rutas 
y se utiliza a lo lardo de la aplicación hasta que vuelva a cargar la página de listado 
de rutas. No se realizan constantes llamadas a la API por tanto tampoco gasta datos 
de conexión. 
6.14.1.- Desarrollo 
 Recoger las rutas guardadas en Storage. 
 Para no volver a realizar consultas se utiliza una variable auxiliar, así se 
puede obtener el listado de rutas completo si la consulta es nula.  
 Se manejan las coincidencias con la función filter de Angular.  
6.14.2.- Diseño 
 El diseño de la lista es mismo utilizado en el apartado de lista de rutas (figura 
18). 
 Se muestra un campo de texto en la cabecera con icono de buscar. 
 
Figura 18: Buscador (Android) 
 Conclusión de iteración 
En esta primera iteración se desarrolla el cuerpo de la aplicación y se obtiene una 
versión estable. Se completan con éxito todos los requisitos funcionales de la 
primera iteración. Los datos de ruta utilizados ya están insertados en la base de 
datos. 
El desarrollo de la API mejora la portabilidad de la interfaz a otro tipo de 
plataformas, aumenta la escalabilidad de los proyectos y permite que los distintos 
componentes de los desarrollos puedan evolucionar de forma independiente. 
En la siguiente iteración se realizan las inserciones de datos de ruta, como 
programador único de la aplicación esto me ha servido mucho a la hora de diseñar 
la estructura y el muestreo de los datos ya que al realizar las inserciones en la 
segunda iteración se visualiza el resultado con diseño final. 
Para un seguimiento del desarrollo de la aplicación además de utilizar Trello, se 
emplea una app web que mide el tiempo y evolución de una tarea.  
El total de horas invertidas para realizar la primera iteración. 
 Boceto y diseño: 45h 10m. (figura 19) 
 Desarrollo: 52h 6m. (figura 20 ) 
 
Figura 19: Captura de pantalla del listado de tareas en el diseño de bocetos 
 
 
 Figura 20: Captura de pantalla del listado de tareas en el desarrollo de la primera iteración 
 
Figura 21: Gráfico progresivo de horas invertidas 
7.- Segunda iteración 
En la segunda iteración se hace foco en la funcionalidad principal de crear ruta 
geolocalizada, la velocidad y tamaño de los datos es un aspecto importante. Además 
se incluye una vista de mapa tipo clúster con la librería de Google Maps una mejora 
visual y de filtrado de búsqueda sencilla y de mucho valor para el usuario final. Se 
incluyen las peticiones Seters para las rutas, marcadores y multimedia. Esta 
iteración deja una versión  .apk instalable en el dispositivos, lista para ser probada 
y recoger los primeros feedbakcs. 
 Crear ruta 
[B-SYS-01] Es una de las funcionalidades más importantes en este trabajo, es lo que 
diferencia del resto. El motero no puede tener distracciones cuando va de ruta, por 
lo tanto, se dejan solo dos botones (terminar, pausa) que nos muestran las opciones 
de edición. Desde IONIC se piden los parámetros con el módulo Geolocation que 
se encarga de pedir los datos al dispositivo. Se pueden configurar diferentes 
parámetros como el tiempo de respuesta o el nivel de ajuste de la posición, este 
último gasta más recursos así que dejaremos el estándar para vehículos [6]. 
7.1.1.- Desarrollo 
 Se utiliza el método watchPosition del módulo Geolocation para recoger 
posiciones solo si hay un cambio en la geolocalización. 
 Se apilan los datos como marcadores en formato Json.  
 [B-SYS-04] Se envían los datos a Google Maps API Snaps to Roads donde la 
respuesta es un Json con los marcadores interpolados en la posición de la 
carretera.  
 [B-SYS-02] Se cargan los archivos y los datos en el servidor con la API REST 
de Symfony. 
 Se utiliza la librería de Google Maps para IONIC para el correcto pintado del 
mapa. 
 [B-USR-04] El editado de ruta se activa en cualquier momento, los datos se 
asocian a la posición actual. 
 El editado y el borrado de ruta se realiza a través de peticiones a la API REST, 
este tipo de configuración hace muy sencilla su implementación.  
7.1.2.- Diseño 
 Se incluye un mensaje de avisando que comienza la aventura, los colores 
contrastan con el fondo que se ha dejado opaco mientras se muestra el 
mensaje (figura 22). 
 Un botón de añadir imagen que cuenta con un texto y un icono de añadir, el 
formato tipo circulo es el mismo utilizado por las imágenes en el muestreo 
de rutas (figura 23). 
 Campos de texto de título y descripción, se opta por un mensaje que incite a 
la acción (figura 24).  
 
Figura 22: Crear ruta, mensaje de acción 
 Figura 23: Crear ruta, pausa 
 
Figura 24: Crear ruta, terminar 
 Listado Mapa 
[B-USR-02] El listado por mapa es una mejora en la usabilidad ya que el usuario 
normalmente quiere hacer rutas cercanas, esta vista ofrece al usuario un vistazo 
rápido de todas las rutas cercanas a su posición. Se sitúa el zoom inicial del mapa 
en 7, que muestra un cuadrante de 80 kms aproximadamente. El usuario puede 
hacer uso de la librería de google sin problemas, como cambiar la visualización a 
satélite y quitar etiquetas [7].  
7.2.1.- Desarrollo 
 Se consulta la geolocalización del dispositivo 
 Envió de consulta a API con listado de rutas, no se utiliza Storage ya que esta 
consulta se tratara más adelante haciendo un filtrado por geolocalización 
(ver trabajos futuros) 
 Se añade cada una de las rutas al mapa como marcadores. 
 La Pre visualización de la ruta se realiza con funciones de Google Maps 
o google.maps.InfoWindow (lanza ventana info, con codigo html) 
o google.maps.event.addListenerOnce (recoge acciones una vez 
cargado el DOM) 
 Se maneja el click del usuario para ir al detalle de ruta seleccionada. 
 
7.2.2.- Diseño 
 Se muestra el mapa en pantalla completa, dejando solo el menú del pie 
(figura 25). 
 Se añaden todas las rutas como un marcador, al utilizar los métodos de 
Google Maps, el elemento se adapta según el zoom del usuario. 
 Se utiliza el metodo InfoWindow, que nos proporciona una viñeta de 
descripción. En esta ventana se muestra la imagen destacada y el titulo de 
ruta (figura 26). 
 
Figura 25: Listado mapa, principal 
 
Figura 26: Listado mapa, ventana información 
 Conclusión de iteración  
En esta segunda iteración se presta atención a las funcionalidades específicas del 
producto. Se empieza a trabajar con IONIC para lo que está hecho, poder acceder a 
al hardware del dispositivo móvil con facilidad y así poder completar una versión 
completamente funcional lista para testeo en campo. 
 Se completa el desarrollo de la API REST con los métodos Set que nos quedaron 
pendientes en la primera iteración. También se realizan pruebas con la velocidad de 
respuesta en la consulta. 
El total de horas invertidas para realizar la segunda iteración. 
 Desarrollo: 52h 28m. (figura 27 ) 
 
Figura 27: Captura de pantalla del listado de tareas en el desarrollo de la segunda  iteración 
8.- Conclusión 
IONIC abre el camino a muchos programadores para un desarrollo fluido, elegante 
a la vez que funcional. Cuenta con el apoyo de Angular hace que sea más robusto y 
estable, el estilo de programación modular por páginas es perfecto para el desarrollo 
de aplicaciones, la lista de Apps desarrolladas con este framework es interminable. 
Symfony  tiene todo lo que tiene que tener un framework de servidor, es cierto que 
no es el más rápido. Sin embargo en cuanto escabilidad es uno de los mejores y 
cuenta con una gran comunidad que contribuye en el desarrollo. Altamente 
recomendable para el desarrollo de una API REST segura y estable. 
Sin lugar a dudas el estudio previo de un proyecto, la especificación, el diseño antes 
de empezar el desarrollo es fundamental para conseguir un desarrollo agil y fluido. 
Con estos estudios las líneas de código disminuyen y sobretodo el sobre escribir 
partes de funcionalidades.  
El resultado de unir estos Frameworks es Moto Mundo una App móvil que recibe 
la posición mientras el motero va de ruta, dibuja la ruta en un mapa y además puede 
añadir imágenes en algún punto de parada. De momento solo está disponible en 
Android como un .apk que es un paquete que se instala en dispositivo. 
9.- Test funcionales 
Cada uno de estos test pone a prueba alguna una única función del código, también 
llamados test unitarios. Además de verificar que el código, se verifica que sea 
correcto los nombres y tipos de los parámetros, el tipo de lo que se devuelve, que si 
el estado inicial es válido entonces el estado final es válido 





Para comprobar la sobrecarga del servidor se realizan múltiples pruebas a través de 
consultas APIs sometidas a usos extremos (máxima consulta, filtrado), 
comprobando su funcionalidad y la velocidad de respuesta. Estos test se han 
realizado utilizando la herramienta Postman ya que podemos programar consultas. 
Los resultados son positivos ya que el sistema se ha adaptado según la 
extensibilidad del proyecto. El problema más grande se ha tenido a la hora de 
mostrar el listado en el mapa, ya que la consulta podía devolver una cantidad 
enorme de datos que no soportaría el sistema. En la segunda iteración se resuelve 
este problema con el filtrado por cuadrante dinámico.  
10.- Modelo de negocio 
El modelo de negocio comienza en generar una marca, que el motero se sienta 
identificado con el producto. Una vez obtenida su atención con un buen sistema de 
rutas, se organizan rutas y quedadas en los sitios de paso donde el motero se sienta 
como en casa. El fin de estas quedadas es preguntarle al propio usuario sobre las 
funcionalidades que le gustaría añadir a la App. 
Con la marca ya impuesta se genera el verdadero modelo de negocio, el patrocinio. 
Las principales marcas de motocicletas, accesorios, ropa, talleres y hasta puestos 
comida se rifarán el puesto en un evento realizado por Moto Rutas.   
11.- Conclusión y trabajos futuros 
Aunque la lista durante el desarrollo de la aplicación es más extensa, se han 
seleccionado las funcionalidades que se consideran indispensables para siguientes 
versiones. A continuación, se presenta una lista de las funcionalidades que no se 
han implementado, pero se incluirán en un futuro. 
 Registro Facebook 
[C-SYS-01] [C-SYS-02] El social login facilita que un usuario se identifique en 
nuestra web y esto es muy necesario porque el 83% de los consumidores quiere ser 
reconocido a través de los distintos canales y dispositivos. 
 Listado de rutas filtrado por cuadrante 
[C-SYS-03] El listado de rutas a través de mapa obliga a modificar y mejorar la 
consulta, ya que el usuario puede manejar el mapa esas variaciones se deben 
programar para que se realice un listado dinámico. Se realiza una nueva consulta 
con cada acción del usuario, se establecen parámetros de rango según el zoom en el 
mapa, así se lista con las rutas que pertenecen a la zona mostrada en la APP.  
 Aviso de seguridad 
Esta es una de las mejoras no descubiertas hasta hablar con diferentes usuarios de 
las motos. La funcionalidad seria llamar a un numero de emergencia si ocurre un 
accidente, con IONIC se puede saber la orientación del móvil. Así que la idea es 
programar un algoritmo capaz de detectar movimientos bruscos de orientación a 
una velocidad considerable. Sin duda un punto a tener en cuenta. 
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