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Abstrakt
Pra´ce se zaby´va´ problematikou objektoveˇ-relacˇnı´ho mapova´nı´ v datove´ vrstveˇ informacˇ-
nı´ho syste´mu. Ukazuje mozˇnosti zajisˇteˇnı´ perzistence dat, probı´ra´ techniky pouzˇı´vane´
prˇi ORM a prˇedstavuje standardy v te´to oblasti. Seznamuje take´ cˇtena´rˇe s historiı´ SRˇBD
a prˇedstavuje mozˇnosti jejich vyuzˇitı´. Prezentuje vybrane´ ORM frameworky a ukazuje
mozˇnosti jejich vyuzˇitı´ prˇi tvorbeˇ informacˇnı´ch syste´mu. Cı´lem te´to pra´ce je na´vrh a
implementace ORM frameworku pro platformu Java. Tento framework je porovna´n s
vybrany´mi ORM Frameworky. V za´veˇru je provedena´ analy´za porovna´va´nı´ a jsou defi-
nova´ny vy´hody a omezenı´ implementovane´ho frameworku.
Klı´cˇova´ slova: informacˇnı´ syste´m, datova´ vrstva, objektoveˇ-relacˇnı´, mapova´nı´, Java,
perzistence, SRˇBD, Hibernate, EclipseLink
Abstract
The thesis focuses on the issue of Object - Relational Mapping in the Data Layer of In-
formation Systems. It demonstrates different possibilities of ensuring data persistence,
examines techniques used with ORM and introduces standards followed in this field.
Moreover, the reader gets acquainted with the history of the databases and with the area
of their possible use. The work presents selected ORM Frameworks and illustrates differ-
ent possibilities of their use in the process of creating Information System .The aim of this
thesis is to propose and implement ORM Framework for Java Platform. This framework
is compared to other selected ORM Frameworks. In conclusion, the comparison of frame-
works is analysed and the advantages and limitations of the implemented framework are
defined.
Keywords: information system, data layer, Object-relational, mapping, Java, persistence,
DBMS, Hibernate, EclipseLink
Seznam pouzˇity´ch zkratek a symbolu˚
DDL – Data Definition Language
HTML – HyperText Markup Language
J2SE – Java 2 Standart Edition
J2EE – Java 2 Enterprise Edition
JDBC – Java Database Connectivity
JDO – Java Data Objects
JEE – Java Enterprise Edition
JPA – Java Persistance API
JPOX – Java Persistent Objects
LGPL – Lesser General Public License
NIST – National Institute of Standards and Technology
ORM – Object Relational Mapping, Objektoveˇ-relacˇnı´ mapova´nı´
SQL – Structured Query Language, Strukturovany´ dotazovacı´ jazyk
SRˇBD – Syste´m rˇı´zenı´ ba´ze dat
URL – Uniform Resource Locator , jednotny´ loka´tor zdroju˚
W3C – World Wide Web Consortium
XML – Extensible Markup Language
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71 U´vod
Informacˇnı´ syste´m je syste´m pro zı´ska´va´nı´, zpracova´va´nı´, uchova´va´nı´ a prˇeda´va´nı´ in-
formacı´. Informace tvorˇı´ ko´dovana´ data, ktera´ lze uchova´vat a zpracova´vat technicky´mi
prostrˇedky. Tyto data je nutne´ neˇkde bezpecˇny´mzpu˚sobemukla´dat. K tomu slouzˇı´ datova´
vrstva informacˇnı´ho syste´mu.
V soucˇasne´ dobeˇ veˇtsˇina organizacı´ a firempotrˇebuje shromazˇd’ovat a uchova´vat velke´
mnozˇstvı´ informacı´. At’ uzˇ se jedna´ o seznamy za´kaznı´ku˚, faktury, inventa´rnı´ majetek
anebo vy´platy zameˇstnancu˚. Proto existuje velke´ mnozˇstvı´ softwarovy´ch firem, ktere´ se
vy´vojem informacˇnı´ch syste´mu zaby´vajı´. Tvorba teˇchto syste´mu vsˇak nenı´ jednoducha´
za´lezˇitost. Je to pomeˇrneˇ komplikovany´ proces, procha´zejı´cı´ od analy´zy a na´vrhu azˇ po
implementaci a uzˇivatelskou podporu vytvorˇene´ho syste´mu.
Pro tvorbu informacˇnı´ch syste´mu se veˇtsˇinou pouzˇı´va´ neˇktere´ho z objektoveˇ oriento-
vany´ch programovacı´ch jazyku˚ v kombinaci s neˇktery´m relacˇnı´m SRˇBD. Proto je nutne´
vyrˇesˇit, jaky´m zpu˚sobem se bude vytvorˇeny´ objekt ukla´dat do relacˇnı´ databa´ze. Techno-
logie rˇesˇı´cı´ tento proble´m, se nazy´va´ objektoveˇ-relacˇnı´ mapova´nı´. Tato diplomova´ pra´ce
se zaby´va´ objektoveˇ-relacˇnı´m mapova´nı´m na platformeˇ JAVA.
Kapitola 2 popisuje pojem perzistence dat a probı´ra´ mozˇnosti jejı´ho vyuzˇitı´ prˇi tvorbeˇ
informacˇnı´ch syste´mu˚. Seznamuje cˇtena´rˇe s ru˚zny´mi u´rovneˇmi perzistence dat a uprˇes-
nˇuje oblasti jejich pouzˇitı´. Popisuje jaky´mi zpu˚sobymohou by´t data ukla´da´na. Prezentuje
take´ mozˇnosti serializace v objektoveˇ orientovane´m programovacı´m jazyce JAVA. V po-
slednı´ cˇa´sti se veˇnuje typu˚m databa´zı´ a popisuje jejich historii.
Kapitola 3 je zameˇrˇena na objektoveˇ-relacˇnı´ mapova´nı´. Seznamuje cˇtena´rˇe s du˚vody
vzniku ORM a prezentuje vybrane´ standardy v te´to oblasti. Popisuje rovneˇzˇ zpu˚soby
urcˇova´nı´ kvality objektoveˇ-relacˇnı´ho mapova´nı´ . Take´ jsou zde uvedeny doporucˇene´
syste´move´ pozˇadavky pro realizaci ORM.
Kapitola 4 popisuje vztahy mezi objektovy´m a relacˇnı´m modelem. Ukazuje, jaky´m
zpu˚sobem jsou objekty ukla´da´ny do relacˇnı´ databa´ze, popisujemozˇne´ vztahymezi teˇmito
objekty a zpu˚soby realizace teˇchto vztahu˚ v relacˇnı´ databa´zi. V za´veˇru seznamuje cˇtena´rˇe
s mozˇnostmi definova´nı´ mapova´nı´ objektu˚ do tabulek v relacˇnı´ databa´zi.
Kapitola 5 se veˇnuje ORM na´stroju˚ vyuzˇı´vany´ch prˇi tvorbeˇ informacˇnı´ch syste´mu˚.
Popisuje du˚vody jejich vzniku a podrobneˇji prezentuje dva vybrane´ frameworky. Jedna´
se o ORM frameworky Hibernate a EclipseLink. Obsahuje zhodnocenı´ pouzˇitı´ ORM
frameworku˚ a upozornˇuje na mozˇna´ u´skalı´ prˇi jejich implementaci.
Kapitola 6 popisuje analy´zu a na´vrh ORM frameworku EasyORM. Jsou v nı´ uvedeny
jednotlive´ pozˇadavky na funkcˇnost frameworku a podrobna´ analy´za teˇchto pozˇadavku˚.
Je v nı´ proveden na´vrh vytva´rˇene´ho frameworku a jsou zobrazeny jeho modely.
Kapitola 7 popisuje implementaci ORM frameworku EasyORM. Probı´ra´ se v nı´ vy´beˇr
technologicky´ch prostrˇedku˚ a popisuje zpu˚sob implementace.
Kapitola 8 definujemetody porovna´va´nı´ vybrany´chORM frameworku˚. Je v nı´ popsa´n
zpu˚sobmeˇrˇenı´ vy´konu jednotlivy´chORM frameworku˚ a jsou v nı´ prezentova´ny vy´sledky
porovna´va´nı´.
V za´veˇru jsou zhodnoceny prˇı´nosy te´to pra´ce.
82 Perzistence dat
Tato kapitola popisuje pojem perzistence dat a probı´ra´ mozˇnosti jejı´ho vyuzˇitı´ prˇi tvorbeˇ
informacˇnı´ch syste´mu˚. Seznamuje cˇtena´rˇe s ru˚zny´mi u´rovneˇmi perzistence dat a uprˇes-
nˇuje oblasti jejich pouzˇitı´. Popisuje jaky´mi zpu˚sobymohou by´t data ukla´da´na. Prezentuje
take´ mozˇnosti serializace v objektoveˇ orientovane´m programovacı´m jazyce JAVA. V po-
slednı´ cˇa´sti se veˇnuje typu˚m databa´zı´ a popisuje jejich historii.
2.1 Teorie
Kazˇdy´ informacˇnı´ syste´m vytva´rˇı´ nebo shromazˇd’uje informace. Pokud by tyto informace
existovali pouze v operacˇnı´ pameˇti, tak by se po vypnutı´ serveru tyto data (informace)
ztratili. Musı´ by´t tedy neˇjaky´m zpu˚sobem zajisˇteˇno ulozˇenı´ teˇchto dat tak, aby je bylo
mozˇne´ pozdeˇji znovu nacˇı´st do operacˇnı´ pameˇti. Tento mechanizmus se nazy´va´ perzis-
tence dat. Data se tedy nazy´vajı´ perzistentnı´, pokud prˇetrva´vajı´ i po ukoncˇenı´ aplikace,
ktera´ je vytvorˇila. Perzistentnı´ data se rozdeˇlujı´ podle NIST [1] do trˇı´ u´rovnı´:
• cˇa´stecˇneˇ perzistentnı´ data – je ulozˇena pouze aktua´lnı´ hodnota dat
• perzistentnı´ data – je ulozˇena aktua´lnı´ hodnota dat a hodnota prˇed poslednı´ zmeˇnou
• plneˇ perzistentnı´ data – jsou ulozˇeny vsˇechny hodnoty dat od jejich vzniku
Prvnı´ u´rovenˇ je dostatecˇna´ pro tvorbu beˇzˇny´ch aplikacı´. Rozumneˇ naprogramovany´
informacˇnı´ syste´m, ale pracuje minima´lneˇ s u´rovnı´ „perzistentnı´ data“. To mu umozˇnˇuje
v prˇı´padeˇ vy´padku syste´mu obnovit konzistentnı´ stav dat pomocı´ vola´nı´ „rollback“. Tuto
u´rovenˇ podporujı´ take´ vsˇechny beˇzˇneˇ pouzˇı´vane´ SRˇBD. Proto je vy´hodne´, kdyzˇ prˇi tvorbeˇ
informacˇnı´ch syste´mu, pouzˇijeme pro ukla´da´nı´ dat neˇjaky´ SRˇBD. Tı´m se usˇetrˇı´ spousta
pra´ce se zajisˇteˇnı´m perzistence dat. Trˇetı´ u´rovenˇ se pouzˇı´va´ minima´lneˇ, naprˇı´klad v
syste´mech pro spra´vu verzı´ (CVS, Subversion).
2.2 Ukla´da´nı´ dat
Jizˇ od pocˇa´tku programova´nı´ se rˇesˇı´ proble´m kam bezpecˇneˇ ukla´dat data. Data se mohou
ulozˇit neˇkolika zpu˚soby. Nejcˇasteˇji se pouzˇı´va´ ulozˇenı´ dat do souboru nebo databa´ze.
Pokud se budou data ukla´dat do souboru, musı´ se vyrˇesˇit proble´m s forma´tem ukla´da´nı´
dat. V objektoveˇ orientovane´m programova´nı´, jsou data veˇtsˇinou obsazˇena´ v atributech
objektu˚. Tyto objekty pak majı´ ru˚znou strukturu v za´vislosti na tom, jakou entitu z
rea´lne´ho sveˇta prˇedstavujı´. V objektoveˇ orientovane´m programovacı´m jazyce Java, je
mozˇne´ vyuzˇı´t serializaci k ulozˇenı´ objektu˚ do souboru. Jestlizˇe se budou data ukla´dat
do databa´ze, je nutne´ vybrat, jaky´ typ SRˇBD bude pouzˇit. Pokud se nebude pouzˇı´vat
objektovy´ SRˇBD, tak semusı´ jesˇteˇ vyrˇesˇit, jaky´m zpu˚sobem se budou objekty do databa´ze
ukla´dat. Jak ukla´da´nı´ dat do souboru, tak do databa´ze, ma´ sve´ vy´hody a nevy´hody.
Vy´hody ukla´da´nı´ dat do souboru:
9• datove´ struktury jsou navrzˇeny prˇı´mo pro danou aplikaci
• nı´zka´ hardwarova´ na´rocˇnost
Nevy´hody ukla´da´nı´ dat do souboru:
• za´vislost datovy´ch struktur na aplikaci
• komplikovana´ implementace zamyka´nı´ za´znamu˚ prˇi vı´cena´sobne´m prˇı´stupu
• chybeˇjı´cı´ podpora transakcı´
• komplikovane´ rˇesˇenı´ prˇı´stupovy´ch pra´v
• chybeˇjı´cı´ integritnı´ omezenı´
Vy´hody pouzˇitı´ databa´zı´:
• prˇı´my´ prˇı´stup k pozˇadovany´m datu˚m
• vysˇsˇı´ rychlost prˇı´stupu
• mozˇnost paralelnı´ho prˇı´stupu
• propracovany´ syste´m prˇı´stupovy´ch pra´v
• mozˇnost vyhleda´nı´ dat pomocı´ SQL dotazu˚
• podpora transakcı´
Nevy´hody pouzˇitı´ databa´zı´:
• komplikovana´ implementace slozˇity´ch datovy´ch struktur
• komplikovana´ implementace nestandardnı´ho prˇı´stupu k datu˚m
2.3 Serializace
Pojmem serializace se oznacˇuje vytvorˇenı´ proudu symbolu˚, ktere´ prˇedstavujı´ vnitrˇnı´ stav
objektu [2, 3]. Proud symbolu˚ musı´ by´t vytvorˇen tak, aby bylo mozˇne´ po nacˇtenı´ tohoto
proudu, znovu obnovit vnitrˇnı´ stav objektu. Tomuto procesu se rˇı´ka´ deserializace. Proud
symbolu˚ mu˚zˇe by´t ulozˇen do souboru, nebo prostrˇednictvı´ sı´t’ove´ho protokolu odesla´n
na jiny´ pocˇı´tacˇ. Tato podkapitola se zaby´va´ bina´rnı´ a XML serializacı´ v objektove´m orien-
tovane´m programovacı´m jazyce JAVA. Popisuje jejich vy´hody a nevy´hody a prezentuje
mozˇnosti vyuzˇitı´.
2.3.1 Bina´rnı´ serializace
Prˇi bina´rnı´ serializaci je vnitrˇnı´ stav objektu ulozˇen jako proud bajtu˚. Prˇedpokladem
pro prova´deˇnı´ serializace v Javeˇ je implementace rozhranı´ java.io.Serializable. Prˇi im-
plementaci tohoto rozhranı´ nenı´ nutne´ prˇekry´vat neˇjake´ metody. Pouze ve vy´jimecˇny´ch
prˇı´padech je nutne´ prˇekry´t metody writeObject() a readObject().
Vy´hody:
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• zjednodusˇenı´ programove´ho ko´du
• jednoduche´ ukla´da´nı´ objektu˚
Nevy´hody:
• serializovane´ data nelze jednodusˇe nacˇı´tat jiny´m programovacı´m jazykem
• prˇi zmeˇneˇ struktury objektu nenı´ mozˇne´ nacˇı´st ulozˇene´ serializovane´ data
• prˇi nacˇı´tanı´ slozˇeny´ch objektu˚, je nutne´ nacˇı´st cely´ objekt
2.3.2 XML serializace
Odstranˇuje hlavnı´ nevy´hody bina´rnı´ serializace. Data jsou ukla´da´na do forma´tu XML,
cˇı´mzˇ je umozˇneˇna prˇenositelnost mezi ru˚zny´mi programovacı´mi jazyky. XML je obecny´
znacˇkovacı´ jazyk vyvinuty´ konsorciemW3C [4]. Byl vyvinut prˇedevsˇı´m pro vy´meˇnu dat
mezi aplikacemi a pro publikova´nı´ dokumentu˚.
2.4 Databa´ze
Zjednodusˇeneˇ si lze databa´zi prˇedstavit jako u´lozˇisˇteˇ dat, tedy urcˇity´ prostor obsahujı´cı´
data. Je to tedy mı´sto do ktere´ho je mozˇne´ ukla´dat data. Prˇı´stup k datu˚m zajisˇt’uje soft-
ware, ktery´ se nazy´va´ „Syste´m rˇı´zenı´ ba´ze dat“, zkra´ceneˇ SRˇBD. Tento na´zev vzniknul z
anglicke´ho „database management syste´m“ [5, 6, 7].
Historie databa´zı´ saha´ azˇ do 19. stoletı´. Jizˇ v roce 1890 vytvorˇil Herman Hollerith
prvnı´ automat na ba´zi deˇrny´ch sˇtı´tku˚ pro sta´tnı´ u´rˇady USA. Pozdeˇji v roce 1911 dosˇlo k
sloucˇenı´ jeho firmy s dalsˇı´ a vznikla firma IBM. V roce 1935 vytvorˇila firma IBM prvnı´
digita´lnı´ pocˇı´tacˇ pro komercˇnı´ vyuzˇitı´ UNIVAC I. V roce 1960 bylo ministerstvem obrany
USA vytvorˇeno seskupenı´ Data Systems Languages, jenzˇ vytvorˇilo programovacı´ jazyk
COBOL.
V roce 1961 Charles Bachman z General Electric prˇedstavil prvnı´ integrovany´ datovy´
sklad s databa´zovy´m managementem. V roce 1970 Ted Codd publikoval cˇla´nek „A Re-
lational Model of Data for Large Shared Data Banks“, cozˇ byl na´vrh na implementaci
nove´ho datove´ho modelu, ktery´ byl nazva´n „relacˇnı´m“. Prˇedstavil v neˇm mozˇnosti vyu-
zˇitı´ relacˇnı´ho kalkulu a algebry pro ukla´da´nı´ a manipulaci s daty. Data meˇla by´t ukla´da´na
do tabulek.
V roce 1976 byl dokoncˇen dotazovacı´ jazyk SEQUEL2, ktery´ byl pozdeˇji prˇejmenova´n
na SQL. V roce 1980 firma Oracle prˇedstavila prvnı´ SQL databa´zi. V roce 1985 vznikl
projekt Postgres, jehozˇ cı´lem bylo vytvorˇit relacˇneˇ-objektovou databa´zi. Pozdeˇji byl prˇe-
jmenova´n na Postgres95 a po prˇechodu na open source licenci byl znovu prˇejmenova´n
na PostgreSQL. Pod tı´mto na´zvem je vyvı´jen dodnes.
2.4.1 Relacˇnı´ databa´ze
Prvnı´ relacˇnı´ databa´ze vznikaly jizˇ v 80. letech minule´ho stoletı´. Od te´ doby prosˇly dlou-
hy´m vy´vojem a jsou velmi dobrˇe uzpu˚sobeny pro ukla´da´nı´ a manipulaci velke´ho mnozˇ-
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stvı´ dat. Tytodataba´ze jsounavı´c pomeˇrneˇ jednoduche´, snadnopochopitelne´ a proveˇtsˇinu
aplikacı´ plneˇ dostacˇujı´cı´. V soucˇasne´ dobeˇ jsou proto nejrozsˇı´rˇeneˇjsˇı´m typem databa´zı´.
Za´kladem tohoto typu databa´zı´ je relacˇnı´ algebra, cozˇ je pojemoznacˇujı´cı´ jazyk vysoke´
u´rovneˇ, zaby´vajı´cı´ se manipulacı´ s relacemi. Za´kladnı´mi operacemi tohoto jazyka jsou
projekce, selekce a spojenı´. Tyto databa´ze tedy pouzˇı´vajı´ relacˇnı´ model dat [7]. Data
jsou usporˇa´da´ny do tabulek. Sloupce tabulek se nazy´vajı´ atributy a rˇa´dky oznacˇujeme
jako za´znamy. Mnozˇinu vsˇech hodnot, ktere´ mu˚zˇe atribut obsahovat, nazy´va´me dome´na
atributu. Tabulka pak realizuje podmnozˇinu karte´zske´ho soucˇinu mozˇny´ch dat vsˇech
sloupcu˚ - relaci.
Vy´hody:
• standardnı´ dotazovacı´ jazyk SQL
• vyhleda´nı´ a modifikace dat pomocı´ SQL
• mozˇnost definova´nı´ integritnı´ch omezenı´
• podpora transakcı´
• rychlost prˇı´stupu k datu˚m
Nevy´hody:
• nelze zı´skat samostatne´ data, vy´sledkem je vzˇdy za´znam
• komplikovana´ implementace slozˇity´ch datovy´ch struktur, ktere´ se musı´ rozlo-
zˇit na vı´ce tabulek
• komplikovana´ implementace dat s promeˇnlivou de´lkou
2.4.2 Objektove´ databa´ze
Objektoveˇ orientovane´ databa´ze zacˇali vznikat ve druhe´ polovineˇ 80. let, na za´kladeˇ po-
trˇeby uchova´vat a pracovat s objekty vytvorˇeny´mi v objektoveˇ orientovany´ch programo-
vacı´ch jazycı´ch. Prˇi pouzˇitı´ teˇchto databa´zı´ nenı´ nutne´ prˇeva´deˇt data z objektove´ podoby
do relacˇnı´, data jsou ukla´da´na prˇı´mo ve formeˇ objektu˚. Tyto databa´ze umozˇnˇujı´ vyuzˇı´t
vsˇech vy´hod objektoveˇ orientovane´ho programova´nı´. Umozˇnˇujı´ pouzˇitı´ deˇdicˇnosti, po-
lymorfizmu a referencı´ na jine´ objekty [8, 9]. V prˇı´padeˇ slozˇity´ch datovy´ch struktur, je
prˇı´stup k datu˚m rychlejsˇı´ nezˇ u relacˇnı´ch databa´zı´. Objekt je vyhleda´n prˇı´mo pomocı´ refe-
rence, nenı´ nutne´ data potrˇebna´ k vytvorˇenı´ objektu vyhleda´vat ve vı´ce tabulka´ch. Proto
pro aplikace, ktere´ vyhleda´vajı´ objekty prˇeva´zˇneˇ na za´kladeˇ referencı´, je pouzˇitı´ teˇchto
databa´zı´ vy´hodne´. V prˇı´padeˇ vyhleda´va´nı´ objektu˚ podle jejich atributu˚, je vyhleda´va´nı´
podstatneˇ pomalejsˇı´ nezˇ u relacˇnı´ch databa´zı´.
Vy´hody:
• ukla´dajı´ se objekty
• lepsˇı´ podpora datovy´ch struktur
• obsahuje vazby mezi objekty
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• snadna´ rozsˇirˇitelnost pomocı´ deˇdicˇnosti
• efektivneˇjsˇı´ zpracova´nı´ dotazu˚
Nevy´hody:
• nedostupnost teˇchto databa´zı´ a jejich vysoka´ cena
• nedostatecˇne´ dodrzˇova´nı´ standardu˚ ODMG
• nedostatek prakticky´ch zkusˇenostı´ s teˇmito databa´zemi
• nedostatecˇna´ podpora metod analy´zy a na´vrhu
2.4.3 Objektoveˇ-relacˇnı´ databa´ze
Tyto databa´ze pouzˇı´vajı´ objektoveˇ relacˇnı´ datovy´ model. Jedna´ se o klasicky´ relacˇnı´ da-
tovy´ model, ktery´ je rozsˇı´rˇen o podporu datovy´ch struktur, ktery´ je zna´m z oblasti objek-
toveˇ orientovany´ch programovacı´ch jazyku˚ [10]. Jedna´ se o struktury vznikle´ kombinacı´
za´kladnı´ch datovy´ch typu˚. Veˇtsˇina velky´ch relacˇnı´ch databa´zı´ podporuje tento datovy´
model. Objektoveˇ relacˇnı´ databa´ze, ale sta´le zu˚sta´va´ ve svy´ch za´kladech relacˇnı´ databa´zi.
2.4.4 Postrelacˇnı´ databa´ze
Postrelacˇnı´ databa´ze veˇtsˇinoumajı´ integrovany´modul rˇesˇı´cı´ objektoveˇ-relacˇnı´ mapova´nı´.
To jim umozˇnˇuje dosa´hnout vysoke´ho vy´konu jak u relacˇnı´ho, tak i u objektove´ho prˇı´-
stupu k datu˚m. Typicky´m prˇı´kladem teˇchto databa´zı´ je databa´ze Cache´ od spolecˇnosti
InterSystemCorporation [11, 12]. Cache´ ukla´da´ data vevı´cerozmeˇrny´ch struktura´ch, ktere´
le´pe popisujı´ data ze skutecˇne´ho sveˇta. Prˇı´stup k teˇmto datu˚m je potom mnohem rych-
lejsˇı´. Databa´ze Cache´ take´ nabı´zı´ neˇkolik variant prˇı´stupu k datu˚m. Mu˚zˇeme prˇistupovat
k datu˚m prostrˇednictvı´m jazyka SQL, stejneˇ jako v objektove´ databa´zi, vı´cerozmeˇrny´m
prˇı´stupem k datovy´m polı´m anebo pomocı´ HTML. Vsˇechny tyto varianty prˇı´stupu lze
pouzˇı´t za´rovenˇ, i prˇi soucˇasne´m prˇı´stupu k jedne´ polozˇce. Tyto dva faktory, vı´cerozmeˇrne´
datove´ struktury a vı´ce variant prˇı´stupu k datu˚m, jsou hlavnı´mi znaky postrelacˇnı´ch
databa´zı´. Jedna´ se v podstateˇ o spojenı´ objektovy´ch a relacˇnı´ch databa´zı´.
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3 Objektoveˇ-relacˇnı´ mapova´nı´
Tato kapitola je zameˇrˇena na objektoveˇ-relacˇnı´ mapova´nı´. Seznamuje cˇtena´rˇe s du˚vody
vzniku ORM a prezentuje vybrane´ standardy v te´to oblasti. Popisuje rovneˇzˇ zpu˚soby
urcˇova´nı´ kvality objektoveˇ-relacˇnı´ho mapova´nı´. Take´ jsou zde uvedeny doporucˇene´ sys-
te´move´ pozˇadavky pro realizaci ORM.
3.1 Teorie
Objektoveˇ relacˇnı´ mapova´nı´ je programovacı´ technika prova´deˇjı´cı´ konverzi dat mezi
objektovy´m a relacˇnı´m datovy´mmodelem [13]. V objektoveˇ orientovane´m programova´nı´
se veˇtsˇinou pracuje s objekty prˇedstavujı´cı´mi neˇjake´ entity z rea´lne´ho nebo virtua´lnı´ho
sveˇta. V prˇı´padeˇ zˇe bude nutne´ ukla´dat tyto objekty do relacˇnı´ databa´ze, tak se musı´
prˇeve´st do dat v relacˇnı´ formeˇ (a naopak). Vzhledem k tomu, zˇe objektoveˇ orientovany´
na´vrh dat nelze prˇı´mo prˇeve´st na relacˇnı´ model (a naopak), je nutne´ pouzˇı´t ORM. Prˇi
nacˇı´tanı´ dat z relacˇnı´ databa´ze musı´ ORM zajistit nastavenı´ prˇı´slusˇny´ch atributu˚ objektu˚.
Naopak v prˇı´padneˇ ukla´da´nı´ objektu˚, musı´ ORM prˇeve´st atributy objektu˚ na data v
relacˇnı´ formeˇ. Snahou ORM je vyuzˇitı´ vy´hod obou teˇchto technologiı´ tak, aby objekty
prˇedstavovaly entity rea´lne´ho sveˇta a za´rovenˇ bylomozˇne´ vyuzˇı´vat vsˇechvy´hod relacˇnı´ch
databa´zı´.
Vy´hody ORM:
• pracuje se s objektovy´m modelem
• rychlejsˇı´ vytva´rˇenı´ aplikacı´
• prˇenositelnost mezi ru˚zny´mi SRˇBD
• typova´ kontrola
• nevznikajı´ chyby v SQL
• jednodusˇsˇı´ testova´nı´
Nevy´hody ORM:
• mensˇı´ vy´kon aplikace
• nevyuzˇı´va´ vsˇechny mozˇnosti SRˇBD
• prˇı´stup do databa´ze je realizova´n pod jednı´m spolecˇny´m u´cˇtem
3.2 Syste´move´ pozˇadavky
Pouzˇı´vat objektoveˇ-relacˇnı´ mapova´nı´ je mozˇne´ ve vsˇech objektoveˇ orientovany´ch pro-
gramovacı´ch jazycı´ch. Take´ data mohou by´t ukla´da´na do libovolne´ relacˇnı´ databa´ze. Pro
smysluplne´ pouzˇitı´ ORM je ale vhodne´, aby byly splneˇny alesponˇ neˇktere´ syste´move´
pozˇadavky.
Syste´move´ pozˇadavky:
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• objektoveˇ orientovany´ programovacı´ jazyk
• pra´ce s meta-informacemi
• prˇı´stup do databa´ze pomocı´ ODBC nebo JDBC
• databa´ze musı´ podporovat standard ANSI SQL
Jako velmi vhodne´ se jevı´ pouzˇitı´ platformy JAVA nebo DOT.NET v kombinaci s
relacˇnı´ databa´zı´ podporujı´cı´ standard ANSI SQL.
3.3 Standardy objektoveˇ-relacˇnı´ho mapova´nı´
V oblasti objektoveˇ-relacˇnı´ho mapova´nı´ se pouzˇı´va´ neˇkolik standardu˚. Zde jsou prezen-
tova´ny nejdu˚lezˇiteˇjsˇı´ dva s teˇchto standardu˚.
3.3.1 Java Data Objects
JavaDataObjects je standard objektoveˇ orientovane´ho programovacı´ho jazyka Java, ktery´
se zaby´va´ perzistencı´ objektu˚ [14]. Java Data Objects je pouha´ specifikace rozhranı´ mezi
objekty jazyka Java a u´lozˇisˇti perzistentnı´ch dat. Pro vy´voj projektu se pak musı´ pouzˇı´t
neˇjaka´ konkre´tnı´ implementace JDO. Perzistentnı´ u´lozˇisˇteˇ nemusı´ by´t pouze SRˇBD, ale
mu˚zˇe to by´t take´ XML soubor anebo dokonce obycˇejny´ textovy´ soubor.
Na tvorbeˇ tohoto standardu se podı´lelo mnoho vy´znamny´ch spolecˇnostı´ zaby´vajı´cı´ch
se informacˇnı´mi technologiemi. Prvnı´ verze JDO 1.0 byla vyvı´jena´ pod oznacˇenı´m „JSR
12“. Verze JDO 2.0 byla vyvı´jena´ pod oznacˇenı´m „JSR 243“ a byla dokoncˇena v roce 2006.
V soucˇasne´ dobeˇ je k dispozici verze JDO 2.2 a v brzke´ dobeˇ by meˇla by´t uvolneˇna verze
JDO 2.3. Za´meˇrem tohoto standardu je oddeˇlit aplikacˇnı´ logiku od konkre´tnı´ho u´lozˇisˇteˇ
perzistentnı´ch dat. Proto je mozˇne´ zmeˇnit pouzˇı´vanou implementaci JDO, bez nutnosti
velky´ch u´prav ve zdrojove´m ko´du projektu.
Existuje velke´ mnozˇstvı´ ru˚zny´ch implementacı´ JDO. U´rovenˇ teˇchto implementacı´ je
velmi rozdı´lna´ a jednotlive´ implementace veˇtsˇinou nejsou stoprocentneˇ kompatibilnı´. V
soucˇasne´ dobeˇ je nejsilneˇjsˇı´ podpora relacˇnı´chdataba´zı´.Neˇktere´ implementace se orientujı´
pouze na relacˇnı´ databa´ze a umozˇnˇujı´ mapova´nı´ Java objektu˚ na vybranou mnozˇinu
SRˇBD.
3.3.2 Java Persistence API
Java Persistence API (JPA) je standard objektoveˇ orientovane´ho programovacı´ho jazyka
Java, ktery´ umozˇnˇuje objektoveˇ relacˇnı´ mapova´nı´ (ORM) [15, 16]. U´kolem tohoto stan-
dardu je usnadneˇnı´ pra´ce s ukla´da´nı´m objektu˚ do databa´ze a naopak. Je soucˇa´stı´ vy´vojo-
ve´ho prostrˇedı´ Java Enterprise Edition, ale je mozˇne´ jej pouzˇı´t i ve vy´vojove´m prostrˇedı´
Java Standard Edition. Java PersistenceAPI je pouha´ specifikace rozhranı´ pro pra´ci sORM
frameworky. Pro vy´voj projektu se pak musı´ pouzˇı´t neˇjaky´ ORM framework, ktery´ ma´
implementova´n toto rozhranı´. Prˇi vlastnı´m programova´nı´ projektu˚ se pouzˇı´va´ rozhranı´
Java Persistence API, cozˇ umozˇnˇuje zmeˇnit pouzˇı´va´ny´ ORM framework, bez nutnosti
u´prav ve zdrojove´m ko´du projektu.
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3.4 Kvalita objektoveˇ-relacˇnı´ho mapova´nı´
Objektoveˇ-relacˇnı´ mapova´nı´ mu˚zˇe by´t implementova´no ru˚zny´mi zpu˚soby. Jeden z prˇed-
nı´ch sveˇtovy´ch odbornı´ku˚ v oblasti objektoveˇ-relacˇnı´homapova´nı´Mark Fussel, definoval
na´sledujı´cı´ cˇtyrˇi u´rovneˇ kvality [18].
3.4.1 Cˇisteˇ relacˇnı´
Cela´ aplikace vcˇetneˇ uzˇivatelske´ho rozhranı´ je zalozˇena na relacˇnı´m modelu a vyuzˇı´va´nı´
operacı´ SQL. Tento prˇı´stup nenı´ vhodny´ pro velke´ syste´my, ale pro jednoduche´ aplikace
mu˚zˇe by´t plneˇ dostacˇujı´cı´. Ko´d SQL mu˚zˇe by´t prˇesneˇ optimalizova´n pro potrˇeby teˇchto
aplikacı´. Nevy´hodou je nı´zka´ prˇenositelnost a udrzˇovatelnost teˇchto aplikacı´. Tyto apli-
kace cˇasto vyuzˇı´vajı´ ulozˇene´ procedury a prˇena´sˇejı´ tak cˇa´st funkcionality z byznys vrstvy
do databa´ze.
3.4.2 Lehce objektove´
Entity jsou reprezentova´ny trˇı´dami, ktere´ jsou rucˇneˇ mapova´ny na relacˇnı´ tabulky. SQL
ko´d je psany´ rucˇneˇ a vyuzˇı´va´ JDBC. Pomocı´ na´vrhovy´ch vzoru˚ je oddeˇlen od byznys
logiky. Tento prˇı´stup je pomeˇrneˇ hodneˇ rozsˇı´rˇeny´ a je u´speˇsˇneˇ pouzˇı´va´n prˇedevsˇı´m u
aplikacı´ s maly´m pocˇtem entit. Take´ v te´to u´rovni je mozˇne´ pouzˇı´t ulozˇene´ procedury.
3.4.3 Strˇedneˇ objektove´
Kna´vrhu aplikace je pouzˇity´ objektovy´model. SQL ko´d je vytva´rˇen prˇi prˇekladu aplikace,
nebo je generova´n prˇı´mov aplikaci. Vztahymezi objekty jsoupodporova´nyperzistentnı´m
mechanismem aplikace. Dotazy jsou vytva´rˇeny pomocı´ objektoveˇ-orientovane´ho jazyka.
Objekty jsou uchova´va´ny ve vyrovna´vacı´ pameˇti perzistentnı´ vrstvy. Velke´ mnozˇstvı´
ORM produktu˚ patrˇı´ minima´lneˇ do te´to u´rovneˇ. Tento prˇı´stup je vhodny´ pro strˇedneˇ
velke´ aplikace vyuzˇı´vajı´cı´ transakce, prˇedevsˇı´m pokud chceme vyuzˇı´vat vı´ce SRˇBD. Tyto
aplikace jizˇ veˇtsˇinou nepouzˇı´vajı´ ulozˇene´ procedury.
3.4.4 Plneˇ objektove´
Tato u´rovenˇ podporuje plne´ objektove´mapova´nı´ zahrnujı´cı´ agregaci, deˇdicˇnost, polymor-
fizmus a perzistenci dle dosazˇitelnosti. Perzistentnı´ vrstva implementuje transparentnı´
perzistenci, proto perzistentnı´ trˇı´dy nemusı´ mı´t spolecˇne´ho prˇedka, ani nemusı´ imple-
mentovat zˇa´dne´ rozhranı´. Aplikace ma´ navı´c implementova´ny efektivnı´ strategie pro
vyuzˇitı´ vyrovna´vacı´ pameˇti. Rˇada ORM produktu˚ jizˇ dosa´hla te´to u´rovneˇ kvality.
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4 Mapova´nı´ objektu˚ do databa´ze
Tato kapitola popisuje vztahy mezi objektovy´m a relacˇnı´m modelem. Ukazuje, jaky´m
zpu˚sobem jsou objekty ukla´da´ny do relacˇnı´ databa´ze, popisujemozˇne´ vztahymezi teˇmito
objekty a zpu˚soby realizace teˇchto vztahu˚ v relacˇnı´ databa´zi. V za´veˇru seznamuje cˇtena´rˇe
s mozˇnostmi definice mapova´nı´ objektu˚ do tabulek v relacˇnı´ databa´zi [23, 18].
4.1 Entita
Pod pojmem entita se v objektoveˇ-relacˇnı´m mapova´nı´ rozumı´ urcˇity´ objekt, ktery´ je po-
trˇeba perzistentneˇ ulozˇit do relacˇnı´ databa´ze. Toto ulozˇenı´ mu˚zˇe by´t realizova´no neˇkolika
zpu˚soby. Nejvhodneˇjsˇı´ zpu˚sob se urcˇı´ podle typu entity. V prˇı´padeˇ jednoduche´ entity
je mozˇne´ jı´ ulozˇit, jako jeden za´znam v jedne´ tabulce. U slozˇiteˇjsˇı´ entity mu˚zˇe jejı´ ulo-
zˇenı´ prˇedstavovat i neˇkolik za´znamu˚ ve vı´ce databa´zovy´ch tabulka´ch. Entitu v objektoveˇ
orientovany´ch programovacı´ch jazycı´ch, veˇtsˇinou reprezentuje instance konkre´tnı´ trˇı´dy.
Na´zorny´m prˇı´kladem jednoduche´ entity je entita Uzivatel, ktera´ prˇedstavuje uzˇiva-
tele IS. Vy´pis ko´du 1 ukazuje trˇı´du, jejı´zˇ instance reprezentuje tuto entitu v objektoveˇ
orientovane´m programovacı´m jazyce Java.
public class Uzivatel
{
private int id ;
private String jmeno;
private String prijmeni ;
private String email;
public String getEmail()
{
return email;
}
public void setEmail(String email)
{
this .email = email;
}
. . . . . .
. . . . . .
}
Vy´pis 1: Java – implementace jednoduche´ entity
Ve vy´pisu 2 je zobrazen SQL skript, ktery´ vytvorˇı´ tabulku Uzivatel v relacˇnı´ databa´zi.
Jedina´ tabulka bude pouzˇita pro ulozˇenı´ entity.
CREATE TABLE Uzivatel
(
id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL
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) ;
Vy´pis 2: SQL skript – jednoducha´ entita – 1 tabulka
Entita ale take´ mu˚zˇe by´t ulozˇena do dvou databa´zovy´ch tabulek. Ve vy´pise 3 je
zobrazen SQL skript, ktery´ tyto tabulky vytvorˇı´.
CREATE TABLE Uzivatel
(
id INT NOT NULL PRIMARY KEY,,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL
) ;
CREATE TABLE Uzivatel kontakt
(
id INT NOT NULL PRIMARY KEY,
email VARCHAR(50) NOT NULL
) ;
Vy´pis 3: SQL skript – jednoducha´ entita – 2 tabulky
Pu˚vodnı´ entita je pak zı´ska´na spojenı´m za´znamu˚ z obou tabulek pomocı´ stejne´ho
prima´rnı´ho klı´cˇe id.
4.2 Deˇdicˇnost
Deˇdicˇnost je jednı´m z nejdu˚lezˇiteˇjsˇı´ch principu˚ objektoveˇ orientovane´ho programova´nı´.
Pomocı´ deˇdicˇnosti mohou trˇı´dy zı´ska´vat atributy a metody od jiny´ch trˇı´d. Rˇı´ka´ se, zˇe
potomek zdeˇdı´ vlastnosti rodicˇovske´ trˇı´dy. Tyto atributy a metody si mu˚zˇe v prˇı´padeˇ
potrˇeby take´ vhodneˇ upravit. Dı´ky tomu nenı´ nutne´ programovat stejny´ ko´d ve vı´ce
trˇı´da´ch. Proto je vytva´rˇeny´ zdrojovy´ ko´d prˇehledneˇjsˇı´ a le´pe modifikovatelny´. Java pod-
poruje pouze jednoduchou deˇdicˇnost. Znamena´ to, zˇe trˇı´da mu˚zˇe zı´skat vlastnosti pouze
jedne´ rodicˇovske´ trˇı´dy. Relacˇnı´ databa´ze bohuzˇel nemajı´ implementovanou podporu deˇ-
dicˇnosti. Proto je nutne´ tuto vlastnost implementovat pomocı´ databa´zovy´ch tabulek a
vazeb mezi nimi.
Na´zorny´m prˇı´padem deˇdicˇnosti je tento jednoduchy´ demonstracˇnı´ model. V infor-
macˇnı´m syste´mu se vyskytuje neˇkolik typu˚ uzˇivatelsky´ch rolı´. Beˇzˇny´ uzˇivatelmu˚zˇe pouze
cˇı´st publikovane´ informace. Zapisovatel mu˚zˇe vkla´dat informace do urcˇene´ rubriky. Ad-
ministra´tor spravuje uzˇivatelske´ u´cˇty na prˇirˇazene´m serveru. Tyto role majı´ veˇtsˇinu vlast-
nostı´ stejny´ch. Proto je vhodne´ pouzˇı´t vy´hod deˇdicˇnosti. Trˇı´daUzivatel obsahuje vsˇechny
spolecˇne´ vlastnosti. Trˇı´dy Administrator a Zapisovatel pak obsahujı´ pouze specificke´
vlastnosti jednotlivy´ch rolı´. Na obra´zku 1 je tato situace zna´zorneˇna pomocı´ diagramu
trˇı´d.
Existuje neˇkolik zpu˚sobu˚, ktery´mi je mozˇne´ implementovat deˇdicˇnost do relacˇnı´ da-
taba´ze.
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Obra´zek 1: Diagram trˇı´d – deˇdicˇnost
Obra´zek 2: ER diagram – horizonta´lnı´ mapova´nı´ deˇdicˇnosti
4.2.1 Horizonta´lnı´ mapova´nı´
Prˇi tomto mapova´nı´ existuje samostatna´ tabulka pro kazˇdou jednotlivou trˇı´du. V kazˇde´
tabulce jsou ulozˇeny vsˇechny atributy dane´ trˇı´dy a to i zdeˇdeˇne´ atributy. Na obra´zku 2 je
konceptua´lnı´ model zna´zornˇujı´cı´ rozlozˇenı´ atributu˚ trˇı´dy do databa´zovy´ch tabulek.
Kazˇda´ tabulka ma´ samostatny´ prima´rnı´ klı´cˇ id. Tento prima´rnı´ klı´cˇ slouzˇı´ k jed-
noznacˇne´ identifikaci kazˇde´ho za´znamu v tabulce. Tabulka Uzivatel obsahuje vsˇechny
atributy nadtrˇı´dy Uzivatel. Tabulka Administrator obsahuje atribut server z podtrˇı´dy
Administrator a take´ vsˇechny atributy nadtrˇı´dy Uzivatel. Tabulka Zapisovatel obsahuje
atribut rubrika z podtrˇı´dy Zapisovatel a take´ vsˇechny atributy nadtrˇı´dy Uzivatel.
Vy´hody:
• jednoduche´ a rychle´ dotazy na entity konkre´tnı´ho typu
Nevy´hody:
• slozˇite´ dotazy nad obecny´mi entitami (nadtrˇı´da a podtrˇı´dy)
• problematicke´ vazby na obecne´ entity
• neexistuje jedinecˇny´ prima´rnı´ klı´cˇ nad obecny´mi entitami
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Obra´zek 3: ER diagram – vertika´lnı´ mapova´nı´ deˇdicˇnosti
• prˇi zmeˇneˇ atributu˚ nadtrˇı´dy musı´me upravit vsˇechny tabulky
• velky´ pocˇet tabulek
4.2.2 Vertika´lnı´ mapova´nı´
Take´ prˇi tomto mapova´nı´ existuje samostatna´ tabulka pro kazˇdou jednotlivou trˇı´du. V
kazˇde´ tabulce jsou vsˇak ulozˇeny pouze atributy dane´ trˇı´dy. Toto mapova´nı´ je velmi
podobne´ diagramu trˇı´d a implementaci ve zdrojove´m ko´du Java. Na obra´zku 3 je kon-
ceptua´lnı´ model zna´zornˇujı´cı´ rozlozˇenı´ atributu˚ trˇı´d do databa´zovy´ch tabulek.
TabulkaUzivatelma´ jedinecˇny´ prima´rnı´ klı´cˇ id.U tabulekAdministrator aZapisovatel
je prima´rnı´ klı´cˇ za´rovenˇ i cizı´m klı´cˇem odkazujı´cı´m na tabulku Uzivatel. V prˇı´padeˇ ukla´-
da´nı´ entity trˇı´dy Uzivatel se vytvorˇı´ pouze jediny´ za´znam v tabulce Uzivatel. Pokud, ale
ukla´da´me entitu neˇktere´ podtrˇı´dy, tak se vytvorˇı´ za´znam, jak v tabulce Uzivatel, tak i v
tabulce dane´ podtrˇı´dy. Oba za´znamy budou mı´t stejny´ prima´rnı´ klı´cˇ id.
Vy´hody:
• flexibilita
• prˇi zmeˇneˇ atributu˚ nadtrˇı´dy upravujeme pouze jednu tabulku
Nevy´hody:
• slozˇite´ dotazy nad entitami podtrˇı´d
• pomalejsˇı´ nacˇı´ta´nı´ entit podtrˇı´d
• velky´ pocˇet tabulek
• prˇi zmeˇneˇ atributu˚ nadtrˇı´dy musı´me upravit vsˇechny tabulky
4.2.3 Mapova´nı´ pomocı´ unie
Prˇi tomto mapova´nı´ existuje jedina´ tabulka pro vsˇechny trˇı´dy. V te´to tabulce jsou ulozˇeny
jak vsˇechny atributy dane´ nadtrˇı´dy, tak i vsˇechny atributy podtrˇı´d. Na obra´zku 4 je
konceptua´lnı´ model zna´zornˇujı´cı´ rozlozˇenı´ atributu˚ trˇı´d do databa´zove´ tabulky.
TabulkaUzivatelma´ jedinecˇny´ prima´rnı´ klı´cˇ id. TabulkyAdministrator aZapisovatel
se prˇi tomto mapova´nı´ nepouzˇı´vajı´. Vznika´ ale proble´m, jak jednodusˇe zjistit, ktery´ typ
entity jednotlive´ za´znamy reprezentujı´. Proto se veˇtsˇinou prˇida´va´ do tabulky atribut,
ktery´ jednoznacˇneˇ urcˇuje typ entity.
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Obra´zek 4: ER diagram – mapova´nı´ deˇdicˇnosti pomocı´ unie
Vy´hody:
• jedina´ tabulka
Nevy´hody:
• atribut v tabulce urcˇujı´cı´ typ entity
• prˇi veˇtsˇı´m pocˇtu podtrˇı´d vysoke´ prostorove´ na´roky
• proble´m s integritnı´mi omezenı´mi u atributu˚ podtrˇı´d
4.3 Vztahy mezi entitami
Jednou z nejdu˚lezˇiteˇjsˇı´ch veˇcı´, kterou je nutne´ v objektoveˇ relacˇnı´m mapova´nı´ imple-
mentovat, jsou vztahymezi jednotlivy´mi entitami. V objektoveˇ orientovany´ch programo-
vacı´ch jazycı´ch se vztahy implementujı´ tak, zˇe trˇı´da obsahuje atribut s referencı´ na jinou
trˇı´du. Vy´pis ko´du 4 prˇedstavuje uka´zkovy´ prˇı´klad, implementace vztahu˚mezi instancemi
trˇı´d v Javeˇ.
public class Uzivatel
{
private int uzivatel id ;
private String jmeno;
private String prijmeni ;
private String email;
private Ucet ucet;
.....
.....
}
public class Ucet
{
private int ucet id ;
private int cislo ;
private int kod;
.....
.....
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}
Vy´pis 4: Java – vztahy mezi entitami
Ve vy´pisu 5 je zobrazena implementace teˇchto vztahu˚ v relacˇnı´ databa´zi.
CREATE TABLE Ucet
(
ucet id INT NOT NULL PRIMARY KEY auto increment,
cislo INT NOT NULL,
kod INT NOT NULL
) ;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
ucet INT NOT NULL,
FOREIGN KEY (ucet) REFERENCES Ucet (ucet id)
) ;
Vy´pis 5: SQL skript – vztahy mezi entitami
Odkaz na tabulku Ucet se vytvorˇı´ tak, zˇe se ulozˇı´ jejı´ prima´rnı´ klı´cˇ ucetid jako cizı´
klı´cˇ ucet v tabulce Uzivatel. Tabulka Ucet musı´ by´t definova´na prˇed tabulkou Uzivatel,
jinak dojde k chybeˇ prˇi zpracova´nı´ SQL skriptu SRˇBD. Prvnı´ se vytva´rˇı´ tabulky, na ktere´
budeme odkazovat. U neˇktery´ch SRˇBD je sice opacˇne´ porˇadı´ mozˇne´, ale tento postup
nelze obecneˇ doporucˇit.
4.3.1 Vztah typu 1:1
Tento typ vztahu popisuje velice primitivnı´ vztah mezi dveˇma entitami. Entita mu˚zˇe
by´t odkazova´na pouze jedinou entitou. Uka´zkovy´ prˇı´klad se mu˚zˇe upravit na tento typ
na´sobnosti vztahu dveˇma zpu˚soby.
4.3.1.1 Mapova´nı´ pomocı´ prima´rnı´ho klı´cˇe Entity s touto vazbou majı´ stejnou hod-
notu prima´rnı´ho klı´cˇe. Prima´rnı´ klı´cˇ druhe´ tabulky je take´ cizı´m klı´cˇem odkazujı´cı´m na
prvnı´ tabulku. Ve vy´pisu 6 je zobrazena implementace tohoto vztahu v relacˇnı´ databa´zi.
CREATE TABLE Ucet
(
id INT NOT NULL PRIMARY KEY,
cislo INT NOT NULL,
kod INT NOT NULL
) ;
CREATE TABLE Uzivatel
(
id INT NOT NULL PRIMARY KEY,
jmeno VARCHAR(20) NOT NULL,
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prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
ucet INT NOT NULL,
FOREIGN KEY (id) REFERENCES Ucet (id)
) ;
Vy´pis 6: SQL skript – vztah typu 1:1 pomocı´ primı´rnı´ho klı´cˇe
4.3.1.2 Mapova´nı´ pomocı´ cizı´ho klı´cˇe Entity s touto vazbou nemajı´ stejnou hodnotu
prima´rnı´ho klı´cˇe. Druha´ tabulka obsahuje cizı´ klı´cˇ, odkazujı´cı´ na prvnı´ tabulku. Aby se
jednalo o vztah typu 1:1, je nutne´, aby tento cizı´ klı´cˇ byl unika´tnı´. Ve vy´pisu 7 je zobrazena
implementace tohoto vztahu v relacˇnı´ databa´zi.
CREATE TABLE Ucet
(
ucet id INT NOT NULL PRIMARY KEY auto increment,
cislo INT NOT NULL,
kod INT NOT NULL
) ;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
ucet INT UNIQUE NOT NULL,
FOREIGN KEY (ucet) REFERENCES Ucet (ucet id)
) ;
Vy´pis 7: SQL skript – vztah typu 1:1 pomocı´ cizı´ho klı´cˇe
4.3.2 Vztah typu 1:N
Tento typ vztahu popisuje jednoduchy´ vztah mezi dveˇma entitami. Kazˇda´ entita mu˚zˇe
odkazovat na jednu nebo vı´ce entit. Take´, ale nemusı´ odkazovat na zˇa´dnou entitu. Ve
vy´pisu 8 je zobrazena implementace tohoto vztahu v Javeˇ.
public class Uzivatel
{
private int uzivatel id ;
private String jmeno;
private String prijmeni ;
private String email;
private List<Ucet> ucet = new ArrayList<Ucet>();
.....
.....
}
public class Ucet
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{
private int ucet id ;
private int cislo ;
private int kod;
.....
.....
}
Vy´pis 8: Java – implementace vztahu typu 1:N
Ve vy´pisu 9 je zobrazena jedna z mozˇny´ch implementacı´ tohoto vztahu v relacˇnı´
databa´zi.
CREATE TABLE Ucet
(
ucet id INT NOT NULL PRIMARY KEY auto increment,
cislo INT NOT NULL,
kod INT NOT NULL
) ;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
ucet INT NULL,
FOREIGN KEY (ucet) REFERENCES Ucet (ucet id)
) ;
Vy´pis 9: SQL skript – vztah typu 1:N
4.3.3 Vztah typu N:1
Tento typ vztahu popisuje jednoduchy´ vztah mezi dveˇma entitami. Neˇkolik entit mu˚zˇe
odkazovat na jednu entitu. Take´, ale na nı´ nemusı´ odkazovat zˇa´dna´ entita. Ve vy´pisu 10
je zobrazena implementace tohoto vztahu v Javeˇ.
public class Uzivatel
{
private int uzivatel id ;
private String jmeno;
private String prijmeni ;
private String email;
private Ucet ucet;
.....
.....
}
public class Ucet
{
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private int ucet id ;
private int cislo ;
private int kod;
.....
.....
}
Vy´pis 10: Java – implementace vztahu typu N:1
Ve vy´pisu 11 je zobrazena jedna z mozˇny´ch implementacı´ tohoto vztahu v relacˇnı´
databa´zi.
CREATE TABLE Ucet
(
ucet id INT NOT NULL PRIMARY KEY auto increment,
cislo INT NOT NULL,
kod INT NOT NULL
) ;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
ucet INT NOT NULL,
FOREIGN KEY (ucet) REFERENCES Ucet (ucet id)
) ;
Vy´pis 11: SQL skript – vztah typu N:1
4.3.4 Vztah typu M:N
Tento typ vztahu popisuje slozˇiteˇjsˇı´ vztah mezi dveˇma entitami. Kazˇda´ entita mu˚zˇe od-
kazovat na jednu nebo vı´ce entit. Take´ ale nemusı´ odkazovat na zˇa´dnou entitu. A za´rovenˇ
neˇkolik entit, mu˚zˇe odkazovat na jednu entitu. Take´, ale na nı´ nemusı´ odkazovat zˇa´dna´
entita. Typicky´m prˇı´kladem mu˚zˇe by´t cˇlenstvı´ uzˇivatelu˚ v diskusnı´ch fo´rech. Jeden uzˇi-
vatel mu˚zˇe by´t cˇlenem neˇkolika diskusnı´ch fo´r. Take´, ale nemusı´ by´t cˇlenem zˇa´dne´ho
diskusnı´ho fo´ra. Stejneˇ tak diskusnı´ fo´rum mu˚zˇe mı´t neˇkolik cˇlenu˚, ale take´ nemusı´ mı´t
zˇa´dne´ho uzˇivatele. V na´sledujı´cı´m vy´pisu 12 je zobrazena implementace tohoto vztahu v
Javeˇ.
public class Uzivatel
{
private int uzivatel id ;
private String jmeno;
private String prijmeni ;
private String email;
private List<Forum> fora = new ArrayList<Forum>();
.....
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.....
}
public class Forum
{
private int forum id;
private String nazev;
private List<Uzivatel> uzivatele = new ArrayList<Uzivatel>();
.....
.....
}
Vy´pis 12: Java – implementace vztahu typu M:N
Ve vy´pisu 13 je zobrazena implementace tohoto vztahu v relacˇnı´ databa´zi. Je prˇi nı´
vyuzˇito vazebnı´ tabulky UzivateleV eForu, ve ktere´ jsou ulozˇeny vztahy mezi entitami.
CREATE TABLE Forum
(
forum id INT NOT NULL PRIMARY KEY auto increment,
nazev VARCHAR(50) NOT NULL
) ;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL,
) ;
CREATE TABLE UzivateleVeForu
(
uzivatel INT NOT NULL,
forum INT NOT NULL,
FOREIGN KEY (uzivatel) REFERENCES Uzivatel (uzivatel id)
FOREIGN KEY (forum) REFERENCES Forum (forum id)
) ;
Vy´pis 13: SQL skript – vztah typu M:N
4.4 Definice mapova´nı´
Sezna´mili jsme se s mozˇnostmi mapova´nı´ objektu˚ na tabulky v relacˇnı´ databa´zi. Toto
mapova´nı´, se ale musı´ neˇjaky´m zpu˚sobem definovat. Veˇtsˇina ORM frameworku˚ nabı´zı´
neˇkolik mozˇnostı´ pro definova´nı´ tohoto mapova´nı´. Zde jsou uvedene´ zpu˚soby ktere´
pouzˇı´va´ ORM framework Hibernate [17, 18].
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4.4.1 Externı´ mapovacı´ soubory
Definice ORM je ulozˇena v externı´m souboru. Obvykle se pouzˇı´va´ XML soubor. Pomocı´
tohoto souboru jsou vygenerova´ny perzistentnı´ trˇı´dy a je vytvorˇeno odpovı´dajı´cı´ data-
ba´zove´ sche´ma. Externı´ soubor popisuje, do ktere´ho sloupce, a jake´ databa´zove´ tabulky
budou jednotlive´ atributy trˇı´dy ulozˇeny. Na vy´pisu 14 je uka´zka mapovacı´ho XML sou-
boru.
<?xml version=”1.0” encoding=”UTF−8”?>
<!DOCTYPE hibernate−mapping PUBLIC ”−//Hibernate/Hibernate Mapping DTD 3.0//EN” ”http://
hibernate.sourceforge.net/hibernate−mapping−3.0.dtd”>
<!−− Generated 14.4.2010 8:21:54 by Hibernate Tools 3.2.1.GA −−>
<hibernate−mapping>
<class catalog=”easyorm” name=”hibernate.Banka” table=”banka”>
<id name=”bankaId” type=”java.lang.Integer”>
<column name=”banka id”/>
<generator class=”identity” />
</id>
<property name=”nazev” type=”string”>
<column length=”50” name=”nazev” not−null=”true”/>
</property>
<property name=”kod” type=”string”>
<column length=”4” name=”kod” not−null=”true”/>
</property>
<set inverse=”true” name=”ucets”>
<key>
<column name=”banka” not−null=”true”/>
</key>
<one−to−many class=”hibernate.Ucet”/>
</set>
</class>
</hibernate−mapping>
Vy´pis 14: XML – definice mapova´nı´ pomocı´ externı´ho souboru
4.4.2 Anotace
Anotace jsou doplnˇkove´ metadata, ktere´ rozsˇirˇujı´ mozˇnosti definice trˇı´d. Pomocı´ teˇchto
metadat mu˚zˇeme jednodusˇe definovat ORM prˇı´mo uvnitrˇ zdrojove´ho ko´du perzistentnı´
trˇı´dy. Dı´ky tomu jizˇ nepotrˇebujeme externı´ mapovacı´ soubor. Ve vy´pisu 15 je uveden
prˇı´klad pouzˇitı´ anotacı´.
@Entity
@Table(name = ”banka”)
@NamedQueries(
{
@NamedQuery(name = ”Banka.findAll”, query = ”SELECT b FROM Banka b”)
})
public class Banka implements Serializable
{
private static final long serialVersionUID = 1L;
@Id
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@GeneratedValue(strategy = GenerationType.IDENTITY)
@Basic(optional = false)
@Column(name = ”banka id”, nullable = false)
private Integer bankaId;
@Basic(optional = false)
@Column(name = ”nazev”, nullable = false, length = 50)
private String nazev;
@Basic(optional = false)
@Column(name = ”kod”, nullable = false, length = 4)
private String kod;
@OneToMany(cascade = CascadeType.ALL, mappedBy = ”banka”)
private List<Ucet> ucetList;5.2.3 Definice pomocı´ SQL skriptu
.....
.....
}
Vy´pis 15: Java – definice mapova´nı´ pomocı´ anotacı´
4.4.3 Definice pomocı´ DDL
V tomto prˇı´padeˇ je ORM generova´no na za´kladeˇ existujı´cı´ho databa´zove´ho sche´matu.
Databa´zove´ sche´ma je definova´no pomocı´ DDL prˇı´kazu jazyka SQL. Na za´kladeˇ tohoto
sche´matu jsou vygenerova´ny jednotlive´ perzistentnı´ trˇı´dy. Ve vy´pisu 16 je uveden prˇı´klad
databa´zove´ho sche´matu.
CREATE TABLE Banka
(
banka id INT NOT NULL PRIMARY KEY auto increment,
nazev VARCHAR(50) NOT NULL,
kod VARCHAR(4) NOT NULL
) ;
Vy´pis 16: SQL skript – definice mapova´nı´ pomocı´ DDL
Na vy´pisu 17 je perzistentnı´ trˇı´da vygenerova´na podle tohoto sche´matu.
public class Uzivatel
{
private int uzivatel id ;
private String jmeno;
private String prijmeni ;
private String email;
private List<Forum> fora = new ArrayList<Forum>();
.....
.....
}
public class Forum
{
private int forum id;
private String nazev;
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private List<Uzivatel> uzivatele = new ArrayList<Uzivatel>();
.....
.....
}
Vy´pis 17: Java – definice mapova´nı´ pomocı´ DDL
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5 ORM na´stroje a frameworky
Tato kapitola se veˇnuje ORM na´stroju˚m a frameworku˚m vyuzˇı´vany´m prˇi tvorbeˇ infor-
macˇnı´ch syste´mu˚. Popisuje du˚vody jejich vzniku a zaby´va´ se jejich efektivitou. Prezentuje
take´ dva vybrane´ frameworky. Jedna´ se o ORM frameworky Hibernate a EclipseLink.
Obsahuje zhodnocenı´ pouzˇitı´ ORM frameworku˚ a upozornˇuje na mozˇna´ u´skalı´ prˇi jejich
implementaci.
5.1 Teorie
V soucˇasne´ dobeˇ se prˇi vy´voji veˇtsˇiny informacˇnı´ch syste´mu˚, vyuzˇı´va´ neˇktery´ z objektoveˇ
orientovany´ch programovacı´ch jazyku˚. Tyto informacˇnı´ syste´my, pak nejcˇasteˇji pouzˇı´vajı´
pro ukla´da´nı´ informacı´ neˇktery´ z relacˇnı´ch SRˇBD. Mezi objektovy´m a relacˇnı´m modelem
jsou vsˇak velke´ rozdı´ly. Proto se prˇi vytva´rˇenı´ teˇchto IS veˇnuje velke´ mnozˇstvı´ cˇasu na
zajisˇteˇnı´ ORM. Aby se nemuselo psa´t rucˇneˇ, vznikly ru˚zne´ ORM na´stroje a frameworky,
ktere´ automaticky zajisˇt’ujı´ potrˇebne´ ORM. Jejich hlavnı´ u´lohou je oddeˇlenı´ aplikacˇnı´ lo-
giky od datove´ vrstvy informacˇnı´ho syste´mu. Prˇi pouzˇitı´ neˇktere´ho z ORM na´stroju˚ nebo
frameworku˚, tedy jizˇ nemusı´ programa´tor psa´t zdrojovy´ ko´d zajisˇt’ujı´cı´ objektoveˇ-relacˇnı´
mapova´nı´. Cozˇ podstatneˇ snı´zˇı´ dobu potrˇebnou pro vytvorˇenı´ informacˇnı´ho syste´mu.
Programa´tor ale ztra´cı´ plnou kontrolu nad generovany´mi SQL prˇı´kazy.
Vy´hody vlastnı´ho ORM:
• plna´ kontrola nad generovany´mi SQL prˇı´kazy
• vlastnı´ optimalizace pro konkre´tnı´ SRˇBD
Nevy´hody vlastnı´ho ORM:
• doba stra´vena´ implementacı´ ORM
• veˇtsˇinou se neimplementujı´ vsˇechny funkcionality
• problematicka´ zmeˇna pouzˇı´vane´ho SRˇBD
Vy´hody pouzˇitı´ ORM na´stroju˚ a frameworku˚:
• rychlejsˇı´ tvorba aplikacı´
• jednoducha´ zmeˇna pouzˇı´vane´ho SRˇBD
Nevy´hody pouzˇitı´ ORM na´stroju˚ a frameworku˚:
• pouze cˇa´stecˇna´ kontrola nad generovany´mi SQL prˇı´kazy
• nizˇsˇı´ vy´kon
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5.2 Efektivita mapova´nı´
Slabou stra´nkou ORM na´stroju˚ a frameworku˚ je cˇa´stecˇne´ snı´zˇenı´ vy´konu aplikace prˇi
jejich pouzˇitı´. Sami o sobeˇ zabı´rajı´ urcˇitou cˇa´st procesorove´ho cˇasu. Proto je zˇa´doucı´, aby
byli co nejefektivneˇjsˇı´. Zde jsou uvedeny nejdu˚lezˇiteˇjsˇı´ vlastnosti, ktere´ ovlivnˇujı´ jejich
efektivitu.
5.2.1 Lı´ne´ nacˇı´ta´nı´
Nacˇı´tane´ objekty se mohou skla´dat z mnoha atributu˚ ru˚zny´ch velikostı´. Take´ mohou
odkazovat na dalsˇı´ objekty, ktere´ mohou take´ odkazovat na dalsˇı´ objekty atd. Prˇi nacˇtenı´
takove´ho objektu pak docha´zı´ k nacˇtenı´ vsˇech jeho atributu˚ a odkazovany´ch objektu˚.
Neˇkdy ale potrˇebujemenacˇı´st jenomneˇktere´ atributy objektu a je zbytecˇne´ nacˇı´tat vsˇechny
atributy. Take´ ne vzˇdy je nutne´, nacˇı´tat vsˇechny odkazovane´ objekty. Proto je vy´hodne´,
kdyzˇ ORM na´stroj nebo framework podporuje tyto mozˇnosti [22, 23]:
• nacˇtenı´ jednoho atributu
• nacˇı´ta´nı´ jen neˇktery´ch atributu˚
• nacˇı´ta´nı´ objektu˚ jen do urcˇite´ hloubky hierarchie
5.2.2 Ukla´da´nı´ jen zmeˇneˇny´ch atributu˚
Jizˇ jsme videˇli, zˇe objekty mohou by´t velice rozsa´hle´ a mı´t slozˇitou hierarchii. V prˇı´padeˇ
zˇe je modifikova´n takovy´ objekt, mu˚zˇe trvat dlouho, nezˇ se vsˇechny jeho atributy a
odkazovane´ objektyulozˇı´ dodataba´ze. Proto je vhodne´, abyORMna´stroj nebo framework
umeˇl ukla´dat pouze zmeˇneˇne´ atributy a objekty.
5.2.3 Explicitnı´ zamyka´nı´
V prˇı´padeˇ zˇe nacˇı´tany´ objekt bude modifikova´n, je vhodne´ ho nacˇı´st pomocı´ SQL dotazu
SELECT FOR UPDATE. Tı´m se docı´lı´ toho, zˇe nemu˚zˇe dojı´t k soubeˇhu v prˇı´padeˇ vı´ceuzˇi-
vatelske´ho prˇı´stupu k databa´zi. Toho je mozˇne´ docı´lit take´ vhodny´m nastavenı´m izolace
transakcı´.
5.2.4 Transakce
Transakce je skupina prˇı´kazu˚, ktere´ prˇeva´dı´ databa´zi z jednoho konzistentnı´ho stavu
do druhe´ho. Prˇi soucˇasne´m zpracova´va´nı´ transakcı´ mu˚zˇe dojı´t ke ztra´teˇ konzistence a
to, i kdyzˇ kazˇda´ z teˇchto transakcı´ konzistenci zachova´va´. V prˇı´padeˇ vı´ceuzˇivatelske´ho
prˇı´stupu k databa´zi proto mu˚zˇe docha´zet k teˇmto fenome´nu˚m:
• DIRTY READ – transakce cˇte data, ktere´ jesˇteˇ jina´ transakce nepotvrdila
• NONREPEATABLE READ – transakce znovu nacˇte data a zobrazı´ jine´ vy´sledky
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• PHANTOMREAD – transakce znovu vykona´ dotaz vracejı´cı´ za´znamy odpovı´dajı´cı´
urcˇite´ podmı´nce a najde nove´ za´znamy
VANSI SQL jsou popsa´ny tyto fenome´ny a definova´ny u´rovneˇ izolace transakcı´, ktere´
tyto fenome´ny odstranˇujı´. U´rovneˇ izolace transakcı´ jsou tyto:
• READ UNCOMMITTED – mu˚zˇe nastat DIRTY READ, NONREPEATABLE READ,
PHANTOM READ
• READCOMMITTED –mu˚zˇe nastat NONREPEATABLE READ, PHANTOMREAD
• REPEATABLE READ – mu˚zˇe nastat PHANTOM READ
• SERIALIZABLE - nemu˚zˇe nastat zˇa´dny´ z fenome´nu˚
Nejbezpecˇneˇjsˇı´ je u´rovenˇ SERIALIZABLE, prˇi ktere´ se transakce prova´deˇjı´ za sebou
a ne soubeˇzˇneˇ. Prˇi jejı´m pouzˇitı´, ale mu˚zˇe dojı´t ke snı´zˇenı´ vy´konu SRˇBD. Take´ je nutne´
pocˇı´tat s mozˇnosti opakova´nı´ transakce v prˇı´padeˇ zamı´tnutı´ prˇı´stupu. ORM na´stroj nebo
framework by meˇl umeˇt pracovat s ru˚zny´mi u´rovneˇmi izolace transakcı´.
5.2.5 Specificke´ vlastnosti SRˇBD
Kazˇdy´ SRˇBD ma´ sve´ specificke´ vlastnosti a metody, ktere´ umozˇnˇujı´ dosa´hnou nejlepsˇı´ho
vy´konu tohoto databa´zove´ho syste´mu. Typicky´m prˇı´kladem jsou hromadne´ operace nad
velky´m mnozˇstvı´m za´znamu˚. Pokud bude framework vyladeˇn na prova´deˇnı´ hromad-
ny´ch operacı´ pro konkre´tnı´ SRˇBD, bude tyto operace prova´deˇt mnohem rychleji. Je tedy
mozˇne´ dosa´hnou vysˇsˇı´ho vy´konu ORM frameworku tı´m, zˇe do neˇj zabudujeme podporu
specificky´ch vlastnostı´ a metod pro ru˚zne´ druhy SRˇBD.
5.3 Hibernate
V soucˇasne´ dobeˇ je to asi jeden z nejoblı´beneˇjsˇı´ch frameworku˚ pro objektoveˇ-relacˇnı´ ma-
pova´nı´. Jedna´ se open source software poskytovany´ pod licencı´ LGPL [17, 18]. K tomuto
frameworku je k dispozici velice podrobna´ oficia´lnı´ dokumentace. Navı´c o neˇm bylo na-
psa´no spoustu kvalitnı´ch publikacı´, podrobneˇ rozebı´rajı´cı´ch vsˇechnymozˇne´ aspekty jeho
pouzˇitı´.
5.3.1 Architektura
FrameworkHibernate se pouzˇı´va´ v ru˚zny´ch aplikacˇnı´ch architektura´ch. Lze jej pouzˇı´t jak
v klasicke´ Java SE(J2SE) aplikaci, tak i v aplikacı´ch vyuzˇı´vajı´cı´ch Java EE(J2EE) [17, 18].
Na obra´zku 5 je videˇt za´kladnı´ architektura tohoto frameworku.
Hibernate je konfigurova´n pomocı´ souboru hibernate.properties a vyuzˇı´va´ XML sou-
bory, ktere´ definujı´ mapova´nı´ trˇı´d na tabulky v relacˇnı´ databa´zi [17]. Vyuzˇı´va´ JDBC pro
komunikaci s touto databa´zı´ [17]. To mu umozˇnˇuje jednodusˇe zmeˇnit pouzˇı´vany´ SRˇBD.
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Obra´zek 5: Framework Hibernate – architektu˚ra [17]
Framework nabı´zı´ neˇkolik variant pouzˇitı´, cozˇ umozˇnˇuje vybrat vhodnou variantu
pro kazˇdy´ specificky´ projekt. Zde jsou prezentova´ny dveˇ extre´mnı´ varianty jeho pouzˇitı´.
Na obra´zku 6 je zobrazena varianta minima´lnı´ho vyuzˇitı´ tohoto frameworku [17].
V tomto prˇı´padeˇ je vyuzˇita jenom ta cˇa´st Hibernate API, ktera´ zajisˇt’uje JDBC prˇipojenı´
k SRˇBD a spra´vu transakcı´. Na obra´zku 7 je zobrazen druhy´ extre´m, maxima´lnı´ vyuzˇitı´
tohoto frameworku [17].
V tomto prˇı´padeˇ framework abstrahuje aplikaci od vrstev JDBC a JTA a sa´m se postara´
o vsˇe potrˇebne´.
Popis objektu˚ [17]:
• SessionFactory – instance trˇı´dy SessionFactory obsahuje konfiguraci ORM a
vytva´rˇı´ instance trˇı´dy Session
• Session – instance trˇı´dy Session zapouzdrˇuje JDBC spojenı´ a prova´dı´ konverzi
mezi objektovou a relacˇnı´ reprezentacı´ dat, vytva´rˇı´ transakce a obsahuje prvnı´
u´rovenˇ cache
• PersistentObjects – instance perzistentnı´ch trˇı´d, ktere´ jsou asociova´ny s aktu-
a´lnı´ Session. Po jejı´m ukoncˇenı´, mohou by´t da´le pouzˇı´va´ny
• TransientObjects – instance perzistentnı´ch trˇı´d, ktere´ nejsou asociova´ny s
aktua´lnı´ Session
• Transaction – instance trˇı´dy Transaction zajisˇt’ujı´ spra´vny´ pru˚beˇh operacı´
s persistentnı´mi objekty, u ktery´ch musı´ by´t zarucˇeno, zˇe bud’ probeˇhnou
vsˇechny anebo neprobeˇhnou vu˚bec
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Obra´zek 6: Frameworku Hibernate – minima´lnı´ vyuzˇitı´ [17]
Obra´zek 7: Frameworku Hibernate – maxima´lnı´ vyuzˇitı´ [17]
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• ConnectionProvider – instance trˇı´dy ConnectionProvider vytva´rˇı´ JDBC spo-
jenı´
• TransactionFactory – tova´rna na instance trˇı´dy Transaction, nenı´ vytva´rˇena,
ale mu˚zˇe by´t implementova´na programa´torem
5.3.2 Vy´vojove´ sce´na´rˇe
Framework Hibernate pouzˇı´va´ tyto vy´vojove´ sce´na´rˇe [17, 18].
Top down
• vycha´zı´ se z existujı´cı´ho objektove´ho modelu
• sche´ma databa´ze je vytvorˇeno pomocı´ mapovacı´ho souboru nebo anotace
• vytva´rˇenı´ databa´zove´ho sche´matu pomocı´ utility hbm2ddl
Bottom up
• vycha´zı´ se z existujı´cı´ho databa´zove´ho sche´matu
• utility na vygenerova´nı´ mapovacı´ho souboru, nebo anotacı´
• pomocı´ utility hbm2java je mozˇne´ vygenerovat kostru zdrojove´ho Java ko´du
Middle out
• vycha´zı´ se z existujı´cı´ho mapovacı´ho souboru ve forma´tu XML
• pomocı´ utility hbm2java je mozˇne´ vygenerovat kostru zdrojove´ho Java ko´du
• vytva´rˇenı´ databa´zove´ho sche´matu pomocı´ utility hbm2ddl
Meet in the middle
• vycha´zı´ se z existujı´cı´ho databa´zove´ho sche´matu a existujı´cı´ch Java trˇı´d
• je nutne´ rucˇneˇ napsat mapovacı´ soubor mezi databa´zovy´m sche´matem a Java
trˇı´dami (pravdeˇpodobneˇ bude take´ nutna´ u´prava databa´zove´ho sche´matu,
nebo Java trˇı´d)
5.4 Eclipse Link
Jedna´ se o open source framework pro ORM vyvinuty´ spolecˇnostı´ Eclipse Foundation
[19]. Tento framework vycha´zı´ z produktu TopLink, ktery´ vyvinula spolecˇnost Oracle
[19, 21]. Doka´zˇe pouzˇı´vat libovolnou databa´zi, ktera´ ma´ svu˚j JDBC ovladacˇ. Da´ se pouzˇı´t
ve vsˇech vy´vojovy´ch prostrˇedı´ch Javy a spolupracuje s ru˚zny´mi aplikacˇnı´mi servery.
Definice datove´ho modelu mu˚zˇe by´t umı´steˇna v externı´m XML souboru, anebo mu˚zˇe
by´t zada´na pomocı´ anotacı´. Na za´kladeˇ te´to definice automaticky vytvorˇı´ databa´zove´
sche´ma. Vyuzˇı´va´ technologii cachova´nı´, ktera´ uchova´va´ data zı´skana´ z databa´ze. Jeho
velkou vy´hodou je podrobna´ dokumentace a snadne´ pouzˇitı´.
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5.4.1 Architektura
Na obra´zku 8 je zobrazen diagram komponent frameworku EclipseLink.
Framework se skla´da´ z deseti komponent. Kazˇda´ z nich plnı´ urcˇitou funkci:
• Core – objektove´ mapova´nı´ a prˇı´stup k datu˚m
• Relational – relacˇnı´ mapova´nı´ a prˇı´stup k databa´zi pomocı´ JDBC
• OR data-type – mapova´nı´ datovy´ch typu˚
• Oracle – rozsˇı´rˇenı´ pro databa´zi Oracle
• EIS – prˇı´stup k EIS a sˇifrova´nı´
• XML – mapova´nı´ a prˇı´stup ke XML souboru˚m
• JAXB – Java API for XML
• JPA – Java Persistence API
• SDO – servisnı´ sluzˇby
• DBWS – webove´ sluzˇby
5.5 Zhodnocenı´
ORM na´stroje a frameworky mohou velice usnadnit vy´voj informacˇnı´ch syste´mu˚. V
neˇktery´ch prˇı´padech ale mohou zpu˚sobovat proble´my s vy´konem. Proto je nutne´, se
s nimi velice dobrˇe sezna´mit. Pak je mozˇne´ veˇtsˇinu teˇchto proble´mu˚ urcˇity´m zpu˚sobem
vyrˇesˇit. At’uzˇ pomocı´ nastavenı´ teˇchto na´stroju˚ a frameworku˚, anebo prˇı´my´m zada´nı´m
SQL dotazu.
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Obra´zek 8: Framework EclipseLink – diagram komponent [20]
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6 Analy´za a na´vrh
V te´to kapitole je popsa´na analy´za a na´vrh ORM frameworku EasyORM. Jsou zde uve-
deny jednotlive´ pozˇadavky na funkcˇnost frameworku a podrobna´ analy´za teˇchto pozˇa-
davku˚. Je zde proveden na´vrh vytva´rˇene´ho frameworku a jsou zobrazeny jeho modely.
6.1 Pozˇadavky na framework
Cı´lem te´to pra´ce byla implementace objektoveˇ-relacˇnı´ho mapova´nı´ pro platformu Java.
Po nastudova´nı´ ru˚zny´ch technik objektoveˇ-relacˇnı´ho mapova´nı´, bylo rozhodnuto o na´-
vrhu a implementaci vlastnı´ho frameworku realizujı´cı´ho toto mapova´nı´. Framework byl
pojmenova´n EasyORM a prˇi jeho implementaci byly pouzˇity nejnoveˇjsˇı´ dostupne´ tech-
nologie.
6.1.1 Analy´za pozˇadavku˚
Framework by meˇl nacˇı´tat DDL SQL skript ze souboru. Na jeho za´kladeˇ vytvorˇit trˇı´dy
reprezentujı´cı´ entitnı´ typy a trˇı´dy pro pra´ci s databa´zovy´mi tabulkami. Meˇl by take´
obsahovat pomocne´ trˇı´dy pro prˇı´stup k SRˇBD, rˇı´zenı´ transakcı´ a validaci instancı´ entitnı´ch
trˇı´d.
6.1.2 Technicke´ pozˇadavky
Technicke´ pozˇadavky na vytva´rˇeny´ framework jsou tyto:
• spolehlivost a stabilita - kvalitnı´ a spolehlive´ technologie
• aktua´lnost - pouzˇitı´ nejnoveˇjsˇı´ch technologiı´
• platformovou neza´vislost
6.1.3 Pozˇadavky na funkcˇnost
Funkcˇnı´ pozˇadavky na vytva´rˇeny´ framework jsou tyto:
• nacˇtenı´ DDL SQL skriptu
• generova´nı´ trˇı´d reprezentujı´cı´ch entitnı´ typy
• generova´nı´ trˇı´d pro pra´ci s databa´zovy´mi tabulkami
• rˇı´zenı´ transakcı´
• poskytova´nı´ poolingu pro prˇipojenı´ k databa´zi
• validace instancı´ entitnı´ch trˇı´d
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6.1.4 Uzˇivatelske´ pozˇadavky
Uzˇivatelske´ pozˇadavky na vytva´rˇeny´ framework jsou tyto:
• jednoduche´ pouzˇitı´
• vysoky´ vy´kon
• kvalitnı´ dokumentace
6.2 Na´vrh rˇesˇenı´
Na za´kladeˇ analy´zy specifikovany´ch pozˇadavku˚ byl vytvorˇen tento na´vrh rˇesˇenı´.
6.2.1 Dekompozice frameworku
Navrhovany´ framework se skla´da´ ze trˇı´ hlavnı´ch cˇa´stı´. Prvnı´ cˇa´st obsahuje trˇı´dy, jejichzˇ
u´kolem je:
• nacˇtenı´ DDL SQL skriptu
• generova´nı´ trˇı´d reprezentujı´cı´ch entitnı´ typy
• generova´nı´ trˇı´d pro pra´ci s databa´zovy´mi tabulkami
Druha´ cˇa´st obsahuje pomocne´ trˇı´dy, jejichzˇ u´kolem je:
• rˇı´zenı´ transakcı´
• poskytova´nı´ poolingu pro prˇipojenı´ k databa´zi
• validace instancı´ entitnı´ch trˇı´d
Trˇetı´ cˇa´st obsahuje vygenerovane´ trˇı´dy.
6.2.2 Moduly frameworku
Kromeˇ rozdeˇlenı´ nahlavnı´ cˇa´stimu˚zˇeme tento framework rozdeˇlit na tyto logicke´moduly.
Generova´nı´ trˇı´d Pouzˇı´va´ se ke generova´nı´ trˇı´d.
Validace Pouzˇı´va´ se k validaci entitnı´ch trˇı´d.
Transakce Pouzˇı´va´ s k rˇı´zenı´ transakcı´.
SQL dotazy Slouzˇı´ k realizaci SQL dotazu˚.
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Nacˇtenı´ konfigurace Pouzˇı´va´ se k nacˇtenı´ konfigurace a prˇeda´va´nı´ konfiguracˇnı´ch
parametru˚.
Prˇipojenı´ k databa´zi Administruje prˇipojenı´ k databa´zi a pooling.
6.2.3 Role v syste´mu
V tomto frameworku se vyskytujı´ trˇi ru˚zne´ role.
Programa´tor Toto je za´kladnı´ role v syste´mu. Ma´ prˇı´stup ke vsˇem jeho modulu˚m.
Entity V te´to roli vystupujı´ vygenerovane´ trˇı´dy reprezentujı´cı´ entitnı´ typy. Ma´ prˇı´stup
pouze k modulu „Validace“.
EntityDB V te´to roli vystupujı´ vygenerovane´ trˇı´dy pro pra´ci s databa´zovy´mi tabulkami.
Ma´ prˇı´stup pouze k modulu „Prˇipojenı´ k databa´zi“.
6.3 Podrobna´ analy´za frameworku
Na za´kladeˇ pozˇadavku˚ byl analyzova´n proble´m a navrzˇeno jeho optima´lnı´ rˇesˇenı´. Proto
byly definova´ny vstupy a vy´stupy syste´mu, da´le byl navrzˇen jeho funkcˇnı´ a datovy´
model. Tyto u´daje pak byly za´kladem pro naprogramova´nı´ frameworku.
6.3.1 Vstupy
Vstupymu˚zˇeme take´ oznacˇovat jako pozˇadavkyna zdroje frameworku. Vstupyumozˇnˇujı´
vkla´dat data do frameworku. V navrhovane´m frameworku budou dva vstupy.
6.3.1.1 Soubor „config.xml“ V tomto souboru je popsa´na konfigurace frameworku.
Jsou v neˇm definova´ny na´sledujı´cı´ parametry:
• JDBC ovladacˇ
• URL k databa´zi
• pocˇet vytva´rˇeny´ch prˇipojenı´ k databa´zi
• u´cˇet k databa´zi
• heslo k databa´zi
• adresa´rˇ pro ukla´da´nı´ generovany´ch trˇı´d
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6.3.1.2 Soubor s DDL SQL skriptem Vstupnı´ soubor s SQL prˇı´kazy pro vytvorˇenı´
tabulek v databa´zi. Na za´kladeˇ tohoto souboru budou vygenerova´ny trˇı´dy reprezentujı´cı´
entitnı´ typy a trˇı´dy pro pra´ci s databa´zovy´mi tabulkami.
6.3.2 Vy´stupy
Definova´nı´m vy´stupu˚ jsou uprˇesneˇny pozˇadavky na cı´love´ chova´nı´ frameworku. Je
uprˇesneˇno, jake´ vy´stupy budou vytva´rˇeny a jake´ vstupnı´ data k tomu budou zapotrˇebı´.
Navrhovany´ framework bude mı´t dva vy´stupy.
6.3.2.1 Trˇı´dy reprezentujı´cı´ entitnı´ typy Tyto trˇı´dy budou generova´ny na za´kladeˇ
DDL prˇı´kazu˚ na vytvorˇenı´ tabulky v databa´zi. Vygenerovane´ trˇı´dy budou obsahovat
toto:
• stejne´ atributy jako tyto tabulky – typ atributu˚ bude urcˇen vhodnou konverzı´, podle
typu atributu databa´zove´ tabulky
• getter a setter metody pro atributy
• konstruktory
• metodu na vytisˇteˇnı´ atributu˚
• metodu pro validaci
• metodu pro ulozˇenı´
• podporu pro lı´ne´ nacˇı´ta´nı´
6.3.2.2 Trˇı´dy pro pra´ci s databa´zovy´mi tabulkami Tyto trˇı´dy budou generova´ny
na za´kladeˇ DDL prˇı´kazu˚ na vytvorˇenı´ tabulky v databa´zi. Vygenerovane´ trˇı´dy budou
obsahovat tyto metody pro pra´ci s trˇı´dami reprezentujı´cı´mi entitnı´ typy:
• metodu pro ulozˇenı´ do databa´ze
• metody pro odstraneˇnı´ z databa´ze
• metody pro update
• metody pro nacˇtenı´ z databa´ze
6.3.3 Funkcˇnı´ specifikace
Funkcˇnı´ specifikace je zobrazena na obra´zku 9 pomocı´ diagramu prˇı´padu uzˇitı´.
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Obra´zek 9: Diagram prˇı´padu˚ uzˇitı´
6.3.4 Logicka´ struktura syste´mu
Naobra´zku 10 je popsana´ logicka´ struktura frameworkupomocı´ jednoduche´ho diagramu
trˇı´d. Podrobny´ diagram trˇı´d obsahujı´cı´ atributy a metody je v prˇı´loze A.
6.3.5 Specifikace implementace
Specifikace implementace je definova´na pomocı´ diagramu komponent a diagramu nasa-
zenı´. Na obra´zku 11 je zobrazen diagram komponent a na obra´zku 12 diagram nasazenı´.
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Obra´zek 10: Diagram trˇı´d
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Obra´zek 11: Diagram komponent
Obra´zek 12: Diagram nasazenı´
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7 Implementace
V te´to kapitole je popsa´na implementace ORM frameworku EasyORM. Probı´ra´ se v nı´
vy´beˇr technologicky´ch prostrˇedku˚ a popisuje zpu˚sob implementace.
7.1 Vy´beˇr technologicky´ch prostrˇedku˚
Vdnesˇnı´ dobeˇ se pro vy´voj informacˇnı´ch syste´mu da´ pouzˇı´t vı´ce objektoveˇ orientovany´ch
programovacı´ch jazyku˚. Mu˚zˇe se pouzˇı´t naprˇı´klad Java, C++, C#, Visual Basic, dokonce
se cˇasto pouzˇı´va´ i PHP. Pro tuto pra´ci ale byla urcˇena platforma Java. V soucˇasne´ dobeˇ
existujı´ dveˇ hlavnı´ vy´vojova´ prostrˇedı´ pro tuto platformu. Jsou to vy´vojova´ prostrˇedı´
Eclipse a Netbeans. Obeˇ splnˇujı´ pozˇadavky na vy´voj tohoto frameworku. Nakonec bylo
vybra´no vy´vojove´ prostrˇedı´ Netbeans. Navrhovane´ rˇesˇenı´ tedy bylo realizova´no pomocı´
programovacı´ho jazyka Java v kombinaci s vy´vojovy´m prostrˇedı´m NetBeans.
7.1.1 Java
Java je objektoveˇ orientovany´ programovacı´ jazyk, vyvinuty´ firmou Sun Microsystems.
Java patrˇı´ mezi nejpouzˇı´vaneˇjsˇı´ programovacı´ch jazyky ve sveˇteˇ. Pro svou vynikajı´cı´ prˇe-
nositelnost je pouzˇı´va´n pro tvorbu aplikacı´ pracujı´cı´ch na ru˚zny´ch operacˇnı´ch syste´mech.
Pouzˇı´va´ se v ru˚zny´ch dı´lcˇı´ch platforma´ch [24].
JavaCard Platforma pro vy´voj aplikacı´ provozovany´ch na cˇipovy´ch karta´ch.
Java ME Platforma pro vy´voj aplikacı´ provozovany´ch na mobilnı´ch zarˇı´zenı´ch.
Java SE Platforma pro vy´voj aplikacı´ provozovany´ch na desktopovy´ch pocˇı´tacˇı´ch.
Java EE Platforma pro vy´voj rozsa´hly´ch distribuovany´ch syste´mu˚.
Souhrn teˇchto platforem se nazy´va´ platforma Java. Od kveˇtna 2007 je vyvı´jena jako
Open Source projekt [24].
7.1.2 Netbeans IDE
Vy´vojove´ prostrˇedı´ NetBeans IDE je na´stroj, pomocı´ ktere´ho programa´torˇi mohou psa´t,
prˇekla´dat, ladit a distribuovat aplikace [25]. Samotne´ vy´vojove´ prostrˇedı´ je vytva´rˇeno
v jazyce Java - ovsˇem podporuje prakticky jaky´koliv programovacı´ jazyk. Existuje rov-
neˇzˇ velke´ mnozˇstvı´ modulu˚, ktere´ toto vy´vojove´ prostrˇedı´ rozsˇirˇujı´. Vy´vojove´ prostrˇedı´
NetBeans je bezplatneˇ sˇı´rˇeny´ produkt a jeho uzˇı´va´nı´ nenı´ nijak omezeno.
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7.1.3 Ko´dova´nı´
Pro spra´vne´ zobrazova´nı´ cˇesky´ch znaku˚ je trˇeba zvolit vhodne´ ko´dova´nı´. Vybral jsem
ko´dova´nı´ UTF-8, ktere´ se dnes pro ko´dova´nı´ textu ve znakove´ sadeˇ Unicode pouzˇı´va´ asi
nejcˇasteˇji. Zvla´sˇtnostı´ UTF-8 je to, zˇe jeden znak mu˚zˇe zako´dovat do promeˇnlive´ho pocˇtu
bytu˚ (jednoho azˇ cˇtyrˇ). Prvnı´ch 128 znaku˚ Unicode je prˇevzato z ASCII. UTF-8 znaky s
ko´demmensˇı´m nezˇ 128 prˇı´mo ko´duje jako jeden byte. Znaky s ko´dy veˇtsˇı´mi nezˇ 128 jsou
reprezentova´ny jako neˇkolik bytu˚.
7.2 Specifikace pouzˇity´ch technologiı´
Pro implementaci frameworku jsem pouzˇil tyto technologie.
PC:
• Intel Core 2 Quad Q6600 2,4GHz
• RAM 3000MB DDR3
• HDD 150GB SATAII, 10k
• MSWindows XP SP3
• NetBeans IDE 6.8
IDE:
• NetBeans IDE 6.8
• Java 6 SE
7.3 Balı´cˇky
Implementovany´ framework se skla´da´ ze trˇı´ balı´cˇku˚. Prvnı´ balı´cˇek se nazy´va´ „creator“,
druhy „utility“ a trˇetı´ „create“.
7.3.1 Balı´cˇek „creator“
Tento balı´cˇek slouzˇı´ k vytva´rˇenı´ trˇı´d reprezentujı´cı´ch entitnı´ typy a trˇı´d pro pra´ci s data-
ba´zovy´mi tabulkami. Soucˇa´sti tohoto balı´cˇku jsou na´sledujı´cı´ trˇı´dy.
Analyza´tor Tato trˇı´da nacˇte konfiguracˇnı´ parametry a otevrˇe soubor s DDL SQL skrip-
tem. Prova´dı´ podrobnou analy´zu tohoto skriptu.Na za´kladeˇ te´to analy´zy vytva´rˇı´ instance
trˇı´dy tabulka.
CreateEntity Na za´kladeˇ instance trˇı´dy tabulka vygeneruje entitnı´ trˇı´du. Trˇı´da je ulo-
zˇena do adresa´rˇe, definovane´ho v konfiguracˇnı´ch parametrech. Vygenerovana´ trˇı´da ob-
sahuje vsˇechny potrˇebne´ metody definovane´ ve vy´stupech.
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CreateEntityDB Na za´kladeˇ instance trˇı´dy tabulka vygeneruje trˇı´du pro pra´ci s touto
databa´zovou tabulkou. Trˇı´da je ulozˇena do adresa´rˇe, definovane´ho v konfiguracˇnı´ch
parametrech. Vygenerovana´ trˇı´da obsahuje vsˇechny potrˇebne´ metody definovane´ ve vy´-
stupech.
CreateFile Tato trˇı´da se pouzˇı´va´ pro vytvorˇenı´ souboru na disku. Soubor je ulozˇen do
adresa´rˇe, definovane´ho v konfiguracˇnı´ch parametrech.
Sloupec Tato trˇı´da se pouzˇı´va´ pro reprezentaci sloupce v databa´zove´ tabulce. Obsahuje
metodu pro vy´pis atributu˚ sloupce.
SloupecIO Tato trˇı´da se pouzˇı´va´ pro reprezentaci integritnı´ho omezenı´ sloupce v data-
ba´zove´ tabulce. Obsahuje vy´cˇtovy´ typ IOSloupce, ktery´ reprezentuje integritnı´ omezenı´
sloupcu˚ podle standardu ANSI SQL.
SloupecTyp Tato trˇı´da se pouzˇı´va´ pro reprezentaci typu sloupce v databa´zove´ tabulce.
Obsahuje vy´cˇtovy´ typ TypSloupce, ktery´ reprezentuje typy sloupcu˚ podle standardu
ANSI SQL. Obsahuje metodu na prˇevod teˇchto typu˚ na datove´ typy v Javeˇ.
Tabulka Tato trˇı´da se pouzˇı´va´ pro reprezentaci databa´zove´ tabulky. Obsahuje metody
pro vy´pis atributu˚ tabulky, nalezenı´ prima´rnı´ho klı´cˇe a zjisˇt’ova´nı´ existence datovy´ch
typu˚.
TabulkaIO Tato trˇı´da se pouzˇı´va´ pro reprezentaci integritnı´ho omezenı´ databa´zove´ ta-
bulky. Obsahuje vy´cˇtovy´ typ IOTabulky, ktery´ reprezentuje integritnı´ omezenı´ tabulky
podle standardu ANSI SQL.
7.3.2 Balı´cˇek „utility“
Tento balı´cˇek slouzˇı´ k poskytova´nı´ podpory pro vygenerovane´ trˇı´dy. Soucˇa´sti tohoto
balı´cˇku jsou na´sledujı´cı´ trˇı´dy.
ConnectionPool Tato trˇı´da vytva´rˇı´ na za´kladeˇ konfiguracˇnı´ch parametru˚ pozˇadovany´
pocˇet prˇipojenı´ k databa´zi. Pro zvy´sˇenı´ vy´konu frameworku poskytuje pooling teˇchto
prˇipojenı´. Je vytva´rˇena´ podle na´vrhove´ho vzoru Singleton.
Entity Abstraktnı´ prˇedek pro vygenerovane´ trˇı´dy reprezentujı´cı´ entitnı´ typy.
EntityDB Abstraktnı´ prˇedek vygenerovany´ch trˇı´d pro pra´ci s databa´zovy´mi tabulkami.
ReaderXML Tato trˇı´da nacˇı´ta´ konfiguracˇnı´ XML soubor a prˇeda´va´ dalsˇı´m trˇı´da´m na-
cˇtene´ konfiguracˇnı´ parametry. Je vytva´rˇena´ podle na´vrhove´ho vzoru Singleton.
47
SqlUtility Tato trˇı´da prova´dı´ zadany´ SQL dotaz a vracı´ zı´skany´ resulta´t.
Transaction Tato trˇı´da poskytuje metody pro pra´ci s transakcemi.
Validace Tato trˇı´da poskytuje metody pro validaci entitnı´ch trˇı´d.
7.3.3 Balı´cˇek „create“
Do tohoto balı´cˇku jsou standardneˇ ukla´da´ny vygenerovane´ trˇı´dy. Toto jde zmeˇnit pomocı´
konfiguracˇnı´ho souboru.
7.3.4 Konfiguracˇnı´ soubor
Konfiguracˇnı´ soubor byl implementova´n pomocı´ XML souboru ”config.xml”. V tomto
souboru jsou definova´ny vsˇechny pozˇadovane´ parametry. Ve vy´pisu 18 je uveden mozˇny´
tvar tohoto souboru.
<?xml version=”1.0” encoding=”UTF−8”?>
<!−−
Document : config.xml
Created on : 31. prosinec 2009, 8:07
Author :
Description:
−−>
<root>
<!−− Konfigurace prˇipojenı´ k databa´zi databa´zi −−>
<databaze>
<!−− JDBC ovladacˇ poskytova´ny´ vy´robcem databa´ze −−>
<ovladac>com.mysql.jdbc.Driver</ovladac>
<!−− URL k databa´zi −−>
<url>jdbc:mysql://localhost:3306/EasyORM</url>
<!−− <url>jdbc:derby://localhost:1527/sample</url> −−>
<!−− Pocˇet vytvorˇeny´ch prˇipojenı´ k databa´zi −−>
<pocet>10</pocet>
<!−− U´cˇet k databa´zi −−>
<login>root</login>
<!−− Heslo k databa´zi −−>
<password>211</password>
<!−− Adresa´rˇ pro ukla´da´nı´ vytva´rˇeny´ch souboru˚ −−>
<adresar>./src/create/</adresar>
</databaze>
</root>
Vy´pis 18: Konfiguracˇnı´ soubor „config.xml“
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8 Porovna´nı´ frameworku˚ ORM
V te´to kapitole jsoudefinova´nymetodyporovna´va´nı´ vybrany´chORMframeworku˚. Je zde
popsa´n zpu˚sob meˇrˇenı´ vy´konu jednotlivy´ch ORM frameworku˚ a jsou zde prezentova´ny
vy´sledky porovna´va´nı´.
8.1 Metody porovna´va´nı´
V te´to podkapitole jsou definova´ny metody porovna´va´nı´ vybrany´ch ORM frameworku˚
s implementovany´m frameworkem. Je definova´n zpu˚sob meˇrˇenı´ vy´konu jednotlivy´ch
ORM frameworku˚. K tomu u´cˇelu bylo vytvorˇeno neˇkolik testovacı´ch dotazu˚, na ktery´ch
byla provedena tato meˇrˇenı´.
8.1.1 Krite´ria porovna´va´nı´
Pro porovna´va´nı´ vy´konu vytvorˇene´ho frameworku s dostupny´mi ORM frameworky,
byl vytvorˇen jednoduchy´ objektovy´ model. Skla´da´ se ze sedmi trˇı´d a modeluje evidenci
prˇevodu˚ financˇnı´ch cˇa´stek v bankovnı´m syste´mu. Prˇi generova´nı´ datove´ vrstvy se, ale
vycha´zelo z existujı´cı´hodataba´zove´ho sche´matu. Proukla´da´nı´ dat bylypouzˇity dva ru˚zne´
SRˇBD. Prvnı´ byl zvolen MySQL 6.0, jako reprezentant open source SRˇBD. Jako druhy´
byl vybra´n MS SQL Server 2008, ktery´ je typicky´m prˇedstavitelem komercˇnı´ch SRˇBD.
Tabulky databa´ze byly naplneˇny na´hodneˇ vygenerovany´mi daty. Nad teˇmito daty byly
pomocı´ testovacı´ch dotazu˚ provedeny standardnı´ databa´zove´ operace Read a Update.
Byla zmeˇrˇena doba vykona´va´nı´ dotazu˚ prˇi vyuzˇitı´ jednotlivy´ch frameworku˚ a pouzˇitı´
vybrany´ch SRˇBD. Vzˇdy byla zmeˇrˇena doba vykona´nı´ jednoho dotazu, aby bylo mozˇne´
eliminovat dobu inicializace frameworku. Pakbyl dotazvykona´ndvacetkra´t a bylaurcˇena
pru˚meˇrna´ doba vykona´nı´ dotazu.
8.1.1.1 Specifikace pouzˇity´ch technologiı´ Pro testova´nı´ vy´konu jednotlivy´ch fra-
meworku˚ byly pouzˇity tyto technologie.
PC:
• Intel Core 2 Quad Q6600 2,4GHz
• RAM 3000MB DDR3
• HDD 150GB SATAII, 10k
• MSWindows XP SP3
• NetBeans IDE 6.8
SRˇBD:
• MySQL 6.0
• MS SQL Server 2008
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Obra´zek 13: Diagram trˇı´d - testovany´ model
ORM frameworky:
• EasyORM
• Hibernate
• EclipseLink
8.1.1.2 Diagram trˇı´d Naobra´zku13 jediagram trˇı´d reprezentuje jednoduchouaplikaci
na evidenci financˇnı´ch prˇevodu˚ mezi jednotlivy´mi uzˇivateli.
8.1.1.3 ER Diagram Na obra´zku 14 je ER diagram reprezentuje konceptua´lnı´ zna´zor-
neˇnı´ dat v relacˇnı´ databa´zi.
8.1.1.4 Vytvorˇenı´ testovacı´ databa´ze Pro vytvorˇenı´ databa´ze byl pouzˇit tento SQL
skript.
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Obra´zek 14: ER diagram - testovacı´ databa´ze
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CREATE TABLE Uzivatel
(
CREATE DATABASE Test;
USE Test;
CREATE TABLE Uzivatel
(
uzivatel id INT NOT NULL PRIMARY KEY auto increment,
jmeno VARCHAR(20) NOT NULL,
prijmeni VARCHAR(20) NOT NULL,
email VARCHAR(50) NOT NULL
) ;
CREATE TABLE Exekuce
(
exekuce id INT NOT NULL PRIMARY KEY auto increment,
uzivatel INT NOT NULL,
stahnout DECIMAL(14,2) NOT NULL,
stahnuto DECIMAL(14,2) NOT NULL
) ;
CREATE TABLE Banka
(
banka id INT NOT NULL PRIMARY KEY auto increment,
nazev VARCHAR(50) NOT NULL,
kod VARCHAR(4) NOT NULL
) ;
CREATE TABLE Zustatek
(
zustatek id INT NOT NULL PRIMARY KEY auto increment,
castka DECIMAL(14,2) NOT NULL,
prekroceno DATE
) ;
CREATE TABLE Debet
(
debet id INT NOT NULL PRIMARY KEY auto increment,
povoleno DECIMAL(14,2) NOT NULL,
cerpano DECIMAL(14,2) NOT NULL,
splatnost INT NOT NULL
) ;
CREATE TABLE Ucet
(
ucet id INT NOT NULL PRIMARY KEY auto increment,
uzivatel INT NOT NULL,
zustatek INT NOT NULL,
debet INT NOT NULL,
banka INT NOT NULL,
cislo VARCHAR(50) NOT NULL,
FOREIGN KEY (uzivatel) REFERENCES Uzivatel (uzivatel id),
FOREIGN KEY (zustatek) REFERENCES Zustatek (zustatek id),
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FOREIGN KEY (debet) REFERENCES Debet (debet id),
FOREIGN KEY (banka) REFERENCES Banka (banka id)
) ;
CREATE TABLE Prevod
(
prevod id INT NOT NULL PRIMARY KEY auto increment,
zdrojovy ucet INT NOT NULL,
cilovy ucet INT NOT NULL,
castka DECIMAL(14,2) NOT NULL,
FOREIGN KEY (zdrojovy ucet) REFERENCES Ucet (ucet id),
FOREIGN KEY (cilovy ucet) REFERENCES Ucet (ucet id)
) ;
) ;
Vy´pis 19: SQL skript – vytvorˇenı´ testovacı´ databa´ze
8.1.1.5 Generova´nı´ dat Pro u´cˇely testova´nı´ jednotlivy´ch frameworku˚ byly vytvorˇeny
tabulky, naplneˇny na´hodneˇ vygenerovany´mi za´znamy.
Tabulka Uzivatel:
• vygenerova´no 10000 za´znamu˚
• atribut uzivatel id - automaticky generova´n databa´zı´
• atribut jmeno - na´hodna´ hodnota z 20 nejcˇasteˇjsˇı´ch muzˇsky´ch jmen
• atribut prijmeni - na´hodna´ hodnota z 20 nejcˇasteˇjsˇı´ch muzˇsky´ch prˇı´jmenı´
• atribut email - kombinace jme´na, prˇı´jmenı´ a 5 na´hodny´ch dome´n
Tabulka Exekuce:
• vygenerova´no 3000 za´znamu˚
• atribut exekuce id - automaticky generova´n databa´zı´
• atribut uzivatel - na´hodneˇ vybrane´ existujı´cı´ peneˇzˇnı´ u´stavy
• atribut stahnout - na´hodna´ hodnota z intervalu 1 azˇ 1000000
• atribut stahnuto - na´hodna´ hodnota z intervalu 1 azˇ stahnout
Tabulka Banka:
• vygenerova´no 10 za´znamu˚
• atribut banka id - automaticky generova´n databa´zı´
• atribut jmeno a kod - na´hodneˇ vybrane´ existujı´cı´ peneˇzˇnı´ u´stavy
Tabulka Zustatek:
• vygenerova´no 20000 za´znamu˚
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• atribut zustatek id - automaticky generova´n databa´zı´
• atribut castka - na´hodna´ hodnota z intervalu 1 azˇ 1000000
• atribut prekroceno - na´hodne´ datum
Tabulka Debet:
• vygenerova´no 3000 za´znamu˚
• atribut debet id - automaticky generova´n databa´zı´
• atribut povoleno - na´hodna´ hodnota z intervalu 0 azˇ 200000
• atribut cerpano - na´hodna´ hodnota z intervalu 0 azˇ povoleno
• atribut splatnost - na´hodna´ hodnota z intervalu 30 azˇ 100
Tabulka Ucet:
• vygenerova´no 20000 za´znamu˚
• atribut ucet id - automaticky generova´n databa´zı´
• atribut uzivatel - na´hodna´ hodnota z intervalu 1 azˇ 10000
• atribut zustatek - na´hodna´ hodnota z intervalu 1 azˇ 20000
• atribut debet - na´hodna´ hodnota z intervalu 1 azˇ 20000
• atribut banka - na´hodna´ hodnota z intervalu 1 azˇ 10
• atribut cislo - na´hodna´ hodnota z intervalu 100M azˇ 1000M
Tabulka Prevod:
• vygenerova´no 1000000 za´znamu˚
• atribut prevod id - automaticky generova´n databa´zı´
• atribut zdrojovy ucet - na´hodna´ hodnota z intervalu 1 azˇ 20000
• atribut cilovy ucet - na´hodna´ hodnota z intervalu 1 azˇ 20000
• atribut castka - na´hodna´ hodnota z intervalu 1 azˇ 1000000
8.1.2 Testovacı´ framework
Pro vyhodnocenı´ testova´nı´ byl prˇipraven jednoduchy´ testovacı´ framework. Tento fra-
mework se skla´da´ z sˇesti za´kladnı´ch trˇı´d:
• CreateDatabase - naplnı´ testovacı´ tabulky na´hodneˇ vygenerovany´mi daty
• EasyORMTester - slouzˇı´ k testova´nı´ vy´konu ORM frameworku EasyORM
• EclipseLinkTester - slouzˇı´ k testova´nı´ vy´konu ORM frameworku EclipseLink
• HibernateTester - slouzˇı´ k testova´nı´ vy´konu ORM frameworku Hibernate
• Tester - vyhodnotı´ vy´sledky testu˚ jednotlivy´ch frameworku˚
• Timer - pomocna´ trˇı´da pro meˇrˇenı´ cˇasu
Pomocı´ tohoto frameworkubyloprovedenoporovna´nı´ jednotlivy´chORMframeworku˚.
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8.1.2.1 Diagram trˇı´d Na obra´zku 15 je zobrazen diagram trˇı´d, reprezentujı´cı´ tento
jednoduchy´ testovacı´ framework.
8.1.3 Testovacı´ dotazy
Pro porovna´nı´ frameworku˚ bylo vytvorˇeno neˇkolik testovacı´ch dotazu˚. Byly vybı´ra´ny
takove´ dotazy, na ktery´ch je mozˇne´ uka´zat nejcˇasteˇjsˇı´ chyby prˇi pouzˇı´va´nı´ ORM fra-
meworku˚.
Testovacı´ dotaz cˇ. 1 Jako prvnı´ byl vybra´n pomeˇrneˇ jednoduchy´ dotaz. V tabulce
Prevod se vyhleda´ celkova´ suma prˇeva´deˇny´ch cˇa´stek. Algoritmus tohoto dotazu byl
formulova´n takto:
• pouzˇı´t alternativu tohoto SQL dotazu - „SELECT * FROM prevod“
• pomocı´ ORM frameworku nacˇı´st kolekci vsˇech objektu˚ z databa´ze
• projı´t celou kolekci a spocˇı´tat soucˇet prˇeva´deˇny´ch cˇa´stek
Tato varianta sice vypada´ jako nejjednodusˇsˇı´, ale je cˇasoveˇ a vy´konoveˇ velmi na´rocˇna´.
Znamena´ tonacˇı´st cely´milion za´znamu˚ z te´to tabulkydooperacˇnı´ pameˇti, vytvorˇit kolekci
s cely´mmilionem objektu˚ trˇı´dy Prevod, projı´t jednotlive´ objekty kolekce a spocˇı´tat soucˇet
jejich atributu castka.
Testovacı´ dotaz cˇ. 2 Tento dotaz je stejny´ jako prˇedchozı´. V tabulce Prevod se vyhleda´
celkova´ suma prˇeva´deˇny´ch cˇa´stek. Algoritmus tohoto dotazu byl, ale formulova´n jinak:
• pouzˇı´t alternativu tohoto SQL dotazu - „SELECT SUM(castka) AS soucet FROM
prevod“
• pomocı´ ORM frameworku prˇı´mo nacˇteme hodnotu celkove´ho soucˇtu
V tomto prˇı´padeˇ je nacˇtena z databa´ze pouze jedina´ hodnota reprezentujı´cı´ pozˇado-
vany´ soucˇet. Prˇedpokla´da´me, zˇe tento postup je mnohona´sobneˇ rychlejsˇı´ a spotrˇebuje
podstatneˇ me´neˇ syste´movy´ch prostrˇedku˚ nezˇ u prˇedchozı´ho dotazu.
Testovacı´ dotaz cˇ. 3 Vyhleda´vajı´ se informace o vsˇech prˇevodech, provedeny´ch z u´cˇtu
konkre´tnı´ho uzˇivatele (naprˇ. Petra Nova´ka). Algoritmus tohoto dotazu byl formulova´n
takto:
• pouzˇı´t alternativu tohoto SQL dotazu - „SELECT * FROMUcet U, Uzivatel Uz, Pre-
vod P WHERE Uz.jmeno=’Petr’ AND Uz.prijmeni = ’Nova´k’ AND Uz.uzivatel id
= U.uzivatel id AND U.ucet id = P.ucet id“
• pomocı´ ORM frameworku nacˇı´st kolekci vsˇech objektu˚ z databa´ze
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Obra´zek 15: Diagram trˇı´d - testovacı´ framework
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• projı´t celou kolekci a vytisknout u´daje o prˇevodech
Tento zpu˚sob je velice jednoduchy´, ale prˇi jeho prova´deˇnı´ se provede karte´zsky´ soucˇin
trˇı´ tabulek. Cozˇ znamena´, zˇe je nutne´ projı´t 1000 ∗ 2000 ∗ 1000000 = 2 ∗ 10E12 za´znamu˚,
aby byly zjisˇteˇny pozˇadovane´ informace.
Testovacı´ dotaz cˇ. 4 Tento dotaz je stejny´ jako prˇedchozı´. Vyhleda´vajı´ se informace
o vsˇech prˇevodech provedeny´ch z u´cˇtu konkre´tnı´ho uzˇivatele (naprˇ. Petra Nova´ka).
Algoritmus tohoto dotazu byl ale formulova´n jinak:
• pouzˇı´t alternativu tohoto SQL dotazu - „SELECT * FROM Prevod WHERE zdro-
jov ucet IN (SELECT ucet id FROM Ucet WHERE uzivatel id IN (SELECT uziva-
tel id FROM Uzivatel WHERE jmeno=’Petr’ AND prijmeni = ’Nova´k’“
• pomocı´ ORM frameworku nacˇı´st kolekci vsˇech objektu˚ z databa´ze
• projı´t celou kolekci a vytisknout u´daje o prˇevodech
Uzˇivatel se hleda´ v 10000 za´znamech a vy´sledkem je jeden za´znam. Ten se porovna´
z 20000 u´cˇty a vy´sledkem je X (mozˇna´ take´ zˇa´dny´ nebo pouze jeden) za´znamu˚ o u´cˇtech
uzˇivatele. Ty se porovnajı´ s 1000000 za´znamu˚ o prˇevodech. Celkem tedy 10000 + 20000 +
X*1000000 = 1030000 porovna´nı´, pokud ma´ uzˇivatel pouze jeden u´cˇet.
Testovacı´ dotaz cˇ. 5 V tomto prˇı´padeˇ se bude vkla´dat do tabulky Uzivatel 10000
novy´ch uzˇivatelu˚. Algoritmus tohoto dotazu byl formulova´n takto:
• zacˇa´tek transakce
• vygenerova´nı´ 10000 objektu˚ trˇı´dy Uzivatel
• pomocı´ metody insert ulozˇı´me objekty do databa´ze
• konec transakce
Tı´mto zpu˚sobem otestujeme rychlost frameworku˚ prˇi operaci insert.
Testovacı´ dotaz cˇ. 6 Vsˇem uzˇivatelu˚m, kterˇı´ majı´ exekuci na u´cˇtu, prˇipisˇ k exekuci
jednora´zovy´ poplatek ve vy´sˇi 500,- Kcˇ. Algoritmus tohoto dotazu byl formulova´n takto:
• zacˇa´tek transakce
• pomocı´ ORM frameworku je nacˇtena kolekce vsˇech objektu˚ trˇı´dy Exekuce z data-
ba´ze
• kazˇde´mu objektu prˇicˇteme k atributu stahnout cˇa´stku 500 Kcˇ
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• pomocı´ metody update(Zustatek zustatek) postupneˇ ulozˇı´me objekty zpa´tky do
databa´ze
• konec transakce
Tento zpu˚sob je relativneˇ jednoduchy´, ale prˇi jeho prova´deˇnı´ se ukla´dajı´ do databa´ze
vsˇechny atributy objektu. Zmeˇneˇn byl, ale pouze jeden atribut. V prˇı´padeˇ zˇe objektma´ neˇ-
ktere´ atributy veˇtsˇı´ho rozsahu (naprˇ. obra´zky),mu˚zˇe dojı´t ke snı´zˇenı´ vy´konu frameworku.
Na tomto dotazu. Na tomto dotazu bude uka´za´na cˇasta´ chyba prˇi pra´ci se SRˇBD. Touto
chybou je nevkla´da´nı´ insertu˚ a updatu do transakce.
Testovacı´ dotaz cˇ. 7 Tento dotaz je stejny´ jako dva prˇedchozı´. Vsˇem uzˇivatelu˚m, kterˇı´
majı´ exekuci na u´cˇtu, prˇipisˇ k exekuci jednora´zovy´ poplatek ve vy´sˇi 500,- Kcˇ. Algoritmus
tohoto dotazu byl, ale formulova´n jinak:
• pomocı´ ORM frameworku je nacˇtena kolekce vsˇech objektu˚ trˇı´dy Exekuce z data-
ba´ze
• kazˇde´mu objektu prˇicˇteme k atributu stahnout cˇa´stku 500 Kcˇ
• zacˇa´tek transakce
• pomocı´ metody update(Exekuce oldExekuce, Exekuce newExekuce) postupneˇ ulo-
zˇı´me objekty zpa´tky do databa´ze
• konec transakce
V tomto prˇı´padeˇ se do databa´ze ukla´dajı´ pouze zmeˇneˇne´ atributy. Tento postup by
meˇl by´t rychlejsˇı´, ale ne vsˇechny ORM Frameworky jej podporujı´.
Testovacı´ dotaz cˇ. 8 Vsˇem uzˇivatelu˚m, je nutne´ navy´sˇit povoleny´ debet o 10000 Kcˇ.
Algoritmus tohoto dotazu byl formulova´n takto:
• pomocı´ ORM frameworku je nacˇtena kolekce vsˇech objektu˚ trˇı´dy Exekuce z data-
ba´ze
• kazˇde´mu objektu prˇicˇteme k atributu stahnout cˇa´stku 500 Kcˇ
• zacˇa´tek transakce
• pomocı´ metody update(Exekuce oldExekuce, Exekuce newExekuce) postupneˇ ulo-
zˇı´me objekty zpa´tky do databa´ze
• konec transakce
V tomtoprˇı´padeˇ ale budeme testovat paralelnı´ prˇı´stupkSRˇBD.Zmeˇrˇı´me jaky´ budevy´-
kon prˇi dvou ru˚zny´ch u´rovnı´ch izolace transakcı´. Pouzˇijeme u´rovenˇ READ COMMITED
a SERIALIZABLE. Budou spusˇteˇny dva tyto dotazy soucˇasneˇ a budeme testovat rychlost
vykona´nı´ teˇchto dotazu˚.
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Testovacı´ dotaz cˇ. 9 Zjisteˇte zu˚statek na vsˇech u´cˇtech uzˇivatelu˚. Algoritmus tohoto
dotazu byl formulova´n takto:
• pouzˇı´t alternativu tohoto SQL dotazu - „SELECT * FROM Zustatek“
• pomocı´ ORM frameworku nacˇı´st kolekci vsˇech objektu˚ z databa´ze
• projı´t celou kolekci a spocˇı´tat soucˇet prˇeva´deˇny´ch cˇa´stek
V tomto prˇı´padeˇ ale budeme testovat vyuzˇitı´ cachova´nı´ u jednotlivy´ch frameworku˚.
Pro lepsˇı´ uka´zku vyuzˇitı´ cachova´nı´ byl navy´sˇen pocˇet za´znamu˚ v tabulce Zustatek na
100000.
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8.2 Vy´sledky porovna´va´nı´
V te´to podkapitole jsou prezentova´ny vy´sledky porovna´va´nı´ ORM frameworku˚. U kazˇ-
de´ho dotazu je rovneˇzˇ zobrazen graf a tabulka s nameˇrˇeny´mi hodnotami.
8.2.1 Dotaz cˇ. 1
8.2.1.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 20 je zobrazena implementace pro framework EasyORM.
......
double soucet = 0;
PrevodDB prevodDB = new PrevodDB();
List<Prevod> seznam = new ArrayList<Prevod>();
seznam = prevodDB.getAll();
for (Prevod element : seznam)
{
soucet += element.getCastka();
}
......
Vy´pis 20: Java – implementace dotazu cˇ. 1 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 21 je zobrazena implementace pro framework EclipseLink.
......
double soucet = 0;
List<Prevod> seznam = new ArrayList<Prevod>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
em = factory.createEntityManager();
Query query = em.createQuery(”SELECT p FROM Prevod p”);
seznam = query.getResultList();
for (Prevod element : seznam)
{
soucet += element.getCastka().doubleValue();
}
......
Vy´pis 21: Java – implementace dotazu cˇ. 1 na frameworku EclipseLink
60
Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 6344 4868 27406 23728 80922 79890
MS SQL Server 2008 8126 6752 28605 24912 83114 82726
Tabulka 1: Testovacı´ dotaz cˇ. 1
Hibernate Ve vy´pisu ko´du 22 je zobrazena implementace pro framework Hibernate.
......
double soucet = 0;
Session session = null;
List<Prevod> seznam = new ArrayList<Prevod>();
session = HibernateUtil .getSessionFactory().openSession();
seznam = (List<Prevod>) session.createQuery(”from Prevod”).list();
for (Prevod element : seznam)
{
soucet += element.getCastka().doubleValue();
}
......
Vy´pis 22: Java – implementace dotazu cˇ. 1 na frameworku Hibernate
8.2.1.2 Vy´sledky a vyhodnocenı´ V tabulce 1 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 16 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
3. EclipseLink
Nejrychleji provedl tento dotaz frameworkEasyORM.Oba ostatnı´ frameworky jakHi-
bernate, tak EclipseLink byly vy´razneˇ horsˇı´. Bylo to zpu˚sobeno velkou rezˇii prˇi vytva´rˇenı´
objektove´ho modelu pro tak velky´ pocˇet objektu˚.
8.2.2 Dotaz cˇ. 2
8.2.2.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
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Obra´zek 16: Graf - testovacı´ dotaz cˇ. 1
EasyORM Ve vy´pisu ko´du 23 je zobrazena implementace pro framework EasyORM.
......
double soucet = 0;
SqlUtility sqlUtility = new SqlUtility () ;
ResultSet resultSet = null ;
resultSet = sqlUtility .executeQuery(”SELECT SUM(castka) AS soucet FROM Prevod”);
soucet = resultSet .getDouble(”soucet”);
......
Vy´pis 23: Java – implementace dotazu cˇ. 2 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 24 je zobrazena implementace pro framework EclipseLink.
......
double soucet = 0;
List<Prevod> seznam = new ArrayList<Prevod>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
Query query = em.createQuery(”SELECT SUM(p.castka) AS soucet FROM Prevod p”);
List result = query.getResultList () ;
for (Object element : result )
{
soucet = Double.valueOf(element.toString());
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 735 389 1766 390 1859 391
MS SQL Server 2008 842 453 1857 456 1976 459
Tabulka 2: Testovacı´ dotaz cˇ. 2
}
......
Vy´pis 24: Java – implementace dotazu cˇ. 2 na frameworku EclipseLink
Hibernate Ve vy´pisu ko´du 25 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
double soucet = 0;
session = HibernateUtil .getSessionFactory().openSession();
Query q = session.createQuery(”SELECT SUM (castka) AS soucet FROM Prevod”);
List result = q. list () ;
for (Object element : result )
{
soucet = Double.valueOf(element.toString());
}
......
Vy´pis 25: Java – implementace dotazu cˇ. 2 na frameworku Hibernate
8.2.2.2 Vy´sledky a vyhodnocenı´ V tabulce 2 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 17 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
3. EclipseLink
V tomto prˇı´padeˇ byly vy´kony jednotlivy´ch frameworku˚ te´meˇrˇ shodne´. Vy´razneˇjsˇı´
rozdı´ly byly pouze prˇi inicializaci frameworku˚. To rozhodlo o celkove´m porˇadı´.
Vsˇimneˇte si, zˇe dotaz cˇ. 2 vykonal stejnou cˇinnost jako dotaz cˇ. 1 a to v podstatneˇ
kratsˇı´m cˇase. Potvrdil se tedy prˇedpoklad, zˇe tento postup bude podstatneˇ rychlejsˇı´ a
spotrˇebuje me´neˇ syste´movy´ch prostrˇedku˚ nezˇ u prˇedchozı´ho dotazu.
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Obra´zek 17: Graf - testovacı´ dotaz cˇ. 2
8.2.3 Dotaz cˇ. 3
8.2.3.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 26 je zobrazena implementace pro framework EasyORM.
......
List<Uzivatel> seznam = new ArrayList<Uzivatel>();
PrevodDB prevodDB = new PrevodDB();
List<String> atributy = new ArrayList<String>();
atributy .add(”prevod id”);
atributy .add(”zdrojovy ucet”) ;
atributy .add(”cilovy ucet ” ) ;
atributy .add(”castka”);
String sql = ”FROM Ucet U, Uzivatel Uz, Prevod P WHERE Uz.jmeno = ? AND Uz.prijmeni =
? ”;
sql += ”AND Uz.uzivatel id = U.Uzivatel AND U.ucet id = P.zdrojovy ucet”;
List<Object> parametry = new ArrayList<Object>();
parametry.add(”Petr”);
parametry.add(”Nova´k”);
seznam = prevodDB.get(atributy, 0, sql, parametry);
......
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Vy´pis 26: Java – implementace dotazu cˇ. 3 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 27 je zobrazena implementace pro framework EclipseLink.
......
List<Uzivatel> seznam = new ArrayList<Uzivatel>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
String sql = ”SELECT ∗ FROM Ucet U, Uzivatel Uz, Prevod P WHERE Uz.jmeno = #JMENO
AND Uz.prijmeni = #PRIJMENI ”;
sql += ”AND Uz.uzivatel id = U.Uzivatel AND U.ucet id = P.zdrojovy ucet”;
Query query = em.createNativeQuery(sql);
query.setParameter(”JMENO”, ”Petr”);
query.setParameter(”PRIJMENI”, ”Nova´k”);
seznam = query.getResultList();
......
Vy´pis 27: Java – implementace dotazu cˇ. 3 na frameworku EclipseLink
Hibernate Ve vy´pisu ko´du 28 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
session = HibernateUtil .getSessionFactory().openSession();
String sql = ”SELECT P FROM Ucet as U, Uzivatel as Uz, Prevod as P WHERE Uz.jmeno =
:JMENO AND Uz.prijmeni = :PRIJMENI ”;
sql += ”AND Uz.uzivatelId = U.uzivatel AND U.ucetId = P.ucetByZdrojovyUcet”;
Query query = session.createQuery(sql);
query.setString( ”JMENO”, ”Petr”);
query.setString( ”PRIJMENI”, ”Nova´k”);
seznam = query.list() ;
......
Vy´pis 28: Java – implementace dotazu cˇ. 3 na frameworku Hibernate
8.2.3.2 Vy´sledky a vyhodnocenı´ V tabulce 3 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 18 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 3318 2732 3515 2834 4130 2976
MS SQL Server 2008 3956 2874 4180 3054 4567 3106
Tabulka 3: Testovacı´ dotaz cˇ. 3
Obra´zek 18: Graf - testovacı´ dotaz cˇ. 3
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3. EclipseLink
V tomto prˇı´padeˇ byly vy´kony vsˇech frameworku˚ pomeˇrneˇ shodne´. Nejlepsˇı´ byl fra-
mework EasyORM.
Celkove´ vy´sledky tohoto dotazu jsou, ale pomeˇrneˇ prˇekvapive´. Bylo prˇedpokla´da´no,
zˇe jeho vykona´nı´ bude cˇasoveˇ velmi na´rocˇne´. Rychlost vykona´nı´ tohoto dotazu je zpu˚so-
bena velkou operacˇnı´ pameˇtı´ a vlastnı´ optimalizacı´ SQL dotazu na straneˇ SRˇBD.
8.2.4 Dotaz cˇ. 4
8.2.4.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 29 je zobrazena implementace pro framework EasyORM.
......
List<Uzivatel> seznam = new ArrayList<Uzivatel>();
PrevodDB prevodDB = new PrevodDB();
List<String> atributy = new ArrayList<String>();
atributy .add(”prevod id”);
atributy .add(”zdrojovy ucet”) ;
atributy .add(”cilovy ucet ” ) ;
atributy .add(”castka”);
String sql = ”FROM Prevod WHERE zdrojovy ucet IN (SELECT ucet id FROM Ucet WHERE
uzivatel IN (SELECT uzivatel id FROM Uzivatel WHERE jmeno=? AND prijmeni = ?))”;
List<Object> parametry = new ArrayList<Object>();
parametry.add(”Petr”);
parametry.add(”Nova´k”);
seznam = prevodDB.get(atributy, 0, sql, parametry);
......
Vy´pis 29: Java – implementace dotazu cˇ. 4 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 30 je zobrazena implementace pro framework EclipseLink.
......
List<Uzivatel> seznam = new ArrayList<Uzivatel>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
String sql = ”SELECT ∗ FROM Prevod WHERE zdrojovy ucet IN (SELECT ucet id FROM Ucet
WHERE uzivatel IN (SELECT uzivatel id FROM Uzivatel WHERE jmeno = #JMENO AND
prijmeni = #PRIJMENI))”;
Query query = em.createNativeQuery(sql);
query.setParameter(”JMENO”, ”Petr”);
query.setParameter(”PRIJMENI”, ”Nova´k”);
seznam = query.getResultList();
67
Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 3140 2687 3420 2758 3937 2453
MS SQL Server 2008 3562 2783 3841 2912 4215 2639
Tabulka 4: Testovacı´ dotaz cˇ. 4
......
Vy´pis 30: Java – implementace dotazu cˇ. 4 na frameworku EclipseLink
Hibernate Ve vy´pisu ko´du 31 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
session = HibernateUtil .getSessionFactory().openSession();
String sql = ”SELECT P FROM Prevod P WHERE ucetByZdrojovyUcet IN (SELECT ucetId
FROM Ucet WHERE uzivatel IN (SELECT uzivatelId FROM Uzivatel WHERE jmeno = :
JMENO AND prijmeni = :PRIJMENI))”;
Query query = session.createQuery(sql);
query.setString( ”JMENO”, ”Petr”);
query.setString( ”PRIJMENI”, ”Nova´k”);
seznam = query.list() ;
......
Vy´pis 31: Java – implementace dotazu cˇ. 4 na frameworku Hibernate
8.2.4.2 Vy´sledky a vyhodnocenı´ V tabulce 4 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 19 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EclipseLink
2. EasyORM
3. Hibernate
V tomto prˇı´padeˇ byly vy´kony frameworku˚ te´meˇrˇ shodne´. Framework EclipseLink byl
ale nejrychlejsˇı´.
Oproti prˇedpokladu˚m je doba vykona´va´nı´ tohoto dotazu te´meˇrˇ shodna´ s dotazem cˇ.
3. Je to zpu˚sobeno velkou operacˇnı´ pameˇtı´ a vlastnı´ optimalizacı´ SQL dotazu na straneˇ
SRˇBD.
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Obra´zek 19: Graf - testovacı´ dotaz cˇ. 4
8.2.5 Dotaz cˇ. 5
8.2.5.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 32 je zobrazena implementace pro framework EasyORM.
......
Transaction tx = new Transaction();
tx .begin() ;
for ( int i = 0; i<10000; i++)
{
getUzivatel () .save();
}
tx .commit();
......
Vy´pis 32: Java – implementace dotazu cˇ. 5 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 33 je zobrazena implementace pro framework EclipseLink.
......
Uzivatel uzivatel ;
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 2281 1719 3766 2375 4344 2863
MS SQL Server 2008 2086 1603 3348 2163 4132 2646
Tabulka 5: Testovacı´ dotaz cˇ. 5
EntityManager em = factory.createEntityManager();
EntityTransaction tx = em.getTransaction();
tx .begin() ;
for ( int i = 0; i < 10000; i++)
{
uzivatel = getUzivatel () ;
em.persist(uzivatel ) ;
}
tx .commit() ;......
Vy´pis 33: Java – implementace dotazu cˇ. 5 na frameworku EclipseLink
Hibernate Ve vy´pisu ko´du 34 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
Transaction tx = null ;
Uzivatel uzivatel ;
session = HibernateUtil .getSessionFactory().openSession();
tx = session.beginTransaction();
for ( int i = 0; i < 10000; i++)
{
uzivatel = getUzivatel () ;
session.save(uzivatel) ;
}
tx .commit();
......
Vy´pis 34: Java – implementace dotazu cˇ. 5 na frameworku Hibernate
8.2.5.2 Vy´sledky a vyhodnocenı´ V tabulce 5 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 20 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
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Obra´zek 20: Graf - testovacı´ dotaz cˇ. 5
3. EclipseLink
Podle ocˇeka´va´nı´ se na prve´mmı´steˇ umı´stil frameworEasyOrm.Obadalsˇı´ frameworky
meˇli veˇtsˇı´ rezˇii prˇi vytva´rˇenı´ objektove´ho modelu pro 10000 objektu˚.
8.2.6 Dotaz cˇ. 6
8.2.6.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 35 je zobrazena implementace pro framework EasyORM.
......
ExekuceDB exekuceDB = new ExekuceDB();
List<Exekuce> seznam = new ArrayList<Exekuce>();
Transaction tx = new Transaction();
tx .begin() ;
seznam = exekuceDB.getAll();
for (Exekuce element : seznam)
{
element.setStahnout(element.getStahnout()+ 2);
exekuceDB.update(element);
71
}
tx .commit();
......
Vy´pis 35: Java – implementace dotazu cˇ. 6 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 36 je zobrazena implementace pro framework EclipseLink.
......
BigDecimal b = new BigDecimal(500);
List<Exekuce> seznam = new ArrayList<Exekuce>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
EntityTransaction tx = em.getTransaction();
tx .begin() ;
Query query = em.createQuery(”SELECT e FROM Exekuce e”);
seznam = query.getResultList();
for (Exekuce element : seznam)
{
element.setStahnout(element.getStahnout().add(b));
element.setUzivatel(element.getUzivatel()+1);
element.setStahnuto(element.getStahnuto().add(b));
}
tx .commit();
......
Vy´pis 36: Java – implementace dotazu cˇ. 6 na frameworku EclipseLink
Hibernate Ve vy´pisu ko´du 37 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
Transaction tx = null ;
BigDecimal b = new BigDecimal(500);
List<Exekuce> seznam = new ArrayList<Exekuce>();
session = HibernateUtil .getSessionFactory().openSession();
tx = session.beginTransaction();
seznam = (List<Exekuce>) session.createQuery(”from Exekuce”).list();
for (Exekuce element : seznam)
{
element.setStahnout(element.getStahnout().add(b));
session.save(element);
}
tx .commit();
......
Vy´pis 37: Java – implementace dotazu cˇ. 6 na frameworku Hibernate
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 1675 574 2078 637 2562 746
MS SQL Server 2008 1541 539 1982 609 2403 726
Tabulka 6: Testovacı´ dotaz cˇ. 6
Obra´zek 21: Graf - testovacı´ dotaz cˇ. 6
8.2.6.2 Vy´sledky a vyhodnocenı´ V tabulce 6 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 21 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
3. EclipseLink
Na prvnı´m mı´steˇ se umı´stil framework EasyORM. Framework EclipseLink automa-
ticky ukla´dal pouze zmeˇneˇne´ atributy, proto byly u neˇj pro lepsˇı´ porovna´nı´ modifikova´ny
vsˇechny atributy.
Na tomto dotazu bude uka´za´na cˇasta´ chyba prˇi pra´ci se SRˇBD. Touto chybou je
nevkla´da´nı´ insertu˚ a updatu do transakce. Podı´va´me se co se stane, jetlizˇe tento dotaz
neuzavrˇeme do transakce.
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 53547 53109 2083 641 2573 742
MS SQL Server 2008 53126 52663 1987 605 2407 729
Tabulka 7: Testovacı´ dotaz cˇ. 6B
Obra´zek 22: Graf - testovacı´ dotaz cˇ. 6B
8.2.6.3 Vy´sledky a vyhodnocenı´ V tabulce 7 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 22 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo nynı´ urcˇeno toto porˇadı´ frameworku˚:
1. Hibernate
2. EclipseLink
3. EasyORM
V tomto prˇı´padeˇ framework EasyORM vykona´val dotaz neu´meˇrneˇ dlouho. Bylo to
proto, zˇe kazˇdy´ jednotlivy´ update byl vlozˇen do samostatne´ transakce. Testovane´ SRˇBD
totizˇ pracujı´ v takzvane´m autocommit mo´du. V tomto mo´du vkla´dajı´ kazˇdy´ update do
samostatne´ transakce, pokud jizˇ v neˇktere´ transakci nenı´. Ostatnı´ frameworky automa-
ticky vlozˇili vsˇechny prˇı´kazy update do jedine´ transakce a tı´m byly podstatneˇ rychlejsˇı´.
Proto je velmi du˚lezˇite´ vkla´dat inserty a updaty do transakce.
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8.2.7 Dotaz cˇ. 7
8.2.7.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 38 je zobrazena implementace pro framework EasyORM.
......
ExekuceDB exekuceDB = new ExekuceDB();
Exekuce exekuce;
List<Exekuce> seznam = new ArrayList<Exekuce>();
Transaction tx = new Transaction();
tx .begin() ;
seznam = exekuceDB.getAll();
for (Exekuce element : seznam)
{
exekuce = new Exekuce();
exekuce.setStahnout(element.getStahnout()+500);
exekuce.setExekuce id(element.getExekuce id());
exekuce.setStahnuto(element.getStahnuto());
exekuce.setUzivatel(element.getUzivatel());
exekuceDB.update(exekuce, element);
}
tx .commit();
......
Vy´pis 38: Java – implementace dotazu cˇ. 7 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 39 je zobrazena implementace pro framework EclipseLink.
......
BigDecimal b = new BigDecimal(500);
List<Exekuce> seznam = new ArrayList<Exekuce>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
EntityTransaction tx = em.getTransaction();
tx .begin() ;
Query query = em.createQuery(”SELECT e FROM Exekuce e”);
seznam = query.getResultList();
for (Exekuce element : seznam)
{
element.setStahnout(element.getStahnout().add(b));
}
tx .commit();
......
Vy´pis 39: Java – implementace dotazu cˇ. 7 na frameworku EclipseLink
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 1125 523 2079 635 1983 598
MS SQL Server 2008 1096 507 1938 599 1876 564
Tabulka 8: Testovacı´ dotaz cˇ. 7
8.2.7.1.1 Hibernate Ve vy´pisu ko´du 40 je zobrazena implementace pro framework
Hibernate.
......
Session session = null;
Transaction tx = null ;
BigDecimal b = new BigDecimal(500);
List<Exekuce> seznam = new ArrayList<Exekuce>();
session = HibernateUtil .getSessionFactory().openSession();
tx = session.beginTransaction();
seznam = (List<Exekuce>) session.createQuery(”from Exekuce”).list();
for (Exekuce element : seznam)
{
element.setStahnout(element.getStahnout().add(b));
session.save(element);
}
tx .commit();
......
Vy´pis 40: Java – implementace dotazu cˇ. 7 na frameworku Hibernate
8.2.7.2 Vy´sledky a vyhodnocenı´ V tabulce 8 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 23 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. EclipseLink
3. Hibernate
V tomto prˇı´padeˇ se nejle´pe umı´stil framework EasyORM. Druhy´ skoncˇil framework
EclipseLink. Prˇestozˇe byl zmeˇneˇny´ pouze jeden atribut, framework Hibernate ukla´dal
hodnoty vsˇech atributu˚. To se projevilo na jeho vy´konu.
8.2.8 Dotaz cˇ. 8
8.2.8.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
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Obra´zek 23: Graf - testovacı´ dotaz cˇ. 7
EasyORM Ve vy´pisu ko´du 41 je zobrazena implementace pro framework EasyORM.
......
DebetDB debetDB = new DebetDB();
Debet debet;
List<Debet> seznam = new ArrayList<Debet>();
Transaction tx = new Transaction();
tx .begin() ;
seznam = debetDB.getAll();
for (Debet element : seznam)
{
debet = new Debet();
debet.setPovoleno(element.getPovoleno() + 10000);
debet.setCerpano(element.getCerpano());
debet.setPovoleno(element.getPovoleno());
debet.setDebet id(element.getDebet id());
debetDB.update(debet, element);
}
tx .commit();
......
Vy´pis 41: Java – implementace dotazu cˇ. 8 na frameworku EasyORM
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EclipseLInk Ve vy´pisu ko´du 42 je zobrazena implementace pro framework EclipseLink.
......
BigDecimal b = new BigDecimal(10000);
List<Debet> seznam = new ArrayList<Debet>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
EntityTransaction tx = em.getTransaction();
tx .begin() ;
Query query = em.createQuery(”SELECT d FROM Debet d”);
seznam = query.getResultList();
for (Debet element : seznam)
{
element.setPovoleno(element.getPovoleno().add(b));
}
tx .commit();
......
Vy´pis 42: Java – implementace dotazu cˇ. 8 na frameworku EclipseLink
8.2.8.1.1 Hibernate Ve vy´pisu ko´du 43 je zobrazena implementace pro framework
Hibernate.
......
Session session = null;
Transaction tx = null ;
BigDecimal b = new BigDecimal(10000);
session = HibernateUtil .getSessionFactory().openSession();
tx = session.beginTransaction();
List<Debet> seznam = new ArrayList<Debet>();
seznam = (List<Debet>) session.createQuery(”from Debet”).list();
for (Debet element : seznam)
{
element.setPovoleno(element.getPovoleno().add(b));
}
tx .commit();
......
Vy´pis 43: Java – implementace dotazu cˇ. 8 na frameworku Hibernate
8.2.8.2 Vy´sledky a vyhodnocenı´ V tabulce 9 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 24 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. Hibernate
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 9126 8548 9543 7906 10869 8978
MS SQL Server 2008 8972 8422 9407 7861 10756 8867
Tabulka 9: Testovacı´ dotaz cˇ. 8
Obra´zek 24: Graf - testovacı´ dotaz cˇ. 8
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 7380 6935 7397 6359 7963 6863
MS SQL Server 2008 7126 6786 7245 6135 7813 6691
Tabulka 10: Testovacı´ dotaz cˇ. 8B
Obra´zek 25: Graf - testovacı´ dotaz cˇ. 8B
2. EasyORM
3. EclipseLink
Prˇi u´rovni izolace transakcı´ SERIALIZABLE, se nejle´pe umı´stil framework Hiber-
nate. Ted’ se podı´va´me na vyhodnocenı´ dotazu prˇi nastavenı´ u´rovneˇ izolace transakci na
READ COMMITED.
8.2.8.3 Vy´sledky a vyhodnocenı´ V tabulce 10 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 25 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. Hibernate
2. EclipseLink
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3. EasyORM
I v tomto prˇı´padeˇ se nejle´pe umı´stil framework Hibernate. To ale nebylo prima´rnı´m
cı´lem tohoto dotazu. Testovali jsme hlaveˇ to, jaky´ bude vy´kon prˇi ru˚zny´ch u´rovnı´ch
izolace. Prˇi u´rovni READ COMMITED je vy´kon vysˇsˇı´, nezˇ prˇi u´rovni SERIALIZABLE.
8.2.9 Dotaz cˇ. 9
8.2.9.1 Implementace Tady jsou zobrazenyuka´zky zdrojovy´ch ko´du˚, pomocı´ ktery´ch
byl implementova´n tento dotaz. Jsou zobrazova´ny pouze urcˇite´ cˇa´sti ko´du, pro prˇehled-
nost je vypusˇteˇno naprˇı´klad osˇetrˇenı´ vy´jimek.
EasyORM Ve vy´pisu ko´du 44 je zobrazena implementace pro framework EasyORM.
......
ZustatekDB zustatekDB = new ZustatekDB();
List<Zustatek> seznam = new ArrayList<Zustatek>();
seznam = zustatekDB.getAll(10);
for (Zustatek element : seznam)
{
soucet += element.getCastka();
}
......
Vy´pis 44: Java – implementace dotazu cˇ. 9 na frameworku EasyORM
EclipseLInk Ve vy´pisu ko´du 45 je zobrazena implementace pro framework EclipseLink.
......
List<Zustatek> seznam = new ArrayList<Zustatek>();
EntityManagerFactory factory = Persistence.createEntityManagerFactory(”Tester2PU”);
EntityManager em = factory.createEntityManager();
em = factory.createEntityManager();
Query query = em.createQuery(”SELECT z FROM Zustatek z”);
seznam = query.getResultList();
for (Zustatek element : seznam)
{
soucet += element.getCastka().doubleValue();
}
......
Vy´pis 45: Java – implementace dotazu cˇ. 9 na frameworku EclipseLink
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Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 1043 489 3547 2162 5735 3126
MS SQL Server 2008 1215 523 3702 2275 5834 3369
Tabulka 11: Testovacı´ dotaz cˇ. 9
Hibernate Ve vy´pisu ko´du 46 je zobrazena implementace pro framework Hibernate.
......
Session session = null;
Transaction tx = null ;
BigDecimal soucet = null;
session = HibernateUtil .getSessionFactory().openSession();
List<Zustatek> seznam = new ArrayList<Zustatek>();
seznam = (List<Zustatek>) session.createQuery(”from Zustatek”).list();
for (Zustatek element : seznam)
{
soucet.add(element.getCastka()) ;
}
......
Vy´pis 46: Java – implementace dotazu cˇ. 9 na frameworku Hibernate
8.2.9.2 Vy´sledky a vyhodnocenı´ V tabulce 11 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 26 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
2. Hibernate
3. EclipseLink
Na prvnı´m mı´steˇ se umı´stil framework EasyORM. V tomto prˇı´padeˇ jesˇteˇ nebylo
vyuzˇito cachova´nı´ frameworku˚. Nynı´ byl stejny´ dotaz spusˇteˇn ve dvou vla´knech.
8.2.9.3 Vy´sledky a vyhodnocenı´ V tabulce 12 jsou zobrazeny cˇasy vykona´va´nı´ tohoto
dotazu u vybrany´ch ORM frameworku. Nameˇrˇene´ hodnoty jsou uva´deˇny v milisekun-
da´ch. Na obra´zku 27 je zobrazen sloupcovy´ graf reprezentujı´cı´ nameˇrˇene´ hodnoty.
Na za´kladeˇ nameˇrˇeny´ch hodnot bylo nynı´ urcˇeno toto porˇadı´ frameworku˚:
1. EasyORM
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Obra´zek 26: Graf - testovacı´ dotaz cˇ. 9
Framework EasyORM Hibernate EclipseLink
SRˇBD Inicial. Pru˚meˇr Inicial. Pru˚meˇr Inicial. Pru˚meˇr
MySQL 6.0 1631 1203 4526 3656 6427 4984
MS SQL Server 2008 1823 1403 4729 3874 6613 5067
Tabulka 12: Testovacı´ dotaz cˇ. 9B
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Obra´zek 27: Graf - testovacı´ dotaz cˇ. 9B
2. Hibernate
3. EclipseLink
V tomto prˇı´padeˇ byly spusˇteˇny dva dotazy soucˇasneˇ. Teoreticky by doba vykona´nı´
teˇchto dotazu˚, meˇla by´t dvakra´t tak dlouha´. Na vy´sledcı´ch je videˇt vı´ce nezˇ dvojna´sobny´
na´ru˚st doby u frameworku EasyORM. Je to zpu˚sobeno tı´m, zˇe tento framework nema´
implementova´nu podporu cachova´nı´ a urcˇitou rezˇii ma´ i sprava´ vla´ken. U frameworku˚
Hibernate a EclipseLink, je naopak videˇt znacˇna´ u´spora cˇasu, dı´ky vyuzˇitı´ cachova´nı´. Jak
je ale ve vy´sledcı´ch videˇt, porˇadı´ frameworku˚ se nijak nezmeˇnilo. U´spora zı´skana´ dı´ky
cachova´nı´, nevyrovnala vy´hodu absence objektove´ho modelu u frameworku EasyORM.
8.3 Vyhodnocenı´ porovna´va´nı´
Z vy´sledku porovna´va´nı´ vyply´va´, zˇe implemenovany´ framework EasyORM splnˇuje
vsˇechny pozˇadavky, ktere´ byly prˇi jeho na´vrhu specifikova´ny. Jeho velkou vy´hodou je
absence objektove´ho modelu, ktera´ mu umozˇnˇuje dosa´hnou vysˇsˇı´ vy´konnost. Porovna´-
nı´m se dveˇma existujı´cı´mi implementacemi objektoveˇ relacˇnı´ho mapova´nı´, byla oveˇrˇena
kvalita jeho na´vrhu a implementace. Ve vsˇech porovna´vany´ch oblastech byl plneˇ srovna-
telny´ s ostatnı´mi frameworky. V prvnı´m dotazu, ktery´ pracoval s milio´nem za´znamu˚, byl
dokonce vy´razneˇ lepsˇı´. Celkem v sedmi dotazech z devı´ti se umı´stil na prvnı´mmı´steˇ. Jeho
silnou stra´nkou je pra´ce s velky´m pocˇtem za´znamu˚, kde se vy´znamneˇ projevuje vy´hoda
absence objektove´ho modelu.
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9 Za´veˇr
Tato pra´ce se zaby´vala objektoveˇ-relacˇnı´m mapova´nı´m na platformeˇ Java. Byly v nı´ pre-
zentova´ny ru˚zne´ zpu˚soby a mozˇnosti zajisˇteˇnı´ perzistence dat. Sezna´mila take´ cˇtena´rˇe
s vy´vojem databa´zı´ a popisovala vy´hody ru˚zny´ch typu˚ pouzˇı´vany´ch SRˇBD. Probı´rala
ru˚zne´ techniky objektoveˇ relacˇnı´ho mapova´nı´ a uka´zala standardy pouzˇı´vane´ v te´to
oblasti. Prˇedstavila ORM frameworky pro platformu Java popsala ru˚zne´ techniky pro
dosazˇenı´ vysˇsˇı´ho vy´konu ORM.
Cı´lem te´to pra´ce bylo implementovat neˇkterou z technik objektoveˇ relacˇnı´ho mapo-
va´nı´. Vy´sledkem te´to pra´ce je framework EasyORM, ktery´ splnˇuje vsˇechny pozˇadavky,
ktere´ byly prˇi jeho na´vrhu specifikova´ny. Porovna´nı´m se dveˇma existujı´cı´mi implementa-
cemi objektoveˇ relacˇnı´ho mapova´nı´ byla oveˇrˇena kvalita jeho na´vrhu a implementace. Ve
vsˇech oblastech byl s porovna´vany´mi frameworkyminima´lneˇ srovnatelny´. V jedne´ z nich
je dokonce vy´razneˇ prˇedcˇil. Jeho silnou stra´nkou je pra´ce s velky´m pocˇtem za´znamu˚,
kde se vy´znamneˇ projevuje vy´hoda absence objektove´ho modelu. Pokud bude imple-
mentova´n v datove´ vrstveˇ informacˇnı´ho syste´mu, mu˚zˇe vy´razny´m zpu˚sobem prˇispeˇt ke
stabiliteˇ a zvy´sˇenı´ vy´konu tohoto syste´mu.
Framework byl navrhova´n pro vyuzˇitı´ v datove´ vrstveˇ informacˇnı´ho syste´mu, ale
mu˚zˇe by´t pouzˇity´ v jake´koliv aplikacı´ proplatformu Java.Mu˚zˇe rovneˇzˇ pouzˇı´vat jaky´koliv
SRˇBD, ke ktere´mu je dostupny´ JDBC konektor.
Jako hlavnı´ mozˇnost dalsˇı´ho vy´voje tohoto framewworku, se jevı´ implementace pod-
pory hromadny´ch operacı´. Kazˇdy´ SRˇBDma´ totizˇ sve´ specificke´ vlastnosti a metody, ktere´
umozˇnˇujı´, dosa´hnou nejlepsˇı´ho vy´konu tohoto databa´zove´ho syste´mu. Pokud bude fra-
mework EasyORMvyladeˇn na prova´deˇnı´ hromadny´ch operacı´ pro konkre´tnı´ SRˇBD, bude
na neˇm tyto operace prova´deˇt mnohem rychleji. Cˇı´mzˇ by se vy´znamneˇ urychlilo zpraco-
va´nı´ velke´ho mnozˇstvı´ za´znamu˚.
V te´to pra´ci se uzˇ z cˇasovy´ch du˚vodu˚ nestihla tato podpora implementovat. Pokud
by byla implementova´na pro nejcˇasteˇji pouzˇı´vane´ SRˇBD, byla by uzˇitna´ hodnota tohoto
frameworku veˇtsˇı´.
V za´veˇru je du˚lezˇite´ zdu˚raznit toto.ORMna´stroje a frameworky sicemohouvy´razny´m
zpu˚sobemurychlit vy´voj informacˇnı´ho syste´mu, ale je trˇeba jim rozumeˇt a umeˇt je spra´vneˇ
pouzˇı´t. Jejich nespra´vny´mpouzˇitı´mmuzˇe dojı´t k vy´razne´mu snı´zˇenı´ vy´konuvytva´rˇene´ho
informacˇnı´ho syste´mu.Nenı´mozˇne´ je zacˇı´t efektivneˇ pouzˇı´vat, bez dobre´ znalosti technik
ORM a SRˇBD.
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A Diagram trˇı´d
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Obra´zek 28: Diagram trˇı´d
89
B Obsah prˇilozˇene´ho CD
Soucˇa´stı´ te´to pra´ce je take´ CD, ktere´ obsahuje elektronickou podobu tohoto textu ve
forma´tu pdf. Take´ obsahuje programa´torskou dokumentaci a implementaci frameworku
EasyORM. Jsou na neˇm rovneˇzˇ volneˇ sˇirˇitelne´ knihovny a na´stroje.Adresa´rˇova´ struktura
je na´sledujı´cı´:
• /text – elektronicka´ podoba textu pra´ce
• /doc – programa´torska´ dokumentace
• /source – implementace framworku EasyORM
• /tools – volneˇ sˇirˇitelne´ knihovny a na´stroje
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C Pouzˇitı´ frameworku
Podrobne´ informace o pouzˇitı´ frameworku jsou uvedeny v dokumentaci. Generova´nı´ trˇı´d
spustı´te pomocı´ prˇı´kazu: java -jar „easyORM.jar“ „na´zev skriptu“
