In aspect level sentiment classification, there are two common tasks: to identify the sentiment of an aspect (category) or a term. As specific instances of aspects, terms explicitly occur in sentences. It is beneficial for models to focus on nearby context words. In contrast, as high level semantic concepts of terms, aspects usually have more generalizable representations. However, conventional methods cannot utilize the information of aspects and terms at the same time, because few datasets are annotated with both aspects and terms. In this paper, we propose a novel deep memory network with auxiliary memory to address this problem. In our model, a main memory is used to capture the important context words for sentiment classification. In addition, we build an auxiliary memory to implicitly convert aspects and terms to each other, and feed both of them to the main memory. With the interaction between two memories, the features of aspects and terms can be learnt simultaneously. We compare our model with the state-of-the-art methods on four datasets from different domains. The experimental results demonstrate the effectiveness of our model.
Introduction
Sentiment analysis (Pang and Lee, 2008; Liu, 2012) is a fundamental task in the field of natural language processing. As one of the subtasks of sentiment analysis, the goal of aspect level sentiment classification is to infer the sentiment polarity (e.g. positive, negative, neutral) of the aspect (e.g. food, service). Aspect level sentiment classification is arousing more and more researchers' attention, as it can provide more all-round and deeper analysis than document or sentence level sentiment classification.
There are two common scenes in aspect level sentiment classification. The first one aims to identify the sentiment of a predefined aspect, we call it ASC (aspect sentiment classification) for short. The other aims to identify the sentiment of an explicit term which occurs in the sentence, we call it TSC (term sentiment classification). We take the review "A mix of students and area residents crowd into this narrow, barely there space for its quick, tasty treats at dirt-cheap prices." as an example. For ASC task, we need to infer the sentiment polarities for a set of predefined aspects including "food", "price", and "ambience". Here, the sentiment polarities for "food" and "price" are positive while that for "ambience" is negative. For TSC task, we are given three terms "space", "treats", "prices" in the review and need to infer the sentiment polarities for these terms. Here, the sentiment polarities for terms "treats" and "prices" are positive while that for "space" is negative.
In most cases, aspect level sentiment classification works in a supervised manner. Researchers usually extract features and use machine learning algorithms to train the sentiment classifier. Typical methods are usually based on the manually extracted features. Such methods need either laborious feature engineering works or massive linguistic resources. In recent years, neural networks have achieved significant performance in various NLP tasks like question answering (Sukhbaatar et al., 2015) , machine translation (Bahdanau et al., 2014 ), text summarization (Rush et al., 2015) , and text classification (Kim, 2014; Kalchbrenner et al., 2014; Yang et al., 2016) . The key advantage of these methods is that they can automatically learn text features or representations from data. There are several pioneering studies introducing neural networks into the field of sentiment classification, including long short term memory (Tang et al., 2016a; Wang et al., 2016) and deep memory network (Tang et al., 2016b; Tay et al., 2017) . The main intuition behind these studies is to capture the important context words related to the given aspects.
The terms and aspects in ASC or TSC are closely related to each other. For example, the term "sandwich" is surely about the aspect "food". However, existing neural network based methods fail to utilize the relevance between the aspects and the terms as very few datasets are annotated with both aspects and terms. On one hand, the number of terms is extremely large and they normally exhibit a long-tailed distribution. For example, in the review "Not only did they have amazing, sandwiches, soup, pizza etc, but their homemade sorbets are out of this world!", "sandwiches", "soup", "pizza", and "sorbets" are different words though they are all about the aspect of "food", and many of them rarely occur in the corpus. It is hard for neural networks to train high quality embeddings for the terms with low frequency. On the other hand, as the high level semantic concepts of terms, the number of aspects is small and the aspects are usually predefined. This ensures that the embeddings of aspects are of high quality and generalization ability. However, aspects do not explicitly occur in sentences, thus it is hard for a model to capture aspect related context words from the sentence.
In this paper, we propose a novel deep memory network with an auxiliary memory (DAuM) to solve the above problems. Specifically, we first adopts a basic memory to capture the important part of context words for sentiment classification. We then present an auxiliary memory to make the connections between aspects and terms. Due to the lack of supervised information, we cannot get term words for each sentence in ASC task, or get aspect words for each sentence in TSC task. Following the idea of (Lau et al., 2017) and , we implicitly generate aspects for terms or extract terms for aspects via the auxiliary memory. Finally, the original and generated aspects/terms are fed into the main memory to capture the sentiment words related to the aspects/terms. With the interaction between two memories, the output vectors will combine features of both aspects and terms. We compare our model with the state-of-the-art methods on four datasets. The experimental results show that our model performs well for different domains of data, and consistently outperforms all baselines.
Related Work
Aspect level sentiment classification is a challenging task which aims to identify the sentiment polarity of an aspect or a term in the sentence. Recent years have witnessed the boom of deep learning methods in in aspect level sentiment classification tasks. Tang et al. (2016a) proposed target-dependent LSTM to capture the aspect information when modeling sentences. A forward LSTM and a backward LSTM towards term words are used to capture the information before and after the aspect term. Obviously, this method is not suitable to ASC task as aspect words do not always explicitly occur in sentences.
Attention mechanism (Bahdanau et al., 2014) is an effective mechanism which enforces the model to focus on the important part of context words by computing a weight distribution for context words. Wang et al. (2016) proposed an attention-based LSTM method for the ASC task by concentrating on different parts of a sentence to different aspects. In many cases, given terms have multiple words which makes it difficult to build the semantic representations. Ma et al. (2017) proposed an interactive attention network to address this problem. Tang et al. (2016b) introduced an end-to-end memory network for aspect level sentiment classification, which employs an attention mechanism over an external memory to capture the importance of each context word. Such importance degree and text representation are calculated with multiple computational layers, each of which is a neural attention model over an external memory. Tay et al. (2017) designed a dyadic memory network that models dyadic interactions between aspect and context with neural tensor compositions or holographic compositions for memory selection operation.
We distinguish our work with the memory networks (Tang et al., 2016b; Tay et al., 2017) in that our goal in to capture the relatedness between term and aspect to improve the sentiment classification performance and we design an auxiliary memory to this end. In contrast, existing studies only focus on the relatedness between context words the aspect/term using a sentiment memory, which is a single component in our model. Our study is inspired by the recent advances in neural networks, including the unsupervised aspect extraction method in , the deep multi-task learning framework in (Li and Lam, 2017) for aspect and opinion extraction tasks, the end-to-end deep memory network for attitude identification and polarity classification task in , and the neural attention networks for stance classification task in (Du et al., 2017) .
Deep Memory Network with Auxiliary Memory
In this section, we describe our proposed DAuM model for aspect level sentiment classification. We mainly introduce the model for TSC task, which has similar architecture for ASC task. We first give the overview of the model and then describe the single layer case. Finally, we introduce how to extend model to stack multiple layers.
An Overview
An illustration of 3-layer model for TSC is given in Figure 1 . The left part in blue is the main memory for sentiment classification, and we call it sentiment memory. The right part in red is the auxiliary memory. In TSC, auxiliary memory takes a term as input and generates corresponding aspect representation. Therefore we call it aspect memory. Both the original term representation and generated aspect representation, which incorporate term and aspect information at the same time, are fed into sentiment memory to capture the important part of context words. The middle part consists in multiple computational layers. The output vector of a layer is taken as the input of the next layer.
Single Layer
Input Embedding: To apply deep-learning method to text data, we first map each word into a lowdimensional continuous vector, which is also known as word embedding (Mikolov et al., 2013; Pennington et al., 2014) . Specifically, let L ∈ R d×|V | be an embedding matrix made up of all the word embeddings, where d is the dimensionality of word embedding and |V | is vocabulary size. Given a sentence s = {w 1 , w 2 , ..., w n } consisting n words, we first use a lookup layer to get the embedding x i ∈ R d of word w i , which is a column in the embedding matrix L.
Since terms occur in sentences and a term may contain one single word or multiple words as a phrase, we use word embedding matrix L to get the representations for terms. In case that a term contains only one word, the term representation will be the embedding of the word. For a phrase-form term, its representation is the average of all constituting word embeddings. We use v t ∈ R d to denote the term representation.
Aspect Memory: In order to implicitly infer the corresponding aspect for a given term, we define an auxiliary memory to stack the aspect information. The memory takes a term as input, and generates an output representation, which is combined with aspect information. Formally, we define the aspect memory as M a ∈ R k×d , where k is the memory size or the number of defined aspects, and m i represents the i-th piece of the memory.
Taking the term embedding v t ∈ R d as input, the aspect memory generates a continuous output vector o a ∈ R d . The vector o a is computed as a weighted sum of each piece of memory m i via attention mechanism.
where α i is the weight for a piece of memory m i . The weight α i is computed based on the semantic relatedness between the term and each aspect.
Eq.2 is a bilinear function used to compute the semantic relatedness. The output of the bilinear function is then fed into a softmax function to generate the final weight α i in Eq.3. Sentiment Memory: The goal of TSC is to identify the sentimental polarity of given terms. To this end, we build another external memory, called sentiment memory, to capture the important context words which may be helpful to sentiment classification. Different from the memory network in (Tang et al., 2016b) , the sentiment memory in our model takes both term representation and generated aspect representation as the input. Hence our input contains richer information for sentiment classification than that in (Tang et al., 2016b) .
We build sentiment memory M s ∈ R n×d via word embeddings of a sentence , where n is the memory size or the length of the sentence. To differentiate a piece of sentiment memory from that of aspect memory, we use x i to represent the i-th piece in sentiment memory, which is indeed the embedding of the i-th word. Similar to aspect memory, the output vector of sentiment memory is also computed as a weighted sum of each piece of memory x i via attention mechanism. When the term representation v t ∈ R d is fed into sentiment memory, a feed forward neural network is applied to computing the semantic relatedness between the term and each memory piece.
where W t s ∈ R 1×2d and b t s ∈ R 1×1 are transformation parameters. To make full use of the information of the term and implicit aspect, sentiment memory further takes the generated aspect representation o a as input, and generates a weight distribution via attention mechanism.
where W a s ∈ R 1×2d and b a s ∈ R 1×1 are transformation parameters. The final weight and output of sentiment memory is computed based on term level weight β t and aspect level weight β a . Formally,
where β is the final weight combining both term and implicit aspect information, 0 < λ < 1 is the hyperparameter controlling the importance of the aspect or the term, and o s ∈ R d is the output vector of sentiment memory.
Multiple Layers
Previous studies (LeCun et al., 2015) show that multiple processing layers can learn higher level representations. Hence we extend our model to stack multiple layers. In the first computational layer, we take the term vector as the input of aspect memory to generate corresponding aspect vector based on each memory piece in aspect memory through an attention layer. Both the original term vector and the generated aspect vector are then fed into the first layer of sentiment memory to capture the important part of context words through another attention layer. The model is then stacked as follows. In aspect memory, the output of the attention layer and the aspect vector in N th layer are summed as the input of N+1 th layer. Then the newly updated aspect vector in N+1 th layer of aspect memory and the output of N th attention layer of sentiment memory are taken as the input of N+1 th layer of sentiment memory.
Output and Model Training
After the computation in multiple layers, we get the final output vector o Term Sentiment Classification: Given a term w t , a sentence s, and the sentiment category set C, the TSC task aims to identify the sentiment polarity of the term in its context. In our model, we regard it as a probability problem, i.e., estimating the conditional probability of w t in s to a category c ∈ C. We take o f s as the final sentiment feature of a sentence, and use a linear layer to transform o f s into a real-valued vector which has the same length as the category number |C|. We then apply a softmax layer to calculating the conditional probability distribution.
Pc(s, wt) = sof tmax(Wco
where (s, w t ) denotes a sentence-term pair, and P c (s, w t ) is the probability of predicting category c given the sentence s and the term w t . The model is trained in an end-to-end supervised way by minimizing the cross entropy between predicted and real probability distribution. The loss function is written as:
where T is the set of training data, C is the collection of sentiment categories, and y c (s, w t ) is the ground truth for (s, w t ) pair. Term Prediction: o f a is the high level aspect representation of a given term. Inspired by (Lau et al., 2017), we believe that the aspect representation generated via a term should be able to predict the term in turn. In other words, the term embedding is more similar to the aspect representation than the embeddings of other words in the sentence. We include this into our objective and define a hinge loss function which maximizes the semantic relatedness between o f a and the term while simultaneously minimizing the semantic relatedness between o f a and other words in the sentence.
Aspect Regularization: We aim to learn the aspect embeddings which can represent different aspects in real-life data. However, the aspect embeddings may suffer from the redundancy problem during the training process. We add a regularization term to ensure the diversity of aspect embeddings.
where I is the identity matrix with the non-diagonal element a ij (i ̸ = j). M a M T a corresponds to the dot product of two different aspect embeddings, which reflects the relevance between two aspects. L reg reaches its minimum value when the dot product between any two different aspect embeddings is zero. Thus the regularization term encourages orthogonality among the rows of the aspect embedding matrix and penalizes redundant representation. Our final loss function is the linear combination of
where γ 1 , γ 2 are hyperparameters that control the weight of different parts.
Applied to ASC
The model for ASC task has similar architecture as the model introduced above. With a certain number of aspects, we don't need hyperparameter k for aspect embedding. In addition, auxiliary memory here is used to stack implicit term information, and is initialized with embeddings of words in the sentence. The auxiliary memory takes an aspect as input and generates corresponding term representation with the same method.
Experiment
We conduct both the TSC and ASC experiments to check whether our proposed model improve the performance of aspect-level sentiment classification.
Settings

Dataset
we conduct experiments on four datasets for ASC task and TSC task. In case that the same dataset is used for both tasks, we use a suffix (ASC)/(TSC) to distinguish them.
• Restaurants(ASC) is a dataset obtained from SemEval 2014 (Pontiki et al., 2014) . This dataset contains customer reviews from the restaurant domain. Each review is annotated a sentiment polarity towards a given aspect. Sentiment polarity set includes "Positive", "Negative" and "Neutral". Predefined aspect set includes "food", "price", "service", "ambience" and "anecdotes/miscellaneous". • Restaurants(TSC) is the same dataset as Restaurants(ASC) except that terms are given in Restaurants(TSC) while aspects are not annotated.
• Laptops is a dataset obtained from SemEval 2014. This dataset contains customer reviews pertaining to the computers and laptops domain. The sentiment polarity set is the same as that in Restaurants(TSC). As terms are given in Laptops, they are used for TSC task.
• TweetNews is a dataset obtained from Semeval 2016 Task 6 (Mohammad et al., 2016) . It contains English tweets which are annotated for the stance towards one of five topics "Atheis", "Climate Change is a Real Concern", "Feminist Movement", "Hillary Clinton", and "Legalization of Abortio". The stance set includes "Favor", "Against" and "None" (We treat them as "Positive", "Negative" and "Neutral" for simplification). This dataset is used for ASC task.
We use the official training/testing split in our experiments. To prevent the model from overfitting, we randomly sample one-sixth samples from the training set as the development set. The statistics of four datasets are showed in Table 1 . 
Metrics
In aspect level sentiment classification task, each dataset has multiple sentiment polarities, and each sample is classified into one of polarities. So we adopt Accuracy, Precision, Recall, as the evaluation metrics for multi-class classification. We also adopt the macro-averaged F-score to show a more thorough result following previous studies (Tay et al., 2017; Tang et al., 2016a) .
Experimental Setting
In our experiments, we use 300-dimension word vectors pre-trained by GloVe (Pennington et al., 2014) . The dimensionalities of word embedding, aspect embedding are all set to 300, which are same as those in the baselines AE-LSTM and ATAE-LSTM (Wang et al., 2016) . λ, γ 1 , γ 2 are set to 0.4, 1.0, and 0.5, respectively. We randomize other parameters with uniform distribution U (−0.01, 0.01). We train the model with Stochastic Gradient Descent optimization algorithm and set learning rate as 0.01. We use grid search to get hyper-parameters settings for our method.
Baselines
In our experiments, we compare our model with the following baseline methods on each dataset.
• ContextAVG is a simple baseline which averages the vectors of all context words as the representation of a sentence. The result is then concatenated with the aspect vector and finally fed into softmax function.
• LSTM is an implementation of standard LSTM where aspect information cannot be captured in this model.
• TD-LSTM (Tang et al., 2016a) takes aspect information into consideration. It uses a forward LSTM and a backward LSTM towards term words to capture the information before and after the term. We run it for only TSC task, as aspect words do not explicitly occur in sentences in ASC task.
• AE-LSTM (Wang et al., 2016) takes into account aspect information by embedding aspects into another vector space. The embedding vectors of aspects are learnt during the process of training.
• ATAE-LSTM (Wang et al., 2016) is an extension of AE-LSTM. It uses attention mechanism to capture the most important information in response to a given aspect. In addition, ATAE-LSTM can capture the important and different parts of a sentence when different aspects are provides.
• TAN (Du et al., 2017 ) is a model proposed for stance classification which is similar to ASC task.
Here we use it as one of baselines to evaluate the effectiveness our model on the task and dataset of other domain.
• MemNN (Tang et al., 2016b) is an end-to-end deep memory network which employs an attention mechanism with an external memory to capture the importance of each context word. Such importance degree and text representation are calculated with multiple computational layers.
We re-implemented all baseline methods to make their results as similar as possible to those in the original papers. Each competitor was optimized independently. For the parameters like dimensions, learning rate, and optimization method, we follow their settings in the original paper of the baselines.
Main Results
In this section, we discuss the experimental results on both ASC task and TSC task. Table 2 reports the results for ASC task on Restaurants (ASC) and TweetNews dataset. Table 3 reports the results for TSC task on Restaurants (TSC) and Laptops dataset. As shown in Table 2 and Table 3 , our method consistently outperforms all baselines on four datasets for both ASC task and TSC task. ContextAVG performs poorly. Since averaging context pay equivalent attention to all words, it is unable to capture the sentiment words which are particularly important to sentiment classification. LSTM does not perform well either. The reason may be that it ignores aspect information which plays key role in aspect level sentiment classification. ATAE-LSTM and MemNN perform relatively better as they not only utilize aspect information but also capture important words related to aspect via an attention mechanism. Our model DAuM outperforms ATAE-LSTM and MemNN, as implicit aspect/term representations are generated in our model, which provide more abundant features for sentiment classification. In addition, our model performs better than TAN on TweetNews dataset. This further proves that our model is suitable to some tasks from other domain like stance classification.
Effects of Multiple Layers
The number of multiple layers has an important effect to the performance of our model. We evaluate our model with 1 to 10 layers with k = 5. The results are shown in Figure 2 . In general, multiple layers can help compute high level representation and improve the performance. Our model with 4 or 5 layers already works pretty well. However, the performance does not always enhance with the increasing number of layers. It is because too many layers make the training of the model difficult. In addition, the model becomes less generalizable with more parameters introduced. 
Effects of Aspect Number
The aspect number k is a main parameter in our model. To evaluate the effects of aspect number, we fix the number of layers to 4 and change k from 1 to 10. The results are shown in Figure 3 . In general, our model performs well in Restaurants(TSC) and Laptops when k = 5 and k = 4 respectively. When k < 3, the result is not as good as when k is large in both datasets. The reason may be that terms are converted into similar aspect representations when k is small. This leads to similar predicted results even though different terms are given. It proves that, a limited number of aspects is helpful to our tasks as they have more generalizable representations, but if the number of aspects is too small, it will lose the capability of representing the semantics of different aspects in real-life datasets.
Case Study
In our model, auxiliary memory takes term/aspect as input and generates corresponding aspect/term representation. To make it more intuitive, we visualize the aspect attention when different terms are fed into aspect memory. The experiment is conducted on Restaurants(TSC) with k = 5. "A", "B", "C", "D" and "E" represent the five aspects. Three terms "pasta", "waitress", "price", which belong to aspect "food", "service", "price" respectively, are taken as an example. The pie charts are drawn based on the attention weight for each aspect. The results are shown in Figure 4 .
(a) Given "pasta" (b) Given "waitress" (c) Given "price"
Figure 4: Aspect attention weight for different terms
As can be seen, given a term"pasta", the aspect memory generates an attention distribution assigning the largest weight to aspect "A". Similarly, the generated attention distribution gives the largest weight to aspect "B" and "D" respectively when other two terms 'waitress" and "price" are fed into aspect memory. To a certain degree, these three cases prove that the aspect memory can effectively compute the semantic relatedness between the given term and each aspect, and consequently generate the most related high level representation.
Conclusion
In this paper, we propose a novel deep memory network with auxiliary memory to handle with aspect level sentiment classification tasks. To address the problem that aspect and term information cannot be captured at the same time, we utilize an auxiliary memory to generate aspect or term representation implicitly. The original and generated aspects/terms are all fed into the main memory to capture sentiment words related the aspects/terms. With the interaction between two memories, aspects provide more generalizable representations for terms. And vise versa, terms provide clues for aspects to focus on nearby context words. We demonstrated the effectiveness of our model on four datasets. The results show that it can significantly outperform the state-of-the-art methods. Besides the improvements of classification performance, our method has a key advantage that it does not need extra annotated aspects or terms. Furthermore, our model can be easily extended to solve other related problems in this domain, or modified with other advanced basic models.
