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Resumo
O objetivo deste trabalho consiste em criar um simulador que possa ser utilizado para testar
programas antes de os utilizar nos kits físicos miniaturizados de ensino de Automação e Infor-
mática Industrial da Faculdade de Engenharia da Universidade do Porto (FEUP), fornecidos pela
empresa Staudinger.
Foi desenvolvido o simulador de um módulo compacto e um conjunto de simulações para cada
módulo da fábrica simulada onde as peças e respetivos atributos são passados entre módulos por
intermédio de comandos de rede.
O simulador deverá registar a informação relevante sobre o tempo que cada peça foi traba-
lhada tal como por exemplo o número de operações efetuadas nas peças, o tempo que durou essa
operação e se essas operações foram bem executadas.
Utilizar-se-á o software SimTwo e o FeupAutom (ambos programas criados e desenvolvidos
na FEUP) para criar o ambiente de simulação realista e com vista a ser melhor que o kit real
miniaturizado. O SimTwo é um simulador físico 3D genérico e o FEUPAutom é um SoftPLC.
Para avaliar o simulador far-se-ão testes em paralelo com o kit para verificar se os vários
elementos do simulador coincidem com a realidade.
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Abstract
The goal of this project is to create a simulator that can be used to test programs before using
them on the small scale miniature mechanical kits, used for educational purposes in the area of
Automation and Industrial Informatics used at Faculty of Engineering of the University of Porto
(FEUP), produced by the company Staudinger.
The simulation for a small compact module was developed as well as a set of simulations of
assemblies that work together in different computers by exchanging the pieces and its attributes
by network commands.
The simulator should record some other relevant information like the number of operations
that a part was subjected to and whether those operations where executed correctly.
The SimTwo and FeupAutom are the software packages used to create this simulation environ-
ment - both developded at FEUP. The SimTwo tool is a physical simulator and the FEUPAutom is
a soft PLC.
The developed simulator was verified and its performance assessed by a tests designed to
check whether the several simulator elements match the ones of the real kit.
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Capítulo 1
Introdução
As atividades reportadas nesta dissertação tem como objetivo criar um simulador realista que
permita a qualquer utilizador testar programas criados em qualquer linguagem de programação
antes de os correr no kit da miniatura mecânica, aqui designado por Kit Staudinger, de modo a
evitar desgaste das peças mecânicas, danos e permitir testes iniciais correndo várias simulações ao
mesmo tempo, simulações essas que podem ser executadas fora da sala de aula.
Este simulador foi criado especificamente para utilização didática (principalmente para aulas
de automação e de sistemas industriais do Mestrado em Enga Eletrotécnica e de Computadores -
MIEEC da Faculdade de Engenharia da Universidade do Porto - FEUP).
Este trabalho tira proveito do FEUPAutom SoftPLC que permitirá ao utilizador criar progra-
mas em GRAFCET (ou diretamente com a linguagem Structured Text (ST) e monitorizar o estado
e as variáveis do sistema.
A componente gráfica do simulador é constituída por um programa em SimTwo que representa
o kit Staudinger num formato tridimensional. Este permite ao utilizador visualizar o estado do
sistema de uma forma mais intuitiva e interagir diretamente com alguns elementos da fábrica.
Também foi criada uma versão de um módulo mais compacto mais simples e com menos variáveis
para ser possível acelerar o desenvolvimento do simulador.
A metodologia subjacente ao desenvolvimento do trabalho consiste em organizá-lo nas seguin-
tes etapas e no domínio das ferramentas para o executar. Inicialmente será necessário construir
um simulador do kit Staudinger em SimTwo que tenha um desempenho idêntico (velocidade de
tapetes, funcionamento dos sensores, etc) ao kit real, sendo no entanto estes valores alteráveis.
Foi decidido que este simulador fosse desenvolvido em módulos diferentes em vez de um módulo
grande que incluísse a fábrica completa de modo a que seja possível corrê-los em computadores
com menos capacidades de processamento. Como foi atrás referido também foi criado um módulo
mas simples principalmente para efeitos de teste.
Em paralelo foi também criado um programa pequeno Grafcet no FeupAutom de modo a ser
possível testar o funcionamento do simulador.
O simulador criado em SimTwo e o controlador criado em FeupAutom comunicam entre si
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através do protocolo Modbus TCP de modo a que seja possível diversos controladores e simula-
dores serem executados lado a lado em computadores diferentes.
Esta dissertação está organizada conforme se segue. O capítulo 2 apresenta um estado da
arte relevante para os objetivos desta dissertação. O capítulo 3 explica as diferentes fases do
desenvolvimento e mostra as diversas vantagens do simulador face às alternativas atuais. Este
capítulo inclui também uma explicação do código produzido, estando uma listagem do mesmo em
anexo. O capítulo 4 diz respeito à apresentação dos principais resultados. O capítulo 5 apresenta
conclusões de forma sucinta.
Capítulo 2
Estado da Arte
2.1 Descrição de simuladores para automação industrial
O ensino da Automação Industrial e Informática Industrial no MIEEC da FEUP é baseado na
ideia que os estudantes devem aprender resolvendo uma série de problemas próximos da realidade
com complexidade crescente. Este capítulo pretende estudar algumas opções a este respeito.
2.1.1 Anylogic
AnyLogic [1] é uma ferramenta de modelação e simulação desenvolvida pela XJ Technologies.
AnyLogic inclui linguagem de modelação gráfica e também permite o utilizador estender modelos
de simulação com código Java. AnyLogic 6 é um software de simulação multi-plataforma na
medida em que ele trabalha sobre o Windows, Mac OS e Linux.
Esta ferramenta permite simular as metodologias de produção mais comuns utilizadas hoje
em dia tais como sistemas dinâmicos, simulação de eventos discretos e modelagem Agent-based.
Esta ferramenta também permite simular as componentes sociais e económicas dos sistemas e
permite modular áreas como mercado e Competição, Logística, Processos Comerciais, Recursos
Humanos, Dinâmica Social e Eco-sistema e Comportamentos de Clientes. Esta ferramenta tam-
bém contém uma componente gráfica bastante intuitiva. Na figura 2.12 podemos ver um exemplo
da componente gráfica deste programa.
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Figura 2.1: Exemplo da componente gráfica do AnyLogic
2.1.2 SimCad
O programa Simcad é um produto da empresa CreateASoft que é utilizado para simular am-
bientes de produção tais como manufatura, linhas de produção e logistica entre outros. Esta ferra-
menta permite planear, organizar optimizar processos reais.
Este software permite testar a eficiência de vários cenários possíveis e localizar pontos de
melhoramento no processo. Na figura 2.2 pode-se a representação gráfica desta ferramenta.
Figura 2.2: Exemplo da componente gráfica do SimCad
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2.1.3 ITSPLC
Os kits ITSPLC são vendidos por esta empresa portuguesa http://www.realgames.pt/
incluem um PLC físico que lê sinais físicos para a simulação realista em 3D. Esta simulação
permite funcionalidades de testar comportamento de avarias de sensores e outras partes do sistema.
São fornecidas diversas aplicações típicas em Automação industrial (ver Figura 2.3).
Figura 2.3: Exemplo de aplicação do ITSPLC - os sinais externos são lidos por um autómato físico
2.1.4 Automation Studio
Este software é um dos mais utilizados em ensino de automação industrial e simula com-
ponentes elétricas e mecânicas http://automationstudio.com/. É utilizado por escolas
de engenharia eletrotécnica e mecânica e é um software comercial de elevado custo e com uma
enorme lista de capacidades e longa lista de componentes reais modelizados tal como demonstra
a Figura 2.4.
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Figura 2.4: Exemplo de utilização do Automation Studio
2.2 SoftPLCs
A utilização de Soft PLCs, isto é, um software de controlo baseado em PC que emula a forma
de funcionamento de um Autómato Programável (em inglês Programmable Logic Controller -
PLC) é muito importante para o ensino em ambiente de sala de aula onde diversos estudantes
tentam escrever programas de controlo para equipamentos reais ou simulados.
2.2.1 Ladsim
O Ladsim [2] é um softPLC baseado em windows desenvolvido para treinar os utilizadores
a usar autómatos reais. Este programa além de ser freeware contém todas as funções básicas de
um autómato tais como entradas, saídas, temporizadores e contadores entre outras. Uma limitação
deste programa é que é apenas possível programar em LADDER - consultar imagem 2.5. Para
além destas funções o Ladsim inclui sete simuladores (semáforos, sistema de alarme industrial,
parque de estacionamento, elevador máquina de bebidas, fábrica de engarrafamento de bebidas e
linha de empacotamento de produtos ) a duas dimensões que permitem ao verificar se o código
criado está a funcionar corretamente.
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Figura 2.5: Exemplo de programação em Ladsim
2.2.2 Isagraf
O ISaGRAF [3] é um pacote de software industrial completo que consiste num conjunto de
ferramentas de programação de autómatos, um motor de execução runtime e ferramentas customi-
záveis VAR/OEM para aplicações de controlo de automação (figura 2.6). Esta aplicação fornece
compatibilidade com todas as linguagens de controlo do standard IEC 61131 e pode correr em
vários sistemas operativos diferentes e em tipos de hardware diferentes. O ISaGRAF é neste
momento provavelmente a melhor e mais versátil ferramenta para simular (e em certas ocasiões
controlar) ambientes industriais, sendo a única desvantagem o facto de a licença para utilizar este
software ser cara tornando difícil aos utilizadores usufruírem dela em computadores que não te-
nham as permissões necessárias.
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Figura 2.6: Exemplo de programação em ISaGRAF
2.2.3 Automgen
O Automgen [4] permite a criação de programas com linguagens standard (IEC 61131-3,
SysML), simulações em computadores domésticos, gerar código e introduzi-lo em PLCs e ou-
tros hardwares tais como Arduinos, PICs e outros microcontroladores (figura 2.7). O Automgen
também permite criar aplicações scada a nível local ou através da internet, também permite a cria-
ção de simulações tridimensionais, simulações numéricas (tipo matlab ou simulink) e também faz
aquisição e tratamento de sinais (tipo labview).
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Figura 2.7: Exemplo de utilização do software Automgen
2.2.4 Psim
O Psim [5] consiste em três programas diferentes incluídos no mesmo pacote de software. O
primeiro programa é um editor de LADDER que permite aos utilizadores criar e editar programas
num PLC utilizando a família de instruções Allen Bradley PLC-2 (figura 2.8). Em seguida o Psim
emula o código LADDER utilizando a sequência de funcionamento típica de um PLC. Por fim
o programa contém algumas simulações animadas que respondem ás entradas e saídas do PLC
emulado. O Psim apesar de ser freeware já não é muito utilizado por ser um software antigo e
desatualizado que já não é adaptável ás linguagens e métodos utilizados hoje em dia em automação
industrial.
Existe ainda um sistema on-line chamado PLCSimulator - http://sourceforge.net/
projects/plcsimulator/ que deriva do anterior Psim.
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Figura 2.8: Exemplo de utilização do software Psim
2.3 Descrição do “Kit” Staudinger da FEUP
Este “Kit” tem como objectivo simular uma fábrica genérica com vários elementos comuns a
várias fábricas tais como sistemas de montagem em série ou em paralelo, armazém automático e
manipulador 3D. Foi criado especificamente por encomenda para a FEUP pela empresa Staudinger
http://www.staudinger-est.de/ (utilizando módulos base padrão) e com o objetivo de
demonstrar diversas capacidades ao longo de diversas cadeiras do Mestrado em Enga Eletrotécnica
e de Computadores da FEUP tal como Automação e Informática Industrial.
Estes elementos têm grande utilidade para mostrar aos alunos o tipo de problemas e soluções
num projeto de controlo de uma fábrica. Este “Kit” permite armazenar em secções separadas
matérias-primas, produtos intermédios e produtos finais, gestão de matérias-primas na entrada
e produtos na saída, capacidade de depositar os objetos em diferentes estações, montar peças
complexas compostas por várias peças simples, etc.
Resumidamente, este “Kit” pode ser utilizado para estudos de otimização de fluxos de peças
dentro de uma empresa simulada e assim porventura diminuir tempos de espera, detectar erros e
defeitos nos programas de controlo, reduzir custos de manutenção, testar sistemas de emergência
e outras atividades interessantes aos alunos.
O layout dos elementos do “Kit” está na figura 2.9 e fotografia do “Kit” real encontra-se na
figura 2.10 .
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Figura 2.9: Layout dos elementos do “Kit” Staudinger
Figura 2.10: Fotografia do “Kit” Staudinger
2.4 Descrição do SimTwo
O SimTwo [6] é um programa desenvolvido na FEUP pelo professor Paulo Costa que permite
simular vários tipos de robots de uma forma realista. Os robôs são decompostos em corpos rí-
gidos e articulações especificados pelas suas propriedades físicas, nomeadamente, forma, massa,
momento de inércia, fricção, elasticidade, etc. Este programa foi escolhido devido ao realismo
físico, à simplicidade do uso, ao facto de ser freeware e á possibilidade de contactar o criador do
programa para alguma eventual correção de “bugs”.
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Um exemplo de alguns objetos criados no SimTwo encontra-se na figura 2.11. Para mais
informações sobre este programa, a página oficial do SimTwo é http://paginas.fe.up.
pt/~paco/wiki/index.php?n=Main.SimTwo.
Figura 2.11: Exemplos de modelos criados em SimTwo
2.5 Descrição do FeupAutom
O FEUPAutom [7] é um programa softPLC que corre sobre o Windows criado na FEUP prin-
cipalmente para ser utilizado nas aulas de "Automação e Sistemas"que trata a introdução aos
sistemas de controlo a eventos discretos. O programa é freeware o que o torna ideal para ser usado
nas aulas, dado que os alunos não precisam de licenças para o correr em computadores fora da
Faculdade. O programa foi feito em Delphi e alguns componentes externos tais como RxLib,
SynEdit, UniSyn, DWS2.
O programa contém algumas características úteis tais como a possibilidade de programar na
liguagem ST ou diretamente através do GRAFCET. Também contém boas opções de “debugging”,
indicadores visuais sobre o estado das variáveis tanto das entradas como das saídas e suporta
comunicação via ModBus TCP, o que facilita o envio e receção de dados ao SimTwo.
Na figura 2.12 temos um exemplo da configuração deste programa. Para mais informações so-
bre este programa, a página oficial do FeupAutom é http://paginas.fe.up.pt/~asousa/
wiki/doku.php?id=proj:feupautom.
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Figura 2.12: Exemplo de um programa em FeupAutom
2.6 Descrição do Módulo compacto da Staudinger
O módulo compacto a partir do qual este simulador é um elemento padrão da linha de simu-
ladores compactos da empresa Staudinger (http://www.staudinger-est.de/) que desen-
volve módulos para utilização em aulas automação e optimização de processos industrias. Este
módulo contém 7 entradas e 8 saídas (ver figura 2.13). As características do módulo podem ser
consultadas em [8].
Figura 2.13: Fotografia do módulo compacto
O simulador criado em SimTwo recria o módulo de maneira fiável (ver figura 2.14) e acres-
centa algumas funções não existentes no módulo real. Este módulo simula uma linha flexível de
produção com duas máquinas (que no simulador executam duas operações diferentes) para servi-
rem de exemplo de produções industriais em série. Para além das duas máquinas o módulo contém
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dois tapetes rolantes unidirecionais (também haveria a opção de utilizar tapetes bidirecionais mas
para representar o “Kit” real fielmente foi usada esta opção). Também existe uma máquina de
armazenagem de peças com um sistema para as colocar no primeiro tapete. Existem também duas
lâmpadas em frente das máquinas para indicar o facto de estarem ligadas. Por fim temos três
botões para controlar o processo manualmente (se bem que no simulador é possível controlar o
sistema através dos botões ou diretamente através de comandos).
Figura 2.14: Simulador do módulo compacto
O simulador também tem indicadores nas peças que indicam as operações a que foram sub-
metidas ou se alguma operação foi feita de forma inválida (ver figura 2.15).
Figura 2.15: Operação a ser efetuada numa peça
Capítulo 3
Desenvolvimento do Simulador
O simulador SimTwo é altamente configurável e utiliza ficheiros XML para modelar a estrutura
física presente na cena a simular. Essa estrutura é lida no início do programa e são criados os
objetos e relações estruturais lá indicados.
Para além dos elementos físicos existe ainda um controlador periódico que é desenvolvido den-
tro da GUI do programa SimTwo que permite em tempo de execução da simulação regular as inte-
rações entre componentes e controlar os acontecimentos. Este programa, chamado "script"dentro
do SimTwo permitiria noutras aplicações o controlo de um sistema tal como um robô móvel mas
neste caso é utilizado para todos os processos necessários funcionamento do conjunto como si-
mulador do sistema de produção. Este "Script"é chamado periodicamente e a função "control"é
chamada para o utilizador criador da simulação poder desenvolver o código que entender (o valor
por defeito deste período é de 40ms). Este script é programado na linguagem Pascal e é interpre-
tado em run time pelo pacote RemObjects do Delphi. Existe ainda uma parte do código associada
com a inicialização que é executada uma única vez após o arranque da simulação.
Para além destas facilidades de programação, existem ainda grande quantidade de elementos
a configurar pois o SimTwo é um programa exigente a nível de poder de cálculo tanto no CPU
como na placa gráfica devido ao facto de a simulação dinâmica utilizar ODE (cálculo numérico de
equações diferenciais) e grande quantidade de primitivas tridimensionais que são enviadas para a
placa gráfica por intermédio de comandos OpenGL.
3.1 Descrição da componente XML do SimTwo
A componente XML do programa SimTwo serve para modelizar os diversos componentes.
Neste componente é possível definir o desenho das peças, os valores físicos dos elementos indivi-
duais (tais como o peso, o nível de atrito estático e dinâmico e dimensões) e a maneira em como
estes se interligam. Também é possível definir o número de articulações, o tipo de articulações (de
translação, deslizantes, rotativas ou fixas) e os valores físicos (principalmente os níveis de atrito,
as velocidades lineares e rotativas e os limites máximos e mínimos) destas. Também é nesta sec-
ção de XML que se define a posição e o tipo de sensores. Neste projeto apenas foram utilizados
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sensores de presença (que se pode ver nas figuras como barras verdes semitransparentes). Também
é possível aqui definir texturas para efeitos estéticos.
Neste projeto, os diversos elementos (tais como máquinas, tapetes e outro tipo de estruturas
usadas em ambientes industriais) foram criados em ficheiros separados e foram unidos em módulos
finais num ficheiro principal (chamado scene.xml). Na figura 3.1 temos alguns exemplos dos
elementos individuais.
Figura 3.1: Exemplo de elementos individuais
As linhas a branco mostram os sensores e as setas os atuadores. Nas tabelas em Anexo temos
uma descrição mais detalhada sobre as variáveis. Em Anexo também se encontra um ficheiro
integral de XML que mostra a definição de um elemento individual.
Este tipo de estrutura permite-nos facilmente criar novos módulos a partir de elementos já
existentes, bastando para isso mudar as coordenadas e a direção destes. Na figura 3.2 temos um
excerto do ficheiro scene.xml mostrando os valores que necessitam de ser alterados para reposici-
onar os elementos de modo a criar módulos novos. Se for necessário criar elementos novos será
necessário criar um ficheiro auxiliar de XML definindo-o e pode-se usar o mesmo método para o
posicionar entre outros elementos já existentes. Este método torna este tipo de sistema altamente
modular.
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Figura 3.2: Excerto de ficheiro Scene.xml
3.2 Descrição do componente Pascal do SimTwo
No componente de Pascal do SimTwo define-se o controlo da cena criada em XML. Neste
projeto as componentes mais importantes desta secção são as funções que geram as comunicações,
o comportamento das peças e o tratamento de variáveis. Neste projeto decidiu-se utilizar variáveis
auxiliares para tornar a leitura do código mais simples, já que a leitura direta dos sensores e
atuadores diretamente das componentes do XML é de difícil leitura. Para criar novos módulos
algumas funções em Pascal teriam que sofrer algumas alterações. As funções que foram utilizadas
serão descritas em seguida. Em Anexo também se encontra o código integral da componente
Pascal do módulo compacto.
• Initialize Robot ID MC() - Esta função atribui aos identificadores dos elementos (números
crescentes por ordem da declaração) a variáveis com nome descritivo para tornar o código
mais simples de ser utilizado. O SimTwo atribui identificadores numéricos aos elementos
de uma forma pouco percetível e esta função dá-lhes nomes mais intuitivos (que também
podem ser editados pelo utilizador) de acordo com as coordenadas onde os elementos se
encontram.
• Write Actuators MC() - Esta função transforma as variáveis internas do SimTwo em Va-
riáveis com nomes possíveis de serem editadas pelo utilizador para tornar o código mais
simples de ler. (Por exemplo em vez de activarmos um actuador da seguinte forma “Set-
BeltSpeed(MCB1 , 0, U belt) else SetBeltSpeed(MCB1 , 0, 0);” podemos activa-la escre-
vendo apenas “MCB1O = 1”)
• Read Sensors MC() - Esta função faz o mesmo que a função anterior só que o faz com os
sensores. Por exemplo em vez de se detectar o estado de um sensor escrevendo “GetSen-
sorVal( MCB1, 0 ) > 0) and (GetSensorVal( MCB1, 1 ) >= 0)” basta escrever “MCM1P :=
1 else MCM1P := 0”
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• Update Buttons() - Esta função serve para controlar os botões existentes no módulo com-
pacto - nos outros módulos esta função não é necessária.
• Update Machine 1() - Esta função serve para atualizar o estado das peças. Basicamente o
que a função faz é testar se a máquina está ativa e se a peça está posicionada em frente desta.
Se for esse o caso, esta função dá ordem para incrementar o atributo da peça que depois fará
com que a pela seja desenhada com uma barra proporcional ao atributo da peça (tempo
em que uma dada operação está a ser efetuada). Se o tempo da operação for excedido, a
barra torna-se preta indicando que a operação foi mal efetuada. Os tempos máximos de uma
operação (velocidade que esta demora a estar completa) são configuráveis na inicialização
do “script” de Pascal.
• Update Machine 2() - Esta operação faz exatamente o mesmo que a operação anterior
sendo que é para a segunda máquina, com tempos potencialmente diferentes e atuando na
segunda barra da peça com uma cor diferente.
• Replace Fallen Boxes() - Esta operação serve para recuperar as peças que tenham caído ao
chão, colocando-as no sistema de armazenamento inicial. Esta função tem alguma utilidade,
já que, no SimTwo, é possível ao utilizador interagir com os elementos do sistema (da
mesma maneira que se pode pressionar os botões).
• Main control cycle MC() - Esta função foi criada para testar o simulador enquanto este
estivesse desligado das comunicações Modbus. Enquanto o simulador estiver a comunicar
esta função é obsoleta
• Init Box Status() - Esta função inicializa o estado das peças no início do programa
• wait( T : double) - Esta função é um simples timer. Em principio não será necessária dado
que o FeupAutom tem “timers”. Esta função foi apenas criada para efeitos de teste enquanto
as comunicações não se encontravam operacionais.
• Update Modbus Adress() - Esta função converte as variáveis intermédias definidas nas fun-
ções Read Sensors MC() e Write Actuators MC() em endereços necessários para as comu-
nicações modbus. Quando for necessário alterar endereços é nesta função que se tem que
mexer. Por exemplo na linha “if (MCM1P = 1) then setModbusInput(Offset I + 0, true)
else setModbusInput(Offset I + 0, false);” se fosse necessário mudar o endereço da variável
MCM1P bastava sustituir a expressão Offset I + 0 por o endereço desejado.
Inicialização do programa:
Offset O := 50 - Offset das saídas do modbus. Não é necessária se os endereços forem
configurados manualmente.
Offset I := 100 - Offset das entradas do modbus. Não é necessária se os endereços forem
configurados manualmente.
3.3 Exemplo da mudança de estado das peças 19
U belt := 0.5 - Velocidade de translação dos tapetes.
U machine := 400 - Velocidade do rotativa das máquinas.
U storage := 12 - Velocidade linear do sistema de armazenagem.
num robots := 11 - Número de elementos.
Initialize Robot ID MC() - Inicialização dos elementos individuais.
Init Box Status() - Inicialização das peças.
S100 := 1 - Definir o estado S100 como positivo. Esta variável só tem interesse se o pro-
grama não estiver a comunicar em modbus.
m1 := 5 - variável auxiliar para funcionamento da máquina 1.
m2 := 5 - variável auxiliar para funcionamento da máquina 2.
kt1 := 0.1 - incremento da máquina 1 por ciclo (de 5 ate 60).
kt2 := 0.5 - incremento da máquina 2 por ciclo (de 5 ate 60).
tol := 10 - tolerância entre o fim da operação e a peça estragada.
Para criar novos módulos algumas funções em Pascal teriam que sofrer algumas alterações.
Estas alterações não seriam difíceis de fazer já que seriam basicamente a troca de coordenadas no
caso das funções relativas as máquinas (Update Machine 1() e Update Machine 2()) e da identi-
ficação dos elementos (Initialize Robot ID MC()). No caso das funções Write Actuators MC() e
Read Sensors MC() bastava trocar o nome das variáveis intermédias, tendo em conta que o tipo de
elementos seja igual e no caso da função Update Modbus Adress() seria apenas colocar os novos
endereços.
3.3 Exemplo da mudança de estado das peças
Uma das características mais interessantes deste projeto é o facto de se poder observar em
tempo real o estado das peças. Esta capacidade permite aos utilizadores saberem que operações
foram realizadas, durante quanto tempo estas foram realizadas e se a peça foi danificada nessas
operações de uma maneira visual e intuitiva. Em vez de se observar estas informações através de
logs ou outro tipo de indicadores em texto, o utilizador pode ver diretamente o que está a acontecer
à peça em tempo real e de uma forma intuitiva. Nas figuras seguintes serão mostrados exemplos
deste processo.
Na figura 3.3 podemos ver a peça a meio de uma operação. Note-se que a barra que indica o
estado ainda não está completa embora esteja a aumentar tal como se pode ver na sequência de
imagens da figura 3.3.
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Figura 3.3: Sequência temporal da peça a ser trabalhada na máquina 1
Nesta próxima figura 3.4 podemos ver a peça no fim da linha de produção. Note-se que a
segunda operação não foi concluída por completo, já que a barra não está cheia. Isto indica que a
operação não foi realizada durante o tempo necessário para que a peça ficasse concluída.
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Figura 3.4: Peça incompleta no fim da linha de produção
Na próxima figura 3.5 temos um exemplo de uma peça cuja operação foi efectuada durante
demasiado tempo tendo sido assim danificada. Isto é indicada pela mudança de cor de verde para
preto e significa que a peça está inutilizada.
Figura 3.5: Peça danificada na segunda máquina
Por fim nesta última figura 3.6 temos um exemplo de uma peça no fim da linha de produção
em que ambas as operações foram concluídas de uma forma correta. Isto é indicado pela presença
de ambas as barras cheias.
22 Desenvolvimento do Simulador
Figura 3.6: Peça completa no fim da linha de produção
3.4 Descrição do funcionamento dos módulos
Para além do módulo compacto foram criados mais cinco módulos mais complexos corres-
pondentes ao “Kit” da Staudinger que a FEUP possui. Os módulos foram criados em programas
separados devido á dificuldade de processamento do equipamento disponível, sendo que a criação
de um sistema que transporte as peças de um módulo para o seguinte (ou anterior) não é difícil de
fazer. No passado, foi feito utilizando outro sistema de comunicação sem ser o Modbus TCP, o
que torna esse sistema inútil para este projeto.
Foram feitas experiências que correram com os efeitos esperados num sistema em que dois
módulos consecutivos corriam em PCs diferentes e o transporte de peças funcionava satisfatori-
amente (embora com um pequeno atraso). Para adaptar este sistema para o projeto atual seria
necessário utilizar variáveis auxiliares que não interferissem com as variáveis de estado dos mó-
dulos, o que infelizmente não houve tempo para concluir. Nas figuras abaixo encontram-se os
diversos módulos com uma breve explicação da sua utilização. Este conjunto de módulos também
permitem mostrar a facilidade criar sistemas novos com elementos individuais comuns. Como se
poderá ver nas figuras abaixo, alguns elementos (tapetes normais e tapetes rotativos) estão pre-
sentes em quase todos os módulos. Em anexo, encontram-se informações mais detalhadas dos
módulos, incluindo todas as variáveis e alguma informação relevante para o funcionamento dos
elementos individuais.
Na figura 3.7 temos o primeiro módulo que é um armazém automático. O objectivo deste
módulo é recolher e entregar peças de ambos os tapetes na extremidade e distribuí-los nos com-
partimentos correctos.
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Figura 3.7: Módulo 1: armazém automático
Na figura seguinte 3.8 temos uma linha de produção em série, que tal como o nome indica é
uma linha de produção composta por operações sucessivas parecida com o módulo compacto antes
mencionado sendo que, neste caso, os tapetes são bidirecionais. Para distribuir as peças entre a
linha de produção geral e a linha de produção em série usam-se tapetes rotativos.
Figura 3.8: Módulo 2: Linha de produção em série
Na figura seguinte 3.9 temos o terceiro módulo que é um linha de produção em paralelo em
que as operações podem ser feitas simultaneamente em ambas as máquinas sem ser necessário
interromper uma operação para uma determinada peça passar para outra máquina.
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Figura 3.9: Módulo 3: Linha de produção em paralelo
Na figura 3.10 temos um módulo de montagem tridimensional cujo objectivo principal é en-
caixar as diversas peças (neste caso isto é feito empilhando-as). Neste módulo, a peça final seria a
montagem das diversas peças (três no máximo) para criar a peça final.
Figura 3.10: Módulo 4: Centro de montagem de peças
Por fim, temos na figura 3.11 o módulo de saída, que, como o nome indica, serve apenas para
retirar as peças do sistema.
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Figura 3.11: Módulo 5: Sistema de saída
3.5 Lista de elementos individuais
Outro ponto relevante neste projeto é modularidade dos vários elementos individuais que cos-
tumam ser usados em vários tipos diferentes de indústria. Em seguida, apresento nas figuras 3.12,
3.13, 3.14 e 3.15 alguns destes elementos, comparando-os com os modelos reais construídos pela
empresa alemã Staudinger. Nos modelos em SimTwo as linhas brancas representam os sensores
de fim de curso e as setas mostram a direção do movimento dos atuadores.
Figura 3.12: Tapete longo com 2 sensores de posição
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Figura 3.13: Tapete rotativo
Figura 3.14: Pusher
Figura 3.15: Tapete de translação
Capítulo 4
Resultados
O objetivo concreto deste trabalho é a possibilidade de controlar o simulador criado em SimTwo
através do FeupAutom ou Unity da mesma maneira que se controlam os “kits” reais. Isto é facil-
mente conseguido desde que os kits permitam acesso via ModBusTCP e os endereços das variáveis
do simulador e dos “kits” reais sejam os mesmos.
Utilizando o FeupAutom, como as comunicações são feitas entre dois computadores é comum
haver alguns atrasos, principalmente devido à divergência entre os ciclos do SimTwo e os tem-
pos de comunicação entre computadores que apesar de serem pequenos podem dificultar o bom
funcionamento do programa. Este problema foi resolvido criando algumas tolerâncias temporais
nos sensores de posição e na atualização da evolução do estado das peças. Estas tolerâncias não
divergem muito do “kit” real porque como os sensores de posição do “kit” real são magnéticos não
são pontuais, ou seja têm um intervalo de tempo enquanto estão ativos e não um instante preciso.
Quanto á tolerância dada no estado de atualização das peças esta não é relevante dado que esta
função não existe no “kit” real.
A funcionalidade que mostra o estado das peças também funciona bem e espera-se que seja
um melhoramento sobre o kit da miniatura física. O estado das peças é representado por barras co-
loridas (às quais correspondem determinadas operações) que demonstram os processos pelas quais
as peças passaram. Nestas barras também é possível verificar se uma operação foi mal efetuada
(neste caso por excesso de tempo a ser operada por uma determinada máquina) sendo que a barra
passa a uma cor preta em vez da cor habitual. Esta diferença entre o simulador e o “kit” real têm
algumas vantagens, por exemplo o facto de ser possível reconhecer visualmente que operações
foram efetuadas, se foram efetuados por completo e se não houve erro nas operações. Concreta-
mente estão previsas duas operações diferentes memorizadas na peça, uma operação diferente por
cada máquina.
No “kit” real estas indicações não seriam possíveis de verificar tão facilmente, já que as peças
não têm nenhum indicador visual relativamente ao estado em que estão e teriam que ser indicadas
através de logs ou outros programas que monitorizem as operações.
Foi também desenhado um processo que permitiria a uma aplicação de coordenação de mó-
dulos conjugar diversas simulações num conjunto coerente (uma fábrica com diversos módulos).
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Quando um módulo deteta que a peça saiu, envia os dados relevantes por rede para a aplicação
de coordenação e essa aplicação decide se "essa"peça (com os mesmos atributos) deve "apare-
cer"noutro módulo. Toda esta comunicação utiliza comunicação TCP/IP adhoc.
No diagrama da figura 4.1 pode-se ver como um controlador (neste caso um autómato) co-
munica com o mundo real. O autómato recebe informações dos sensores instalados no mundo
real e recebe essa informação através das entradas. A cada ciclo de controlo são determinadas as
ações a serem efetuadas que são transmitidas através das saídas para os atuadores instalados que
provocam reações no mundo real.
Figura 4.1: Diagrama genérico de troca de informação entre controlador e mundo
O gráfico 4.2 ilustra o problema que foi tratado neste trabalho. O mundo real consiste num kit
miniaturizado de uma fábrica (Staudinger) em que todas as variáveis (atuadores e sensores) são
monitorizadas e controladas através de "ilhas- conjunto de entradas e saídas remotas, comandadas
via Ethernet/TCPIP. Como este kit é para ser usado por vários alunos existem vários controladores
que estariam a tentar controlar as ilhas simultaneamente provocando conflitos nas comunicações e
no funcionamento do kit, o que claramente resultaria em problemas de funcionamento pois apenas
um controlador poderia controlar o kit real de cada vez.
Figura 4.2: Diagrama onde diversos controladores utilizam ligação em rede para controlar um
único kit real miniaturizado
A solução proposta para o problema ilustrado no gráfico anterior foi criar um simulador da
fábrica para que cada controlador possa ser testado individualmente. No âmbito deste trabalho o
controlador escolhido foi o FeupAutom, se bem que este controlador poderia ser desenvolvidos
em qualquer sistema que suporte ModbusTCP. O simulador escolhido foi o SimTwo pelas razões
mencionadas nos capítulos anteriores. Quando a fase de testes estiver completa os controladores
desenvolvidos pelos estudantes podem ser utilizados no kit real (um controlador de cada vez).
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A utilização de kits simulados permite que todos os estudantes desenvolvam o seu programa
controlador em simultâneo e testem os seus algoritmos poupando tempo e desgaste no kit real.
Figura 4.3: Utilização de diversos conjuntos {controlador + comando ModBusTCP + kit simu-
lado}, onde deve ser indiferente comandar o kit real ou simulado
Na figura 4.4 estão representadas as janelas de ambos os programas (SimTwo e FeupAutom)
mais relevantes para os utilizadores durante uma simulação. Ambos os programas estão ligados
através de ModbusTCP e a funcionar em conjunto. Neste caso ambos estão a ser corridos no
mesmo computador mas também poderiam estar a correr em computadores diferentes desde que
os endereços de IP e os portos estejam bem configurados. Á direita está a representação das
variáveis que estão a ser utilizadas (amarelo para os sensores e verde para os atuadores). No
centro pode-se ver o diagrama de Grafcet que mostra o algoritmo de controlo a ser executado (O
estado atual é o X3 e verifica-se isso através de linhas mais grossas na caixa que o representa).
Á esquerda temos a representação visual criada em SimTwo do algoritmo que está a correr em
Grafcet. Nesta representação visual também se pode o estado da peça durante a operação efetuado
pela máquina através da barra azul na parte de cima da peça.
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Figura 4.4: Imagem do FEUPAutom e do grafcet de comando ligado à simulação do módulo
compacto feita em SimTwo
Outro bom resultado deste projeto é a facilidade de criar novos sistemas de produção e manu-
factura utilizando os blocos já existentes. Como foi mostrado no capítulo anterior estes elementos
(tapetes rotativos, tapetes direcionais, máquinas genéricas, armazéns automáticos, etc.) são ele-
mentos comuns da maioria de sistemas de produção e manufactura e a facilidade de criar novos
sistemas mudando apenas algumas coordenadas em determinados ficheiros XML (scene.xml) per-
mite criar sistemas inteiramente novos com relativamente pouco trabalho. Como exemplo disso
temos nos capítulos anteriores vários módulos que foram criados com diversos elementos comuns
apenas ordenados de uma maneira diferente (principalmente o módulo de produção em série e o
módulo de produção em paralelo).
Ainda existe o facto que devido à simplicidade do uso do programa SimTwo seja possível
criar novos tipos de máquinas menos comuns de uma forma rápida e eficiente. O desenho destes
elementos é simples de criar em XML (ou em qualquer programa de modelação 3D) e a parte
de controlo feita em Pascal é fácil de reproduzir para qualquer tipo de elemento menos comum
usando as funções descritas no capítulo anterior.
Capítulo 5
Conclusões e trabalho futuro
Os resultados finais deste projeto corresponderam aos resultados esperados inicialmente. O
simulador retrata o “kit” real de uma forma fiável e adiciona algumas funções úteis não existentes
no kit real. O simulador também fornece um ambiente visual tridimensional agradável e intuitivo
para os utilizadores. A capacidade de se poder reconhecer o estado das peças visualmente também
é uma boa vantagem para verificar se o programa criado pelos utilizadores em GRAFCET (ou em
qualquer outra linguagem para autómatos) está a ser bem executado.
A capacidade de o simulador ser compatível com Modbus TCP também é vantajosa sendo as-
sim possível testar os programas tanto no simulador como nos kits reais sem ser necessário fazer
nenhuma alteração no programa original (tendo em atenção que os endereços das variáveis sejam
os mesmos). Infelizmente houve alguns atrasos no desenvolvimento do projeto devido a alguns
bugs inesperados, dado que algumas das funções dos programas que foram utilizados (SimTwo e
FeupAutom) ainda estavam em desenvolvimento. Estes atrasos dificultaram o programa sugerido
inicialmente e impediram que houvesse tempo para se passar algumas das funções (particular-
mente a que indica o estado das peças) criadas para o módulo compacto para os restantes módulos.
Este projeto também mostrou a modularidade do SimTwo para criar novos módulos num intervalo
de tempo curto.
Em última análise, apesar de poder haver alguns melhoramentos, os resultados foram satisfató-
rios e mostram que vale a pena investir neste tipo de sistemas - simuladores baseados em SimTwo
e controladores em FeupAutom para criar novos módulos e até melhorar o sistema atual.
Como trabalho futuro será necessário acabar de portar todos os módulos para um framework
comum que permita de facto as peças e respetivos atributos serem transmitidas entre os diversos
módulos através de operações de rede e melhorar a respetiva documentação.
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Anexo A
Referência do Módulo 1 - Armazém
Automático
33
Módulo 1
Armazem automático
Sensores
M1SB1PP Peça presente no tapete 1
M1SB2PP Peça presente no tapete 2
M1SAZ1 Elevador na posição 1 do eixo do Z
M1SAZ2 Elevador na posição 2 do eixo do Z
M1SAZ3 Elevador na posição 3 do eixo do Z
M1SAZ4 Elevador na posição 4do eixo do Z
M1SAZ5 Elevador na posição 5 do eixo do Z
M1SAZ6 Elevador na posição 6 do eixo do Z
M1SAX8 Elevador na posição 8 do eixo do X
M1SAX7 Elevador na posição 7 do eixo do X
M1SAX6 Elevador na posição 6 do eixo do X
M1SAX5 Elevador na posição 5 do eixo do X
M1SAX4 Elevador na posição 4 do eixo do X
M1SAX3 Elevador na posição 3 do eixo do X
M1SAX2 Elevador na posição 2 do eixo do X
M1SAX1 Elevador na posição 1 do eixo do X
M1SAYF Elevador na posição do armazem no eixo dos Y
M1SAYC Elevador na posição central no eixo dos Y
M1SAYB Elevador na posição s tapetes no eixo dos Y
M1SAPP Peça presente no elevador
Actuadores
M1AB1P Tapete 1 para a direção positiva
M1AB1N Tapete 1 para a direção negativa
M1AB2P Tapete 2 para a direção positiva
M1AB2N Tapete 2 para a direção negativa
M1AAXP Movimento do elevador no eixo do X com sentido positivo
M1AAXN Movimento do elevador no eixo do X com sentido negativo
M1AAYP Movimento do elevador no eixo do Y com sentido positivo
M1AAYN Movimento do elevador no eixo do Y com sentido negativo
M1AAZP Movimento do elevador no eixo do Z com sentido positivo
M1AAZN Movimento do elevador no eixo do Z com sentido negativo
M1AAXS Movimento no eixo do X a velocidade baixa
          Posição dos elementos do sistema
       Variáveis do tapete 1
       Variáveis do armazém autmático
Anexo B
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Módulo 2
Máquinas em série
Sensores
M2SB1PP Peça presente no tapete 1
M2SB2PP Peça presente no tapete 2
M2SB3PP Peça presente no tapete 3
M2SB4PP Peça presente no tapete 4
M2SB5PP Peça presente no tapete 5
M2ST1RP Tapete rotativo 1 na posição positiva
M2ST1RN Tapete rotativo 1 na posição negativa
M2ST1PP Peça presente no tapete rotativo 1
M2ST2RP Tapete rotativo 2 na posição positiva
M2ST2RN Tapete rotativo 2 na posição negativa
M2ST2PP Peça presente no tapete rotativo 2
M2SD1ZP Máquina 1 na posição de cima
M2SD1ZN Máquina 1 na posição de baixo
M2SD1YP Máquina 1 na posição da frente
M2SD1YN Máquina 1 na posição de trás
M2SD1TP Verificação de ferramenta na máquina 1
M2SD2ZP Máquina 2 na posição de cima
M2SD2ZN Máquina 2 na posição de baixo
M2SD2YP Máquina 2 na posição da frente
M2SD2YN Máquina 2 na posição de trás
M2SD2TP Verificação de ferramenta na máquina 2
Actuadores
M2AB1P Tapete 1 para a direção positiva
M2AB1N Tapete 1 para a direção negativa
M2AB2P Tapete 2 para a direção positiva
M2AB2N Tapete 2 para a direção negativa
M2AB3P Tapete 3 para a direção positiva
M2AB3N Tapete 3 para a direção negativa
M2AB4P Tapete 4 para a direção positiva
M2AB4N Tapete 4 para a direção negativa
M2AB5P Tapete 5 para a direção positiva
M2AB5N Tapete 5 para a direção negativa
M2AT1RP Rotação do tapete rotativo 1 para a direção positiva
M2AT1RN Rotação do tapete rotativo 1 para a direção negativa
M2AT1BP Tapete rotativo 1 para a direção positiva
M2AT1BN Tapete rotativo 1 para a direção negativa
M2AT2RP Rotação do tapete rotativo 2 para a direção positiva
M2AT2RN Rotação do tapete rotativo 2 para a direção negativa
M2AT2BP Tapete rotativo 2 para a direção positiva
M2AT2BN Tapete rotativo 2 para a direção negativa
M2AD1ZP Máquina 1 para cima
M2AD1ZN Máquina 1 para baixo
M2AD1YP Máquina 1 para a frente
M2AD1YN Máquina 1 para trás
M2AD1TD Activar máquina 1
M2AD1TC Troca de ferramenta na máquina 1
M2AD1ZP Máquina 1 para cima
M2AD1ZN Máquina 1 para baixo
M2AD1YP Máquina 1 para a frente
M2AD1YN Máquina 1 para trás
M2AD1TD Activar máquina 1
M2AD1TC Troca de ferramenta na máquina 1
Posição dos elementos do sistema
        Variáveis do tapete 1  
Variáveis dos tapetes rotativos
Variáveis da máquina 2
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Módulo 3
Máquinas em paralelo
Sensores
M3SB1PP Peça presente no tapete 1
M3SB2S1 Peça presente na posição 1 do tapete 2
M3SB2S2 Peça presente na posição 2 do tapete 2
M3SB3PP Peça presente no tapete 3
M3SB4PP Peça presente no tapete 4
M3SB5PP Peça presente no tapete 5
M3SB6S1 Peça presente na posição 1 do tapete 6
M3SB6S2 Peça presente na posição 2 do tapete 6
M3ST1RP Tapete rotativo 1 na posição positiva
M3ST1RN Tapete rotativo 1 na posição negativa
M3ST1PP Peça presente no tapete rotativo 1
M3ST2RP Tapete rotativo 2 na posição positiva
M3ST2RN Tapete rotativo 2 na posição negativa
M3ST2PP Peça presente no tapete rotativo 2
M3SS1P Tapete de translação 1 na posição positiva
M3SS1N Tapete de translação 1 na posição negativa
M3SS1PP Peça presente no tapete de translação 1
M3SS2P Tapete de translação 2 na posição positiva
M3SS2N Tapete de translação 2 na posição negativa
M3SS2PP Peça presente no tapete de translação 2
M3SD1P Máquina 1 na posição de cima
M3SD1N Máquina 1 na posição de baixo
M3SD2P Máquina 2 na posição de cima
M3SD2N Máquina 2 na posição de baixo
Actuadores
M3AB1P Tapete 1 para a direção positiva
M3AB1N Tapete 1 para a direção negativa
M3AB2P Tapete 2 para a direção positiva
M3AB2N Tapete 2 para a direção negativa
M3AB3P Tapete 3 para a direção positiva
M3AB3N Tapete 3 para a direção negativa
M3AB4P Tapete 4 para a direção positiva
M3AB4N Tapete 4 para a direção negativa
M3AB5P Tapete 5 para a direção positiva
M3AB5N Tapete 5 para a direção negativa
M3AB6P Tapete 6 para a direção positiva
M3AB6N Tapete 6 para a direção negativa
M3AT1RP Rotação do tapete rotativo 1 para a direção positiva
M3AT1RN Rotação do tapete rotativo 1 para a direção negativa
M3AT1BP Tapete rotativo 1 para a direção positiva
M3AT1BN Tapete rotativo 1 para a direção negativa
M3AT2RP Rotação do tapete rotativo 2 para a direção positiva
M3AT2RN Rotação do tapete rotativo 2 para a direção negativa
M3AT2BP Tapete rotativo 2 para a direção positiva
M3AT2BN Tapete rotativo 2 para a direção negativa
M3AD1TD Activar máquina 1
M3AD1ZP Máquina 1 para cima
M3AD1ZN Máquina 1 para baixo
M3AD2TD Activar máquina 2
M3AD2ZP Máquina 2 para cima
M3AD2ZN Máquina 2 para baixo
M3AS1DP Movimento no eixo do X em sentido positivo do tapete de 
translação 1
M3AS1DN Movimento no eixo do X em sentido negativo do tapete de 
translação 1
M3AS1BP Movimento do tapete de translação 1 na direção positiva
M3AS1BN Movimento do tapete de translação 1 na direção negativa
M3AS2DP Movimento no eixo do X em sentido positivo do tapete de 
translação 2
M3AS2DN Movimento no eixo do X em sentido negativo do tapete de 
translação 2
M3AS2BP Movimento do tapete de translação 2 na direção positiva
M3AS2BN Movimento do tapete de translação 2 na direção negativa
         Posição dos elementos do sistema
Variáveis do tapete 1
   Variáveis dos tapetes rotativos
Variáveis do tapete 3
    Variáveis da máquina de furar
Variáveis do tapete de translação
Anexo D
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Módulo 4
 Portal 3D
Sensores
M4SB1PP Peça presente no tapete 1
M4SB2PP Peça presente no tapete 2
M4SB3S1 Peça presente na posição 1 do tapete 3
M4SB3S2 Peça presente na posição 2 do tapete 3
M4SB4PP Peça presente no tapete 4
M4ST1RP Tapete rotativo 1 na posição positiva
M4ST1RN Tapete rotativo 1 na posição negativa
M4ST1PP Peça presente no tapete rotativo 1
M4ST2RP Tapete rotativo 2 na posição positiva
M4ST2RN Tapete rotativo 2 na posição negativa
M4ST2PP Peça presente no tapete rotativo 2
M4SP1E Peça presente na mesa de trabalho 1
M4SP2E Peça presente na mesa de trabalho 2
M4SP3E Peça presente na mesa de trabalho 3
M4SGX1 Portal 3D na posição X1
M4SGX2 Portal 3D na posição X2
M4SGX3 Portal 3D na posição X3
M4SGX4 Portal 3D na posição X4
M4SGX5 Portal 3D na posição X5
M4SGYP Portal 3D na posição Y positiva
M4SGYN Portal 3D na posição Y negativa
M4SGZP Portal 3D na posição Z positiva
M4SGZN Portal 3D na posição Z negativa
M4SGPP Peça presente na garra do portal 3D
Actuadores
M4AB1P Tapete 1 para a direção positiva
M4AB1N Tapete 1 para a direção negativa
M4AB2P Tapete 2 para a direção positiva
M4AB2N Tapete 2 para a direção negativa
M4AB3P Tapete 3 para a direção positiva
M4AB3N Tapete 3 para a direção negativa
M4AB4P Tapete 4 para a direção positiva
M4AB4N Tapete 4 para a direção negativa
M4AT1RP Rotação do tapete rotativo 1 para a direção positiva
M4AT1RN Rotação do tapete rotativo 1 para a direção negativa
M4AT1BP Tapete rotativo 1 para a direção positiva
M4AT1BN Tapete rotativo 1 para a direção negativa
M4AT2RP Rotação do tapete rotativo 2 para a direção positiva
M4AT2RN Rotação do tapete rotativo 2 para a direção negativa
M4AT2BP Tapete rotativo 2 para a direção positiva
M4AT2BN Tapete rotativo 2 para a direção negativa
M4AGXP Movimento do portal 3D na direção X com sentido positivo
M4AGXN Movimento do portal 3D na direção X com sentido negativo
M4AGYP Movimento do portal 3D na direção Y com sentido positivo
M4AGYN Movimento do portal 3D na direção Y com sentido negativo
M4AGZP Movimento do portal 3D na direção Z com sentido positivo
M4AGZN Movimento do portal 3D na direção Z com sentido negativo
M4AGE Activar garra do portal 3D
      Posição dos elementos do sistema
Variáveis do tapete 1
  
     Variáveis dos tapetes rotativos
       
Variáveis do tapete 2
Variáveis do portal 3D
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Módulo 5
  Entradas e saídas
Sensores
M5SB1PP Peça presente no tapete 1
M5SB2PP Peça presente no tapete 2
M5SB4PP Peça presente no tapete 4
M5SB5PP Peça presente no tapete 5
M5ST1RP Tapete rotativo 1 na posição positiva
M5ST1RN Tapete rotativo 1 na posição negativa
M5ST1PP Peça presente no tapete rotativo 1
M5ST2RP Tapete rotativo 2 na posição positiva
M5ST2RN Tapete rotativo 2 na posição negativa
M5ST2PP Peça presente no tapete rotativo 2
M5SP1R Deteção do pusher 1 retraido
M5SP1E Deteção do pusher 1 à frente
M5SP1PP Peça presente em frente ao pusher 1
M5SP2R Deteção do pusher 2 retraido
M5SP2E Deteção do pusher 2 à frente
M5SP2PP Peça presente em frente ao pusher 2
M5SE1PP Peça presente no tapete de saída 1
M5SE2PP Peça presente no tapete de saída 2
Actuadores
M5AB1P Tapete 1 para a direção positiva
M5AB1N Tapete 1 para a direção negativa
M5AB2P Tapete 2 para a direção positiva
M5AB2N Tapete 2 para a direção negativa
M5AB3P Tapete 3 para a direção positiva
M5AB3N Tapete 3 para a direção negativa
M5AB4P Tapete 4 para a direção positiva
M5AB4N Tapete 4 para a direção negativa
M5AB5P Tapete 5 para a direção positiva
M5AB5N Tapete 5 para a direção negativa
M5AT1RP Rotação do tapete rotativo 1 para a direção positiva
M5AT1RN Rotação do tapete rotativo 1 para a direção negativa
M5AT1BP Tapete rotativo 1 para a direção positiva
M5AT1BN Tapete rotativo 1 para a direção negativa
M5AT2RP Rotação do tapete rotativo 2 para a direção positiva
M5AT2RN Rotação do tapete rotativo 2 para a direção negativa
M5AT2BP Tapete rotativo 2 para a direção positiva
M5AT2BN Tapete rotativo 2 para a direção negativa
M5AP1E Pusher 1 para a frente
M5AP1R Pusher 1 para trás
M5AP2E Pusher 2 para a frente
M5AP2R Pusher 2 para trás
Posição dos elementos do sistema
       
Variáveis do tapete 1
                                            Variáveis dos tapetes rotativos
                  
Variáveis de Pusher
   
                                               Variável do tapete de saída
Variáveis do tapete 2
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<?xml version="1.0" ?>
<robot>
 <solids>
  <cuboid>
   <ID value="1" /> 
   <mass value="20" /> 
   <size x="0.8" y="0.7" z="0.8" /> 
   <pos x="0" y="0" z="0" /> 
   <rot_deg x="0" y="0" z="0" /> 
   <color_rgb r="50" g="50" b="50" /> 
   <desc Eng="Base" /> 
  </cuboid>
  <cuboid>
   <ID value="2" /> 
   <mass value="1" /> 
   <size x="0.05" y="0.05" z="0.5" /> 
   <pos x="0" y="-0.85" z="1.49" /> 
   <rot_deg x="0" y="0" z="0" /> 
   <color_rgb r="0" g="0" b="0" /> 
   <desc Eng="drill" /> 
  </cuboid>
  <cuboid>
   <ID value="3" /> 
   <mass value="20" /> 
   <size x="0.25" y="0.25" z="0.3" /> 
   <pos x="0.3" y="-0.25" z="0.5" /> 
   <rot_deg x="0" y="0" z="0" /> 
   <color_rgb r="255" g="255" b="255" /> 
   <desc Eng="light" /> 
  </cuboid>
 </solids>
 <shells> 
   <cuboid>
    <solid id="2" />
    <size x="0.35" y="0.35" z="0.1" /> 
    <pos x="0" y="0" z="0.2" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="0" g="0" b="0" /> 
   </cuboid>
   <cuboid>
    <solid id="2" />
    <size x="0.25" y="0.25" z="0.06" /> 
    <pos x="0" y="0" z="-0.25" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="200" g="200" b="200" /> 
   </cuboid>   
   <cuboid>
    <solid id="2" />
    <size x="0.25" y="0.25" z="0.2" /> 
    <pos x="0" y="0" z="-0.25" /> 
    <rot_deg x="0" y="0" z="45" /> 
    <color_rgb r="200" g="200" b="200" /> 
   </cuboid>   
    <cuboid>
    <solid id="2" />
    <size x="0.25" y="0.25" z="0.2" /> 
    <pos x="0" y="0" z="-0.25" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="200" g="200" b="200" /> 
   </cuboid> 
   <cylinder>
     <solid id="2" /> 
      <size x="0.14" y="0" z="0.3" /> 
    <pos x="0" y="0" z="-0.25" />  
      <rot_deg x="0" y="0" z="0" /> 
      <color_rgb r="77" g="77" b="77" /> 
   </cylinder>   
   <cuboid>
    <solid id="2" />
    <size x="0.02" y="0.02" z="0.5" /> 
    <pos x="0" y="0" z="-.5" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="220" g="220" b="220" /> 
   </cuboid>  
   <cuboid>
    <solid id="1" />
    <size x="0.5" y="0.5" z="0.6" /> 
    <pos x="0" y="0.3" z="1.45" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="0" g="0" b="0" /> 
   </cuboid> 
   <cuboid>
    <solid id="1" />
    <size x="0.3" y="1" z="0.2" /> 
    <pos x="0" y="-0.45" z="1.5" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="255" g="0" b="0" /> 
   </cuboid>
   <cuboid>
    <solid id="1" />
    <size x="0.4" y="1.3" z="0.2" /> 
    <pos x="0" y="-0.3" z="1.85" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="255" g="0" b="0" /> 
   </cuboid>
   <cuboid>
    <solid id="1" />
    <size x="0.3" y="0.3" z="1.5" /> 
    <pos x="0" y="0" z="1.1" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="120" g="120" b="120" /> 
   </cuboid>   
   <cuboid>
    <solid id="1" />
    <size x="0.35" y="0.35" z="1.8" /> 
    <pos x="0" y="0" z="1.1" /> 
    <rot_deg x="0" y="0" z="45" /> 
    <color_rgb r="20" g="20" b="20" /> 
   </cuboid>  
   <cuboid>
    <solid id="1" />
    <size x="0.47" y="0.45" z="0.2" /> 
    <pos x="0" y="-0.2" z="1.9" /> 
    <rot_deg x="0" y="0" z="0" /> 
    <color_rgb r="20" g="20" b="20" /> 
   </cuboid>   
 </shells>
 <sensors>   
 </sensors>
  
<articulations>
<default>
  <draw radius="0.005" height="1.1" rgb24="8F0000" /> 
  <motor ri='1' ki='10e-2' vmax='100' imax='9' active='1'/>
  <gear ratio="256" /> 
  <friction bv="0.001" fc="10" /> 
  <encoder ppr="1000" mean="0" stdev="0" /> 
  <controller mode="pidposition" kp="100" ki="0" kd="0" kf="0" active="0" period="10" /> 
  <spring k="0" zeropos="0" /> 
  </default>  
    <joint>
     <ID value="1" /> 
     <pos x="0" y="-0.85" z="1.2" /> 
     <axis x="0" y="0" z="1" /> 
     <connect B1="1" B2="2" /> 
     <limits Min="0" Max="360000" /> 
     <type value="Hinge" /> 
     <desc Eng="drill" /> 
    </joint>    
    <joint>
     <ID value="2" /> 
     <pos x="0" y="0" z="0" /> 
     <axis x="0" y="1" z="0" /> 
     <connect B1="1" B2="0" /> 
     <limits Min="1" Max="0" /> 
 <type value="Fixed" />
     <desc Eng="Fake Joint" /> 
    </joint>
    <joint>
     <ID value="2" /> 
     <pos x="0" y="0" z="0" /> 
     <axis x="0" y="1" z="0" /> 
     <connect B1="1" B2="3" /> 
     <limits Min="0" Max="0" /> 
 <type value="Fixed" />
     <desc Eng="Fake Joint" /> 
    </joint>
</articulations>
</robot>
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var
  U_belt, U_machine, U_storage : double;
  // MC Vars
  MCB1, MCB2, MCS, MCE, MCM1, MCM2, MCA1, MCA2, MCA3, num_robots : Integer; //Ids MC
  MCM1P, MCM2P, MCSF, MCSB, MCA1A, MCA2A, MCA3A : Integer;//Sensores MC
  MCB1O, MCB2O, MCSYP, MCSYN, MCM1O, MCM1L, MCM2O, MCM2L : Integer; //Actuadores MC
  Offset_O, Offset_I : Integer; //Modbus
  m1, m2, kt1, kt2, tol : Double; //Machine timing
//  timer, count , kt1, kt2, kt1_f, kt2_f : Integer; //timers
  S100, S101, S102, S103, S104, S105, S106, S107, S108, S109, S110, S111, S112, S113, S114, S115, S116, S117, 
S118, S119, S120, S121, S122 : Integer; //maq estados MC
// so e necessario para usar timers dentro do simtwo
(*
procedure wait( T : double);
begin
    if(timer = 1) then count := count + 1;
    if(count = 25*T) then begin
      count := 0;
      timer := 0;
    end;
end;
*)
//para escrever máquinas de estado no simtwo directamente
procedure Main_control_cycle_MC();
  begin
    if ((S100 = 1) and KeyPressed(ord('1'))) then begin S100 := 0; S101 := 1; end;
    if ((S100 = 1) and (MCA1A = 1)) then begin S100 := 0; S101 := 1; end;
    if  (S101 = 1) and (MCM1P = 1) then begin S101 := 0; S102 := 1; end;
    if  (S102 = 1) and (MCA1A = 1) then begin S102 := 0; S103 := 1; end;
    if  (S103 = 1) and (MCM1P = 1) then begin S103 := 0; S104 := 1; end;
    
   
end;
procedure Write_Actuators_MC();
begin
// conversao de variaveis de saida (actuadores)
    if (MCB1O = 1) then SetBeltSpeed(MCB1 , 0, U_belt) else SetBeltSpeed(MCB1 , 0, 0);
    if (MCB2O = 1) then SetBeltSpeed(MCB2 , 0, U_belt) else SetBeltSpeed(MCB2 , 0, 0);
  if (MCSYP = 1) then SetAxisVoltageRef(MCS , 0, U_storage);
  if (MCSYN = 1) then SetAxisVoltageRef(MCS , 0, -U_storage);
    if ((MCSYP = 0) and (MCSYN = 0)) then SetAxisVoltageRef(MCS , 0, 0);
  if (MCM1O = 1) then SetAxisVoltageRef(MCM1 , 0, U_machine);
   if (MCM1O = 0) then SetAxisVoltageRef(MCM1 , 0, 0);
  if (MCM1L = 1) then SetSolidColor(MCM1, 2, 243, 255, 15) else SetSolidColor(MCM1, 2, 255, 255, 255);
  if (MCM2O = 1) then SetAxisVoltageRef(MCM2 , 0, U_machine);
   if (MCM2O = 0) then SetAxisVoltageRef(MCM2 , 0, 0);
  if (MCM2L = 1) then SetSolidColor(MCM2, 2, 243, 255, 15) else SetSolidColor(MCM2, 2, 255, 255, 255);
end;
procedure Read_Sensors_MC();
begin
// conversao de variaveis de entrada (Sensores)
if ((GetSensorVal( MCB1, 0 ) > 0) and (GetSensorVal( MCB1, 1 ) >= 0)) then MCM1P := 1 else MCM1P := 
0;
if ((GetSensorVal( MCB2, 0 ) > 0) and (GetSensorVal( MCB2, 1 ) >= 0)) then MCM2P := 1 else MCM2P := 
0;
if  (GetSensorVal( MCS, 0 ) > 0)  then MCSB  := 1  else MCSB := 0;
if  (GetSensorVal( MCS, 1 ) > 0)  then MCSF  := 1 else  MCSF := 0;
if  (GetSensorVal( MCA1, 0 ) > 0)  then MCA1A  := 1  else MCA1A := 0;
if  (GetSensorVal( MCA2, 0 ) > 0)  then MCA2A  := 1  else MCA2A := 0;
if  (GetSensorVal( MCA3, 0 ) > 0)  then MCA3A  := 1  else MCA3A := 0;
end;
procedure Replace_Fallen_Boxes();
var
  i : Integer;
  box : TCanvas;
begin
  for i := 0 to num_robots do begin
    if ((GetRobotX(i) < (-2)) or (GetRobotX(i) > (1))) then begin
        box := GetSolidCanvas(i,0);
        box.brush.color := clwhite;
        box.rectangle (5, 10, 60, 30);
        box.brush.color := clred;
        box.rectangle (5, 10, 8, 30);
        box.brush.color := clwhite;
        box.rectangle (5, 35, 60, 55);
        box.brush.color := clgreen;
        box.rectangle (5, 35, 8, 55);
        SetRobotPos( i, 0, -1.5, 2 , 90);
    end;
  end;
end;
procedure Initialize_Robot_ID_MC();
var
  i : Integer;
begin
  for i := 0 to (num_robots-1) do begin
    if ((abs(GetRobotX(i)-(0))<0.05)  and (abs(GetRobotY(i)-(3.15))<0.05))   then MCE :=  i;
    if ((abs(GetRobotX(i)-(-0.9))<0.05)  and (abs(GetRobotY(i)-(1.85))<0.05))   then MCM2 :=  i;
  if ((abs(GetRobotX(i)-(-0.9))<0.05)  and (abs(GetRobotY(i)-(0))<0.05))   then MCM1 :=  i;
  if ((abs(GetRobotX(i)-(0))<0.05)  and (abs(GetRobotY(i)-(0))<0.05))   then MCB1 :=  i;
  if ((abs(GetRobotX(i)-(0))<0.05)  and (abs(GetRobotY(i)-(1.85))<0.05))   then MCB2 :=  i;
  if ((abs(GetRobotX(i)-(0))<0.05)  and (abs(GetRobotY(i)-(-2.53))<0.05))   then MCS :=  i;
  if ((abs(GetRobotX(i)-(0.5))<0.025)  and (abs(GetRobotY(i)-(0.2))<0.025))   then MCA1 :=  i;
  if ((abs(GetRobotX(i)-(0.5))<0.025)  and (abs(GetRobotY(i)-(2.05))<0.025))   then MCA2 :=  i;
  if ((abs(GetRobotX(i)-(0.425))<0.025)  and (abs(GetRobotY(i)-(3.1))<0.025))   then MCA3 :=  i;
  end;
end;
procedure Update_Buttons();
begin
  SetAxisVoltageRef(MCA1, 0, 50);
  SetAxisVoltageRef(MCA2, 0, 50);
  SetAxisVoltageRef(MCA3, 0, 50);
end;
procedure Update_Modbus_Adress();
begin
//inputs
  if (MCM1P = 1) then setModbusInput(Offset_I + 0, true) else setModbusInput(Offset_I + 0, false);
  if (MCM2P = 1) then setModbusInput(Offset_I + 1, true) else setModbusInput(Offset_I + 1, false);
  if (MCSF = 1)  then setModbusInput(Offset_I + 2, true) else setModbusInput(Offset_I + 2, false);
  if (MCSB = 1)  then setModbusInput(Offset_I + 3, true) else setModbusInput(Offset_I + 3, false);
  if (MCA1A = 1) then setModbusInput(Offset_I + 4, true) else setModbusInput(Offset_I + 4, false);
  if (MCA2A = 1) then setModbusInput(Offset_I + 5, true) else setModbusInput(Offset_I + 5, false);
  if (MCA3A = 1) then setModbusInput(Offset_I + 6, true) else setModbusInput(Offset_I + 6, false);
//Outputs
  if getModbusCoil(Offset_O + 0) then MCB1O := 1 else MCB1O := 0;
  if getModbusCoil(Offset_O + 1) then MCB2O := 1 else MCB2O := 0;
  if getModbusCoil(Offset_O + 2) then MCSYP := 1 else MCSYP := 0;
  if getModbusCoil(Offset_O + 3) then MCSYN := 1 else MCSYN := 0;
  if getModbusCoil(Offset_O + 4) then MCM1O := 1 else MCM1O := 0;
  if getModbusCoil(Offset_O + 5) then MCM1L := 1 else MCM1L := 0;
  if getModbusCoil(Offset_O + 6) then MCM2O := 1 else MCM2O := 0;
  if getModbusCoil(Offset_O + 7) then MCM2L := 1 else MCM2L := 0;
end;
procedure Update_Machine_1();
var
  m : Integer;
  s1 : TCanvas;
begin
  for m := 0 to (num_robots) do begin
    if ((MCM1P = 1) and (MCM1O = 1) and (abs(GetRobotX(m)-(0))<0.05) and (abs(GetRobotY(m)-(0))<0.5) and (m 
<> MCB1)) then begin
      s1 := GetSolidCanvas(m,0);
      s1.brush.color := clred;
      m1 := m1 + kt1;
      if (m1 < 60) then s1.rectangle (5, 10, Trunc(m1), 30);
      if (m1 > (60 + tol )) then begin s1.brush.color := clblack; s1.rectangle (5, 10, 60, 30); end;
    end;
  end;
  if (MCM1P = 0) then m1 := 5;
end;
procedure Update_Machine_2();
var
  m : Integer;
  s2 : TCanvas;
begin
  for m := 0 to (num_robots) do begin
    if ((MCM2P = 1) and (MCM2O = 1) and (abs(GetRobotX(m)-(0))<0.05) and (abs(GetRobotY(m)-(1.85))<0.5) and 
(m <> MCB2)) then begin
      s2 := GetSolidCanvas(m,0);
      s2.brush.color := clgreen;
      m2 := m2 + kt2;
      if (m2 < 60) then s2.rectangle (5, 35, Trunc(m2), 55);
      if (m2 > (60 + tol )) then begin s2.brush.color := clblack; s2.rectangle (5, 35, 60, 55); end;
    end;
  end;
  if (MCM2P = 0) then m2 := 5;
end;
procedure Init_Box_Status();
var
  box : Integer;
  b1 : TCanvas;
begin
  for box := 9 to 11 do begin;
    b1 := GetSolidCanvas(box,0);
    b1.brush.color := clwhite;
    b1.rectangle (5, 10, 60, 30);
    b1.brush.color := clred;
    b1.rectangle (5, 10, 8, 30);
    b1.brush.color := clwhite;
    b1.rectangle (5, 35, 60, 55);
    b1.brush.color := clgreen;
    b1.rectangle (5, 35, 8, 55);
  end;
end;
// this procedure is called periodicaly (default: 40 ms)
procedure Control;
begin
    Write_Actuators_MC();
    Read_Sensors_MC();
    Update_Buttons();
    Main_control_cycle_MC();
    Update_Machine_1();
    Update_Machine_2();
    Replace_Fallen_Boxes();
//    Update_Modbus_Adress();
end;
// this procedure is called once when the script is started
procedure Initialize;
begin
  Offset_O := 50;          //Offset das saídas do modbus Não é Necessária
                            //se os endereços forem configurados manualmente
  Offset_I := 100;         //Offset das entradas do modbus Não é Necessária
                          //se os endereços forem configurados manualmente
  U_belt := 0.5;           // Velocidade de translação dos tapetes
  U_machine := 400;       //Velocidade do rotativa das máquinas
  U_storage := 12;       //Velocidade linear do sistema de armazenagem
  num_robots := 11;      // Número de elementos
  Initialize_Robot_ID_MC();// Inicialização dos elementos individuais
  Init_Box_Status();//Inicialização das peças
  S100 := 1;       //Definir o estado S100 como positivo. Esta variável só tem
                   //interesse se o programa não estiver a comunicar em modbus
  m1 := 5;         //variável auxiliar para funcionamento da máquina 1
  m2 := 5;         //variável auxiliar para funcionamento da máquina 2
  
//Machine Timing
  kt1 := 0.1;      //incremento da máquina 1 por ciclo (de 5 ate 60)
  kt2 := 0.5;      //incremento da máquina 2 por ciclo (de 5 ate 60)
  tol := 10;       //tolerância entre o fim da operação e a peça estragada
end;
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<?xml version="1.0" encoding="UTF-8"?>
<scene>
 <robot>
    <ID name="E"/>
    <pos x="0" y="3.15" z="0.3"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="exit.xml"></body>
 </robot> 
 <robot>
    <ID name="M2"></ID>
    <pos x="-0.9" y="1.85" z="0.4"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="machine.xml"></body>
 </robot> 
 <robot>
    <ID name="M1"></ID>
    <pos x="-0.9" y="0" z="0.4"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="machine.xml"></body>
 </robot> 
 <robot>
    <ID name="B1"></ID>
    <pos x="0" y="0" z="0.3"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="Belt_s_2.xml"></body>
 </robot>       
 
 <robot>
    <ID name="B2"></ID>
    <pos x="0" y="1.85" z="0.3"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="Belt_s_2.xml"></body>
 </robot>    
 
 <robot>
    <ID name="S"></ID>
    <pos x="0" y="-2.53" z="0.35"></pos>
    <rot_deg x="0" y="0" z="0"></rot_deg>
    <body file="storage.xml"></body>
 </robot>             
 
  <robot>
    <ID name="button1"></ID>
    <pos x="0.5" y="0.2" z="0.7"></pos>
    <rot_deg x="0" y="0" z="0"></rot_deg>
    <body file="button.xml"></body>
 </robot>
 
 <robot>
    <ID name="button2"></ID>
    <pos x="0.5" y="2.05" z="0.7"></pos>
    <rot_deg x="0" y="0" z="0"></rot_deg>
    <body file="button.xml"></body>
 </robot>
 
  <robot>
    <ID name="button3"></ID>
    <pos x="0.425" y="3.1" z="0.5"></pos>
    <rot_deg x="0" y="0" z="0"></rot_deg>
    <body file="button.xml"></body>
 </robot>
 <robot>
    <ID name="Box1"></ID>
    <pos x="0" y="-1.5" z="1"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="Box_t4.xml"></body>
 </robot>
 
  <robot>
    <ID name="Box2"></ID>
    <pos x="0" y="-1.5" z="1.5"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="Box_t4.xml"></body>
 </robot>
 
 <robot>
    <ID name="Box3"></ID>
    <pos x="0" y="-1.5" z="2"></pos>
    <rot_deg x="0" y="0" z="90"></rot_deg>
    <body file="Box_t4.xml"></body>
 </robot>
 
 <things file="things.xml"></things>
 <obstacles file="obstacles.xml"></obstacles>
</scene>
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