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Résumé Les descripteurs UCD (Unified
Content Descriptors) permettent de décrire des
données d’astronomie. Une première étape de
standardisation est restée purement syntaxique.
Nous proposons d’y associer une sémantique for-
melle par la construction d’une ontologie. Dans
cet article, nous présentons d’une part, une mé-
thodologie pour construire une ontologie des UCD
normalisés en OWL, et d’autre part une méthode
d’annotation dans laquelle l’ontologie est exploi-
tée pour l’attribution semi-automatique d’UCD à
des descriptions de propriétés d’objets célestes
issues de catalogues d’astronomie. Cette procé-
dure exploite une classification approchée et pro-
gressive s’appuyant sur des méta-données qui éta-
blissent des liens entre les éléments lexicaux em-
ployés dans les descriptions et les propriétés des
objets représentant les UCD dans l’ontologie.
Mots-clés : construction d’ontologie, classifica-
tion approchée, classification progressive, OWL,
logiques de descriptions, UCD.
1 Introduction
Les descripteurs UCD (Unified Content Descriptors) per-
mettent de décrire des corps célestes en astronomie. Cepen-
dant, aucune sémantique formelle ne leur est initialement
associée. Par exemple, pos.eq est le descripteur UCD qui
doit être utilisé pour décrire une position en coordonnées
équatoriales, sans définir aucunement ce qu’est une po-
sition en coordonnées équatoriales. Notre objectif ici est
de construire une ontologie, nommée

	
, des descrip-
teurs UCD, où chaque UCD se voit attribuer une définition
non ambiguë. La construction d’

	
a pour but d’attri-
buer une définition et une sémantique aux UCD. Rappelons
d’ores et déjà qu’une définition se matérialise par un en-
semble de propriétés jouant le rôle de conditions nécessaires
et suffisantes pour déterminer qu’un individu satisfait la dé-
finition ; ce qui est précisé ci-après. Ce travail a nécessité de
définir, en collaboration avec un expert du domaine, chacun
des descripteurs UCD par un ensemble de propriétés. Une
des utilisations de l’ontologie
 	
concerne l’annotation
automatique du contenu de tables de données d’astronomie.
Dans la suite, nous nous intéressons à trois types de don-
nées :
– des tables de données objets x propriétés où
les objets sont principalement des corps célestes et les
propriétés des mesures ou des informations sur ces me-
sures,
– des méta-données qui décrivent les propriétés des
tables de données, et
– des UCD représentant de façon standardisée ces pro-
priétés.
L’objectif de l’annotation est d’identifier dans l’ontologie
	
le concept — représentant un descripteur UCD — qui
correspond au mieux à chacune des propriétés de la table.
La méthode mise en œuvre pour l’annotation des propriétés
consiste alors à définir un objet à classer en fonction d’un
ensemble de propriétés, puis de rechercher par une classi-
fication approchée et progressive le ou les concept(s) qui
partagent le maximum de propriétés avec l’objet à classer.
En outre, cette expérience de conception a permis d’éta-
blir un ensemble de règles générales pour :
– la construction d’ontologies d’unités de mesures
comme les UCD, sachant qu’il existe plutôt des thesau-
rus d’unités de mesure mais peu voire pas d’ontologies
du même genre,
– l’annotation de documents par l’intermédiaire d’un
processus de classification.
Cet article se décompose en quatre parties. Nous expo-
sons tout d’abord la problématique générale de notre travail,
en parallèle avec une présentation des données d’astrono-
mie. Nous exposons ensuite comment nous avons construit
l’ontologie
	
en OWL. Nous détaillons enfin comment
nous mettons en œuvre une classification approchée et pro-
gressive de concepts dans

	
et discutons nos résultats.
Nous concluons par les perspectives de notre travail.
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FIG. 1 – Exemple d’une table de données, d’un fichier ReadMe et des UCD associés. Chaque ligne de la table de données
correspond à la description d’un objet céleste, chaque colonne représente une propriété de cet objet. Le contenu de chaque
colonne de la table est explicité par une ligne dans le fichier ReadMe associé.
2 Problématique
Ce travail s’inscrit dans le cadre de l’ACI “Masse de don-
nées en Astronomie” qui se fait en collaboration avec les
chercheurs du CDS, Centre de Données en astronomie de
Strasbourg1. Ce projet inclut des travaux sur les descrip-
teurs UCD qui sont appelés à devenir les éléments du voca-
bulaire standardisé et universel de description des corps cé-
lestes en astronomie, et dont l’utilisation a pour but d’offrir
une plus grande interopérabilité entre les sources de don-
nées astronomiques. Parmi ces sources, nous nous intéres-
sons plus particulièrement dans notre travail à l’exploita-
tion de catalogues d’astronomie pour lesquels il existe des
propositions de standards de description (17). Un catalogue
contient en particulier des tables de données astronomiques
et un fichier nommé ReadMe qui fournit des méta-données
relatives aux tables de données, permettant ainsi l’interpré-
tation de ces tables par une personne. La figure 1 illustre ces
deux types de données. Chaque colonne de la table de don-
nées correspond à un type de mesure ou d’observation qui
est décrite par un Label composé d’un seul mot (exemple :
RAh). Ce label est explicité dans le fichier ReadMe par un
élément Units qui indique l’unité de mesure (dans le cas
où la colonne décrite contient des mesures) et par un élé-
ment Explanations qui donne une courte explication
textuelle associée au label de la colonne. Il y a ainsi une
correspondance explicite entre une colonne de table de don-
nées et une ligne de ReadMe.
Le problème d’association d’un descripteur UCD à une
colonne de la table de données est traité à partir du contenu
des trois colonnes du fichier ReadMe, c’est-à-dire Units,
Label et Explanations. Associer un UCD à une co-
1http://cdsweb.u-strasbg.fr/
lonne de la table de données revient à associer un UCD
à la ligne du ReadMe qui décrit la colonne. Le résultat
escompté est donné en illustration sur la figure 1 par les
UCD correspondant effectivement à chacune des lignes du
ReadMe. Par exemple,pos.eq.ra est le descripteur UCD
représentant une ascension droite (right ascension) ; il doit
être associé aux colonnes RAh, RAm et RAs de la table de
données. En réalité, cela correspond à la mesure d’une as-
cension droite en heures, minutes et secondes.
2.1 Présentation des UCD
Les UCD sont des descripteurs formels de données astro-
nomiques sur les corps célestes (8) contrôlés par l’Alliance
de l’Observatoire Virtuel International (IVOA2). La créa-
tion des UCD répond à plusieurs besoins :
– éviter les ambiguïtés (un descripteur pour un type de
données précis) et
– éviter les redondances (un descripteur et un seul pour
un même type de données).
Les UCD servent à représenter des mesures ou des infor-
mations sur ces mesures, notamment le type des mesures.
Par exemple, phys.temperature est un UCD qui ren-
voie à une température. Les UCD ont été créés il y a une
dizaine d’années et ont connu une première révision avec le
passage de la version UCD1 à la version UCD1+ (8; 15).
Cette révision s’est en particulier traduite par l’adoption
d’une nouvelle syntaxe. Nos travaux concernent les UCD1+
et toutes les références aux UCD dans ce papier renvoient
aux UCD1+.
Dans le cadre du partage de données provenant des diffé-
rents observatoires internationaux, l’objectif principal des
2http://www.ivoa.net/
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UCD est de permettre l’interopérabilité entre sources de
données hétérogènes, pour résoudre des problèmes d’hété-
rogénéités telles que :
– des descriptions dans des langues différentes : par
exemple, "Motion in Right Ascension" et "Mouvement
mesuré en ascension droite" font, tous les deux, réfé-
rence au concept du mouvement d’un corps céleste dé-
crit par l’évolution de son ascension droite ;
– des raccourcis d’écriture différents pour une même des-
cription : par exemple, posang, pa et apa sont trois rac-
courcis différents de l’expression "position angle" qui
exprime une orientation définie par un angle.
2.2 Syntaxe des UCD
L’ensemble des règles assurant la validité d’un UCD est
détaillé dans (8) et (15) et une synthèse peut être consultée
dans (19). Nous nous limitons ici aux points essentiels à la
compréhension de notre travail.
Format d’un UCD : un UCD est une chaîne de caractères
constituée de mots, eux-mêmes constitués d’atomes.
Les mots sont séparés par des points-virgules et les
atomes par des points (8).
Ainsi, par exemple :
– pos, eq, ra, meta et main sont des atomes
– pos.eq.ra et meta.main sont des mots
– pos.eq.ra;meta.main est un UCD
Un UCD est composé au minimum d’un mot, et chaque
mot est composé d’au moins un atome. Un comité
scientifique mis en place par l’IVOA contrôle l’en-
semble des UCD en définissant l’ensemble des mots
valides. Par conséquent, les briques de base des UCD
sont les mots autorisés et non les atomes. Les mots
sont regroupés dans une hiérarchie (en fonction des
atomes par lesquels ils commencent) comprenant 12
catégories principales. Par exemple, les mots commen-
çant par pos constituent la catégorie des positions.
Combinaison de mots pour la construction d’UCD
composés : chaque mot valide se voit associer un
code qui indique quel rôle il peut jouer dans un
UCD composé. Il existe actuellement 6 codes, parmi
lesquels :
– code P : mot se trouvant nécessairement en première
position dans un UCD
– code S : mot ne pouvant être en première position
dans un UCD
– code Q : mot pouvant être à une position quelconque
dans un UCD
– code E : mot nécessairement suivi de 1 mot de la
catégorie em (mot commençant par l’atome em, re-
présentant des concepts liés aux rayonnements élec-
tromagnétiques)
– etc.
Pour être valide, un UCD doit être composé unique-
ment de mots valides ; les mots qui le composent
doivent tous respecter la règle correspondant au code
qui leur est associé. L’ensemble des codes joue ainsi
le rôle d’une grammaire (19). Dans la suite, nous utili-
sons "UCD simple" pour désigner un UCD formé d’un
seul mot et "UCD composé" pour un UCD formé de plu-
sieurs mots.
Interprétation : une interprétation concrète en langage
naturel est associée à chaque UCD dans (15). Par
exemple, pos représente le concept de position,
stat.error;pos.eq. ra représente une erreur
sur la mesure d’une ascension droite, etc. De façon gé-
nérale, le premier mot d’un UCD composé représente
le concept principal, les mots suivants sont destinés à
préciser ce concept principal.
2.3 Pourquoi une ontologie des UCD ?
Une ontologie permet de représenter formellement un
ensemble de concepts en leur attribuant une sémantique.
Les avantages qui découlent de l’existence d’une ontologie
peuvent être classés en deux grandes catégories (21; 23). Du
point de vue de la "communication et interopérabilité", une
ontologie facilite l’échange d’information ou de connais-
sances venant de sources hétérogènes entre des êtres hu-
mains et/ou des machines, car elle permet la désambiguï-
sation et la vérification de cohérence des éléments repré-
sentés. Du point de vue de la "spécification, intégration et
ré-utilisation", une ontologie peut aider à la spécification
de problèmes liés au domaine qu’elle représente et servir
de passerelle pour faciliter l’intégration d’une application à
une plate-forme. Enfin, même si la construction de l’onto-
logie est influencée par les applications, tant que la struc-
ture de l’ontologie n’est pas remise en cause, l’ontologie
et les applications peuvent évoluer séparément. Concrète-
ment, disposer d’une ontologie permet de résoudre certains
problèmes comme guider l’utilisateur lors d’un accès à des
données (9; 20) ou encore organiser et/ou comparer des do-
cuments par rapport à leur contenu (1).
	
permet, du point de vue de la représentation, de ga-
rantir la cohérence et la non-ambiguïté des UCD, ainsi que
de les organiser/classifier les uns par rapports aux autres.

	
est utilisée pour la recherche d’information et pour
détecter des erreurs ou omissions dans des descriptions, par
exemple, pour vérifier la correction de lignes de ReadMe.
Pour illustration, dans la ligne de ReadMe donnée en fi-
gure 2, les unités ont été mentionnées dans la colonne
Label. Or, le concept définissant l’UCD ascension droite
de cette ligne de ReadMe dans
	
possède une propriété
hasAngleUnit, ce qui signifie que la colonne Units
doit être renseignée. Ceci permet donc de détecter une omis-
sion sur cette ligne et, éventuellement, de la corriger.
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FIG. 2 – Exemple d’une ligne de ReadMe non complète.
3 Construction d’une ontologie
des UCD en OWL
Beaucoup de propositions ont été faites pour définir ce
qu’est une ontologie. La plus connue en informatique est
probablement celle de Gruber (12), à savoir qu’une onto-
logie est la spécification explicite d’une conceptualisation.
Dans l’acception standard de cette définition informelle, le
terme conceptualisation renvoie à un modèle abstrait pre-
nant la forme d’un ensemble de définitions de concepts et de
propriétés de concepts organisés en hiérarchie. Par ailleurs,
l’expression spécification explicite renvoie au fait que le
modèle doit être représenté dans un langage de représen-
tation des connaissances (muni d’une syntaxe et d’une sé-
mantique) pour que le modèle soit utilisable aussi bien par
des machines que des êtres humains (11).
3.1 Formalisme et composants des on-
tologies
 
est codée en OWL-DL qui repose sur l’utilisation
du formalisme de représentation des logiques de descrip-
tions (4; 2). Ce formalisme s’appuie sur trois types d’enti-
tés :
– les concepts (ou classes) qui représentent des en-
sembles d’individus ayant des propriétés communes.
L’ensemble des individus correspond à l’extension du
concept. Par exemple, le concept Measure représente
un ensemble de mesures ; cet ensemble de mesures est
l’extension du concept Measure.
– des individus (ou instances des concepts). Par exemple,
les individus 100 mètres et 45 degrés sont des
instances du concept Measure.
– les rôles (ou propriétés) qui représentent des rela-
tions binaires entre les concepts. Par exemple, le rôle
hasUnit entre le concept Measure et le concept
Unit exprime qu’une mesure (instance du concept
Measure) est en relation avec une unité (instance du
concept Unit). Chaque rôle possède un domaine et un
co-domaine : le domaine est le concept où est déclaré le
rôle et le co-domaine est le concept avec lequel le rôle
établit une relation. Ainsi, hasUnit a pour domaine
le concept Measure et pour co-domaine le concept
Unit.
Les concepts (et les rôles le cas échéant) sont organisés
en une hiérarchie par la relation de subsomption, notée  ,
où 	
 se lit “ 
 subsume  ” ou “  est subsumé par

 ”. Un concept 
 subsume un concept  si et seulement
si 
 est plus général que  . On note  le concept le plus
général, qui est à la racine de la hiérarchie de concepts et
subsume tous les autres concepts.
Un concept définit des conditions d’appartenance d’un in-
dividu à l’extension de ce concept. Suivant ces conditions,
le concept est primitif ou défini :
– s’il ne s’agit que de conditions nécessaires, alors le
concept est primitif. Par exemple, le concept Unit in-
troduit par Unit  est primitif.
– s’il s’agit d’un ensemble de conditions nécessaires
et suffisantes (une instance  fait partie de l’ex-
tension d’un concept 
 si et seulement si  a les
mêmes propriétés que 
 ), alors le concept est défini
et l’ensemble de conditions constitue la définition de
ce concept. Les concepts définis sont introduits par
une équivalence notée  , où 
	 signifie 

 et 
 . Par exemple, le concept Measure
introduit par Measure  (hasUnit=1)  ( 
hasUnit.Unit)  (hasMeasuredValue=1) 
(  hasMeasuredValue.MeasuredValue) est
défini. Si X a une valeur mesurée (instance du concept
MeasuredValue) et une unité (instance du concept
Unit) alors X est une mesure (instance du concept
Measure) ; à l’inverse, une mesure possède exacte-
ment une unité et une valeur mesurée3.
Les définitions de concepts font essentiellement interve-
nir les constructeurs suivants :
– la conjonction de concepts, notée 
 ,
– la quantification universelle, notée ﬀﬁ
 , qui exprime
que le co-domaine du rôle  est restreint au concept 
 ,
– la cardinalité qui fixe le nombre minimal et maximal
de valeurs élémentaires que peut prendre un rôle  . Elle
est notée ﬂﬃ "!$# , ﬂﬃ %"!$# ou ﬂﬃ'&(!$# suivant que !
est une cardinalité maximale, minimale ou exacte.
 )*
a été codée en OWL par l’intermédiaire de l’éditeur
d’ontologies PROTÉGÉ4 (14) et a été stockée en XML. Le
système RACER a été utilisé comme moteur de subsomption
et de classification (13).
Il n’existe pas de méthode unifiée de création d’une on-
tologie, mais un processus itératif, introduit dans (21; 24),
donne les grandes lignes de la conception d’une ontologie
(un guide détaillé est proposé dans (16)) :
– la phase d’analyse nécessite de déterminer ce que
conceptualise l’ontologie et quelles sont les utilisations
qui vont en être faites.
– la phase de construction s’attache à la mise en place
3la valeur est la plupart du temps un nombre, mais peut aussi être d’une
autre forme, comme une durée exprimée en hh:mm:ss, par exemple.
4http://protege.stanford.edu
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des hiérarchies de concepts et de rôles ainsi qu’aux dé-
finitions de concepts.
– la phase d’évaluation a pour but de tester la cohérence
de l’ontologie et d’effectuer des tests d’utilisation dans
le but de corriger ou d’ajuster les éléments nécessaires
(par un retour à la phase de construction).
– la phase de maintenance concerne l’utilisation effective
de l’ontologie ; un retour à la phase de construction per-
met de prendre en compte les évolutions nécessaires.
Lors de la création d’une ontologie, un soin particulier
doit être apporté au respect des critères suivants (12) :
Adéquation : une ontologie doit être adaptée à l’usage
qui en est fait. Dans une ontologie trop générale ou
trop spécifique, les définitions sont trop vagues ou trop
complexes (car mettant en jeu des paramètres n’ayant
aucun rapport avec le cadre d’exploitation de l’ontolo-
gie).
Clarté : les concepts définis sont toujours préférables aux
concepts primitifs.
Cohérence : l’ontologie ne doit pas être incohérente, c’est-
à-dire qu’on ne doit pas pouvoir dériver à la fois les
concepts A et   A.
Évolution : une ontologie doit pouvoir être étendue sans
remettre en cause sa cohérence. Ceci implique en par-
ticulier d’avoir des règles de construction précises.
La construction de l’ontologie nécessite une connaissance
du domaine d’application et donc l’intervention d’experts
du domaine tant pour la construction elle-même que pour
la vérification et la validation de l’ontologie (seule la cohé-
rence peut être vérifiée par un non-expert).
Afin de restreindre l’ampleur de la construction d’une on-
tologie des UCD, nous avons limité dans un premier temps
le domaine d’étude aux UCD représentant des positions. Les
UCD décrivant des positions font principalement intervenir
des mots commençant par l’atome pos. Ces mots sont dé-
signés par l’expression “mot pos” dans ce qui suit. Parmi
les mots pos, on trouve par exemple :
– pos : qui représente le concept de position,
– pos.eq : qui représente des coordonnées équato-
riales,
– pos.eq.ra : qui représente une ascension droite en
coordonnées équatoriales.
En réponse aux deux grandes questions de la phase d’ana-
lyse, il faut construire une ontologie des UCD,

	
, in-
cluant au moins un mot pos, et pouvoir exploiter

	
pour mettre en correspondance une ligne de ReadMe avec
un UCD. Cependant, la construction de
 	
se heurte à
deux problèmes majeurs. Primo, il n’existe pas de liste ex-
haustive des UCD composés incluant des mots pos. En ef-
fet, seuls les UCD simples sont répertoriés de façon exhaus-
tive, les UCD composés étant uniquement contrôlés par les
règles de composition énoncées précédemment. Secundo, le
nombre d’UCD composés incluant des mots pos construits
à partir de ces mêmes règles dépasse potentiellement  .
Au delà des problèmes de faisabilité, une telle taille ren-
drait l’ontologie difficilement lisible et utilisable. Mais s’il
n’est pas possible de construire une ontologie de tous les
UCD incluant un mot pos, il est possible de le faire pour les
UCD simples, à partir de la liste des mots pos qui contient
actuellement 58 mots pos. Le nombre réduit de mots rend
possible la création manuelle d’une telle ontologie. Nous
avons donc décidé de construire une ontologie de concepts
définissant ces mots. Les UCD composés ne sont, par consé-
quent, pas représentés dans l’ontologie ; leur participation
dans l’annotation des tables étant prise en compte dans la
phase d’exploitation de l’ontologie à travers une procédure
spécifique.
3.2 Processus de construction de l’onto-
logie
Des méthodes semi-automatiques, reposant sur l’utilisa-
tion de techniques d’apprentissage, peuvent être mises en
œuvre dans la construction d’ontologies. Certaines de ces
méthodes reposent sur des techniques de classification (2)
ou d’extraction de règles d’associations (18). D’autres mé-
thodes de construction d’ontologies à partir de textes re-
posent sur une phase d’analyse syntaxique, puis d’analyse
distributionnelle telles que mises en œuvre par exemple
dans (6; 3; 22). Nous n’avons pas retenu ces approches car
nous ne disposions pas de données (tables ou textes) décri-
vant les UCD. En effet, nous ne disposions que d’une seule
définition textuelle pour chacun des UCD (15). C’est pour-
quoi nous avons opté pour une construction manuelle de
l’ontologie en privilégiant la discussion avec les experts et
en suivant les principes énoncés dans (16; 2), le problème
principal étant d’identifier les propriétés qui permettent de
définir les concepts du domaine.
Nous détaillons maintenant les 5 grandes étapes que nous
avons identifié dans cette expérience de création de

	
:
1. Identification des concepts
Règle : un concept représentant un mot est nécessaire-
ment défini et ne peut représenter qu’un seul mot. Pour
nous qui cherchons à représenter les mots pos, de
tels mots sont par exemple : pos.eq, pos.eq.ra,
pos.pm.ra. Le nom choisi pour identifier chaque
concept est le mot qu’il représente.
2. Écriture des définitions de concepts et identification
des rôles
Les définitions se ramenant à des ensembles de
rôles, établir les définitions des concepts passe par
l’identification des rôles que possède un concept. Par
exemple : pour établir la définition de pos.eq.ra,
nous devons savoir ce qu’est une ascension droite
dans notre contexte. L’expert du domaine, en charge
d’expliciter les concepts, a établit que :
- une ascension droite est une mesure5 qui
5ici, le concept Measure n’est pas utilisé pour définir pos.eq.ra
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a nécessairement une valeur mesurée ; nous
obtenons donc la partie de définition sui-
vante : (hasMeasuredValue=1)   ( 
hasMeasuredValue.MeasuredValue)
- cette valeur mesurée est exprimée avec une
unité d’angle, soit : (hasAngleUnit=1)  
( hasAngleUnit.AngleUnit)
- cette mesure est faite dans un repère équa-
torial, soit : (hasFrameTypeEq=1)  
( hasFrameTypeEq.FrameTypeEq)
- l’ascension droite est mesurée à partir de l’ori-
gine des ascensions droites du repère équa-
torial, soit : (hasCcOriginEqRa=1)  
( hasCcOriginEqRa.CcOriginEqRa).
Introduire les rôles implique d’inclure les concepts co-
domaines de ces rôles s’ils ne sont pas déjà présents
dans
 	
. Le cadre d’exploitation de
	
, à savoir
l’identification d’un concept à partir de ses propriétés,
nous a amené à définir chaque concept de la façon la
plus précise possible. Par conséquent, les concepts uti-
lisés en tant que co-domaines sont nombreux et doivent
être différenciés pour associer un co-domaine unique
et différent à chaque rôle. Cette règle de construction
a pour objectif de faire correspondre un rôle avec un
co-domaine (et inversement) afin de pouvoir identifier
un rôle de manière non ambiguë à partir de son co-
domaine. Par exemple, le co-domaine AngleUnit ne
peut être associé à une définition de concept que par
le rôle hasAngleUnit. Ce choix, peu contraignant
lors de la construction, facilite grandement l’exploita-
tion de l’ontologie car il permet de retrouver les rôles
à partir des co-domaines (et réciproquement).
3. Hiérarchisation des concepts
La hiérarchie des concepts est organisée par la re-
lation de subsomption. Pour les concepts définis, la
hiérarchie découle des relations de subsomption entre
définitions : si la définition d’un concept C1 est plus
spécialisée que la définition d’un concept C2, alors C1

C2. Ainsi, pos.barycenter  pos car :
pos  (hasFrameType=1)
  (  hasFrameType.FrameType)
et
pos.barycenter
 (hasFrameType=1)
  (  hasFrameType.FrameType)
  (hasBarycentricCoordinates  2)
  (  hasBarycentricCoordinates.
BarycentricCoordinates).
Pour les concepts primitifs, la hiérarchisation est don-
car chaque concept a été construit par énumération de ses propriétés
propres. De plus, le concept Measure n’a été créé qu’ultérieurement en
vue d’améliorer la lisibilité de l’ontologie (voir plus loin). Ceci n’a ce-
pendant pas de conséquence sur 	
 puisque, d’après les définitions de
pos.eq.ra et Measure, on a bien pos.eq.ra  Measure ; d’où
pos.eq.ra est bien représentée dans  	
 comme étant une mesure.
née par l’expert qui aide à construire l’ontologie du
domaine. Ainsi, l’expert a par exemple établi pour les
deux concepts primitifs Unit et AngleUnit, la re-
lation suivante : AngleUnit  Unit.
4. Hiérarchisation des rôles
La hiérarchie des rôles est également organisée par la
relation de subsomption, selon la règle suivante : r1 
r2 si et seulement si domaine(r1)  domaine(r2) et co-
domaine(r1)  co-domaine(r2). Par exemple :
- hasUnit a pour domaine Measure et pour co-
domaine Unit
- hasAngleUnit a pour domaine pos.ang-
Distance et pour co-domaine AngleUnit
- hasAngleUnit  hasUnit si et seulement si
pos.angDistance  Measure et AngleUnit

Unit.
5. Amélioration éventuelle de la structuration.
Enfin, on peut souhaiter améliorer la structuration de
l’ontologie en créant des concepts abstraits, subsu-
mants d’un ensemble de concepts plus spécifiques, à
la façon des classes abstraites en programmation par
objets (10). Toujours dans un but de structuration, nous
avons souhaité que ces concepts abstraits respectent la
condition suivante : l’expert doit juger que le concept
abstrait a un sens dans le domaine traité. Par exemple :
Measure
 (hasMeasuredValue=1)
  ( hasMeasuredValue.MeasuredValue)
  (hasAngleUnit=1)
  ( hasAngleUnit.AngleUnit)
subsume tous les concepts renvoyant à des mesures
(les concepts des mesures spécifiques ont tous une
valeur mesurée et une unité) et représente la mesure
en général (ce qui a un sens en astronomie). Il peut
donc être intégré à
	
.
Après avoir décrit notre approche pour la conception de
	
, nous montrons dans la partie suivante comment nous
avons exploité cette ontologie pour associer un UCD à une
ligne de ReadMe.
4 Attribution d’un UCD à une ligne
de ReadMe
L’objectif est ici d’attribuer un UCD à une ligne d’un fi-
chier ReadMe, à partir du contenu des colonnes Units,
Label et Explanations. À l’heure actuelle, le système
développé n’associe que des UCD simples ; nous discutons
de l’association d’UCD composés en paragraphe 4.4.
4.1 Processus d’annotation
Le fonctionnement global du système est présenté en fi-
gure 3. Nous partons d’une ligne de ReadMe pour arri-
ver à une liste triée de concepts pertinents de

	
. Dans
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FIG. 3 – Schéma global de fonctionnement du système d’at-
tribution d’UCD.
cette liste, les concepts les mieux classés sont ceux qui re-
présentent les mots pos dont la description correspond le
mieux à la ligne de ReadMe. Dans un premier temps, nous
n’exploitons que les colonnes Units et Explanations
car le contenu de la colonne Label est souvent ambigu
(voir plus loin) ; CT, qui représente l’ensemble des co-
lonnes traitées, vaut {Units,Explanations}. Nous
décrivons à présent en détail le fonctionnement du système
avec l’exemple de la ligne L suivante :
Units Label Explanations
s RAs Right Ascension J2000 (seconds)
1. Analyse lexicale
La première étape nécessite une analyse lexicale de
la ligne du ReadMe pour extraire le contenu des co-
lonnes Units et Explanations. En pratique, à
partir de la ligne L précédente, le système renvoie :
Extraction(Units,L)={s}, et
Extraction(Explanations,L)=
{right,ascension,J2000,seconds}.
2. Utilisation de méta-données établies par un expert
du domaine
Le but de cette seconde étape est d’obtenir un en-
semble de co-domaines de rôles à partir des ensembles
de termes obtenus à l’étape 1. Des fichiers de méta-
données ont été construits avec l’expert pour chaque
colonne exploitée, dans le but d’associer à chaque
élément lexical de la colonne un ensemble de co-
domaines auxquels l’élément lexical fait référence.
Dans le cadre de ce travail, les fichiers de méta-
données ont été créés manuellement par l’expert. Cette
tâche manuelle — et fastidieuse — ne permet pas de
garantir que l’ensemble des entrées lexicales associées
à un co-domaine soit exhaustif. Une façon de pallier
ce problème d’exhaustivité serait la construction au-
tomatique ou semi-automatique de ces fichiers. Par
exemple, à partir de lignes de ReadMe dont l’UCD
est connu, l’utilisation de méthodes d’extraction de
connaissances pourrait permettre d’extraire les corré-
lations entre entrées lexicales et co-domaines. Ce point
constitue une perspective de ce travail.
En pratique, nous fournissons en en-
trée les ensembles {s} et {right,
ascension,J2000,seconds}, obtenus à
l’étape 1. Les fichiers de méta-données, de la forme :
{(contenu de la colonne=>{co-domaines})}
et construits a priori par l’expert permettent d’associer
des co-domaines potentiels aux entrées lexicales
présentes dans les colonnes :
Méta(Units)=
{(s=>{AngleUnit,MeasuredValue},
(mas/yr=>{AngularSpeedUnit,Measured-
Value }),
...}
Méta(Explanations)=
{(right=>{CcOriginEqRa,MeasuredValue}),
(ascension=>{MeasuredValue}),
...}
Le système retourne en sortie l’ensemble des
co-domaines associés à la ligne de ReadMe
traitée, à savoir (en ignorant les doublons) :
Codomaines(L)={AngleUnit, CcOriginEqRa,
MeasuredValue}.
3. Classification approchée et progressive
Dans cette dernière étape, on recherche les concepts
de
 	
possédant les rôles de Codomaines(L)
via un parcours de
	
, puis on classe ces concepts
en fonction d’un score égal au nombre de rôles
qu’ils partagent avec les rôles de Codomaines(L).
C’est ici qu’est exploitée l’hypothèse que le co-
domaine d’un rôle identifie le rôle de manière
unique (hypothèse découlant de la règle suivie lors
de la construction de l’ontologie précisée au para-
graphe 3.2 : chaque rôle a un co-domaine diffé-
rent et unique). Dans notre exemple, l’ensemble des
rôles de Codomaines(L) est : {hasAngleUnit,
hasCcOriginEqRa, hasMeasuredValue}.
Le classement des concepts de

	
qui partagent
des rôles avec Codomaines(L) est donné en fi-
gure 4 (les rôles qui doivent être partagés ont été écrits
en italiques). Dans cet exemple, comme il existe un
unique meilleur classé, c’est lui que le système désigne
comme l’UCD à associer à la ligne de ReadMe, à sa-
voir pos.eq.ra.
En cas d’égalité au premier rang du classe-
ment, le processus de classification est re-
pris, dans un second temps — d’où l’appel-
lation de classification progressive — avec
CT={Units,Explanations,Label} pour
exploiter la colonne Label du ReadMe. Les labels
sont, en effet, porteurs d’information importante,
mais leur exploitation ne peut avoir lieu que dans
une seconde phase car ils sont souvent ambigus. Par
exemple, le même label alpha peut désigner à la
fois (dans deux lignes de ReadMe) un angle de phase
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FIG. 4 – Classement des concepts de

	
qui partagent les rôles {hasAngleUnit, hasCcOriginEqRa,
hasMeasuredValue} ; les autres rôles n’interviennent pas dans le classement.
d’une orbite d’un corps céleste et une ascension droite
d’un corps céleste. Il est donc difficile pour l’expert
d’associer des co-domaines à un label de manière sûre
lors de la construction du fichier de méta-données
Méta(Label). De fait, une recherche de concept
effectuée avec l’exploitation de la colonne Label
peut conduire à un résultat erroné ; c’est pourquoi nous
n’exploitons cette colonne qu’en cas de nécessité,
c’est-à-dire si la première passe débouche sur une
égalité au premier rang.
Enfin, s’il y a toujours égalité au premier rang après la
seconde passe, c’est à l’expert de choisir l’UCD corres-
pondant au mieux à une ligne de ReadMe parmi les
concepts à égalité au premier rang.
4.2 Évaluation de la méthode
Pour nos tests, nous avons utilisé des ReadMe des ca-
talogues d’astronomie les plus employés et nous avons
confronté nos résultats à des attributions d’UCD faites par
un expert humain. Dans une première expérience, pour 75
lignes de ReadMe traitées, le bilan est le suivant :
– 4 lignes ont un UCD attribué dès la première passe,
– 42 lignes supplémentaires ont un UCD attribué après la
deuxième passe,
– 26 lignes relèvent du choix d’un expert (égalité au pre-
mier rang du tableau) après la deuxième passe,
– 3 lignes ont conduit à un échec (l’UCD attendu n’appa-
raît pas au premier rang du tableau de concepts renvoyé
en fin de traitement).
Potentiellement, une ligne de ReadMe fait émerger un
certain nombre de co-domaines possibles, ce qui conduit à
un nombre élevé de concepts possibles (partageant les rôles
associés à ces co-domaines) comme UCD. Les trois échecs
sont dus plus particulièrement à des erreurs d’attribution
entre les éléments de la ligne de ReadMe et les co-domaines
possibles.
4.3 Comparaison à l’existant
Le système mis en œuvre jusqu’alors au Centre de
Données Astronomiques de Strasbourg pour l’association
d’UCD à des lignes de ReadMe est un logiciel spécifique
nommé UCD Builder6. Ce logiciel utilise un ensemble de
règles lexicales et syntaxiques qui associent chacune des
scores à des UCD potentiels ; une liste triée d’UCD est pro-
posée en sortie en fonction d’un score global. Cette applica-
tion, qui n’exploite que la partie Explanations, donne
de bons résultats, aussi bien sur des UCD composés que
des UCD simples. Par contre, une limitation majeure d’un
tel système est la dépendance des règles lexicales et syn-
taxiques aux évolutions des UCD et aux langues naturelles
utilisées dans les descriptions textuelles : les règles doivent
être réécrites pour tenir compte de chaque changement.
L’approche proposée dans ce papier rend le processus
d’identification relativement indépendant de la langue uti-
lisée dans les ReadMe et des évolutions des UCD. En effet,
dans le premier cas, il suffit de rajouter des entrées lexi-
cales dans les fichiers de méta-données et dans le deuxième
cas de s’assurer que l’ontologie est toujours adaptée et de
la faire évoluer le cas échéant, sans avoir à changer la pro-
cédure d’association d’un concept à une ligne de ReadMe.
Par conséquent, cette approche a pour avantage d’être moins
sensible aux évolutions que la méthode employée dans
UCD Builder.
Il reste encore à prendre en compte les UCD composés
avant de pouvoir faire une comparaison complète entre les
performances de notre système et celles d’UCD Builder.
4.4 Perspectives
La stratégie de traitement proposée pour traiter le cas des
UCD simples donne des résultats encourageants. Nous tra-
vaillons actuellement à la prise en compte des UCD com-
posés. L’objectif est ici d’exploiter les règles de compo-
sitions. Ainsi, à partir des mots obtenus par la procédure
d’attribution d’UCD simples et à partir des règles de com-
position précisant les positions potentielles que peuvent oc-
cuper les mots dans un UCD composé se calcule un score
global pour chaque UCD valide. Par exemple, pour la ligne
de ReadMe donnée en figure 5, correspondant à l’UCD
composé pos.pm;pos.eq.ra, la procédure d’attribu-
tion UCD simples produit le résultat donné en figure 6
6http://vizier.u-strasbg.fr/UCD/cgi-bin/descr2ucd
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FIG. 5 – Exemple d’une ligne de ReadMe correspondant à l’UCD composé pos.pm;pos.eq.ra.
FIG. 6 – Classement des concepts de
   
obtenu par la procédure d’attribution d’UCD simples sur la ligne de ReadMe
donnée en figure 5.
(pos.eq.ra étant mieux classé que pos.eq.dec par
l’exploitation de la colonne Label).
L’utilisation des règles de compositions indique que les
quatre mots présentés ci-dessus possèdent un code Q et
peuvent donc tous apparaître en première ou seconde place
dans une composition. Ainsi tous les couples composés de
deux de ces termes, à savoir pos.eq.ra;pos.eq.dec,
pos.eq.dec;pos.eq.ra, pos.eq.dec;pos.pm,
pos.pm;pos.eq.ra, etc., sont valides. Cet exemple
présente le cas le moins favorable d’utilisation de la gram-
maire des UCD puisque toutes les combinaisons de termes
sont possibles. Cependant, dans un cas plus favorable,
l’utilisation de la grammaire doit permettre d’éliminer les
combinaisons impossibles. Par exemple, un mot associé à
un code P (resp. S) ne peut se trouver qu’en première (resp.
seconde) position dans une composition.
À partir des combinaisons potentiellement valides par
rapport à la grammaire de composition, l’idée dans le cal-
cul du score global est de trouver le couplage qui maximise
le nombre de rôles différents recherchés. Ainsi, on peut no-
ter que seul pos.pm possède le rôle hasAngularSpeedUnit.
Le poids de ce mot dans la recherche d’un UCD composé est
donc à majorer. Une telle construction peut être mise en lien
avec la recherche de classes polythétiques, classes compo-
sées en partie de disjonction d’attributs introduits par le type
UNION dans (7; 5).
Pour finir, il faut souligner qu’un point à résoudre est de
pouvoir déterminer, pour une ligne de ReadMe donnée, si
la recherche d’UCD concerne un UCD simple ou un UCD
composé.
5 Conclusion
Cet article présente une méthodologie pour la construc-
tion manuelle d’ontologie, à partir de connaissances collec-
tées auprès d’experts du domaine. Cette méthodologie en 5
points, appliquée ici au domaine de l’astronomie, est suf-
fisamment générique pour être applicable à la construction
d’ontologies dans d’autres domaines. La méthode d’annota-
tion proposée identifie dans l’ontologie le concept qui cor-
respond au mieux à une courte description textuelle. L’ori-
ginalité de cette méthode consiste tout d’abord à associer
un ensemble de rôles potentiels à la description textuelle
à annoter, ceci, en fonction des éléments textuels qui la
composent et de fichiers de méta-données. Cet ensemble
de rôles est ensuite exploité pour la recherche du ou des
concept(s) de l’ontologie dont la définition partage un maxi-
mum de ces rôles. Cette idée semble également applicable à
un contexte d’annotation plus général, comme l’annotation
de documents textuels par exemple.
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