In this paper we explore different strategies to guide backpropagation algorithm used for training artificial neural networks. Two different variants of steepest descent-based backpropagation algorithm, and four different variants of conjugate gradient algorithm are tested. The variants differ whether or not the time component is used, and whether or not additional gradient information is utilized during one-dimensional optimization. Testing is performed on randomly generated data as well as on some benchmark data regarding energy prediction. Based on our test results, it appears that the most promissing backpropagation strategy is to initially use steepest descent algorithm, and then continue with conjugate gradient algorithm. The backpropagation through time strategy combined with conjugate gradients appears to be promissing as well.
Introduction
One of the key issues when designing a particular neural network is to calculate proper weights for neuronal activities. These are obtained from the training process applied to the given neural network. To that end, a training sample is provided, i.e. a sample of observations consisting of inputs and their respective outputs. The observations are 'fed' to the network. In the training process the algorithm is used to calculate neuronal weights, so that the squared error between the calculated outputs and observed outputs from the training set is minimized. Such an approach gives rise to an unconstrained nonlinear minimization problem, which can be solved with a number of existing methods. First order methods (such as steepest descent) sometimes lack fast convergence, while second order methods (e.g. Newton's method) are computationally expensive 3, 4]. Johansson et al. 6 ] compare the use of conjugate gradient method in backpropagation with conventional backpropagation and steepest descent.(Conventional backpropagation refers to steepest descent with constant learning rate, i.e. step size, instead of using line search to get step sizes for each iteration.) For the data tested (three, four and five bit parity problems) the authors report that conjugate gradient backpropagation is much faster than conventional backpropagation. Mangasarian 7] discusses the role of mathematical programming, particularly linear programming, in training neural networks, and demonstrates it on the system developed for breast cancer diagnosis.
Our study is motivated by neuro-control applications in complex systems. As neural networks are originally inspired by the human brain, one of the ultimate goals of neural network research is to demonstrate possible "brain-like" intelligence in the control area 15]. To this end, Werbos has summarized the pros and cons of five major neuro-control strategies 16]. Of these strategies, backpropagation of utility is capable of controlling a complex system to maximize a utility function. Tang and Pingle 11] have demonstrated that the backpropagation of utility algorithm is capable of modeling the dynamics of a one-dimensional planar robot and eventually providing proper control signal to drive the manipulator to follow a prescribed trajectory.
However, the success of the algorithm hinges upon sufficient training of a neural network to emulate the dynamic system.
In this paper we show that combined steepest descent and conjugate gradient methods offer advantages regarding neural network training over both of those methods if taken separately. Our task is to decide on the most appropriate strategy utilizing a combination of steepest descent and conjugate gradients for solving some randomly generated, as well as some benchmark data sets. In addition, we stress the importance of the above neural network training in a more complex system with application to neuro-control (e.g. robotic arm training).
The neural network training process is undoubtly one of the most challenging tasks when designing a neural network. Moreover, it is a natural task for utilizing mathematical programming theory. In the sequel we elaborate further on this issue. Specifically, the process of obtaining appropriate weights in a neural network design utilizes two sets of equations. First, the feedforward equations are used to calculate the error function, i.e. the objective function to be minimized. This is a differentiable function. The feedback equations are next used to calculate the gradient vector, which is then used for defining search directions in order to minimize the error function. Well known methods from unconstrained nonlinear minimization of differentiable functions include steepest descent and conjugate gradient methods. An efficient method should be stable and should converge fast. The gradient direction is the direction of steepest descent. The conjugate directions introduce certain modifications in directions in order to speed up the convergence. (In particular, for a positive definite quadratic function of n variables, the convergence is achieved in n iterations.) In Section 2 we outline the backpropagation algorithm. Section 3 presents our computational results. Finally, in Section 4 the conclusions and directions for further research are presented. The Appendix contains our computational results in tabular form.
Backpropagation Algorithm
The backpropagation algorithm for training neural networks has been discussed in many papers (e.g. in Werbos 13] ). The work in this paper is a continuation of the work by Tang and Chen 10] where the authors compare basic backpropagation versus backpropagation through time algorithms. They presented a set of feedforward and feedback equations used for training neural networks. For completeness we briefly restate them.
Let us assume a neural network architecture with two hidden layers and with m inputs, n outputs, H1 hidden nodes in the first hidden layer, and H2 hidden nodes in the second hidden layer. For each input node there is a training sample consisting of
where (X i (t) i = 1 : : : m) is a set of input values, and (Y j (t) j = 1 : : : n) the set of corresponding outputs. The basic idea is to train the network so that given a set of inputs X i (t), i = 1 : : : m, the network produces the set of outputs Y j (t), j = 1 : : : n, which is as close as possible to its desired (or true) set of outputs Y j (t), j = 1 : : : n. In the sequel, W l will denote the weight of network node l, and s(z) = 1=(1 + e ;z ) will denote the sigmoidal transfer function. In the basic backpropagation algorithm, the feedforward equations used to calculate the error function are given as follows 14]: 
Y j (t) = s(net j (t)) j = 1 : : : n; t = 1 : : : T
The objective is to minimize the weighted squared sum of errors, i.e. (14) where α l is the learning rate. In this paper, we use Jacobs' Delta-Bar-Delta 5] method for updating α l .
In order to enhance the basic backpropagation algorithm, Werbos 13, 14] proposed the backpropagation through time algorithm, which incorporates limited memory from past time periods. This is achieved via a second set of weights W 0 , added to each hidden and output node. (See, for example, Tang and Chen 10])
Steepest Descent Versus Conjugate Gradient Algorithm
When minimizing an objective function, we want to find directions of steepest decrease in functional values. One can pose the following problem: For all directions y with some bounded length, find the direction of steepest descent in functional value of f at a given point x 0 , for which rf (x 0 ) 6 = 0. This is a nonlinear problem and its solution states that the steepest descent is the direction of the negative gradient. The steepest descent method is an iterative method moving from an initial point through a sequence of points in directions of negative gradients. At each iteration the step size is either obtained via one-dimensional optimization, or it is given in advance as a parameter (in the neural network vocabulary, this strategy corresponds to the basic backpropagation). For a quadratic function, a convergence of steepest descent method depends highly on the condition number of the quadratic matrix, which in turn depends on the difference between the smallest and largest eigenvalue of the matrix: if there is a big difference, the contours of the quadratic function are cigar shaped elipsoids around the minimal point. This results in poorer convergence, especially closer to the minimal point.
(For a non-quadratic function the idea is to use the Hessian of the objective at the solution point as if it were the quadratic matrix of a quadratic problem.)
Tang and Chen 10] studied backpropagation strategies where unconstrained minimization was performed via steepest descent algorithm. They concluded that over an extended number of iterations "the backpropagation through time algorithm is more robust and has a faster convergence rate". In this paper we study backpropagation using conjugate gradient method for unconstrained minimization, as well as a hybrid between steepest descent and conjugate gradient. To that end, we briefly summarize the main idea behind a conjugate gradient algorithm.
Suppose we have f : R n 7 ! R, where f is a twice continuously differentiable function.
When minimizing a function, we want to have a descent method (like the steepest descent), but also a method that converges fast, say in a finite number of steps (unlike the steepest descent), when applied to the quadratic function.
(It is reasonable to assume that a nonlinear function can be reasonably well approximated by a quadratic function in the neighborhood of a minimal point.) The method of conjugate gradients combines descent property and a finite convergence for the quadratic case. The method proceeds iteratively as follows. Start with x 0 . At iteration k let the new point x k be obtained as
where z k is the direction of the move, and α k is the step size. For a given di-
In the case of a quadratic function, we can get an explicit representation of
For a method to be descent, we need to have f (x k;1 ) ; f (x k ) > 0, which by rearranging terms and using (16) translates to z k T rf (x k;1 ) 6 = 0. (I.e. for having a descent method, the only requirement is that the direction in k-th iteration, z k , is not orthogonal to the gradient at preceding point, rf (x k;1 ). The next question is: which directions are good with respect to convergence? The conjugate directions are defined as follows. Definition Two vectors x 2 R n y 2 R n are said to be conjugate directions with respect to an n n symmetric positive definite matrix A if
Conjugate gradients are extensions of conjugate directions for differentiable functions. The conjugate gradient algorithm due to Fletcher and Reeves 2] runs as follows:
1. Select x 0 2 R n , the initial or starting solution.
2. Evaluate rf (x 0 ), and let z 1 = ;rf (x 0 ).
3. Generate x 1 , x 2 , : : : , x n by minimizing f along the directions z 1 z 2 : : : z n , respectively, where x k+1 = x k + α k+1 z k+1 , and
found, e.g., by line search). Define
The first part of z k+1 corresponds to steepest descent, and the second part is the "modification" introduced to speed up the convergence, based on conjugate directions.
, where is a small tolerance, the algorithm will stop, since it will assume r f (x k ) = 0. Otherwise, for quadratic f it will stop after n iterations. If the function is not quadratic, the convergence in n steps is not guaranteed. Polak-Ribière-Polyak (see e.g. Avriel 1] ) proposed the version of conjugate gradient algorithm where z k+1 = ;rf (x k ) + β k z k k = 1 2 : : and
Global convergence holds if the method is periodically restarted. For example, if every n steps we choose z k+1 = ;rf (z k ) k = n 2n 3n : : : (which corresponds to the steepest descent direction). The convergence of conjugate gradient algorithm strongly depends on the initial point. If relatively 'far away' from the minimum, the approximation with a quadratic function will not be accurate (which is a prerequisite for the success of conjugate gradient strategy), and the method will be incapable to get a good convergence. Therefore, it seems appropriate to use a combination of the two gradient approaches: first, in a limited number of iterations use steepest descent, and then switch to conjugate gradient to speed up the convergence towards the minimal point.
Conjugate Gradient Algorithm Applied to Backpropagation in Neural Networks
First, the feedforward equations are used to calculate the objective function (a differentiable function of weights) to be minimized. Then, the feedback equations lead to the gradient calculation. Those subroutines are used in the conjugate gradient algorithm employing PolakRibière-Polyak (PRP) strategy. One-dimensional subproblems (to get the right step size in each iteration) employ line search minimization. One-dimensional minimization was performed using parabolic interpolation and Brent's method (see, e.g. Vetterling et al. 12] ). Brent's method can be implemented so that it optionally utilizes the derivative information available for one-dimensional problems. In the next section we compare different backpropagation strategies.
Computational Results
Our approach of combining steepest descent and conjugate gradients was first tested on randomly generated data for the sinus function.The network has one input node (m = 1), one output node (n = 1), and 20 hidden nodes arranged in two hidden layers each having 10 nodes. We generated twenty pairs (T = 20) of (X i Y i = sin(X i )) points and 'fed' it to the network. By adjusting the weights, the task was to minimize the sum of squared errors between values Y i (which the network would output) and the true values Y i . The program was written in C and conjugate gradient routines from Vetterling et al. 12] were used. The testing was performed on a Sun SPARC 2 workstation.
The following versions of backpropagation strategy were tested: BBSD and BTSD strategies were implemented using the same parameters, and delta-bar-delta rule as in Tang and Chen 10], so we will not elaborate it further. In the BTSD algorithm, the time component was introduced after 100 iterations of BBSD, since the preliminary testing suggested that a delay in introducing the time component results in more robust algorithm. (One iteration is one run over the complete training set.)
We first ran 2000 iterations of each of the six different strategies with randomly generated initial weights (from the interval -0.1,0.1]). The results are displayed in Figure 1 . The versions BTCG and BTCGD did not show convergence, hence we omitted them from display. The tabular displays accompanying the figures and showing computational times are presented in the Appendix.
If the criterion r f (x k ) T rf (x k ) is achieved, the conjugate gradient algorithm stops. In our implementation = 10e ; 8 is the prescribed tolerance. From the results, it appears that for a small number of iterations BBSD works better than other variants. (For an extended number of iterations, BTSD outperforms the basic backpropagation, but the convergence overall is slow compared with the convergence obtained when conjugate gradients are introduced.) Therefore, we decided to save in a file the weights obtained after 2000 iterations of BBSD, and use them as initial weights for the next round of testing. The results are displayed in Figure 2 .
It is clear that, closer to the minimal point, the conjugate gradient strategy outperforms steepest descent. It is more computationally intensive and requires more computing time, but the quality of the solution is one order of magnitude better. (An iteration of steepest descent requires approximately 0.03 seconds, while an iteration of conjugate gradient method requires aproximately 0.14 seconds.) The time component introduced in backpropagation (backpropagation through time) adds to solution quality, without adding extra computational time. Utilization of derivatives in one-dimensional optimizations (to obtain the best step size for moving along the given direction) adds to expensiveness of the algorithm, with marginal increase in the quality of the solution. (An iteration of conjugate gradient with derivatives requires approximately 0.22 seconds.) On the basis of tested problems, we therefore suggest to use the backpropagation through time conjugate gradient variant without derivatives, i.e. the version BTCG.
Additional testing was performed on a benchmark data set for the prediction of energy con- This dataset was created based on a benchmark problem of "The Great Energy Predictor Shootout -the first building data analysis and prediction problem" contest, organized in 1993 for the American Society of Heating, Refrigerating, and Air-Conditioning Engineers (ASHRSE) meeting in Denver, Colorado. The contest task was to predict the hourly consumption of electrical energy, hot water, and cold water based on the date, time of day, outside temperature, outside air humidity, solar radiation, and wind speed. Complete hourly data for 88 consecutive days were given for training.
The inputs to the neural networks including date, hour, weather-related parameters (temperature, humidity, solar radiation and wind speed) are encoded into m = 14 parameters. There are n = 3 outputs, the predicted hourly consumption of electrical energy, hot water and cold water. The dataset consists of 88 days of hourly data. With the exception of the first day (resp., the last day), which only has 22 hours (resp., 18 hours) of data, all 24-hours are available, hence a total of T = 2104 samples. We initially ran 200 iterations of each of the algorithms, and the results are displayed in Figure 3 .
Backpropagation through time variants was introduced after 10 iterations. The iterations of steepest descent variants require less cpu time than the iterations of conjugate gradients versions, but the convergence is slower. Based on the experience with randomly generated sinus data, we saved the weights obtained after 200 iterations of steepest descent algorithm BBSD. In the next round of testing, we ran 100 iterations of the algorithms starting with weights generated from BBSD. The results are displayed in Figure 4 , with better presentation of conjugate gradient variants repeated on a larger scale in Figure 5 .
Similarly as in the case of randomly generated data, it seems that the best strategy is to initially run backpropagation based on steep- est descent, followed by the conjugate gradient version of backpropagation. In this way, comparable results can be obtained much faster, due to 'cheaper'steepest descent initial iterations. When the search comes closer to a minimal point, the conjugate gradient strategy provides much better convergence. The conjugate gradient versions which employ derivatives for one-dimensional optimization (i.e. algorithms BBCGD nd BTCGD) take much more time than the basic conjugate gradient versions, without improving the convergence. Regarding the convergence and speed, the backpropagation through time strategy combined with conjugate gradients provides similar results as the basic backpropagation. Hence, as in the case of randomly generated sinus data, it seems that the best backpropagation strategy is to initially run steepest descent, and then conjugate gradient algorithm.
In sum, from this study we confirmed our intuition that backpropagation with steepest decent 
Conclusions and Directions for Further Research
In this paper we studied the benefits of combining steepest descent and conjugate gradient algorithms as strategies to guide backpropagation when training artificial neural networks. A neural network architecture with 2 hidden layers (each with 10 hidden nodes) was trained on randomly generated data for the sinus function, as well as some benchmark data corresponding to energy prediction in applications from construction industry. The results suggest that with the combined strategy (start with steepest descent, then switch to conjugate gradient) one is able to achieve better accuracy in training than it would be achieved with separate strategies.
The next task is to utilize the gained knowledge in a more complex learning systems, and in neural networks with more complex structure (in terms of input, output, and hidden nodes).
From this study, we believe that steepest decent combined with conjugate gradient will offer a fast alternative in training such neural network. Table 12 .Conjugate gradient using one-dimensional derivatives strategy with initial weights obtained after 200
iterations of BBSD algorithm, applied to Energy Prediction data with m = 14, n = 3, T = 2104
