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La complejidad actual en la 
construcción de los sistemas de software,  
ha impuesto la necesidad de mejorar los 
procesos de construcción con el menor 
costo y esfuerzo posible. Las pruebas del 
software, a diferencia de otras etapas del 
proceso de construcción, no tienen la 
misma visibilidad para el usuario, lo que 
determina que ante presiones de tiempo o 
costos, sea esta etapa la que se redefina 
según lo planeado, a pesar de que esta  
decisión atenta directamente sobre la 
calidad del software. Para asegurar la 
correcta construcción del software, en 
relación a las pruebas, se hace 
indispensable pensarlas integradas y lo 
más automatizadas posible. En el 
proyecto de investigación,  se ha 
trabajado sobre la derivación 
semiautomática de Casos de Prueba a 
partir de escenarios futuros y en el 
presente trabajo se ha avanzado sobre la 
planificación de esos Casos de Prueba 
obtenidos, para asegurar que la 
funcionalidad propuesta en los escenarios 
contemple las dependencias de recursos y 
funcionales existentes entre las tareas. De 
esta manera se utiliza la integración de los 
escenarios para identificar las 
dependencias y ordenar la ejecución de 
los Casos de Prueba en las denominadas 
suites de prueba, que permiten analizar la 
funcionalidad parcial y total del futuro 
sistema de software.   
 
Palabras clave: ingeniería de requisitos, 
casos de prueba funcionales, suite de 
pruebas. 
CONTEXTO 
Este trabajo se lleva a cabo en el 
marco del Proyecto de Investigación 
“Generación semi automática de casos de 
prueba a partir de escenarios”, radicado 
en la Universidad Nacional de Luján, en 
su Departamento de Ciencias Básicas. 
[DISPOSICION CDD-CB:027-15].  
Como parte de las actividades se ha 
estudiado un mecanismo para generar 
tempranamente los casos de prueba 
partiendo del conocimiento obtenido en la 
etapa de Ingeniería de Requisitos (IR) [1], 
particularmente en el proceso de 
requisitos basado en escenarios [2]. 
 
Se profundizó luego la relación 
escenarios futuros – casos de prueba (EF-
CP) y se describió un mecanismo de 
derivación semiautomática [3]. 
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1. INTRODUCCIÓN 
Desde hace mucho tiempo se plantea 
la necesidad de escribir los test de 
aceptación conjuntamente con los 
requisitos. Esto permite, por un lado, 
asegurase que los requisitos sean 
verificables y por otro, que el futuro 
desarrollo y su respectivo desarrollador, 
cuente con ejemplos que le permitan 
comprender mejor el requisito. 
Este trabajo es una evolución de otros 
anteriores, siempre basándonos en el 
proceso de requisitos [2], que crea un 
glosario denominado LEL [4], [5] del 
dominio de aplicación. El proceso 
continúa con la construcción de un 
conjunto de Escenarios Futuros (EF) a 
partir de los Escenarios Actuales (EA) [6] 
y su consecuente decisión de incluirlos en 
el nuevo sistema.  
Trabajos previos de diferentes autores 
han planteado la necesidad de generar los 
casos de prueba a partir de  varios 
artefactos que permiten documentar 
requisitos, como la generación de Casos 
de Prueba a partir de Casos de Uso [7], 
[8], [9], [10], [11], a partir de algoritmos 
metaheurísticos [12], utilizando el 
lenguaje de transformación QVT, otros a 
partir de diagramas de secuencia 
extendidos [13] o a partir de diagramas de 
actividad [14], [15], [16], [17], a partir de 
diagramas de secuencia [18] o de 
diagramas de estado [19]. Algunos lo han 
planteado en general para el lenguaje 
UML [20], [21], [22], [23] también a 
partir de especificación de Requisitos 
[24]. 
En el presente trabajo continuamos la 
idea de derivar en forma semiautomática 
los Casos de Prueba a partir de los 
Escenarios Futuros [3] pero se incorpora 
la necesidad de planificar las pruebas 
agrupando funcionalidad en diferentes 
niveles de pruebas. 
2. LÍNEAS DE INVESTIGACIÓN Y 
DESARROLLO 
Como se ha mencionado 
anteriormente, los CP obtenidos desde los 
escenarios futuros, son estrictamente 
funcionales y con un alto grado de 
contextualización. Esto permite darle al 
caso de prueba información muy valiosa 
para comprender la mejor manera de 
analizar la funcionalidad propuesta. Es de 
destacar que los EF no son 
independientes entre sí, sino que se rigen 
por dependencias operativas, de recursos 
y de contextos. Este ordenamiento 
funcional se representa en el proceso de 
requisitos al modelar los escenarios 
integradores [25]. Cuando los EF son 
integrados se construyen las jerarquías de 
escenarios que luego se ordenan en 
secuencias para su ejecución, 
conformando los escenarios integradores. 
El mismo proceso de jerarquización y 
secuencia se aplicó a los casos de prueba 
para planificar las pruebas del software.   
Las mismas pruebas del software se 
repiten cuando hay cambios en los 
requisitos. Existen requisitos que no se 
modifican, lo que hace que parte de la 
funcionalidad se mantenga inalterable 
durante parte o todo el proceso de 
construcción.  Debido al costo de volver a 
realizar todas las pruebas, es que se 
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permite seleccionar qué parte de la 
funcionalidad se desea volver a probar. 
Esto requiere de la intervención del 
ingeniero de software y de una aplicación 
que controle y alerte de las dependencias 
con otros requisitos. Como puede verse 
en la Tabla 2 la primera columna es para 
identificar la funcionalidad con el nombre 
del escenario futuro, para ello se 
incorpora el escenario raíz de cada 
jerarquía obtenida en la integración. La 
columna de Ultima Prueba cumple la 
función de informar si después del último 
cambio realizado a ese escenario la 
prueba fue Aprobada o si se modificó el 
escenario y no se realizó o fue rechazada. 
Obviamente las pruebas rechazadas o que 
no se hicieron deben rehacerse 
obligatoriamente, pero cuando existen 
varios escenarios que no fueron 
modificados es decisión del ingeniero de 
software volver a probar todo o no 
hacerlo. Esto atiende a pruebas de gran 
volumen con parte de los requisitos 
estables.  
Tabla 2 – Tabla de alcance de la prueba 
En un primer momento del proceso se 
determinó cuáles eran los CP para cada 
EF. En la Fig.1 se da un ejemplo 










Fig. 1 – Derivación de los CP 
Con los CP identificados para cada EF, 
se debe ir a la integración para generar las 
suites de prueba. Tomar cada integrador y 




y sus CP 
I1 EFe CP7 
EFa CP1 y CP2 
EFc CP4 
I2 EFb CP3 
EFd CP5 y CP6 
Tabla 3 – Escenarios integradores con sus EF y cada EF 
con sus CP derivados  
Con esta información se está en 
condiciones de crear las suites de pruebas. 
Cada escenario integrador corresponde a 
una suite. Por lo tanto, según el ejemplo, 
tenemos 2 Suite de Pruebas con la 
siguiente secuencia:  
Escenario ¿Se debe 
probar solo? 
Última Prueba  
EFa No Aprobado 
EFb SI  
EFc SI  
EFd SI  
Efe SI  
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Suite 1 {CP7, CP1, CP2, CP4} 
Suite 2  {CP3, CP5, CP6} 
En resumen, por un lado se cuenta con 
las pruebas individuales que corresponde 
a como se debe probar cada EF. Por el 
otro lado, tenemos los conjuntos de 
escenarios que se agrupan en integradores 
que a su vez determinan las suites de 
pruebas.   
3. RESULTADOS 
OBTENIDOS/ESPERADOS 
Los resultados han sido alentadores 
debido a su vinculación directa con el 
proceso de requisitos basado en 
escenarios que ha sido ampliamente 
probado en más de 100 casos. De todas 
maneras se planifica probar todo el 
mecanismo propuesto en nuevos casos 
reales para mejorar su completitud y 
refinar el proceso. También se espera 
analizar cómo se incorporan los cambios 
de los requisitos en las iteraciones de la 
generación de los CP.   
Como se aclaró en la introducción, el 
presente trabajo se ha realizado con base 
en el proceso de requisitos basado en 
escenarios que modela la solución con 
escenarios futuros, pero se considera que 
el proceso es viable para Casos de Uso 
con algunas pocas modificaciones. 
4. FORMACIÓN DE RECURSOS 
HUMANOS 
Se planifica la finalización de la 
carrera de grado Licenciatura en Sistemas 
de Información de la alumna Eugenia 
Cespedes (31 materias aprobadas) y del 
alumno Julían Massolo (34 materias 
aprobadas) en UNLu. También la 
presentación de la tesis de Maestría en 
Ingeniería de Software de Claudia Ortiz y 
Walter Panessi en UNLP y la  
finalización de la tesis doctoral de Gladys 
Kaplan y de David Petrocelli en UNLP. 
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