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Seznam uporabljenih simbolov 
LED svetleča dioda (ang.: Light Emitting Diode) 
SMD na površini nameščena naprava (ang.: Surface Mounted Device) 
ADC analogno-digitalni pretvornik (ang.: Analog Digital Converter) 
PCB tiskano vezje (ang.: Printed Circut Board) 
PWM pulzno širinska modulacija (ang.:: Pulse Width Modulation) 
DOUT podatkovni izhod (ang.: Data Out) 
DIN podatkovni vhod (ang.: Data In) 
SPI serijski periferni vmesnik (ang.: Serial Peripheral Interface) 
HAL plast abstrakcije strojne opreme (ang.: Hardware Abstraction Layer) 
HSE zunanja komponenta, sposobna visokih hitrosti (ang.: High Speed 
External) 
HSI notranja komponenta, sposobna visokih hitrosti (ang.: High Speed 
Internal) 
PLL fazno fiksna zanka (ang.: Phase Locked Loop) 
SAR zaporedno aproksimacijski register (ang.: Successive 
Approximation Register) 
AUX pomožni (ang.: Auxiliary) 
DMA neposreden dostop spomina (ang.: Direct Memory Access) 
I/O vhod/izhod (ang.: Input/Output) 
  
FFT hitra Fourierjeva transformacija (ang.: Fast Fourier Transform) 
DFT diskretna Fourierjeva transformacija (ang.: Discreet Fourier 
Transform) 
DSP  digitalna obdelava signalov (ang.: Digital Signal Processing) 
  
Povzetek 
V tem diplomskem delu sta predstavljena izdelava in delovanje matričnega LED 
prikazovalnika, ki prikazuje frekvenčni spekter avdio signala. Matrični LED 
prikazovalnik je sestavljen iz gibljivih LED trakov SM16703, krmiljen pa s pomočjo 
mikrokrmilnika STM32G431KBT6. 
Poleg metode razvoja, je natančneje predstavljen in osmišljen vsak posamezni 
sestavni del projekta ter njegova vloga v celotnem sistemu. Podrobno razložim način 
nadzorovanja LED traku in predstavim rezultate meritev s katerimi sem preverjal 
zahtevano časovno točnost za krmiljenje LED traku ter odstopanje ugotovitev od 
zahtev specificiranih v podatkovnem listu. Utemeljim tudi izbrano metodo za 
zajemanje vzorcev avdio signala ter  način obdelave tega signala pred zajemanjem.  V 
grobem je opisan tudi način generiranja kontrolnega signala za LED trak. Preveril sem 
učinkovitost posameznih metod za pridobitev frekvenčne vsebine avdio signala. 
Predstavljene so tri različne metode; strogo matematična, uporaba splošnih knjižic za 
programski jezik C ter uporaba knjižic prilagojenih za ARM mikrokrmilnike. Opisana 
je tudi izvedba programa, kjer sem za vsak del programa izmeril koliko časa 
mikrokrmilnik zanj porabi ob uporabi najučinkovitejše metode.  
Rezultat tega projekta je vizualni modul, ki prikazuje frekvenčno vsebino avdio 
signala. Raziskal sem najučinkovitejše metode za razvoj takega projekta na sistemu 
Nucleo-G431KB. 
 
Ključne besede: matrični LED prikazovalnik, mikrokrmilnik, avdio signal, 
Fourierjeva transformacija, frekvenčni spekter 
 
  
Abstract 
In this thesis I present the development and funcionality of a matrix LED display, 
which displays the frequency spectrum of an audio signal. The matrix LED display is 
built from flexible LED strips. The driver for the LED strips is an STM32G431KBT6 
microcontroller. 
Apart from the development method, I present each component of the project 
and its role in the whole system. I explain the controlling of the LED strip in detail and 
present the results of the measurment I made to test the required timing accuracy 
required to drive the LED strips, as well as the deviation of the findings from timing 
requierments specified in the data sheet. I also argue the chosen method for sampling 
and processing the audio signal. Generation of the LED strip control signal is also 
briefly discussed. I tested the efficiency of specific methods used to extract the 
frequency content of the audio signal. I present three methods; the strictly 
mathematical one, the use of general libraries for the C programming language and the 
use of libraries specialized for the ARM microcontrollers. The final program is also 
described, where I also measured the time each part of the program takes to execute 
while using the most efficient method. 
The result of this project is a visual module, which shows the frequency content 
of an audio signal. I researched the most efficient methods for the development of a 
project like this on the Nucleo-G431KB development system. 
 
Key words: matrix LED display, microcontroller, audio signal, Fourier 
transform, frequency spectrum 
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1. UVOD 
Vizualna umetnost in glasba sta že dolgo časa velik del mojega življenja, zato 
sem si želel združiti ti dve stvari v svoj diplomski projekt. Odločil sem se, da bom z 
mikrokrmilnikom krmilil LED luči tako, da se bodo odzivale na glasbo.  
Da pa bi projekt bil tudi praktičen, sem se odločil, da bom z LED lučmi 
prikazoval frekvenčno vsebino avdio signala. Tak prikazovalnik bi mi lahko pomagal 
tudi pri raznih avdio-produkcijskih projektih.  
Razvoj takega projekta je smiseln, saj na trgu ne najdemo veliko takih 
prikazovalnikov frekvenčnega spektra. Razlog je najbrž ta, da se da tak projekt dan 
danes izvesti popolnoma programsko in tudi funkcionalnost takega prikazovalnika je 
najbolje izkoriščena, če lahko hkrati zvok tudi obdelujemo. Jaz sem si želel 
prikazovalnik, ki deluje samostojno in neodvisno od računalnika in katerega glavni 
namen je osvetljava. Običajno so prikazovalniki, ki niso del programske opreme za 
osebni računalnik, del neke večje avdio komponente, ki ima poleg dodatnih funkcij še 
visoko ceno. Poudarek projekta naj bi bil na vizualnem vidiku, večina takih 
prikazovalnikov pa je zelo majhnih, saj stremijo k praktičnosti. 
Na nekaterih spletnih straneh se pojavljajo tudi LED matrike, ki naj bi jih 
namestili v avtomobil ter se odzivajo na glasbo. Narejene so iz enega dela prozorne in 
gibljive plastike, ki ga lahko nalepimo na poljubno površino. Čeprav je videti, kot da 
prikazujejo frekvenčni spekter, ni tako. Stolpci matrike se odzivajo le na glasnost 
glasbe prek vgrajenega mikrofona. Take LED matrike tudi niso močne, ob prižigu se 
posamezni odseki le obarvajo ter malenkost osvetlijo. 
Želel sem si izdelek z dovolj moči, da sam osvetli majhen prostor in spremeni 
vzdušje v njem. Zato sem se odločil, da bom prikazovalnik sestavil sam. Na trgu 
najdemo veliko izbiro sestavljenih LED matrik, vendar pa so po navadi majhne (okoli 
20 cm × 20 cm). Njihove dimenzije so omejene, za izvedbo, ki omogoča kaskadno 
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vezavo, pa je treba odšteti precej več denarja. Ugotovil sem, da bom  želeni 
prikazovalnik najlažje sestavil iz LED trakov, ki so gibljiva vezja z LED lučmi v SMD 
tehnologiji. Za prikazovanje frekvenčnega spektra sem potreboval pravokotni 
prikazovalnik, ki se ga da z LED trakovi sestaviti brez težav. LED trakove se namreč 
da narezati in sestaviti v poljubno obliko in velikost, saj vsaka komponenta oz. 
segment traku deluje neodvisno od ostalih. Hkrati so gibljivi, kar pomeni, da se jih da 
namestiti tudi na neravne površine, npr. stebre. 
Končni proizvod naj bi bil prenosni modul za osvetljavo prostora, ki popestri 
poslušanje glasbe in nam omogoči uvid v frekvenčno sestavo zvoka. 
2. IZBIRA SESTAVNIH DELOV 
Na trgu lahko najdemo veliko različic naslovljivih LED trakov, vsaka pa ima 
svoje prednosti in slabosti. Glede na naše zahteve lahko izbiramo med veliko vrsto 
dejavnikov, recimo barvo gibljivega PCB vezja, na katerem so LED luči (po navadi 
bela ali črna). Izbiramo lahko tudi število LED luči na metrskem traku, kjer se 
pojavljajo količine od 30 do 144 LED luči na meter. Načeloma je bolje imeti čim več 
LED svetil, vendar pa moramo biti pozorni na celotno porabo moči, sploh če bi 
nameravali celoten projekt napajati z baterijo. Na tej točki je vredno omeniti tudi, da 
so na trgu prisotni trakovi z 12-voltnim in 5-voltnim napajanjem. Slednje nam 
omogoča, da je napajanje LED traku skupno z mikrokontrolerjem, vendar pa je 5-
voltna izvedba bolj dovzetna za padce napetosti, ki zmanjšajo svetlost zadnjih LED 
luči v kaskadi. 
 Na voljo imamo tudi več vrst vodoodporne zaščite, in sicer cenejšo izvedbo 
IP65 ali dražjo IP67. Pri prvi izvedbi je LED trak prevlečen z gibljivim prozornim 
silikonom, ki sicer LED trak varuje pred prahom in vodo, vendar taka izvedba ni 
popolnoma vodoodporna. Trakovi z zaščito IP67 so zapečateni v silikon in s tem v 
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celoti vodoodporni, vendar so dražji, prav tako pa otežujejo rezanje LED traku v 
manjše segmente.  
Izbrati moramo tudi integrirano vezje, ki nadzoruje LED trak. Trak tipično po 
njem tudi dobi ime. Izvedbe, ki so osnovane na integriranih vezjih SK9822 oz. 
APA102C, podpirajo SPI protokol in tako omogočajo velik razpon hitrosti 
komunikacije, tako kot nadzor svetlosti, ki je neodvisen od barve. S takimi čipi sicer 
potrebujemo dve I/O liniji za nadzor (podatkovno linijo in uro) LED traku, vendar 
omogočajo hitrosti osveževanja do 20 kHz, kar pomeni, da so uporabne tudi za 
izvedbe, ki izkoriščajo optično vztrajnost očesa. Glavna slabost teh je, da so zelo dragi, 
saj za 5 metrov takih trakov porabimo okoli 100 €. Alternativa tem so LED trakovi, 
osnovani na integriranih vezjih SK6812 oz. WS2812B, ki imajo daleč največ podpore, 
kar se tiče knjižic. Za nadzor teh uporabljamo visokohitrostni enožični protokol, 
vendar pa so zahteve po časovni točnosti zelo stroge. To pomeni, da je za 
mikrokontroler zelo nepraktično, da med osveževanjem slike počne še kaj drugega.  
V primeru mojega projekta je bil faktor z največjo težo razmerje med številom 
LED luči na meter ter ceno. Izbral sem LED trakove SM16703 (osnovane na izvedbi 
z integriranim vezjem WS2821B), saj imajo najnižjo ceno izmed vseh LED trakov, ki 
so na voljo pri glavnih ponudnikih. Izbral sem izvedbo s 60 LED lučmi na meter. 
Slabost LED trakov SM16703 je, da se LED luči da nadzirati le v skupinah po tri. 
Vodoodporne zaščite nisem potreboval, saj je bil projekt namenjen za notranjo rabo. 
Celotna poraba prav tako ni bila pomembna, saj bi vse skupaj napajal z računalniškim 
napajalnikom.  
Če bi projekt danes začel znova, bi se odločil za dražjo izvedbo. LED trak z 
integriranim vezjem SK9822 omogoča nadzor nad posamezno LED lučjo, kar pomeni 
da bi bila ločljivost prikazovalnika veliko višja, hkrati pa bi tako razširil možnosti 
nadaljnjega razvoja projekta.  
Izbira mikrokrmilnikov na trgu je zelo bogata, take LED trakove pa lahko 
nadziramo z večino mikrokrmilnikov, če so dovolj hitri. Za razvoj tega projekta sem 
se odločil uporabljati razvojni sistem Nucleo-G431KB. Ta sistem je za ta projekt zelo 
primeren, saj je mikrokrmilnik na njej (STM32G431KBT6) zelo hiter (do 170 MHz) 
in ima 128 kilobajtov programskega spomina ter 32 kilobajtov delovnega spomina. Ta 
mikrokrmilnik ima tudi DMA modul, ki nam bo pri projektu prišel prav. Na plošči sta 
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vgrajena tudi kristalni resonator, ki zagotavlja zelo točno uro, ter operacijski 
ojačevalnik, s katerim lahko avdio signal pred zajemanjem še ojačimo.  
3. ZGRADBA SISTEMA 
Sistem je sestavljen iz vhodne stopnje za avdio signal, procesorja, LED traku in 
napajalnika. 
 
Slika 3.1:  Blok shema celotnega sistema 
Avdio signal je priključen preko standardnega 3.5 mm avdio konektorja. Najprej 
ga obdelamo z visoko prepustnim filtrom. Smiselno bi bilo dodati tudi protiprekrivni 
filter, ki reže frekvence, višje od polovice vzorčne frekvence, saj se lahko višje 
spektralne komponente preslikajo na nižje frekvence in s tem pokvarijo realno 
frekvenčno sliko signala. Glavni namen tega projekta je prikazovanje frekvenčnega 
spektra glasbe, ki običajno ne vsebuje močnih spektralnih komponent s frekvenco višjo 
od 8 kHz, kar je polovica vzorčne frekvence uporabljene za ta projekt.  
Signal gre skozi ojačevalnik, vgrajen na  razvojnem sistemu Nucleo-G431KB, 
nato pa A/D pretvornik vzorči filtriran in ojačan avdio signal in ga shrani v 
medpomnilnik. Mikrokrmilnik vzorce obdela s Fourierjevo analizo in glede na 
rezultate analize generira kontrolni signal za krmiljenje LED matrike, ki je napajana z 
ločenim virom napetosti.  
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3.1. LED TRAK SM16703  
Trak z LED svetili SM16703 je zelo podoben popularni izvedbi LED trakov 
WS2812B. Razlikuje se le v zahtevani frekvenci signala za krmiljenje LED svetil. 
LED trak ima 3 priključke, 12 V (napajanje), zemljo in podatkovno linijo.  
 
Slika 3.2:  Shema kaskadne vezave dveh LED modulov 
Po podatkovni liniji integrirano vezje na traku prejme informacije in glede na 
njih prižge LED svetila. Vsako integrirano vezje ima en podatkovni vhod in en 
podatkovni izhod. Če izhod enega vezja vežemo na vhod drugega, lahko teoretično 
ustvarimo poljubno dolgo verigo (ang.:  daisy chain). Na uporabljenem traku je 300 
LED luči, vsako integrirano vezje pa nadzira 3 luči. To pomeni, da je na celotnem LED 
traku 100 integriranih vezij.  
Ta integrirana vezja delujejo tako, da po vsaki ponastavitvi preberejo prvih 24 
bitov, po 8 bitov za intenziteto vsake izmed RGB komponent, in jih spravijo v interni 
medpomnilnik. To pomeni, da lahko izbiramo med 256 različnimi intenzitetami vsake 
barvne komponente. Ker so na voljo 3 komponente, to pomeni, da imamo teoretično 
na voljo 2563 različnih barv. Ko integrirano vezje prebere 24 bitov, ostale pošlje skozi 
vezje za regeneracijo signala. To vezje skrbi za ohranjanje kakovosti signala in 
zagotavlja, da se popačenje signala ne povečuje z vsakim naslednjim vezjem v 
kaskadni vezavi. Pravzaprav generira nov signal, glede na bite informacij, ki jih 
sprejme. Preoblikovan signal gre nato čez podatkovni izhod po podatkovni liniji 
naprej, kjer ga prebere naslednje vezje.   
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Med logično 1 in 0 integrirano vezje loči glede na pulzno razmerje signala. To 
je razmerje med časom visoke in časom nizke napetosti v eni periodi signala.  
 
Slika 3.3:  Primer logične 1 in logične 0 
Vsaka perioda signala za krmiljenje LED traku traja 1.2 µs in nosi informacijo 
enega bita. Pri logičnih 1 je začetnih 75 % periode na visoki napetosti, torej 0.9 µs, pri 
logičnih 0 pa je na visoki napetosti začetnih 25 % periode, torej 0.3 µs. V kolikor je 
napetost nizka za vsaj 80 µs, so integrirana vezja na traku ponastavljena. Na žalost 
standardna mikrokrmilniška periferija ne podpira enožičnega serijskega protokola, kar 
pomeni, da ga moramo sprogramirati sami. To je lahko zapleteno, če na primer 
uporabljamo procesor z nizko hitrostjo ure, saj je zahtevana podatkovna hitrost kar 
visoka. Ker je na spletu veliko nasprotujočih si informacij glede časovne točnosti, ki 
je potrebna za pravilno krmiljenje takih LED trakov, sem se odločil točno izmeriti, 
kakšne časovne zahteve imajo integrirana vezja na trakovih SM16703. Izkazalo se je, 
da je časovna toleranca teh integriranih vezij kar velika.  
 
Z mikrokrmilnikom sem generiral testni signal s pomočjo časovnika v PWM 
(ang. Pulse Width Modulation) načinu delovanja, nato pa sem z logičnim 
analizatorjem preverjal bite na vhodu (DIN) in izhodu (DOUT) enega modula. Začel 
sem s preverjanjem minimalnega časa, potrebnega za ponastavitev integriranega vezja. 
Ta čas naj bi bil glede na podatkovni list enak 80 µs. V modul sem pošiljal dva paketa 
po 24 bitov, nato pa večal čas nizke napetosti med njima. Ugotovil sem, da je čas, 
potreben za sproženje ponastavitve, veliko krajši, kot je specificirano v podatkovnem 
listu. Iz spodnjih dveh slik je razvidno, da če je čas nizke napetosti med paketoma 
bitov dovolj kratek, vezje razume prejete informacije kot dva paketa bitov. Prvi paket 
shrani v svoj medpomnilnik, ostale podatke pa pošlje naprej naslednjemu 
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integriranemu vezju. Ko pa čas nizke napetosti med paketoma podatkov postane večji 
od 51 µs, integrirano vezje že zazna ponastavitev in tudi drugi paket podatkov shrani 
v svoj medpomnilnik ter tako prepiše prvega. Odstopanje dejanskega časa 
ponastavitve od tistega specificiranega v podatkovnem listu je za približno 37,5 %. 
 
Slika 3.4:  Čas nizke napetosti manj kot 51 µs 
 
Slika 3.5:  Čas nizke napetosti več kot 51 µs 
Z naslednjo meritvijo sem preveril toleranco časovne natančnosti pri pošiljanju 
posameznega bita. Spet sem opazoval bite na izhodu iz integriranega vezja, glede na 
obliko signala, ki ga vezje sprejme na vhodu. Kot omenjeno, imajo LED trakovi poleg 
integriranih vezij za sprejem bitov tudi vezja za regeneracijo signala. Zanimalo me je, 
kolikšen je najmanjši pulz, ki ga integrirano vezje še zazna kot logično 0. Vse zaznane 
pulze vezje nato generira znova. Testni signal je bil tokrat samo periodičen signal, ki 
sem mu postopoma povečeval pulzno razmerje. 
 
 
Slika 3.6:  Najkrajši pulz, zaznan kot logična 0 
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Kot vidimo, je že pulz, dolg 62 ns (pulzno razmerje 5,2 %), dovolj, da 
preoblikovalno vezje ustvari 312 ns dolg pulz (pulzno razmerje 25 %). Tudi ta rezultat 
kaže na veliko odstopanje dejanskih vrednosti od tistih specificiranih na podatkovnem 
listu. Za pošiljanje logičnih 0 potrebujemo pulz, ki traja 20,6 % specificiranega časa.  
Prav tako pa sem iskal tudi najkrajši čas pulza, ki ga integrirano vezje interpretira 
kot logično 1. Ta se je prav tako izkazal za krajšega od tistega v podatkovnem listu. 
To vrednost sem našel z enakim postopkom kot prej, se pravi s postopnim večanjem 
pulznega razmerja periodičnega signala.  
 
Slika 3.7:  Najkrajši pulz, zaznan kot logična 1 
Ugotovil sem, da je logična 1 zaznana, ko je dolžina prejetega pulza vsaj 0.6 µs. 
To je 30 % manj kot vrednost, ki je specificirana v podatkovnem listu (0.9 µs). Opazil 
sem tudi, da če so pulzi daljši (vse do pulznega razmerja 100 %), bodo integrirana 
vezja to brala kot logične 1.  
Očitno obstajata samo dve stanji izhodnega signala. Kratek pulz za logično 0 in 
dolg pulz za logično 1, kjer je že najkrajši pulz (62 ns) prepoznan kot 0, ter najdaljši 
pulz (1,2 µs), prepoznan kot 1. Meja med logično 1 in 0 pa je okoli 0.6 µs. 
 
 
 
3.2. Realizacija serijske komunikacije z LED trakom 
 
Ko sem začel s projektom, sem nameraval kontrolni signal generirati z SPI 
modulom (angl. Serial Peripheral Interface bus), saj je ta zelo hiter in točen. SPI je 
sinhrona komunikacija serijskega tipa.  V tem primeru, bi kontrolni signal nastal tako, 
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da bi neprekinjeno pošiljal 16-bitne vrednosti preko SPI vodila, 1111111111110000 
za 1 in 1111000000000000 za 0. Vendar pa hitrost SPI modula ni zelo fleksibilna in 
je nemogoče modul naravnati točno na zahtevano periodo 1.2 µs. Ker pa sem med 
testiranjem komunikacijskega protokola realiziral učinkovito metodo generiranja 
kontrolnega signala s pomočjo časovnika v PWM načinu ter DMA-ja, sem se odločil 
za ta pristop. 
Dobra lastnost integriranih vezij, uporabljenih v tem projektu,  je, da vsak modul 
3 LED svetil skupaj z integriranim vezjem za sprejem podatkov in ojačevalnim vezjem 
za preoblikovanje deluje samostojno in ga lahko od ostalih ločimo in nato spet 
sestavimo v poljubni konfiguraciji. Odločil sem se narezati 10 trakov dolžine 50 cm in 
jih zložiti enega nad drugega. Tako dobimo 10 vrstic po 30 LED svetil oziroma 10 
stolpcev višine desetih svetil in širine treh svetil. Teoretično bi lahko matriko nadgradil 
do poljubne velikosti, vendar potrebujejo daljše izvedbe napajanje na več točkah v 
liniji, saj je padec napetosti čez celoten trak takrat že prevelik in moduli na koncu linije 
svetijo veliko šibkeje oziroma deluje samo še rdeča komponenta LED svetil. 
Da sem lahko s to matriko LED svetil pregledno in praktično upravljal, sem v 
programu ustvaril štiridimenzionalno matriko 11·10·3·8, v katero sem shranjeval 
vrednosti pulznega razmerja posamezne periode. Prva dimenzija vsebuje 8 vrednosti 
za nadzorovanje posamezne RGB barvne komponente. Druga dimenzija predstavlja 
en modul, sestavljen iz 3 komponent. Tretja dimenzija vsebuje 10 paketov za 
nadzorovanje modulov in predstavlja eno vrstico na narezanem LED traku, četrta 
dimenzija pa je sestavljena iz 11 paketov za nadzorovanje vrstic; eden na začetku je 
prazen in integriranemu vezju na LED traku sporoči, da se je pošiljanje začelo znova 
 
 
. 
3.3. Nucleo-G431KBT6 
Kot sem že omenil, je razvojni sistem Nucleo-G431KBT6 odlična za ta projekt, saj je 
zelo hitra, prav tako pa majhna in cenovno dostopna s ceno okoli 10 €. Je članica 
družine Nucleo32 razvojnih sistemov za STM32 mikrokrmilnike, katerih glavna 
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prednost je, da si delijo večino konektorjev, zato so vsi projekti in rešitve kompatibilne 
z večino procesorskih jeder. To pomeni, da je relativno lahko najti pomoč z brskanjem 
po spletnih straneh. Prav tako imajo vsi razvojni sistemi iz te družine integriran ST-
Link razhroščevalnik/programator. Vendar pa sta največji prednosti teh sistemov 
zbirka HAL knjižic in pa razvojno okolje STM32 CubeIDE.  
3.4. STM32 CubeIDE & HAL 
STM32 CubeIDE je napredno C/C++ razvojno okolje, ki ponuja možnost 
konfiguracije periferije, generiranja kode, prevajanja kode in nenazadnje tudi 
razhroščevanja za STM32 mikrokrmilnike. Okolje je osnovano je na ECLIPSE/CDT 
ogrodju. Pravzaprav govorimo o združitvi razvojnega okolja TrueSTUDIO za STM32 
sisteme in programske opreme za generiranje kode STM32 CubeMX. Rezultat tega je 
razvojno okolje, v katerem lahko vso konfiguracijo periferije, notranjih ur, analogno- 
digitalnih pretvornikov itd. naredimo preko grafičnega vmesnika, kjer je veliko lažje 
in učinkoviteje nastaviti izbrane nastavitve in nam prihrani več ur brskanja po 
podatkovnih listih.  
 
Slika 3.8:  Primer grafičnega vmesnika za nastavljanje pinouta 
Ko izberemo želene nastavitve, nam CubeIDE ponudi tudi avtomatično 
generirano kodo za inicializacijo mikrokrmilnika. Prav tako generira in doda vse 
datoteke, ki bi jih projekt lahko potreboval. Za vse to uporabi STM32 HAL (Hardware 
Abstraction Layer) knjižico. V slovenščini se to prevede kot plast abstrakcije strojne 
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opreme, pravzaprav pa pomeni logično razčlenitev kode, ki služi kot vmesnik med 
računalnikovo fizično strojno opremo in programsko kodo, ki jo piše programer. 
Glavni namen tega je, da so nam različne strojne arhitekture zakrite in dobimo enoten 
vmesnik do perifernih enot. Programski vmesnik je v grobem enak za vse procesorje. 
HAL knjižice, ki so vključene v projekt, pa so prilagojene za procesor, ki ga 
uporabljamo. Vseeno pa se jih kliče na enak način, ne glede na to, kateri procesor 
uporabljamo. To pomeni, da bo določena koda delovala na več procesorjih, le 
specificirati moramo, kateri procesor uporabljamo. Ko pa prevajalnik kodo prevede, 
je ta prilagojena za izbrani procesor. 
 
Slika 3.9:  Vizualizacija HAL arhitekture 
3.5. Ura in časovniki 
Za pravilno delovanje vseh procesorskih enot potrebujemo natančno uro, ker se 
vsa ukazi, ki jih procesor izvaja, vedno izvedejo sinhrono z uro. Mikroprocesorji uro 
dobijo iz oscilatorjev. To so komponente oz. integrirana vezja, katerih naloga je, da 
dosledno generirajo točno frekvenco. Na razvojnem sistemu Nucleo-G431KBT6 sta 
na voljo dva oscilatorja.  
HSI16 (High Speed Internal 16MHz) je RC (uporovno kapacitivni) oscilator in 
je integriran v procesorju, kar pomeni, da ne potrebujemo zunanjih komponent. 
Proizvaja 16 MHz uro, vendar je tudi po kalibraciji manj natančen kot zunanji oscilator 
ali keramični resonator. Pri 25 °C je natančen na približno ± 1 %, kar pomeni, da če je 
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naša želena frekvenca npr. 16 MHz, je lahko dejanska frekvenca vse od 15840 kHz pa 
do 16160 kHz. 
HSE (High Speed External) oscilator uporablja zunanji kremenov kristal oz. 
kvarc in lahko oscilira s frekvencami od 4 do 48 MHz. Prednost tega oscilatorja je, da 
proizvede zelo natančno frekvenco, kar ga naredi primernega za ta projekt. Da sem ga 
lahko uporabljal, sem moral na razvojnem sistemu Nucleo-32 s spajko povezati dva 
mostiča. 
 Obdelava zajetih vzorcev lahko porabi veliko procesorskega časa. Ker pa 
moramo hkrati dvajsetkrat na sekundo osveževati LED matriko, nam ostane malo časa. 
To ustvari potrebo po hitri procesorski uri. Kristal na razvojni plošči Nucleo-
G431KBT6 ima resonančno frekvenco 24MHz, maksimalna možna frekvenca, s 
katero lahko procesor deluje, je pa 170MHz. Signal ure, ki ga generira HSE, moramo 
zato še pohitriti s pomočjo modula PLL (ang.: Phase Locked Loop ali fazno sklenjena 
zanka).  
PLL je modul, ki je sposoben slediti vhodni frekvenci ali generirati frekvenco, 
ki je večkratnik vhodne frekvence, oziroma v kombinaciji s frekvenčnim delilnikom, 
generirati frekvenco, ki je racionalni faktor originalne frekvence. Ker sem za ta projekt 
potreboval čim hitrejše delovanje procesorja, sem za vir sistemske ure izbral PLL, 
sámo uro pa nastavil na najvišjo možno vrednost za ta procesor (170 MHz). Vse to se 
da nastaviti preko grafičnega vmesnika, kar je še ena prednost razvojnega okolja 
STM32 CubeIDE. 
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Slika 3.10:  Nastavitev ure v projektu preko grafičnega vmesnika 
Merjenje časa v računalnikih običajno pomeni štetje do neke vrednosti. Če 
želimo meriti 1 sekundo s procesorjem hitrosti 1 MHz, bi vsak urin cikel števec 
povečali za ena. Ker pa poznamo hitrost ure, bi vedeli, da je 1 sekunda potekla po 10⁶ 
ciklih oz. ko bi števec prišel do vrednosti 10⁶.  
Signal za krmiljenje LED traku sem generiral tako, da sem števec TIM1 nastavil 
na PWM način na kanalu 1. 
Hitrost štetja je enaka frekvenci sistemske ure, se pravi 170 MHz. Za pravilno 
krmiljenje LED traku sem generiral PWM signal s periodo 1,2 µs (štetje do 204) in 
pulznim razmerjem 25 %. Vrednost, ki določa pulzno razmerje, je vrednost števca, pri 
kateri se napetost spusti z visoke na nizko (v tem primeru 51).  Pozneje bomo to 
vrednost spreminjali programsko (prek DMA) in tako poljubno pošiljali logično 1 ali 
0 na LED trakove.  
Uro potrebujemo tudi za proženje analogno-digitalne pretvorbe. Ta mora avdio 
signal vzorčiti s fiksno frekvenco, saj je ta ključna za poznejšo spektralno analizo avdio 
signala. Izbrana frekvenca je 16 kHz (preddelilnik vrednosti 425, štetje do 25). Vsakič 
ko števec prešteje do nastavljene vrednosti, se sproži »dogodek«, ki posledično sproži 
A/D pretvorbo. Proženje analogno-digitalne pretvorbe preko dogodka je praktično, saj 
ne porabi nič procesorskega časa. 
Smiselno je krmiliti tudi hitrost prikazovanja posameznih slik na LED traku, saj 
LED trak ne prenese visokih hitrosti sprememb stanja (pojavi se migetanje svetil), kar 
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bi se dogajalo, če bi sliko osveževali vsak urin cikel. Prav tako moramo paziti, da novih 
informacij ne pošljemo, dokler nismo v celoti poslali prejšnjih. Skupen čas, potreben, 
da pošljemo bite za vse luči na traku, je 3,17 ms. Sliko osvežimo preko prekinitvene 
rutine, ki jo prav tako proži števec, in sicer s frekvenco 20 Hz (preddelilnik 42500, 
štetje do 200).  
3.6. A/D PRETVORNIK 
Pri tem projektu je vhod, na katerega pride avdio signal, izveden s klasičnim 
3,5 mm avdio priključkom. Kot alternativo bi lahko uporabili tudi ločen PCB mikrofon 
z predojačevalnikom, kar pušča prostor za nadaljnji razvoj projekta. Težava s 
standardnim avdio signalom je, da niha okoli srednje vrednosti 0, negativnih napetosti 
pa A/D pretvornik ne more zaznati. Zato signal pred A/D pretvorbo dodatno obdelamo. 
Na sliki 3.13 je vezje za prilagoditev srednje vrednosti signala. Kondenzator v 
seriji ločuje dva različna napetostna nivoja, upora pa določata enosmerni napetostni 
nivo na desni strani kondenzatorja. Signal je treba dvigniti na višjo napetost, da ne niha 
okoli vrednosti 0 V in ga tako analogno-digitalni pretvornik z 12-bitno ločljivostjo 
lahko v celoti zajame. Signal se skozi to vezje tudi filtrira, kar sicer ni nujno, vendar 
pa filter odreže frekvence, ki so tako ali tako manjše od ločljivosti rezultatov 
Fourierjeve analize. Napetostni delilnik poskrbi, da je napetost, okoli katere signal 
niha, enaka 0,917 V.  
 
Slika 3.11:  Vezje visokoprepustnega filtra na vhodu 
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Mejna frekvenca filtra se izračuna po enačbi  𝑓𝑐 =  
1
2𝜋𝑅𝐶
 , v našem primeru 
torej 
    𝑓𝑐 =  
1
2𝜋·5·103·10−6
= 31,83 𝐻𝑧  (3.1) 
To je frekvenca, kjer se amplituda signala zmanjša za 3 dB oz. za faktor 
1
√2
. 
Frekvenčni odziv filtra sem tudi preveril s simulacijsko programsko opremo LTspice. 
Na sliki 3.15 je prikazan frekvenčni odziv filtra. 
 
Slika 3.12:  Simulacija vezja za filtriranje 
 
Poleg tega, sem za praktičnost uporabe na vhod tega vezja dodal tako moški kot 
ženski 3,5 mm avdio priključek.  
Preden pa signal pošljem v A/D pretvornik, ga ojačam za faktor dve z 
operacijskim ojačevalnikom, ki je dodan na razvojni sistem Nucleo-32. Tako je 
najbolje izkoriščen razpon A/D pretvornika, ki je od 0 V do 3,3 V. V idealnem primeru 
bi imeli signal, ki niha okoli srednje vrednosti 1,665 V z vršnimi vrednostmi 1,665 V. 
V mojem primeru pa signal ojačam šele po nastavitvi srednje vrednosti (operacijski 
ojačevalnik je vgrajen na plošči) in je srednja vrednost ojačana skupaj s signalom. Zato 
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mora biti ta srednja vrednost manjša od polovice referenčne, drugače je signal ojačan 
izven razpona A/D pretvornika.  
 
A/D pretvornika na plošči Nucleo-32G431KBT6 sta 2, in sicer sta 12-bitna SAR 
(Successive Approximation Register oz. zaporedno aproksimacijski register) A/D 
pretvornika. To so pretvorniki srednje do visoke ločljivosti (po navadi 8 do 16 bitov), 
in hitrostjo vzorčenja pod 5 MS/s. Prav tako so majhni in imajo nizko porabo moči. 
Vredno je tudi omeniti, da je poraba sorazmerna hitrosti vzorčenja za razliko od npr. 
flash A/D pretvornikov, kjer je poraba konstantna ne glede na hitrost vzorčenja. To je 
posebej uporabno pri sistemih z nizko porabo ali pri sistemih, kjer je pridobivanje 
podatkov neprekinjeno. 
 
Slika 3.13:  Arhitektura SAR A/D pretvornikov 
 
Kot je razvidno iz imena, taki pretvorniki delujejo na načelu primerjanja. Ker to 
naredijo za vsak bit ločljivosti posebej, pretvorba vedno traja toliko urinih ciklov, 
kakršna je ločljivost pretvornika. To je lahko moteče, saj si želimo čim večjo ločljivost 
pretvorbe, hkrati pa po navadi A/D pretvorbi nočemo nameniti preveč procesorskega 
časa. Temu problemu se izognemo, če pretvorbo prožimo preko dogodkov časovnika, 
kot sem to storil jaz.  
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Filtriran signal sem torej vzorčil s frekvenco 16 kHz in vrednosti shranjeval v 
medpomnilnik velikosti 256, se pravi, da sem v spomin shranjeval 0,016 sekunde 
avdio signala. Te vzorce sem pred obdelavo normaliziral, in sicer tako, da sem odštel 
srednjo vrednost vseh vzorcev in jih delil z amplitudo. Tako sem dobil vrednosti od -1 
do 1, kar sem potreboval za frekvenčno obdelavo vrednosti.   
Da sem lahko preveril točnost zajetih podatkov, sem moral preveriti vzorčenje s 
testnim signalom. To sem storil tako, da sem na vhod priključil testni sinusni signal 
frekvence 1 kHz. Podatke, shranjene v medpomnilniku, sem preko serijske 
komunikacije prenesel na računalnik. Na računalniku sem za komunikacijo uporabljal 
programom PuTTY. To je program, ki je namenjen simuliranju terminala. Podpira 
mnogo omrežnih protokolov, prav tako pa se lahko poveže na serijski vhod.  
Preko PuTTY-ja sem torej prejel 256 vrednosti, shranjenih v medpomnilniku. 
Vrisal sem jih v graf in preveril točnost meritev. To sem storil s pomočjo programske 
opreme Scilab, ki je brezplačni odprtokodni visokonivojski numerično naravnan 
programski jezik. Scilab je odprtokodna alternativa MATLAB-u in je zelo primeren 
za reševanje problemov obdelave signala.  Na spodnji sliki so izrisane zajete vrednosti 
na grafu. 
 
Slika 3.14:  1 kHz sinusni signal, vzorčen pri 16 kHz 
Rezultat ni bil popoln, saj je signal kar na nekaj mestih popačen. Kljub temu, pa 
ni vredno veliko časa izgubljati na izpopolnjevanju poustvaritve zajetega signala, saj 
se frekvenčna vsebina signala večinoma ohrani tudi z motnjami. Z vzorčenjem sem bil 
zadovoljen, saj se iz rezultatov očitno da razbrati frekvenco testnega signala. Ker je 
signal vzorčen s frekvenco 16 kHz, lahko izračunamo, da je čas med dvema vzorcema 
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62.5 µs. Zajetih je bilo 256 vzorcev, se pravi 16 ms signala. V tem času sem zaznal 16 
polnih period sinusnega signala, kar pomeni, da je zaznana frekvenca enaka testni, 1 
kHz.  
3.7. DMA 
DMA (Direct Memory Access) je modul procesorja, ki omogoča določenim 
komponentam v procesorju izmenjevanje informacij z glavnim sistemskim spominom 
neodvisno od centralne procesorske enote. Brez DMA-ja je procesor zaposlen skozi 
celoten čas komuniciranja s programirljivimi I/O enotami in med tem ni zmožen 
opravljati drugih operacij. Z DMA-jem mora procesor le sprožiti prenos podatkov, 
med samim prenosom podatkov pa lahko opravlja  druge naloge. Ko je prenos 
podatkov končan, procesor prejme prekinitev od DMA krmilnika. DMA v mojem 
projektu pride zelo prav, saj mora procesor posvetiti večino svojega časa obdelavi 
avdio signala, medtem ko podatki prosto tečejo v ozadju. Tok podatkov lahko teče iz 
perifernih enot v spomin, iz spomina do perifernih enot, v nekaterih primerih pa tudi 
iz spomina v spomin.  
Prenos bloka podatkov prek DMA-ja je lahko zahtevan s strani periferne enote 
ali pa je sprožen programsko. Pri mojem projektu se prenos podatkov preko DMA 
kanala sproži ob znaku, da je A/D pretvorba končana, ter preko prekinitvene rutine, ki 
jo proži časovnik dvajsetkrat na sekundo. 
Za posamezen DMA kanal lahko izberemo normalni ali cirkularni način 
delovanja. V normalnem načinu se DMA krmilnik z vsakim prenesenim paketom 
podatkov premakne na naslednje mesto v spominu, dokler ne prenese vseh zahtevanih 
paketov. V cirkularnem načinu pa se po prenosu vseh zahtevanih paketov vrne na 
začetno lokacijo v spominu in začne prepisovati podatke iz prejšnjega prenosa. DMA 
kanal, ki prenaša podatke iz A/D pretvornika v spomin, sem nastavil v cirkularni način. 
To nam dovoljuje, da imamo vedno dostop do dela avdio signala, ki je bil zajet 
nazadnje, saj bo DMA po vsaki A/D pretvorbi ponovno napolnil medpomnilnik.  
Prav tako DMA pošilja podatke o pulznem razmerju na izhod, ki generira kontrolni 
signal za krmiljenje LED trakov. Ta DMA kanal sem nastavil tako, da deluje v 
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normalnem načinu. V tem primeru hočemo poslati točno določeno količino informacij 
in jih pošiljati v fiksnih intervalih.  
4. OBDELAVA SIGNALA 
Da ponazorimo frekvenčno vsebino signala, prikazanega v časovnem prostoru, 
moramo nad njim izvesti Fourierjevo transformacijo. To je matematična operacija, ki 
pokaže funkcijo ali signal v alternativni obliki, in sicer kot vsoto sinusov in kosinusov. 
Ker pa imamo opravka z diskretnim signalom, ki ni zvezen, vendar je shranjen kot 
zaporedje vrednosti, moramo zanj uporabiti diskretno Fourierjevo transformacijo. Ta 
pretvori končno dolgo zaporedje enakomerno razporejenih vzorcev (vzorčenih s 
konstantno frekvenco), v enako dolgo zaporedje vrednosti. Vsaka izmed njih nosi 
podatke o prisotnosti sinusa specifične frekvence v zajetem signalu. Ta frekvenca je 
enaka n·f0/N  kjer je f0 vzorčna frekvenca, N število vseh vzorcev, n pa zaporedno 
mesto posamezne vrednosti. Dobimo podatke o frekvencah do polovice vzorčne 
frekvence, kar v našem primeru pomeni do 8 kHz. 
Formula za izračun diskretne Fourierjeve transformacije je 
 𝑋𝑘=∑ 𝑥𝑛 · 𝑒
−
𝑖2𝜋
𝑁
𝑘𝑛𝑁−1
𝑛=0  (5.1) 
 
 oz. če razvijemo po Eulerjevi formuli 
 𝑋𝑘=∑ 𝑥𝑛 · [𝑐𝑜𝑠 (
2𝜋
𝑁
𝑘𝑛) − 𝑖 · 𝑠𝑖𝑛 (
2𝜋
𝑁
𝑘𝑛)]𝑁−1𝑛=0  (5.2) 
 
To pomeni, da moramo za N vrednosti signala, ki ga vzorčimo in obdelujemo, 
narediti N² izračunov. Programsko kodo za izračun vrednosti sem najprej napisal v 
programu Scilab, kjer sem lahko rezultat primerjal z rezultatom funkcije za diskretno 
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Fourierjevo transformacijo, ki je vključena v Scilab. Pozneje sem kodo prilagodil za 
programski jezik C in jo preizkusil na mikroprocesorju. Opazil sem, da računanje 
vzame procesorju ogromno časa in zato ne zmore obdelati vseh podatkov v času med 
dvema osvežitvama slik (50 ms). Zaradi tega sem se odločil za hitrejšo metodo FFT 
(ang.: Fast Fourier Transform). FFT je hitra Fourierjeva transformacija in je mnogo 
hitrejša od računanja strogo po matematični formuli. Hitrost metode FFT se najbolj 
opazi pri velikem številu vzorcev. Kot omenjeno, DFT za N vzorcev potrebuje N2 
izračunov, medtem ko FFT za N vzorcev porabi N·log(N) izračunov.  To pomeni, da 
računalnik, ki izvede 1 računsko operacijo na nanosekundo in želi obdelati 10⁹ vzorcev 
signala, z DFT metodo porabi 1018 nanosekund oz. 31 let za izračun transformacije. Z 
FFT metodo bi za izračun transformacije porabil 10⁹·log(10⁹), kar je približno 30 
sekund. Da sem videl izboljšavo v svojem primeru, sem s pomočjo logičnega 
analizatorja izmeril, koliko časa STM32G431KBT6 potrebuje za izračun po vsaki 
izmed metod. Ugotovil sem, da transformacija z DTF metodo procesorju vzame okoli 
850-900 ms za 128 vzorcev, medtem ko FFT metoda, iz zbirke knjižic KissFFT, 
potrebuje za isti izračun le 10 ms.  
Najbolj učinkovita metoda za izračun hitre Fourierjeve transformacije pa prihaja 
iz zbirke knjižic CMSIS (Cortex Microcontroller Software Interface Standard). Lahko 
bi trdili da je CMSIS veliko več kot zbirka knjižic, saj tako kot HAL predstavlja nivo 
abstrakcije in zagotavlja, da se razvijalcem ni treba ukvarjati z zbirnim jezikom in jim 
je razvijanje produktov na ARM strojni opremi močno olajšano. CMSIS je brezplačen 
in odprtokoden, prav tako pa razvijalci pri ARM-u dovoljujejo, da CMSIS kdorkoli 
brezplačno uporablja za svoje proizvode, tudi če jih namerava prodajati. 
Za hitro Fourierjevo transformacijo sem uporabil CMSIS DSP (Digital Signal 
Processing) knjižico. Ta ponuja vse od osnovnih matematičnih operacij (kvadratni 
koren, sinus itd.) do zahtevnejših funkcij (interpolacijske funkcije, statistične funkcije, 
itd.), vse našteto pa deluje zelo hitro, dokler uporabljamo ARM sisteme. Za obdelavo 
vzorcev sem uporabil hitro Fourierjevo transformacijo za realne vrednosti, ki uporablja 
32-bitne vrednosti s plavajočo vejico. Uporabil sem tudi funkcijo za izračun absolutne 
vrednosti kompleksnih vektorjev, ki je priložena v CMSIS DSP, saj je ta prilagojena 
za razporeditev vrednosti, ki jih vrne funkcija za hitro Fourierjevo transformacijo. 
STM32G431KBT6 je za obdelavo 256 vzorcev v tem primeru porabil le 160 µs, kar 
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je približno stokrat hitreje kot s KissFFT. To pomeni, da vzorce hitreje obdelamo, kot 
jih A/D pretvornik vzorči, saj ta za 256 vzorcev porabi 16 ms. CMSIS DSP knjižice 
pa so zasedle 83.4 KB flash spomina, kar je kar 65,16 % celotnega programskega 
spomina na voljo (128 KB). 
Kompleksnih rezultatov diskretne Fourierjeve transformacije je toliko kot 
obdelanih vzorcev, le da je za realne signale druga polovica rezultatov zgolj zrcalna 
slika prve polovice rezultatov. Realni signali imajo namreč sod amplitudni spekter in 
lih fazni spekter, kar pomeni, da je spekter enak na območjih [-f0/2, f0] in [f0, f0/2], ima 
pa nasprotni predznak imaginarne komponente. Prav tako se dvostranski spekter 
signala zrcali okoli vseh večkratnikov vzorčevalne frekvence.Vsak izmed rezultatov 
nosi informacije o vsebnosti harmonske komponente v signalu s frekvenco, ki je 
večkratnik razmerja med vzorčno frekvenco in številom vzorcev. 
 𝑓𝑛 =
𝑛∙𝑓0
𝑁
.  (5.3) 
 Ker sem signal vzorčil s frekvenco 16 kHz in ker sem zajel 256 vzorcev, lahko 
izračunamo, da je korak med dvema rezultatoma enak 62.5 Hz ter da sredinski vzorec 
(n = N/2) predstavlja Nyquistovo frekvenco (fn = f0/2 = 8 kHz). Ker nas zanima 
amplitudni spekter signala oziroma amplituda posamezne frekvenčne komponente, 
moramo za vsak rezultat izračunati še njegovo absolutno vrednost. Absolutna vrednost 
kompleksnega števila je enaka kvadratnemu korenu vsote kvadriranih komponent, 
torej 
 |𝒳[𝑘]| = √𝒳𝑟𝑒
2 + 𝒳𝑖𝑚
2
 (5.4) 
   Ker sem rezultate kasneje logaritmiral, na tem mestu ni pomembno, ali 
govorimo o moči ali o absolutni vrednosti signala. Spremeni se zgolj koeficient pri 
logaritmiranju. Na spodnji sliki vidimo močnostni spekter 1 kHz sinusnega signala, 
vzorčenega pri 16 kHz. 
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Slika 5.1:  Močnosti spekter sinusnega signala frekvence 1 kHz 
Zelo očitni špici vidimo pri 16. in 240. vzorcu (prvi vzorec predstavlja 
enosmerno vrednost). To je seveda smiselno, saj 16. vzorec predstavlja frekvenco 1 
kHz. 
 𝑓𝑛 =
16∙16,000 Hz
256
= 1000 Hz (0.1),  
Kot omenjeno, pa so vsi rezultati po 128. zgolj prezrcaljeni.   
Nato sem rezultate še združil v deset frekvenčnih pasov, da jih bom lahko 
prikazoval na desetih stolpcih LED matrike. Najprej sem to storil tako, da sem v vsak 
stolpec združil enako število zaporednih frekvenc oziroma z vsakim stolpcem 
prikazoval vsoto absolutne vrednosti trinajstih zaporednih rezultatov, razen zadnji, ki 
je imel dva manj. Tako vsak stolpec prikazuje frekvenčni pas obsega 812,5 Hz, razen 
zadnji, čigar frekvenčni pas je 687,5 Hz. Porazdelitev frekvenčnih pasov je razvidna 
iz spodnje tabele. 
 
0-750 Hz 812,5-1562,5 Hz 1625-2375 Hz 2437,5-3187,5 Hz 3250-4000 Hz 
1 2 3    4   5 
4062,5-4812,5 Hz 4875-5625 Hz 5687,5-6437,5 Hz 6500-7250 Hz 7312,5-8000 Hz 
6 7 8      9         10 
Tabela 5.1:  Porazdelitev frekvenčnih pasov 
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Taka razporeditev je smiselna, saj enakomerno prikazuje frekvenčno vsebino 
avdio signala, vendar je v glasbi v določenih frekvenčnih območjih več vsebine in 
dinamike. Zato sem se odločil, da v program dodam tudi drugačno razporeditev. Je 
približek logaritmične skale, vendar ji ne sledi strogo, saj bi tako izgubili preveč 
informacij v srednjih frekvenčnih območjih. Najbolj dinamičen in zanimiv frekvenčni 
del glasbe ali govora je od približno 100 Hz do 4 kHz. 
 Prilagojena porazdelitev frekvenčnih pasov je razvidna iz naslednje tabele. 
 
0-125 Hz 187,5-312,5 Hz 375-562,5 Hz 625-812,5 Hz 875-1187,5 Hz 
1     2     3    4      5 
1250-1812,5 Hz 1875-2812,5 Hz 2875-4000 Hz 4062,5-5625 Hz 5687,5-8000 Hz 
        6    7    8    9     10 
Tabela 5.2:  Prilagojena porazdelitev frekvenčnih pasov 
 
Taka razporeditev je sicer manj praktična, vendar se bolj enakomerno odziva na 
glasbo in natančneje kaže spremembe v nam bolj zanimivem frekvenčnem območju 
glasbe. Problem te razporeditve je, da v stolpcih, namenjenih prikazovanju višjih 
frekvenčnih območij, združujemo veliko frekvenčnih komponent v eno frekvenčno 
območje, zato je v nekaterih primerih vsebnost višjih frekvenc na pogled večja, kot je 
v resnici. 
Obe razporeditvi sta legitimni, vendar služita različnim namenom. Odločil sem 
se obdržati obe izvedbi, omogočil pa sem sprotno spreminjanje med razporeditvama 
preko gumba. 
Odziv stolpca na skupno moč posameznega frekvenčnega območja je izveden 
logaritmično zaradi logaritmične narave človeškega sluha. Seštete vrednosti moči 
frekvenčnih komponent v posameznih območjih najprej logaritmiramo po enačbi 
10·log(P), da dobimo vrednost v decibelih. Prižig prve vrstice v stolpcu predstavlja 
vrednost -80 dB, vsaka naslednja pa za 8 dB več, vse do -0 dB. 
Problem se pojavi pri predvajanju glasbe iz različnih virov. Nivoji avdio signala 
se lahko razlikujejo od naprave do naprave. Razlika se pozna že med prenosnim 
telefonom ter osebnim računalnikom. To težavo sem obšel tako, da sem dodal gumbe, 
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s katerimi lahko sproti spreminjamo občutljivost. S tem lahko za vsak vir avdio signala 
nastavimo poljubno občutljivost.  
5. PROGRAM 
Po inicializaciji medpomnilnikov, periferije, DMA kontrolerja ter ur in 
časovnikov sistem začne prejemati vzorce, zajete z A/D pretvornikom, ter jih 
shranjevati v medpomnilnik. Na tem mestu prav tako zaženemo dva časovnika; tistega, 
ki proži A/D pretvornik, in tistega, ki proži prekinitveno rutino, v kateri osvežujemo 
LED matriko. V neskončni zanki neprestano obdelujemo vzorce avdio signala in 
rezultate shranjujemo v medpomnilnik. Najprej vzorce skaliramo, da so v območju 
med -1 in 1. Za tem nad njimi izvedemo hitro Fourierjevo transformacijo in 
izračunamo moč posameznega rezultata. Zadnji korak obdelave signala je še združitev 
rezultatov v frekvenčna območja in logaritmiranje. V prekinitveni rutini glede na 
rezultate FFT analize spremenimo matrični medpomnilnik, nato pa sporočimo DMA 
kontrolerju, da naj začne podatke iz matričnega medpomnilnika pošiljati na časovnik 
TIM1 za generiranje kontrolnega signala LED matrike.  
En cikel celotnega programa traja približno 2,8 ms. Večina tega časa je 
namenjena skaliranju vzorcev (2,4 ms). Za Fourierjevo transformacijo in računanje 
absolutne vrednosti rezultatov procesor porabi le okoli 160 µs. Preostali čas je 
namenjen združevanju absolutnih vrednosti v frekvenčna območja ter logaritmiranju 
teh rezultatov. Čas analize bi teoretično lahko bil še daljši, saj matrični prikazovalnik 
osvežujemo 20-krat na sekundo oziroma vsakih 50 ms. To pomeni, da bi lahko 
medpomnilnik z vzorci povečali z 256 vzorcev na 512, 1024, 2048 ali celo 4096 in s 
tem dobili višjo ločljivost Fourierjeve analize. Odločil sem se, da to v tem primeru ni 
potrebno, saj frekvence tako ali tako združujemo v frekvenčne pasove, ker je ločljivost 
matričnega prikazovalnika tako nizka.  
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6. REZULTATI 
Rezultate svojega projekta najlažje predstavim s prikazovanjem različnih oblik 
zvočnih signalov. Take signale sem generiral s pomočjo programske opreme VCV 
Rack, ker lahko s pomočjo virtualnih oscilatorjev generiramo signale različnih oblik 
in poljubnih frekvenc, hkrati pa jih tudi poslušamo. Vse signale bom prikazoval v 
enakomerni razporeditvi frekvenčnih območij, saj ta bolj nazorno prikazuje 
frekvenčno vsebino signala. 
Za začetek sem generiral beli šum, ki je naključen signal z enako jakostjo pri 
vseh frekvencah, kot je razvidno iz spodnje slike.  
 
Slika 6.1:  Beli šum 
Želel sem si tudi prikazati razliko frekvenčne vsebine parih periodičnih signalov. 
Začel sem s sinusnim signalom pri frekvenci 1 kHz. Pri Fourierjevi transformaciji 
sinusnega signala opazimo le en vrh, saj je signal sestavljen samo iz ene frekvenčne 
komponente. 
 
Slika 6.2:  Sinusni signal pri frekvenci 1 kHz 
Nato sem prikazal še tri periodične signale, ki so sestavljeni iz več sinusoidnih 
funkcij različnih frekvenc in imajo zaradi tega bolj bogato frekvenčno vsebino. Vsi 
trije signali imajo frekvenco osnovne harmonske komponente 500 Hz. 
Prvi je kvadratni signal, katerega približek je končna Fourierjeva vrsta, 
  
 𝑥(𝑡) =
4
𝜋
(sin(𝜔𝑡) +
1
3
(sin(3𝜔𝑡) +
1
5
sin(5𝜔𝑡) + ⋯ ) (6.1) 
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kjer je 𝜔 = 2𝜋𝑓. Kot je razvidno iz enačbe, signal vsebuje le lihe večkratnike osnovne 
harmonske komponente. To je razvidno tudi, ko signal prikažemo z mojim 
prikazovalnikom, saj tretje in osmo območje na prikazovalniku ne vsebujeta nobenega 
izmed lihih večkratnikov. Lihi večkratniki osnovne harmonske komponente so 1500 
Hz, 2500 Hz, 3500 Hz itd., tretje in osmo območje pa prikazujeta 1625-2375 Hz in 
5687,5-6437,5 Hz. 
 
Slika 6.3:  Kvadraten signal 
Naslednji prikazan signal je trikoten. Tako kot kvadratni je tudi ta sestavljen 
samo iz lihih harmoničnih komponent, vendar pa pri trikotnem signalu te komponente 
izzvenijo veliko hitreje (sorazmerno z inverzom kvadrata harmonične stopnje). To je 
razvidno tudi s spodnje slike prikazovalnika. Prisotni sta le prvi dve harmonični 
komponenti.  
 
Slika 6.4:  Trikoten signal 
Pri žagastem signalu je že ob poslušanju očitno da je frekvenčna vsebina bolj 
bogata. Tak signal vsebuje tudi sode harmonične komponente. Zaradi tega je zvok 
takega signala bolj oster in jasen. Iz slike je razvidna bogata frekvenčna vsebina 
žagastega signala. 
 
Slika 6.5:  Žagast signal 
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7. ZAKLJUČEK 
Pričakovan končni rezultat tega diplomskega projekta je bil modul, ki bi lahko 
opravljal estetsko in praktično nalogo. S prikazovanjem avdio signala lahko 
popestrimo poslušanje glasbe, hkrati pa nam da uvid v sestavo zvoka, kadar poslušanje 
ni dovolj. Izkazalo se je, da je v tak projekt bolje investirati več sredstev in s tem 
narediti bolj kakovosten in natančen končni proizvod. Ker sem pri nakupovanju LED 
trakov dodelil preveliko težo dejavniku cene, končni rezultat ni popoln. LED svetila 
na traku niso individualno naslovljiva in jih lahko naslavljamo zgolj v skupinah po 3. 
Zaradi tega je ločljivost prikazovalnika nizka in lahko prikazujemo zgolj frekvenčne 
pasove namesto specifičnih frekvenc.  
Prav tako je med razvojem projekta okoli par LED modulov kontakt podatkovne 
linije postal slab, zato jih je bilo treba nadomestiti., kar mi je vzelo čas in potrpljenje, 
ko sem iskal napako v programu. 
Zaradi zunanjih okoliščin je projekt na žalost ostal v razvojni fazi in ni dočakal 
svoje kompaktne in praktične oblike. 
Kljub vsem preprekam pri razvoju prikazovalnik uspešno opravlja svojo 
osnovno nalogo. Služi kot zanimiva popestritev osvetljave prostora, čeprav si želim, 
da bi bil bolj praktičen. Veliko je tudi prostora za nadaljnji razvoj, tako v smeri 
povečanja dimenzij, kot v smeri nadgraditve ločljivosti z nakupom bolj kakovostnih 
LED trakov.  V tem primeru bi lahko postal zelo uporabno tehnično orodje,  kar pa v 
tem trenutku še ni. 
Zagotovo pa je projekt šel v pravo smer. Metoda, izbrana za realizacijo takega 
projekta, je prava, saj imam zdaj na voljo fizično in programsko nadgraditev projekta, 
ki jih z nakupom že sestavljenega izdelka ne bi imel.
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