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Tato práce pojednává o vývoji aplikací pro mobilní telefon Apple iPhone s operačním systémem 
iPhoneOS. Pro vývoj je primárně využitý iPhone SDK, jenž je zveřejněný na stránkách společnosti 
Apple. S využitím tohoto frameworku byla vytvořena aplikace iVoip, která slouží jako klient pro 
protokol SIP.
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This thesis covers software development for Apple's mobile phonde iPhone. Official iPhone SDK is 
available from Apple developer's web site. The thesis includes iVoip application, developed using 
iPhone SDK. This application could be used as VoIP client using SIP protocol.
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1 Úvod
Zariadenie iPhone je multimediálny telefón vyrobený spoločnosťou Apple Inc. s multi-dotykovým 
displejom. Tento displej zároveň slúži ako vstupné rozhranie, keďže telefón nemá prakticky žiadne 
hardwarové tlačítka.  Telefón  obsahuje  integrovaný fotoaparát  s  2  Mpx rozlíšením,  GPS modul a 
umožňuje pripojenie k wifi sieťam. Svoje využitie ma určite aj iPod, ktorý dokáže prehrávať hudbu a 
video.  Video  však  musí  byť  najskôr  prekonvertované  v  iTunes,  prípadne  inom  na  to  určenom 
software[1].
Druhá generácia tohto zariadenia, ktorá je momentálne na trhu umožňuje pripojenie k sieťam UMTS 
a HSPDA.   
Operačným  systémom  v  telefóne  je  upravený  MacOS,  nazývaný  tiež  iPhone  OS.  Tento 
operačný system využíva tiež príbuzný iPod Touch a novo predstavený iPad. V dnešnej dobe patrí k  
najrozšírenejším mobilným platformám, kedy jeho zastúpenie presahuje 50 miliónov kusov. Keďže 
vo všetkých troch zariadeniach ide o prakticky identický systém, vývojárovi sa otvára značný trh pre  
distribúciu jeho aplikácií.  Pre vývoj aplikácií treťou stranou Apple zaisťuje podporu vo forme svojho 
iPhone Developer Program. 
Cieľom práce je zmapovať vývoj aplikácií  pre operačný systém iPhone OS a tiež vyvinúť 
aplikáciu,  ktorá  bude  demonštrovať  použiteľnosť  vývojovej  sady  a  nástrojov  dostupných  ako  
iPhone SDK (Software Development Kit). Časť práce bude taktiež venovaná samotnému operačnému 
systému  a  tiež  technológií  VoIP.   Táto  práca  bude  obsahovať  VoIP  aplikáciu  umožňujúcu 
uskutočňovať hovory využívajúce SIP server. Pre pripojenie bude využívať dostupné WiFi spojenie. 
V nasledujúcej kapitole sa budem venovať histórií telefónu iPhone, jeho hardwarovej výbave a 
operačnému systému. Popísane bude jadro systému, adresárová štruktúra, vrstvy operačného systému 
a konkurencia.
Ďalšia kapitola sa venuje programovaniu pre mobilné zariadenie obecne. Technológie popísane 
v tejto  kapitole  zatiaľ  nie  sú dostupné pre  iPhone SDK, ide teda hlavne o prehlad možností  pre  
konkurenčné  platformy.   Jedná  sa  o  Javu,  Adobe  Flash  a  knižnicu  Qt.  Ďalej  je  tu  zhrnutie 
programovania pre Windows Mobile a Android a ich porovnanie s iPhone OS.
Nasledujúca  kapitola  sa  venuje  samotnému  programovaniu  pre  iPhone  OS.  Obsahuje 
predstavenie jazyka Objective-C, vývojového prostredia Xcode, najčastejšie používaných návrhových 
vzorov, nástroja na tvorbu užívateľského prostredia, emulátoru a frameworku používanom pri tvorbe 
aplikácie. Kapitola tiež popisuje ako je možne aplikáciu testovať pomocou unit testingu a konečne 
odoslanie do App Store na schválenie.
Štvrtá  kapitola  poskytuje  náhľad  na  fungovanie  technológie  VoIP.  Jedná  sa  najmä  o 
predstavenie signalizačného protokolu SIP, ktorý je použitý v mojej aplikácií a tiež H.323, ktorý je  
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najčastejšou alternatívou pre SIP. Spolu s týmito protokolmi je tu predstavený tiež protokol RTP a  
kódek GSM použitý v mojej aplikácií.
Posledná  kapitola  sa  venuje  samotnej  aplikácií  iVoip.  V  rámci  tejto  kapitoly  popisujem 
neformálnu špecifikáciu, návrh aplikácie, použité technológie a samotnú implementáciu. Ďalej sa tu 
nachádzajú ukážky aplikácie, porovnanie s existujúcimi produktami a tiež sú tu naznačené ďalšie 
možnosti vývoja. 
1.1 História iPhone
História iPhonu začala  s  oznamenim Steva Jobsa (Apple CEO) o úspešnom vyvinutí  dotykového 
displeja [6]. Spočiatku sa zdalo, že Apple pracuje na tablet-PC.
Jobs na konferencií D:All Things Digital v apríli 2003 vyhlásil, že Apple nemá záujem o vstup na trh 
s PDA a tablet-PC, ale že je presvedčený o tom, že mobilné telefóny sa stávaju doležitou platformou 
pre mobilný prístup k informáciam a potrebujú kvalitný synchronizačný systém.
Pokrok Apple v synchronizácií znamenalo vydanie prehrávača iPod a k nemu upravenému software  
na správu hudby iTunes v roku 2001. V septembri 2005 Apple v spolupráci  s  Motorolou uviedli  
ROKR  E1,  prvý  telefón,  ktorý  bolo  možne  synchronizovať  cez  iTunes.  Steve  Jobs  však  nebol 
spokojný  s  vývojom  tohto  zariadenia  a  s  kompromismi,  ktoré  musel  Apple  podstúpiť,  preto  v 
septembri 2006 Apple ukončil podporu  ROKR E1.  Zároveň bola vydaná nová verzia iTunes, ktorá 
obsahovala  referenciu  na  zatiaľ  neznámy  telefón,  ktorý  podporuje  zobrazovanie  obrázkov
a prehrávanie videa.
Na konferencií MacWorld, 9. januára 2007 Steve Jobs predstavil prvú generáciu iPhone a v júni 2007 
oznámil, že iPhone bude podporovať aplikácie tretích strán bežiacich na Safari engine. Aplikácie by 
sa však fyzicky na telefóne nenachádzali, ale užívateľ by k nim pristupoval cez internet. 29. júna  
2007  Apple  vydal  aktualizáciu  iTunes,  ktorá  podporovala  synchronizáciu  kalendára  a  adresára
s iPhonenom. Tento telefón bol dostupný (oficiálnou cestou) iba v USA pri viazanosti s paušálom 
operátora AT&T a vo vybraných krajinách EU.
Druhá verzia iPhone bola predstavená 11 júla 2008 pod názvom iPhone 3G. Ide o inovovanú verziu 
telefónu, ktorá podporuje siete 3. generácie (UMTS), obsahuje GPS modul a tiež kladie väčší dôraz  
na podnikovú sféru podporou Microsoft Exchange Server alebo Cisco VPN Connect. Spolu s iPhone 
3G bola predstavená aj nová verzia iPhone OS, označená ako 2.0. Táto verzia obsahuje už vyššie  
spomínanú podporu podnikových systémov, ale hlavne väčšiu podporu pre aplikácie  tretích strán, 
pretože Apple spolu s ňou vydal aj iPhone SDK.  Nový model iPhone 3G, začal byť distribuovaný
do viacerých krajín sveta, spočiatku do 22, neskôr sa dostupnosť rozšírila do takmer 90 krajín sveta.  
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V USA je však stále dostupný iba pri viazanosti s operátorom AT&T, ktorý tiež zostáva exkluzívnym 
predajcom tohto telefónu.
Posledná  a  zatial  aktuálna  verzia  iPhone  má  označenie  3GS  a  obsahuje  vylepšený  fotoaparát,  
presnejší GPS modul, silnejší procesor a väčšiu systémovú pamäť.
 
Obr. 1: Rozmery iPhone 3G [2]
1.2 Hardware
V tejto kapitole bude detailnejšie rozobrané hardwarové vybavenie iPhone 3G. Zariadenie obsahuje 
multi-dotykový displej s rozlíšením 320x480 px a uhlopriečkou 3,5 palca. Na ovládanie telefónu nie 
je potrebný stilus, všetko ovládanie je prispôsobené na prsty. Multi-dotykové rozhranie je výhodné pri 
manipulácií s fotografiami, prehliadaní webu a tiež pri hraní hier. Displej obsahuje 3 senzory. Senzor,  
ktorý  pri  telefonovaní  deteguje  prítomnosť  telefónu  pri  hlave  a  deaktivuje  dotykové ovládanie  a 
vypne  podsvietenie  displeja,  čím  predlžuje  životnosť  batérie.  Senzor  okolitého  svetla  ovláda  jas 
displeju počas bežného používania telefónu, čim tiež predlžuje životnosť batérie. Posledný senzor,  
tzv.  akcelerometer,  dokáže  detegovať  polohu  natočenia  telefónu.  Táto  funkcia  sa  využíva
na  preklopenie  obrazu  na  displeji  pri  prezeraní  webu,  fotografií,  alebo  pri  prehliadaní  hudobnej 
knižnice. 
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Pripojenie  k  wifi  sieťam  umožňuje  integrovaný  wifi  modul.  Tento  v  podporuje  šifrovanie 
komunikácie protokolmi WEP, WPA a WPA-2.
Telefón obsahuje aj GPS modul, určený na navigáciu. Presnejšie ide o A-GPS, čiže o  assisted -GPS, 
ktorý určuje polohu nie len na základe GPS signálu, ale aj pozície BTS staníc a wifi  vysielačov.  
Využitie GPS modulu v iPhone je zatiaľ  veľmi obmedzené,  keďže zatiaľ nie je dostupný  žiadny 
navigačný  software.  GPS  je  zatiaľ  využívané  hlavne  aplikáciou  Google  Maps,  na  lokalizáciu 
užívateľa. Existujú tiež aplikácie tretích strán, ktoré sa snažia o využitie GPS, ale väčšinovou ide iba 
o lokalizáciu, podobnú ako v Google Maps.
K štandardnej výbave patrí tiež Bluetooth, ktorý má ale v iPhone tiež veľmi obmedzené využitie.  
Momentálna verzia  iPhone OS (verzia 2.2),  neobsahuje  podporu pre protokol  OBEX na výmenu 
súborov  a  tak  jedine  využitie  je  na  pripojenie  handsfree  slúchadla.  Ak  užívateľ  nepoužíva  toto 
slúchadlo, môže Bluetooth vypnúť v systémových nastaveniach, čím predĺži životnosť batérie. 
V hornej časti telefónu sa nachádza konektor na pripojenie štandartných slúchadiel, využívaných na 
prehrávanie hudby, pripadne ako handsfree súprava.
Telefón obsahuje vstavanú dobíjaciu Li-On batériu. Často kritizovaným javom je, že batéria nie je 
bežne vymeniteľná zákazníkom. Apple poskytuje v rámci programu AppleCare výmenu batérie počas 
záručného obdobia,  vo svojich servisných centrách.  Taktiež sa  objavilo niekoľko batérií  od iných 
výrobcov, ktorý predávali balíčky, obsahujúce náradie potrebné na výmenu a samotnú batériu. 
Výdrž batérie  je  podobná ako pri  iných zariadeniach  tohto typu.  Výrobca uvádza hodnoty
5 hodín hovoru v sieti  UMTS, 10 hodín v sieti  GSM, okolo 300 hodín výdrže v pohotovostnom 
režime a okolo 5 hodín pri využívaní wifi. Skutočné hodnoty pri používaní v reálnych podmienkach 
sú však asi polovičné.[2]
Iphone je vyrábaný v dvoch variantoch, 8 a 16 GB. Úložište je realizované pomocou pamäťových 
modulov od firmy Samsung [1].  Zariadenie nemá podporu pre pamäťové karty. Nevýhodou tohto 
faktu je, že nie je možne inštalovať aplikácie cez pamäťové karty.  Ako operačná pamäť RAM slúži 
pamäť DRAM o veľkosti 128 MB.
Telefón je vybavený procesorom Samsung S5L8900, postaveným na architektúre ARM a bežiacim na 
frekvencií 412 Mhz. Procesor je podtaktovaný, kvôli predĺženiu životnosti batérie. [1] Telefón tiež 
obsahuje  dedikovaný  grafický  procesor  PowerVR,  s  podporou  OpenGL.  Zhrnutie  je  obsiahnuté  
v nasledovnej tabulke [2] (údaje sú z marca 2010):
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Vývoj Apple inc.
Operačný systém Iphone OS 3.1.3
Napájanie Lithium-polymerová batéria 3,7V 1150mAh
CPU Samsung 32bit RISC ARM 620MHz
Uložisko 8GB/16GB Flash pamäťové moduly
RAM 128MB eDRAM
Displej 320x480px, LCD so 163ppi, 18b farebná hĺbka
GPU PowerVR MBX
Tabuľka 1.: Hardwarové parametre iPhone 3G [1]
1.3 iPhone OS
Zariadenie  iPhone  obsahuje  operačný  systém vyvinutý  spoločnosťou  Apple  nazvaný  iPhone  OS, 
alebo OS X iPhone. [1] Podobne ako desktopový operačný systém Mac OS X, aj iPhone OS je  
postavený na jadre MACH [3]. Toto jadro je ale upravené pre procesor ARM a sú z neho odstránené  
nepotrebné nástroje a služby. Napriek tomu, že OS je viacužívateľský, celý beh systému beží pod 
jedným užívateľským kontom.  Nakoľko aj  tento operačný systém je  odvodený od  Unixu,  zdedil
aj rozdelenie behu procesov do troch domén [5]:
• Local level  sú procesy a  aplikácie,  ktoré sú dostupné pre  všetkých užívateľov.  Obsahuje 
aplikácie ako kalkulačka, mailový klient Mail, webový prehliadač Safari, klient na prezeranie 
videa z YouTube, ale aj aplikácie na uskutočnenie hovoru alebo prácu s SMS.
• System level  sú procesy, ktoré sú nevyhnutné pre beh celého OS a tiež Cocoa Framework
a  systémové  nástroje.  Taktiež  sa  sem  zaraďuje  aplikácia  SpringBoard,  ktorá  vytvára 
domovskú obrazovku telefónu,  zobrazuje ikony aplikácií  a  tiež informačný panel  o stave 
batérie,  sile  signálu  alebo typu dátového  spojenia.  Táto vrstva tiež  obsahuje  ovládače  na  
hardware telefónu,  podporu  pre  HFS súborového  systému,  fonty  a  pluginy  internetového 
prehliadaču (momentálne iba QuickTime plugin)
• User  level  sú užívateľské  procesy a  aplikácie.  Nakoľko v iPhone je iba jeden užívateľ,  
všetky aplikácie sú v adresári /usr. Operačný systém je však multiužívatľský, preto je možne,  
že v budúcnosti Apple začne využívať túto vlastnosť napríklad na rodičovskú kontrolu. 
1.3.1 Jadro Mach
Mach  je  mikro  jadro  vyvinuté  na  univerzite  Carnegie  Mellon  ako  jeden  z  prvých  príkladov 
použiteľného mikro jadra. Vývoj na univerzite bežal od roku 1985 do 1994. Odvtedy však vzniklo  
množstvo variácií ako napríklad Mach vyvinutý na University of Utah. Experimentálny vývoj Machu 
je už prakticky ukončený, ale toto mikro jadro je stále základom operačných systémov NEXTSTEP, 
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OPENSTEP ale hlavne z nich vychádzajúceho MacOS X. Správa pamäte inšpirovaná Machom bola 
tiež použitia v BSD systémoch.
Pôvodným zámerom bolo, aby Mach postupne nahradil UNIX. Zistilo sa, že unixový prístup 
„všetko-je-súbor“  nie je vhodný pre moderné systémy, napriek tomu, že niektoré si  ho prevzali.  
Požadované ale bolo využitie pipe z Unixu, ktorý by ale fungoval na obecnejšej úrovni a dovoľoval 
by prenos väčšej škály informácií medzi procesmi.
Mach  vychádza  z  konceptu  Accent  Kernel,  ktorý  bol  prevzatý  Carnegie  Mellon.  Z  tohto 
konceptu Mach zdedil tieto vlastnosti:
• task je skupina zdrojov ktoré umožňujú beh vlákna
• vlákno je základná jednotka kódu bežiaceho na procesore
• port definuje bezpečnú rúru pre Inter-Process-Communication na komunikáciu medzi task
Napriek tomu, že Mach vychádza z Accent projektu, je prispôsobený na beh unixových aplikácií bez 
modifikácie, pripadne iba s malými úpravami. Na dosiahnutie tohto bol práve predstavený koncept 
port, ktorý zabezpečuje prepojenie na IPC komunikáciu. Portu sa dajú nastavovať práva podobne ako 
súboru v unixe. Taktiež Mach dovoľuje beh programov v privilegovanom režime jadra, tým že pridelí 
procesu  práva,  ktoré  by  normálne  dostalo  iba  jadro.  Týmto  je  možné  dosiahnuť  komunikáciu 
užívateľského procesu priamo s hardwarom. 
Podobne ako unix, Mach ako operačný systém je kolekciou utilít. Ovládače pre hardware sú tiež 
súčasťou mikro jadra na rozdiel od napríklad konceptu exojadra. 
Hlavným rozdielom oproti  unixu je,  že  narozdiel  od unixových utilít,  ktoré  pracujú  zo súborom,  
utility Machu dokážu pracovať s akýmkoľvek taskom. Veľká čast kódu bola presunutá z jadra do 
užívateľského priestoru, čo spôsobilo menšiu veľkosť jadra. Mach bol prvým jadrom, ktoré dokázala  
spustiť  viac  vlákien vrámci jedného procesu.  Úlohou jadra  sa v stala  správa utilít  a  ich prístup  
k hardwaru. 
Existencia portov a ich použitie spolu s IPC je hlavným rozdielom medzi klasickými jadrami a Mach.  
V unixe volanie jadra pozostáva z operácií  syscall  a trap. V Machu je na túto procedúru využívané 
IPC.   Program,  ktorý  chce volať  službu jadra,  kontaktuje  jadro  na  určitom porte  a  využije  IPC
na zaslanie správy na tento port. 
Využívanie  IPC  správ  podporuje  prácu  s  vláknami  a  súbežný  beh  programov.  Mach  dokáže 
pozastaviť  a  znovu spustiť  vlákno,  zatiaľ čo bude správa  spracovaná.  Toto dovoľuje  aby systém 
mohol  byť  distribuovaný  na  viacero  procesorov,  buď  pri  využívaní  zdielanej  pamäte  alebo
na  kopírovanie  správy  z  jedného  procesoru  na  druhý.  Pri  bežných  jadrách  je  toto  náročné  
na implementáciu, keďže musíme dohliadať na to, aby procesy nechceli zapísať na rovnaké miesto
v zdielanej pamäti. V Machu to je jednoduchšie práve z dôvodu využívania komunikácie cez IPC. 
Platnosť správ je tiež kontrolovaná jadrom z dôvodu bezpečnosti. 
Vývoj pod týmto typom jadra by mal byť zjednodušený nielen tým, že v porovnaní s unixom je  
potrebné iba malé alebo žiadne zmeny, ale tiež preto, že je možné využívať rovnaké debugovacie  
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a vývojové nástroje ako pre klasický unix. Veľkou výhodou v porovnaní s mono jadrom je, že chyba 
v  kóde  nemusí  zhodiť  celý  systém  a  vynútiť  reštart,  ale  iba  ukončenie  chybného  procesu.  
Tým, že operačný systém je vlastne kolekcia programov, užívateľ sa môže rozhodnúť, ktoré časti  
chce mať v systéme zahrnuté a ktoré nie. Taktiež je samozrejme možné spúšťať a zhadzovať procesy 
súvisiace s operačným systémom za behu systému, podobne ako by to boli užívateľské procesy. [14]  
 
1.3.2 Adresárová štruktúra
Adresárová štruktúra  v iPhone OS je tiež  veľmi podobná z Mac OS X[3].  Tieto adresáre  sú pri 
bežnom  používaní  iPhonu  neviditeľné,  ale  samozrejme  pre  beh  systému  nevyhnutné.  Zoznam 
adresárov v iPhone OS [3]:
• /bin  -  obsahuje  launchctl,  program,  ktorý  obsluhuje  lauchd,  spúšťač  procesov.  V /bin  sa 
nachádzajú tiež štandardné unixové aplikácie ako ln, mkdir, mv, rm alebo cat
• /sbin  - obsahuje nástroje na čítanie a opravu súborového systému HFS, napríklad  mount,  
fstyp alebo  fsck   a tiež nástroje na načítanie rozšírení jadra  kextload a spúšťanie procesov 
lauchd
• /etc  -  podobne  ako  v  ostatných  systémoch  založených  na  Unixe,  adresár  /etc  obsahuje 
konfiguračné súbory potrebné pre rôzne služby a aplikácie.  V iPhone OS sú to napríklad  
konfigurácie pre Bluetooth, VPN, uloženie hesiel, sieťové nastavenia, nastavenia terminálu
a tiež nastavenia pripojenia diskov fstab
• /var/log - obsahuje logovacie súbory
• /usr - obsahuje inštalácie aplikácií, rôzne dynamické knižnice (napr.libcrypto, libgcc) alebo 
asr (Apple Software Recovery), ktorý sa použiva na obnovenie obrazu disku. Táto obnova sa 
dá vyvolať z iTunes. 
1.3.3 Vrstvy iPhone OS
OS iPhone je členený na 4 vrstvy, ako to je zobrazené na obrázku Obr 2.
Obr. 2: Vrstvy iPhone OS [4]
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Najnižšia  vrstva Core OS  umožňuje  prístup k nízko úrovňovým službám, ako napríklad prístup
k súborom, nízko úrovňové dátové typy, sieťové BSD sockety a podobne. Tieto rozhrania sú väčšinou 
implementované v jazyku C a sprístupňujú napríklad POSIX vlákna, BSD sockets, štandardný I/O, 
prácu s pamäťou alebo matematické výpočty.
Vrstva  Core  Services  sprístupňuje  základne  systémové  služby.  Ak  aj  tieto  služby  užívateľská 
aplikácia  priamo  nevyužíva,  sú  základom  pre  všetky  aplikácie  v  systéme.  Táto  vrstva  obsahuje  
rozhrania na prácu s adresárom v telefóne, knižnicu na prácu s SQL alebo XML. Dôležitou súčasťou  
Core Services je aj Core Foundation, ktorá obsahuje podporu pre rôzne dátové typy, prácu s časom,  
spracovanie smyčiek alebo prácu s URL. 
Vyššie  vrstvy  poskytujú  prístup  k  abstraktnejším službám.  Vrstva  Media  Layer  napríklad  zahŕňa 
podporu pre OpenGL ES, Quartz alebo Core Audio. 
Najvyššia vrstva Cocoa Touch zase zahŕňa služby spojené s dotykovým ovládaním, ale aj napríklad  
UIKit  framework,  ktorý  zastrešuje  tvorbu ovládacích komponentov v užívateľských aplikáciach,  
ale aj napríklad prácu so vstavaným fotoaparátom alebo akcelerometrom.
Rozhranie na týchto vrstvách je väčšinou v jazyku Objective-C.
1.3.4 Uzavrenosť iPhone OS
Vydaním iPhone SDK, bol  umožnený vývoj aplikácií  tretích strán pre iPhone.  Distribúcia  tychto 
aplikácií je však stále pod silnou kontrolou Apple. Inštalácia je možná iba cez oficialny iTunes Store a 
káždá aplikácia musí prejsť schválením Apple a byť podpísaná. V prípade, že programátor má záujem 
o  distribúciu  svojho  diela,  músi  sa  zapojiť  do  iPhone  Developer  Program[8].  Tento  program  je 
spoplatnený  a  to  aj  v  prípade,  že  sa  chystáte  distribuovať  aplikácie  zdarma.  Navyše,  v  prípade  




Už od prvotných chýrov o tom, že Apple chystá vlastný mobilný telefón a hlavne mobilnú platformu, 
začali popredný výrobcovia ako je Nokia, Sony Ericcson, Samsung, alebo HTC predstavovať svoje  
riešenia ktoré by sa mali podobať a priamo konkurovať iPhonu. Tieto zariadenia vo väčšine prípadov 
využívajú operačný systém od Microsoftu,  ktorým je Windows Mobile,  alebo riešenie  od Google 
zvané Android. Každý zo spomínaných výrobcov ma svojej ponuke niekoľko zariadení ktoré svojou 
funkcionalitou a dizajnom pripomínajú iPhone. Často krát sú najmä po hardwarovej stránke lepšie 
vybavené a tiež operačný systém Android vo svojich posledných verziách získava výborné ohlasy. 
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Výhodou iPhone a vôbec programovania pre iPhone OS je, že vývojár dopredu vie na akom 
hardware bude jeho produkt používaný,  aké ovládanie  bude mať konečné zariadenie  a tak sa dá 
produkt lepšie prispôsobiť. Veľkou výhodou je tiež konečná distribúcia a predaj aplikácie cez Apple  
Store. 
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2 Programovanie na mobilných 
zariadeniach
V tejto kapitole spomeniem technológie, ktoré sú síce populárne pri vývoji mobilných aplikácií, ale
v  iPhone  OS  zatiaľ  nie  sú  podporované,  preto  bude  iba  naznačený  princíp  a  spôsob  možného 
využívania  tychto technológií.  Vytváranie  aplikácií  pre iPhone OS je postavené na iPhone SDK, 
ktorému bude venovaná cela kapitola.
2.1 Java
Procesor ARM obsahuje Java akceleračný engine  Jazelle[7]. Tento engine, ktorý je tiež známy pod 
menom Jazelle Java Technology Enabling Kit (JTEK) je k dispozícií spoločnostiam Samsung a Nokia 
na využitie v ich mobilných telefónoch a Blu-Ray prehrávačoch.
Jazelle poskytuje  zvýšenie  výkonu behu  Java  aplikácií  a  až  8  krát  menšiu  spotrebu RAM 
pamäte  v  porovnaní  s  čisto  softwarovým  spracovaním.  Ďalšou  veľkou  výhodou  Jazelle 
je  Multitasking Virtual Machine (MVM), ktorá umožňuje beh viacerým Java aplikáciam paralelne,  
s minimálnymi nárokmi na réžiu. Na rozdiel od tradičnej  JVM, ktorá sa spustí až pri spustení Java 
aplikácie  užívateľom,  MVM bola  navrhnutá  na  beh  počas  celej  prevádzky  zariadenia.  MVM  je 
spustená pri zapnutí telefónu a je pre užívateľa transparentná. Každá spustená aplikácia beží ako keby 
vo hlasnej JVM a je izolovaná od ostatných bežiacich aplikácií. 
Po vyhlásení Steva Jobsa [7],  že Java nie je hodná zabudovania do iPhonu, sa predpokladalo, že 
podpora tejto technológie v iPhone nebude. Využívaním procesorov ARM, ktoré majú podporu Javy 
natívne zabudovanú vzniká nádej, že Apple neskôr softwarovou aktualizáciou beh Javy umožní.
V aktuálnej verzií iPhone OS (2.2) beh Java aplikácií nie je možný.
2.2 Adobe Flash
Zariadenie iPhone, v originálnom stave, to znamená bez inštalácie jailbrake, nepodporuje prehrávanie 
flashu v prehliadači Safari. Pred uvoľnením iPhone SDK pre externých vývojárov sa šírili dohady
o podpore flashu, prípadne o možnosti doinštalovať plugin do Safari na prehrávanie flashu, vytvorený 
ako externú aplikáciu. Apple nakoniec túto možnosť zavrhol, najmä z dôvodu stability a bezpečnosti, 
keďže nechce nechať zasahovať externých vývojárov do kritických aplikácií ako je Mobile Safari.
Výhodou  zakomponovania  podpory  flashu  do  iPhone  by  bola  možnosť  zobrazovania  stránok 
napísaných s pomocou tejto technológie. Ide hlavne o stránky na prehrávanie videa ako je YouTube,  
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ktorý však obsahuje samostatného klienta predinštalovaného priamo výrobcom Stále je ale na webe  
veľa videí, ktoré sa nachádzajú na iných serveroch ako YouTube a tieto nie je možné prehrať. Taktiež 
sa stále objavujú rôzne najmä komerčné weby, ktorých veľkú časť tvoria komponenty napísané práve 
vo Flash. Veľmi populárne sú aj jednoduché online hry, ktoré nie je možné na iPhone spustiť. 
Flash ma samozrejme aj svoje negatívne vlastnosti, ktoré určite istou mierou prispeli k jeho 
neprítomnosti  v iPhone. Flash je relatívne náročný na výkon CPU, takže jeho beh môže výrazne  
znižovať  výdrž  batérie.  Toto  sa  môže  prejaviť  aj  pri  nechcenom  spustení  Flashu,  napríklad  pri  
prehliadaní webu s Flashovým bannerom.
S  uvedenim  Adobe  Creative  Suite  5  je  v  plane  predstavenie  nástroja  použiteľného  ako 
konventor medzi Flash aplikáciou a natívnou iPhone SDK aplikáciou. V princípe by malo byť možne 
previesť kód napísaný vo Flashe do iPhone SDK a ten potom pomocou App Store  distribuovať. 
Problémom ale zostáva postoj  Apple,  ktorý ma tento prístup ošetrený v licenčných podmienkach
a táketo produkty planuje vo svojom obchode zakazovať.
2.3 Qt
V dnešnej dobe sa na vývoj s použitim knižnice Qt zameriava hlavne Nokia a to v zariadeniach  
bežiacich na Symbian alebo novej platforme Maemo. Motiváciou pri využívaní Qt knižnice môže byť 
hlavne  jej  rozšírenosť  a  tiež  pomerne  veľká  skupina  vývojárov,  ktorí  majú  s  touto  knižnicou 
skúsenosti.
Obr. 3: Nokia N900 (OS Linux a Qt) Zdroj: www.nokia.com
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2.4 Android
Jeho veľkou výhodou v porovnaní s iPhone OS je jeho otvorenosť a celková politika Google. Prínos 
je taktiež očakávaná výborná spolupráca s webovými službami Google, ktoré sú veľmi rozšírené
a používané.
Vývoj pre Android je taktiež v porovnaní s iPhone jednoduchší a to hlavne samotný proces 
vydávania  aplikácie, keďže nie je potrebné žiadať Google o certifikát  ako je to v prípade Apple
a Apple Store. Vývojové prostredie nie je obmedzené na operačný systém. Je tvorené niekoľkými 
voľne dostupnými zásuvnými modulmi do prostredia Eclipse.  V rámci dostupného SDK je dispozícií 
tiež simulátor na ladenie aplikácií, ktorý dokonca umožňuje inštaláciu doplnkových tém a tým sa jeho 
vzhľad dá prispôsobiť konkrétnemu zariadeniu. 
2.5 Windows Mobile
Systém  Windows Mobile je aktuálne vo verzií 6.5, ktorá je už v porovnaní s iPhone OS a Android 
docela zastaralá. Tento systém pôvodne nebol navrhnutý pre zariadenia s dotykovým displejom a toto 
rozhranie je tam iba dopracované tretími stranami, čo sú väčšinou výrobcovia samotných telefonov 
ako HTC, pripadne Samsung. Náznak vylepšenia predpovedajú prezentácie novo pripravovaného OS 
Windows 7 Mobile.
Samotný vývoj  pre Windows Mobile  je  podobný tomu pre Android.  SDK je opäť  zdarma 
dostupné na stiahnutie a k nemu je pribalený aj emulátor. Toto SDK je vlastne zásuvný modul pre  
vývojové prostredie Visual Studio. Toto IDE je síce ponúkane aj ako Express Edition, čiže verzia  
zdarma, ale nevýhodou je že je podobne ako Xcode pre iPhone platfomovo závysle. Vývoj na iných 
platformách  ako  je  Windows  je  pre  Windows  Mobile  veľmi  komplikovaný.  Výhodou  zase  je,  
že vývoj aplikácií z pohľadu samotného kódu je veľmi podobný vývoju pre desktopový OS Windows, 
ktorého komunita programátorov je veľmi široká.
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3 Programovanie pomocou iPhone SDK
Jediným  podporovaným  spôsobom  vývoja  aplikácií  pre  iPhone  OS  je  využitie  oficiálneho  SDK 
publikovanom na stránkach Apple [4].  Toto SDK, spolu s vývojovým prostredím je k dispozícií po 
bezplatnej registrácií. 
Táto kapitola sa venuje detailnejšiemu popisu komponentov potrebných pri vývoji. Vývoj aplikácií 
pre iPhone s využitím oficiálneho SDK som si vybral kvôli rozšírenosti operačného systému iPhone 
OS  a  tiež  veľmi  pohodlnú  distribúciu  finálneho  produktu  cez  Apple  Store.  Veľkou  výhodou  
v porovnaní s konkurenčnými platformami je, že produkt vytvorený pomocou oficiálnych nástrojov 
popísaných v tejto kapitole, bude bežať na dopredu známom zariadení o ktorom sa dajú zistiť dopredu 
všetky údaje. Pre porovnanie, ostatné systémy sú omnoho univerzálnejšie a tak dokážu fungovať  
na  zariadeniach  s  dotykovou  obrazovkou,  pripadne  s  hardwarovým  ovládaním,  virtuálnou 
klávesnicou a tiež s klasickou klávesnicou.
Ďalšia spomínaná výhoda je Apple Store. Po dokončení samotnej aplikácie stačí túto odoslať 
do Apple. Tam aplikácia  prechádza schvaľovacím procesom, kde sa zistí,  či  sa neprieči  licenčnej  
zmluve, alebo či neobsahuje skryté vlastnosti, ktoré by mohli napríklad narúšať súkromie koncového 
užívateľa. V prípade, že tieto testy prejdú a aplikácia je schválené bude umiestnené do Apple Store
a tým dostupná všetkým užívateľom iPhone OS, čo dnes je viac ako 50 miliónov1. O predaj samotnej 
aplikácie sa teda stará Apple, vývojár teda dostane úložište a tiež distribúciu. V prípade aplikácií,  
ktoré sú zdarma je tiež táto služba zdarma. Pri platených aplikáciach si Apple účtuje 30% z každej 
predanej kópie. 
Nevýhodou vývoja na iPhone OS je obmedzovanie zo strany Apple. Pri programovaní je výber 
API  striktne  obmedzený  Appleom a  nedokumentované  API sú  zakázané  použivať.  Ide  napríklad
o  ovládanie  hardwaru  z  užívateľskej  aplikácie  (spúšťanie  a  zastavovanie  Bluetooth  alebo  Wifi  
adaptéru)  alebo ovládanie  jasu  displeja  priamo z  aplikácie.  Práca  s  Bluetooth  je celkovo  značne 
komplikovaná. SKD ponúka síce API na peer-to-peer spojenie dvoch zariadení, tieto zariadenia však 
obe musia bežať na iPhone OS.  Pri využití niektorej z nezverejnených a nedokumentovaných API  
pravdepodobne dôjde k neschváleniu aplikácie na Apple Store a tým pádom k znemožneniu inštalácie 
na zákazníkove zariadenie.  
3.1 Objective-C
Objective-C je objektovo orientovaný programovací jazyk založený na jazyku C a Smalltalk. Jeho 
hlavné využitie momentálne je v operačnom systéme Mac OS X a iPhone OS. Taktiež sa využíva  
pri  programovaní  s  využívaním  frameworku  Cocoa,  čím  sa  teda  stáva  hlavným programovacím 
1 údaj z marca 2010, vrátane iPod Touch
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jazykom používaným v iPhone SDK. Základný kód napísaný v Objective-C, bez využívania Cocoa je 
však preložiteľný aj pomocou gcc, ktorý obsahuje podporu tohto jazyka.
Objective-C bol  vytvorený dvojicou Tom Love a Brad  Cox začiatkom 80-tych  rokov,  keď 
pracovali  v  spoločnosti  Stepstone.  Po tom čo Steve Jobs opustil  Apple  a založil  NeXT odkúpil  
od Stepstone licenciu na Objective-C a vytvoril vlastný prekladač tohto jazyka spolu s knižnicami.  
Tieto komponenty neskôr slúžili ako základ užívateľského rozhrania NeXTstep, z ktorého vychádza 
aj dnešný Mac OS X (a teda čiastočne aj iPhone OS)
Syntax jazyka je veľmi podobná jazyku C. Pomocou prekladača Objective-C je teda možné 
preložiť program napísaný v C. Objektové črty zase jazyk zdedil zo SmallTalku. Komunikácia medzi 
objektami  je  zaistená  pomocou  zasielania  správ  (Messages).   Objekt  je  vybraný  pomocou
tzv. Selektoru [13].
Objective-C vyžaduje aby  Interface  a Implementation,  čiže rozhranie triedy a jeho samotná 
implementácia  boli  rozdelené  do vlastných súborov.  Konvenciou je  dané,  že  rozhranie  sa  vkladá
do hlavičkového súboru.
Rozhranie obsahuje deklarácie metód a atribúty triedy. Veľmi užitočná vlastnosť Objective-C je 
zaistená kľúčovým slovom  @property, ktoré zaistí viditeľnosť atribútov pre implementačný súbor. 
Tieto atribúty sa stanu viditeľné kľúčovým slovom @synchronize. Tento mechanizmus je známy ako 
getter-setter. 
Kód  vytvorený  pomocou  Objective-C  beží  nad  pomerne  malým  runtime  prostredím 
vytvoreným v jazyku C. Finálne programy nezvyknú byť príliš väčšie ako ich samotný kód spolu
s použitými knižnicami, narozdiel od Smalltalku, kde programy zvyknú zaberať docela veľkú časť 
pamäte už pri spustení. Na druhej strane sú väčšie ako programy v C alebo C++, pretože dynamické 
typovanie nedovoľuje napríklad inline metódy. 
Ako preklad je využívaný GCC. Toto dovoľuje v rámci kódu v Objective-C vkladať kusy kódu 
v C,  prípadne  celé  knižnice  napísane  v C.  Alternatívou ku  GCC je  novší  LLVM. Výhody tohto 
prekladača budú spomenú v podkapitole venovanej Xcode. 
Jednou  z  nevýhod  je,  že  systém  nepodporuje  namespace.  Namiesto  toho  sú  programátori 
nútený používať prefix k názvu triedy. Triedy ktoré sú súčasťou systémových knižníc nesú predponu 
NS(NSObject, NSString, NSButton...). Jazyk tiež nepodporuje preťažovanie operátorov a tiež podobne 
ako v Jave,  nie je podporovaná viacnásobná dedičnosť.  Na obídenie tohto obmedzenia je možné  
využiť mechanizmus Categories[13]. Tento mechanizmus dovoľuje vývojárovi vložiť metódu do už 
existujúcej triedy a to aj do takej, ku ktorej zdrojovým  kódom nemá prístup. Týmto teda ide rozšíriť 
funkcionalitu  už  existujúcich  tried  a  to  bez  využitia  podtried  alebo  dedičnosti  ako  ju  poznáme 
napríklad  z  C++.  Categories taktiež  umožňujú  rozloženia  jednej  triedy  do  viacerých  zdrojových 
súborov.
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Ako  už  bolo  spomenuté,  Objective-C  využíva  dynamické  typovanie  a  preto  nepodporuje 
niektoré  optimalizačné  mechanizmy  známe  z  C  alebo  C++.   Toto  znižuje  výkonnosť  finálneho 
programu v porovnaní s C/C++.
V roku 2006, Apple na WWDC konferencií predstavil Objective-C 2.0. Táto revízia priniesla 
úpravu syntaxe, podporu 64bitového prekladu a garbage collector. Pochopiteľne pri programovaní  
pre iPhone OS nás podpora 64 bitového prekladu nezaujíma. Takisto v iPhone OS nie je podporovaný 
garbage collector, preto sa o správu pamäte musí starať programátor. V mobilných zariadeniach je 
táto  činnosť  ešte  dôležitejšia  ako  pri  klasických  aplikáciach,  z  dôvodu  výrazne  obmedzených 
systémových zdrojov.
3.2 Xcode
Xcode je  IDE vytvorené Appleom,  ktoré  je  primárne  určené na  programovanie  pre  Mac  OS X  
a   iPhone  OS.  Poskytuje  súbor  nástrojov  potrebných  pre  vývoj  aplikácie,  jej  správu,  ladenie
a  testovanie.  Umožňuje  prístup  k  dokumentácií,  iPhone  SDK  a  simulátoru.  Toto  prostredie  je  
dostupné iba pod operačným systémom Mac OS X, čo značne obmedzuje počet jeho užívateľov. 
Xcode obsahuje nástroje na tvorbu užívateľského rozhrania a podporu pre C, C++, Fortran, 
Objective-C, Objective-C++,  Java,  AppleScript,  Python a Ruby.   Taktiež  je pri  vývoji  na iPhone 
možne cez Xcode spravovať zariadenia, na ktorých sa prevádza testovanie. Ďalej je možne na týchto 
zariadeniach  pristupovať  k  logovacím  súborom,  crash  report a  tiež  k  informáciám  o  každej 
nainštalovanej aplikácií.
Obr. 4: Xcode IDE [4]
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Vývojové prostredie okrem samotného editoru obsahuje aj nástroj na ladenie, nástroj na vytváranie 
užívateľského prostredia, simulátor a organizátor zariadení.
Ako prekladač je pôvodne nastavený gcc vo verzií  4.1. Tento prekladač je postačujúci  na vývoj  
a väčšina aplikácií  je prekladaná pomocou GCC.  Xcode tiež ponúka rozšírenie LLVM. Jedná sa  
o rozšírenie  používaného gcc,  ktoré nahradzuje  optimalizátor  a generátor  kódu.   Pri  použití  tejto 
optimalizácie je možne dosiahnuť rýchlejšieho prekladu, ale hlavne rýchlejšieho vykonávania kódu . 
Porovnanie s gcc zobrazuje nasledujúci graf :
Obr. 5: Porovnanie rýchlosti skompilovanej aplikácie bez/s použitým LLVM[15]
LLVM podporuje tiež Just-In-Time optimalizáciu a preklad. Apple kontrétne využíva implementáciu 
CLENG,  ktorá  je  rozhraním  pre  C/C++  and   Objective-C.  Priamo  táto  technológia  podporuje 
vlastnosti ako je refaktorizácia a statická analýza. Hlavnou výhodou pre Apple však je, že narozdiel 
od LLVM, ktoré je licencované pod GPL, CLENG je licencované pod BSD licenciou a tak môže byť 
priamo distribuované s Xcode.  V nasledujúcich grafoch je porovnanie prekladu zdrojového súboru 
carbon.h. Ide o pomerne veľkú knižnicu z Mac OS, ktorá obsahuje viac ako 500 súborov a približne  
10 000 funkcií.
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Obr. 6: Porovnanie časovej a pamäťovej náročnosti prekladu carbon.h [15]
3.3 MVC design pattern
Návrhový vzor MVC je vzor využívaný pri návrhu aplikácií s grafickým užívateľským rozhraním, 
hlavne ale pri webových aplikáciach. Tento vzor je ale tiež využitý pri tvorbe aplikácií pre iPhone 
a  Mac  OS  X.  Celý  koncept  aplikácie  je  rozdelený  na  3  časti.  Je  to  Model,  View  a Controller. 
Nasledujúca schéma [16] znázorňuje ako MVC funguje.
Obr. 7: Schéma MVC [16]
• Model je entita systému ktorá sa skladá z objektov a  reprezentuje dáta v aplikácií. Objekty 
sú  organizované  tak,  aby  čo  najpresnejšie  reprezentovali  tieto  dáta  s  ktorými  aplikácia 
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pracuje.  Môže  ísť  teda  napríklad  o  entity  mapované  na  databázovú  tabuľku.  S  atribútmi 
týchto  objektov  sa  manipuluje  pomocou definovaných rozhraní  ako  je  getter-setter alebo
v prípade Objective-C je možne využiť  @property-@synchronize. Ďalšou funkciou Modelu 
je udržiavanie stavu aplikácie.
• View je entita systému najčastejšie reprezentovaná grafickým rozhraním.  Grafické rozhranie 
je možné vytvoriť pomocou nástroja Interface Builder, kde je jeho tvorba veľmi intuitívna.  
Nakoniec  je  celé  rozhranie  uložené  v  NIB  súbore.  Entita  View  je  teda  zodpovedná  
za zobrazenie GUI , zobrazenie dát a je možné zisťovať stav aplikácie.  Taktiež je z tejto 
vrstvy  zasielaný  vstup  užívateľa  či  už  forme  gest  alebo  vloženého  textu,  multimédií  
a podobne. Tieto vstupy sú posielané Controlleru.
• Controller  je  vlastné  funkčne  prepojenie  medzi  dátami  aplikácie  a  jej  GUI.  Táto  entita 
zachytáva notifikácie z komponentov tvoriacich View a na ich základe upravuje dáta. Jedná 
sa teda o logiku aplikácie, ktorá určuje jeho správanie.
V prípade vytvárania aplikácie pre iPhone je samotné vývojové prostredie vytvorené tak, že vedie 
programátora k využitiu tohto návrhového vzoru, čo je popísane aj v nasledujúcej kapitole o tvorbe 
užívateľského rozhrania.
3.4 Delegate design pattern
Návrhový vzor Delegate je koncept v objektovo orientovanom programovaní, kde objekt namiesto 
vykonávania istej úlohy poveruje vykonaním tejto úlohy pomocný objekt.  Pomocný objekt sa nazýva 
delegát.
Obr. 8: Schéma Delegate design pattern [17]
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 Tento návrhový vzor sa využíva, okrem iného aj pri programovaní pomocou  iPhone SDK, hlavne pri  
práci s komponentami grafického rozhrania. Tieto komponenty posielajú udalosť Controlleru a ten 
využíva delegáta na vykonanie samotnej akcie.
3.5 Interface builder
Interface  builder  je  grafický  nástroj  distribuovaný  spolu  s  balíkom Xcode  určený  na  vytváranie 
grafických užívateľských rozhraní aplikácií  pre iPhone OS ale tiež Mac OS X. Pomocou neho je  
možné vytvárať okná, pohľady,  menu a tiež celkový vzhľad aplikácie.  Interface builder nakoniec  
uloží celé rozhranie do špeciálneho súboru, ktorý sa volá NIB súbor.  V tomto súbore sú uložené 
jednotlivé objekty rozhrania a informácie o ich rozložení a vlastnostiach.
Z pohľadu MVC návrhového vzoru je Interface builder komponenta  určená nielen  na vytváranie 
entity View, ale tiež na jej prepojenie s Controller. Celý tento proces je opäť zvládnutý veľmi dobre 
a intuitívne, v prípade, že vývojár je oboznámený s MVC vzorom. 
Obr. 9: Ukážka Interface Builder.
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3.6 Emulátor a ladenie
Pri  vývoji  aplikácie,  ale  hlavne pri  jej  ladení  je veľmi  potrebný emulátor  koncového zariadenia.  
Emulátor iPhone OS je dostupný zdarma k stiahnutiu spolu s celým vývojovým prostredím Xcode. 
Emulátor je v Xcode zvládnutý veľmi dobre, dokáže simulovať fyzický pohyb zariadenia, pamäťové 
udalosti alebo prichádzajúci hovor. Veľmi dôležitou vlastnosťou pri vývoji sieťových alebo Bluetooth 
aplikácií  je  možnosť  virtuálneho  prepojenia  aplikácie  bežiacej  v  emulátore  s  inštanciou  tej  istej  
aplikácie  vo  fyzickom  zariadení.  Pomocou  debuggera  je  potom možne  sledovať  stav  aplikácie  
na oboch koncoch tohto spojenia.
Nevýhodou emulátora je, že v ňom nie je možné ladiť aplikácie, ktoré obsahujú aj iné ako pôvodné  
frameworky dodané s SDK, napríklad dynamicky linkované knižnice, ktoré programátor využíva  
na spracovanie istých úloh. V tomto prípade je nutné v Xcode nastaviť preklad priamo pre zariadenie, 
nie pre emulátor.  Výsledný produkt je potom priamo nainštalovaný na pripojené zariadenie a ladenie 
prebieha priamo na ňom.
Obr. 10: Ukážka simulátoru v Mac OS X
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3.7 Unit testing
V rámci Xcode je obsiahnutá aj podpora pre unit testovanie. Pomocou týchto postupov a nástrojov sa 
dá dosiahnuť čistejší, efektívnejší a bezpečnejší výsledný kód. 
Testovanie prebieha v dvoch krokoch. V prvom sa zadefinujú testovacie prípady, ktoré by mal 
náš kód zvládnuť, spolu s očakávanými výsledkami. V druhom kole sa uskutoční samotné testovanie 
a porovnajú sa dosiahnuté výsledky s tými očakávanými.
Tento spôsob testovania je základom tzv.  Test-driven-development,  pri ktorom sa testovacie 
prípady  vytvoria  ešte  pred  samotným  vývojom.  Aj  keď  nevyužijeme  celý  koncept  test-driven-
development, unit testing môže pomôcť pri odhaľovaní skrytých chýb a bugov. Toto testovanie sa tiež 
používa  pri  zavádzaní  novej  funkcionality  do  aplikácie  a  overovaní  či  nové  vlastnosti  neželane 
neovplyvňujú pôvodne. 
Unit  testy v Xcode sú postavené na open source projekte  SenTestingKit..  Tento framework 
obsahuje  skupinu  tried  a  nástrojov,  ktoré  umožňujú  jednoduchšie  vytváranie  testovacích  zostáv. 
Ponúkané sú dva typy testov a to logické a aplikačné. 
• Logické testy  overujú  funkcionalitu  aplikácie  mimo  aplikácie  samotnej.  Ide  hlavne  
o  testovanie  vlastného  kódu  mimo samotnej  aplikácie.  Tieto  testy  umožňujú  testovanie  
na veľmi nízkej úrovni, je možne vytvárať testovacie zostavy pre konkrétnu triedu, metódu 
alebo časť behu aplikácie. Tiež je možné vytvoriť testy, ktoré overujú správanie častí kódu 
v  niektorých  extrémnych  a  kritických  situáciach,  v  reálnom  nasadení  ťažko 
reprodukovateľných.  Logické testy sú postavené na SDK iPhone Simulátoru. Samotné testy 
ale bežia v build fáze.
• Aplikačné testy  overujú  beh  kódu  v  samotnej  aplikácií.  Je  teda  možne  pomocou  nich 
testovať  správanie  aplikácie  ako  celku,  napríklad  prepojenie  komponentov  užívateľského 
rozhrania s metódami objektov. Aplikačné testy bežia iba na konečnom zariadení, takže je 
možné tiež vykonávať hardwarové testy a testy reakcie na podnety z reálneho používania.
Viac podrobností o unit testovaní je možné nájsť v dokumentácií dostupnej na stránkach Apple [4]. 
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 Obr. 11: Ukážka Unit testov [4]
3.8 Cocoa Framework
Každá  iPhone  aplikácia  je  postavená  na  frameworku  UIKit,  ktorý  poskytuje  základné  objekty 
potrebné  pre  beh,  správu  udalostí,  zachytávanie  vstupov  od  užívateľa  a  zobrazovanie  obsahu  
na displej. Zachytávanie udalostí od operačného systému je úlohou UIApplication objektu.
Beh aplikácie a odchytávanie udalostí sú zobrazené na nasledujúcej scheme.
Obr. 12: Beh aplikácie a odchytávanie udalostí [20]
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Po spustení  aplikácie  sa typicky spustí  funkcia  main().  V iPhone programe je táto funkcia 
využívaná  minimálne.  Preto  je  aj  main  vygenerovaná  vývojovým prostredím  a  prakticky  nie  je 
potrebné  ju  editovať.  Má  na  starosti  vytvorenie  pool,  čiže  oblasti  v  pamäti  a  zavolanie  funkcie 
UIApplicationMain. V rámci tejto funkcie je spustená aj hlavná slučka programu, ktorá sa stará  
o spracovanie vstupov a udalostí.
Po  zachytení  udalosti  ako  je  dotyk  užívateľ,  je  tento  spracovaný  operačným  systémom. 
Operačný systém spracuje udalosť a zaradí  ju do fronty udalostí  (Event queue).  Z tejto fronty je 
udalosť preposlaná aplikácií  samotnej, konkrétne objektu ktorý sa na jej spracovanie hodí najviac.  
Príkladom  môže  byť  dotyk  tlačítka  vyvolá  udalosť  a  táto  je  preposlaná  aplikácií  a  jej  objektu 
UIButton.
Cocoa je knižnica vytvorená Appleom na podporu vývoja aplikácií. Táto knižnica umožňuje tvorbu 
grafických aplikácií s využívaním eventov alebo tvorbu užívateľského rozhrania pomocou elementov 
ako je okno, text, tabuľka a podobne. Veľkou výhodou aplikácií napísaných v Cocoa Touch je ich 
malá veľkosť, keďže v nich nemusia byť zabudované napríklad zložité grafické komponenty, ktoré sa 
nachádzajú už v samotnom frameworku.
Cocoa  je  vhodná  na  tvorbu  aplikácií  pre  MacOS a  pre  iPhoneOS.  Pozostáva  z  pomerne  veľkej 
skupiny prenosných tried. 
Pri využívaní Cocoa je možne použiť jazyky C alebo C++, najvhodnejším ale je ObjectiveC, ktorému 
je venovaná samostatná kapitola.
Distribúcia tohto frameworku je na iPhone riešená pomocou dvoch balíčkov a to Foundation a UIKit. 
Tieto  balíčky  obsahujú  dynamické  zdielané  knižnice,  hlavičkové  súbory,  dokumentáciu  a  rôzne 
podporné súbory (resources).
Náčrt  ako  vyzerá  umiestnenie  Cocoa  Frameworku  v  iPhoneOS  je  zobrazený  na  nasledujúcom 
obrázku.
Obr. 13: Cocoa Touch v iPhoneOS[4]
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Najnižšiu vrstvu tvorí  CoreOS.  Je to jadro operačného systému, správa súborového systému, siete, 
správa napájania a  tiež sa tu nachádzajú ovládače zariadení.  Podporu pre štandard POSIX /BSD 
zabezpečuje prítomnosť knižnice libSystem. Vrstva  Core Frameworks  zastrešuje základné operacie 
ako manipuláciu s reťazcami, prácu s abstraktnými dátovými typmi alebo prístup k dátam telefónu 
ako je adresár alebo foto album. Multimediálne funkcie majú podporu vo vrstve Graphics & Audio.  
Nachádza sa tu napríklad odľahčená implementácia OpenGL, Core Audio alebo Core Animations. 
Najvyššie  vrstvy  zabezpečujú  grafické  zobrazenie  aplikácie.  V  rámci  balíčku  UIKit  je  možné 
využívať veľkú paletu pred pripravených komponentov na tvorbu užívateľského rozhrania.
3.9 Zloženie iPhone projektu v Xcode
Projekt v Xcode obsahuje súbor rôznych komponent. Ukážka takéhoto projektu je na obrázku .
Obr. 14: Projekt v Xcode
Pri pohľade na okno vidíme časť Groups & Files (G&F). Táto časť obsahuje zoznam súborov 
obsiahnutých v projekte. Projekt, ktorý je na obrázku obsahuje linkovaný framework, zdrojové kódy 
a  tiež  média,  ako  sú  obrázky  alebo  hudba.  Xcode  preloží  vaše  zdrojové  kódy,  zlinkuje  ich  
s  framoworkmi  ktoré  sa  využívajú  a  vytvorí  balíček,  ktorý  sa  nainštaluje  do  iPhone.  Ukážka 
jednoduchého  projektu  na  obrázku  obsahuje  zdrojový  súbor  main.m  spolu  so  základnými 
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frameworkmi  pre  iPhone  UIKit,  Foundation  a Core  Graphics.  Dôležitým súborom je  Info.plist, 
ktorý popisuje aplikáciu z pohľadu operačného systému. Podobný súbor sa nachádza tiež pri tvorbe 
aplikácií pre MacOS a takisto ma štruktúru XML súboru.    Okrem iného je tu možné špecifikovať  
meno  spúšťacieho  súboru  (CFBundleExecutable)  a  identifikátor  (CFBundleIdentifier).  Tento 
identifikátor je podstatný pre spustenie a samotný beh aplikácie. Umožňuje adresovanie aplikácie  
za účelom komunikácie  v rámci operačného systému a tiež SpringBoard (správca okien a menu  
na  iPhone).  Nastavenia  aplikácie  sú  uložené  v  Library  užívateľa  a  identifikované  pomocou 
identifikátora.  Do  tohto  súboru  je  tiež  možne  programovo  zapisovať,  čize  je  vhodný  tiež  
pre zapisovanie užívateľských nastavení, ktoré sa majú uchovať aj po reštarte aplikácie. Formát tohto 
konfiguračného súboru je plist, je to binárny formát, ktorý sa však dá previesť na textový XML súbor. 
Okrém zdrojových súborov obsahuje sekcia  G&F tiež zoznam spustiteľných súborov, ktoré program 
vygeneruje  (Executables),  záložky  alebo  výsledky  vyhľadávania.  Pod  položkou  SCM  je  možne 
spravovať zdrojové súbory pomocou  jedného z rozšírených systémov na správu ako je CVS alebo 
SVN.
3.10 Bezpečnosť aplikácií
iPhoneOS  obmedzuje  všetky  aplikácie  vytvorené  pomocou  SDK  z  dôvodu  bezpečnosti  [12].  
Technika nazvaná Sandbox obmedzuje prístup aplikácie k súborovému systému, sieťovým zdrojom 
a k samostatnému hardwaru. Aplikácia tak môže pracovať so svojimi vlastnými zdrojmi, ale nemôže 
zasahovať do zdrojov inej aplikácií. Taktiež nie je možne aby aplikácie zdieľali dáta medzi sebou 
alebo  kopírovať  súbory.  Každá  aplikácia  ma  vlastnú  zložku  Library,  Documents  a  /tmp,  
čo znemožňuje zdieľanie dát medzi aplikáciami.
Okrem tohto obmedzenia  každá aplikácia  musí  byť digitálne podpísaná  a  musí  sa  autentifikovať 
smerom k operačnému systému pomocou certifikátu, ktorý vývojár získa na stránkach Apple.
3.11 Certifikát a podpisovanie aplikácií
Každá aplikácia je už pri zostavovaní podpisovaná súkromným kľúčom vývojára. V prípade 
záujmu  o  čisto  pokusné  účely  vývoja,  je  možne  si  tento  certifikát  vygenerovať  sám za  pomoci  
nástroja  v  operačnom  systéme.  Následne  je  tento  certifikát  pridaný  do  Xcode  a  aplikácia  ním 
podpísana.
V prípade že vývojár chce svoj produkt distribuovať pomocou Apple Store, je potrebné zažiadať  
o  certifikát  priamo Apple.  Tento  certifikát  je  možné  získať  za  99$ na  rok.  Pomocou webového  
nástroja a veľmi podrobného návodu je celý proces veľmi jednoduchý.
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Po  dokončení  podpísanej  aplikácie  je  potrebné  túto  odoslať  do  Apple  na  schvaľovací  proces.  
Za týmto účelom je vytvorená sada webových aplikácií  nazvaná iTunes Connect. Pomocou tohto 
portálu je možne spravovať svoje aplikácie, nastavovať bankové spojenie, vytvárať finančné správy 
alebo vytvárať informácie o aplikácií. 
Pred  samotným  nahratím  aplikácie  je  potrebné  pripraviť  popis,  ktorý  sa  zobrazí  zákazníkom  
pri nákupe, ikony, právne informácie, zmluvu a tiež screenshoty aplikácie. 
Samotný proces schvaľovania kontroluje aplikáciu či sa neprieči licenčnej zmluve dodanej k SDK, 
či  nenarúša  bezpečnosť  a  súkromie  koncového  užívateľa  alebo  neohrozuje  morálny  vývin 
mladistvých  nevhodným  obsahom.  Aplikácia  je  na  strane  Apple  nainštalovaná  na  zariadenie,  je 
otestovaná jej funkčnosť, bezpečnosť a tiež či neohrozuje stabilitu celého zariadenia.  
  Obr. 15: Webové rozhranie iTunes Connect
V prípade, že aplikácia neprejde niektorým z testov, vývojár je kontaktovaný a má možnosť túto  
chybu napraviť. 
Aplikácia, ktorá testom prejde, je označená statusom Ready for sale a tým sa môže začať distribúcia 




Aplikácie  poskytujúce  pripojenie  k  VoIP sieťam  sa  stávajú  v  poslednej  dobe  veľmi  populárne  
na mobilných zariadeniach. Ich veľkou výhodou je výrazné šetrenie nákladov pri dnes už celkom 
dobre  rozšírených  dátových  sieťach  a  tarifoch  pri  mobilných  klientoch.  Pri  pevných  klientoch  
sú náklady tiež nižšie, keďže účtovanie prebieha za objem prenesených dát, nie na základe trvania 
hovoru. Taktiež je bezproblémová prevádzka konferenčných hovorov, s oveľa nižšími nákladmi. 
Ďalšou výhodou VoIP je flexibilita, kedy nezáleží na mieste kde sa klient pripojí, jediné čo je 
potrebné je dostatočná prenosová rýchlosť pripojenia. Taktiež je možne VoIP kombinovať s ďalšími 
službami dostupnými na internete ako je napríklad video rozhovor, prenos súborov alebo IM.   
Princípom fungovania je prenos hlasu cez internetovú sieť,  na rozdiel  od verejnej  PSTN (Public 
Switched Telephone Network). Prenos pozostáva z digitalizácie analógového hlasu, kompresie prenos 
dát po sieti. Na druhej strane prebieha rovnaký proces, len v opačnom poradí.
 
Obr. 16: Schéma VoIP siete [18]
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Podstatnou vlastnosťou VoIP siete je, že dokáže prepájať nielen klientov ktorý podporujú samotný 
VoIP, ale tiež je ju možne pomocou  protokolu MGCP (Media Gateway Control Protocol) prepojiť 
s klasickou telefónnou sieťou.
Komplikácie  pri VoIP vznikajú pri potrebe garantovať dostupnosť služby.  Toto môže byť riešené  
pomocou QoS, prípadne pri výpadku prepnutím na klasickú telefónnu sieť. Tieto zabezpečenia sú 
potrebné  hlavne pri  službách kde by výpadok mohol mať kritické následky,  napríklad záchranné 
služby, bezpečnostné zložky a podobne. V prípade klasickej telefónnej siete je koncové zariadenie 
zväčša pripojené priamo k sieti, ktorá mu dodáva aj potrebné elektrické napájanie. V prípade VoIP 
klientov  je  tento pripojený väčšinou ešte  za  smerovačom,  prípadne  modemom.  Tieto  zariadenia  
pri výpadku prúdu prestanú fungovať, čím je aj klient odpojený a nedostupný. Riešením môže byť 
dodatočné záložné napájanie aktívnych sieťových prvkov.
Zabezpečenie VoIP je tiež veľmi dôležite. VoIP systém môže  byť pomerne náchylné na útoky typu 
DOS. Toto sa dá riešiť napríklad pomocou IDS sond. Ďalšou veľmi podstatnou hrozbou môže byť 
úrok typu man-in-the-middle, kedy sa útočník pokúsi odpočúvať konverzáciu. Táto hrozba je zase  
riešiteľná pomocou šifrovania, konkrétne IPSec. V naozaj kritických nasadeniach, kde je bezpečnosť 
prenosu a hlavne utajenosť prenášaných informácií veľmi dôležitá sa používa Voice over Secure IP 
(VoSIP), Secure Voice over IP (SVOIP), alebo kombinácia Secure Voice over Secure IP (SvoSIP).  
Tieto technológie sa využívajú hlavne v armádnych a vládnych kruhoch.  
Technológia  VoIP  pozostáva  z  implementácie  viacerých  protokolov,  tie  najdôležitejšie  
a najpoužívanejšie budú popísane v tejto kapitole.
Základným konceptom je, že pomocou signalizačného protokolu sa naviaže spojenie medzi uzlami 
a tieto potom prenášajú samotné hlasové dáta pomocou jedného z prenosných protokolov.
4.1 SIP
Ako už bolo spomínané v úvode, VoIP spája komunikačné uzle pomocou signalizačného protokolu. 
Jedným z takýchto protokolov je aj Session Initiation Protocol, alebo SIP. Ide o signalizačný protokol  
určený na zostavenie, modifikáciu, správu a ukončenie spojenia medzi uzlami. SIP je možné využívať 
aj pri iných technológiách ako VoIP. 
Architektúra SIP pozostáva z User Agents (UA), čiže agentov a serveru. 
User Agent sú koncové zariadenia SIP siete. Starajú sa o nadväzovanie spojenia s ostatnými UA.  
Najčastejšie sa jedná o SIP telefóny (hardwarové alebo softwarové) a brány do iných sieti. V rámci  
UA rozlišujeme User Agent Client (UAC) čo je časť UA ktorá má na starosti inicializáciu spojenia 
a User Agent Server (UAS), ktorá reaguje na prichádzajúce žiadosti a posiela odpovede. V koncovom 
zariadení (SIP telefóne) je implementovaný aj UAC aj UAS. Celá táto podkapitola je citovaná z [19].
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Servery sú v SIP architektúre zariadenia, ktorých úlohou je sprostredkovať kontakt medzi volajúcimi 
a volanými, čo ale nevylučuje priamy kontakt koncových zariadení bez účasti servera. Rozlišujeme 
tieto typy SIP serverov:
1. Proxy server – tento server príjme žiadosť o spojenie od UA alebo od iného proxy servera a predá 
ju ďalšiemu proxy serveru (pokiaľ volanú stanicu nemá vo svojej správe) alebo priamo volanému UA 
ktorý je v rámci domény spravovanej serverom.
2. Redirect server – Podobne ako proxy, prijíma žiadosti o spojenie od UA alebo proxy serverov, ale 
neposiela ich ďalej v smere volaného, ale posiela žiadateľovi informáciu, komu má poslať žiadosť 
aby sa dostala k volanému. Je potom na žiadateľovi, aby žiadosť na takto získanú lokalitu poslal.
3. Registrar server – prijíma registračné žiadosti od UA a aktualizuje podľa nich databázu koncových 
zariadení (location service), ktoré sú v rámci domény spravované.
Akokoľvek sú tieto servery definované oddelene, v praxi ide často o jednu aplikáciu, ktorá prijíma  
registrácie koncových uzlov a podľa konfigurácie sa chová zároveň ako proxy alebo redirect server. 
Podobne je to u architektúry H.323 (gatekeeper).
Signalizácia
Na  nasledujúcom  obrázku  je  zobrazený  priebeh  spojenia  dvoch  uzlov  pomocou  SIP 
signalizácie.
Obr. 17: Spojenie pomocou SIP [18]
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SIP je protokol typu klient-server. Klient nadväzuje spojenie so serverom. Jedno zariadenie môže  
pracovať súčasne ako klient aj server. Napríklad telefón pracuje ako klient pre odchádzajúce hovory 
a ako server pre prichádzajúce hovory. Hovor, ktorý môže byť hlasový alebo multimediálny, môže 
prebiehať medzi viacerými účastníkmi. Multimediálne dáta sú pri tom prenášané naraz pre všetkých 
účastníkov spojením typu multicast, spojením typu unicast od každého účastníka cez prepojovaciu 
bránu, spojením unicast medzi každou dvojicou účastníkov alebo kombináciou týchto dvoch metód.  
Správy protokolu SIP sú dvojakého druhu – žiadosti a odpovede. Žiadostiam sa tiež hovorí metódy 
a sú nasledujúcich typov:
INVITE – žiadosť o nadviazanie spojenia alebo o zmenu parametrov existujúceho spojenia
BYE – žiadosť o ukončenie spojenia
ACK – žiadosť, ktorou klient potvrdzuje, že dostal odpoveď na žiadosť INVITE
REGISTER – žiadosť o registráciu klienta na registrar serveri
CANCEL – žiadosť o zrušenie prebiehajúcej žiadosti INVITE
OPTIONS – žiadosť o zaslanie podporovaných funkcií na serveri
INFO – prenos informácií behom hovoru
Odpovede na SIP metódy sú správy uvedené číselným kódom. Systém kódov je prevzatý z HTTP 
protokolu. Číselné kódy odpovedí sú členené do ž skupín:
• 1xx – informačné správy (napr. “100 Trying”, “180 Ringing”)
• 2xx – úspešné ukončenie žiadosti (“200 OK”)
• 3xx – presmerovanie, požiadavku je potrebné smerovať inde (“305 Use Proxy”)
• 4xx – chyba, požiadavka by sa nemala v rovnakej podobe opakovať (“403 Forbidden”)
• 5xx – chyba servera (“500 Server Internal Error”)
• 6xx – globálne zlyhanie (“606 Not Acceptable”)
Zatiaľ čo v bežnej telefónii je zvykom identifikovať bežného účastníka pomocou telefónneho čísla,  
v rámci SIP sa používa Uniform Resource Identifier (URI) resp. Universal Resource Locator (URL), 
čo je znovu ukážkou toho ako SIP využíva existujúce štandardy. Týmto spôsobom sú identifikovaní 
nielen koncoví účastníci ale aj hlasové záznamníky, brány do iných sieti, skupina účastníkov, atď.
4.2 H.323
Protokol  H.323  je  druhým  veľmi  rozšíreným  protokolom  spolu  so  SIP.  Jedná  sa  o  štandard 
definovaný organizáciou ITU. H.323 zastrešuje pod sebou väčšiu množinu protokolov:
• H.225.0- signalizacia
• Q.931- používa sa k modifikácií signalizácie počas hovoru
• H.245-  vyjednávanie parametrov pre multimediálny prenos
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• RTP-  protokol  pre  prenos  multimediálnych  dát  v  realnom  čase.  Tomuto  protokolu  je 
venovaná cela podkapitola
• H.450x- doplnkové služby
Pri komunikácií  protokolom H.323 vystupujú nasledovné entity:
• Terminál – klientské zariadenie, väčšinou softwarovový alebo hardwarový telefón. Pomcou 
tohto zariadenia sa užívateľ pripája do siete
• Gateway – brána, zariadenie, ktoré umožňuje komunikáciu medzi uzlami v rôznych sieťach, 
napríklad ISDN alebo analógová sieť. Gateway sa formálne delí na Media Gateway, ktorá  
zaisťuje  smerovanie  audio/vizuálnych  dát  a  Media  Gateway  Controller,  ktorý  zaisťuje 
smerovanie signalizačného toku.
• MCU-  jedná sa o obsluhu konferenčných hovorov. Podpobne ako Gateway sa delí na dve 
časti.  Multipoint  Controller  je  komponent  starajúca  sa  o  obsluhu  signalizácie  
pri konferenciách a Mulitpoint Processor ovláda multimediálne kanale.
• Gatekeeper – volitelná komponenta, ktorá poskytuje preklad adries. V prípade využívania 
tejto  komponenty  sa  táto  stáva  centrálnou  riadiacou  časťou  celej  siete.  Množina 
spravovaných zariadení sa volá zóna.
Na nasledujúcej schéme je znázornená štruktúra rodiny protokolov H.323 v ramci TCP/IP stacku. 
 Obr. 18: H.323 stack 
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4.3 RTP
Real-time Transport Protocol, alebo aj RTP je štandard definujúci formát prenosu audio alebo video 
dát v reálnom čase po sieti. Využíva sa hlavne pre telefonických alebo video konferenciách. Je teda 
využívaný aj pri VoIP a je ho možné skombinovať s oboma najrozšírenejšími otvorenými štandartmi  
SIP a H.323.
RTP je často využívaný v spolupráci s RTP Control Protocol (RTCP). Zatiaľ čo samotné RTP 
sa stará o prenos multimediálnych dát, RTCP zaisťuje monitorovanie prenosu, zber štatistik a QoS.
Protokol je navrhnutý na prenos medzi koncovými zariadeniami v reálnom čase. Disponuje 
prostriedkami na zaistenie plynulého prenosu a vysporiadanie sa s jitter2.RTP tiež podporuje prenos 
v režime multicast.  Prenos vyžaduje  čo najmenšie  časové oneskorenie  paketov,  ale  mierne straty 
paketov  sú  prípustné.  V prípade  prenosu  hlasu  strata  paketu  znamená  mierny  šum alebo pokles  
kvality hovoru. Pakety samozrejme môžu prísť v nesprávnom poradí, v tomto prípade sú poskladané 
na základe čísla v hlavičke protokolu. Takisto je možne pomocou opravných algoritmov, túto stratu 
prekryť tak, že ani nie je postrehnutelná. RTP protokol práve kvôli nie príliš striktnej spoľahlivosti  
prenosu bez strát nevyužíva spojované TCP ale skôr nespojované UDP.
RTP spojenie je vytvorené pre každý prenos zvlášť. Spojenie pozostáva s dvoch IP adries  
a páru portov.  Tieto informácie  sa vymieňajú práve pomocou signalizačných protokolov ako SIP 
alebo H.323.
Hlavička RTP paketu má minimálne 12b a je nasledovaná samotným obsahom, ktorého formát 
závisí  na konkrétnej  aplikácií.  Príkladom kódovania  obsahu môže byť jeden z protokolov H.263, 
MPEG alebo H.264.
4.4 Kódeky 
Kódeky sú programy, ktoré umožňujú zakódovanie a následné dekódovanie audio vizuálnych dát. V 
prípade VoIP ide hlavne o audio dáta, čiže kódovanie hlasu. Audio kódekov je na trhu dostupné veľké 
množstvo,  či  už  platených  alebo  dostupných  zdarma.  V  prípade  VoIP  sa  jedná  hlavne  o  tieto  
najpoužívanejšie kódeky [22]:
• G.771 je  kódek  vyvinutý  organizáciou  ITU na  použitie  v  digitálnej  telefónii.  Kódek  je 
dostupný v  dvoch prevedeniach  a  to  A-Law,  používaný v Európe  a  u-Law preferovaný  
v Japonsku a USA. G.771 dosahuje logaritmickú kompresiu, 16 bitov vzorku skomprimuje na 
8 bitov. Výsledný dátový tok je 64 kbit/s v jednom smere, čiže 128 kbit/s pre telefonický 
hovor. To je pomerne veľa, v porovnaní s ostatnými kódekmi. Jeho výhodou však je pomerne 
jednoduchá  implementácia  a  to,  že  je  voľne  dostupný.  Vhodný  je  najmä  na  nasadenie  
2 Kolísanie oneskorenia paketov pri priechode sieťov.
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v lokálnej sieti, kde je dostatočné prenosové pásmo a teda vysoké nároky na prenos nie sú 
veľmi podstatné.
• G729 je kódek ktorý poskytuje dobrú kvalitu zvuku pri nízkych požiadavkách na prenosové 
pásmo. Kódek pracuje s 10 ms rámcami. Vzorkovacia frekvencia je 8 kHz, takže jeden rámec 
obsahuje  80 vzoriek.  Každý rámec je  potom zakódovaný na 10 bytov,  čiže  prenos je  na 
úrovni  8  kbit/s  jedným  smerom.  Vo  VoIP implementácií  posielame  približne  4  rámce  v 
jednom pakete. Nevýhodou tohto kódeku je, že ide o licencované riešenie a preto nie je voľne 
k  dispozícií.  Najjednoduchším riešením  je  teda  zakúpiť  hardwarové  zariadenie,  ktoré  už 
obsahuje implementáciu tohto kódeku.
• G.723.1  je  ďalším  kódekom  vytvoreným  organizáciou  ITU.  Ide  o  riešenie  vytvorené  
za účelom použitia v 28.8 kbit/s a 33 kbit/s modemových linkách. Dostupné sú dve varianty.  
Obe varianty pracujú s 30 ms vzorkom, jedna dosahuje rýchlosť 6,4 kbit/s, druhá  5,3 kbit/s. 
Rozdiel sa pochopiteľne prejaví v kvalite zvuku.  Rámce sú potom dlhé 24 bytov, resp. 20 
bytov. Kódek je licencovaný, ale jeho posledný patent vyprší v roku 2014.
• GSM  je kódek navrhnutý European Telecommunications Standards Institute pre použitie  
v mobilných GSM sieťach. Jedná sa o voľne dostupný produkt, preto sa veľmi často využíva 
hlavne v open source riešeniach. Kódek pracuje na rámci dlhom 20 ms, a každý rámec je 
komprimovaný na 33 bytov. Výsledný prenos je 13 kbit/s.
• SPEEX  je  open  source  kódek  vytvorený  Xiph.org  Foundation.  Je  schopný  pracovať  so 
vzorkovacími frekvenciami 8 kHz, 16 kHz a 32 kHz a komprimovať rámce na prenosovú  
rýchlosť od 2 do 44 kbit/s. Najčastejšie je však využívaný prenost 8 kbit/s.
• ILBC je voľne dostupný kódek vyvinutý spoločnosťou Global IP Solutions a je definovaný v 
RFC3951. Kódek je schopný pracovať s 20 ms alebo 30 ms rámcami a tak vytvorí dátový tok 
o veľkosti  15,2 kbit/s alebo 13,33 kbit/s.  Toto riešenie je taktiež možné nájsť v viacerých  
open source VoIP produktoch.
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5 iVoip
V rámci  mojej  diplomovej  práce  bola  vyvinutá  aplikácia  iVoip.  Ide o  klienta  služby  Voice over 
Internet  Protocol.  Pre  svoju  činnost  využíva  spojovací  protokol  SIP a  protokol  RTP pre  prenos 
samotného hlasu.  V tejto  kapitole  sa  budem venovať  samotnej  implementácií  a  ďalším detailom 
ohľadom mojej aplikácie.
5.1 Neformálna špecifikácia
Aplikácia  iVoip  je  VoIP riešením  bežiacim  na  iPhone  OS  verzie  3.1  a  vyššom.  Aplikácia  by  
v  aktuálnej  verzií  mala  byť  schopná  pracovať  pod  WiFi  pripojením.  Fungovanie  pod  mobilným 
pripojením UMTS alebo HSPDA je jednou z možností ďalšieho rozšírenia funkcionality. Pre spojenie 
a signalizáciu bude využitý protokol SIP. Prenos audio dát zase bude zabezpečovať protokol RTP.  
Na  kódovanie  hlasu  bude  použitý  jeden  z  dostupných  audio  kódekov  popísaných v  tejto  práci  
v kapitole 4.4.  
Hlavnou požiadavkou aplikácie je schopnosť pripojiť sa na SIP server. Tento server nie je predmetom 
tejto práce a bude vybraný z voľne dostupných poskytovateľov SIP účtu.  Aplikácia by mala byť 
schopná rozpoznať úspešnosť alebo neúspešnosť spojenia so SIP serverom. V prípade neúspešného 
pripojenia by mal byť o tejto skutočnosti  užívateľ oboznámený a mal by mať možnosť opakovať 
pokus  o  pripojenie.  V  prípade  úspešného  pripojenia  by  sa  mala  zobraziť  hlavná  obrazovka.  
Pri prihlasovaní by tiež mala byť možnosť uložiť prihlasovacie údaje do pamäte a tieto údaje by mali  
byť dostupné aj po reštartovaní aplikácie prípadne celého zariadenia.
Po úspešnom prihlásení by mal užívateľ mať možnosť uskutočniť odchádzajúci hovor na ním zadanú 
URL. Aplikácie by mala kontrolovať správnosť zadanej URL a pri chybe túto skutočnosť oznámiť  
užívateľovi, predtým ako bude započaté vytváranie hovoru. Toto by mohlo spôsobiť nekonzistentnosť 
aplikácie, jej zamŕzanie prípadne nedefinované správanie. Po vytvorení hovoru by mal byť užívateľ 
oboznámený s úspešným spojením pomocou vyzváňania. Toto zvonenie by malo po prijatí hovoru 
prestať  a  počas  hovoru  by  mal  byť  prenášaný  zvuk  čistý.  Ukončiť  hovor  by  malo  byť  možné  
z užívateľského rozhrania a to z oboch strán. V prípade neúspešného spojenia by aplikácia mala stále 
reagovať na vstup užívateľa a takýto hovor by malo byť možne ukončiť štandardným spôsobom.  
Počas behu aplikácie, ktorá je úspešne prihlásená na SIP server by malo byť možne prijať hovor na  
URL ktorú aplikácií určil SIP server. Na tento hovor by mal byť užívateľ upozornený. Hovor by malo 
byť opäť možné v ľubovolnej chvíli ukončiť.
Po ukončení aplikácie by sa táto mala korektne odhlásiť so SIP serveru.
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5.2 Existujúce projekty
V tejto kapitole sa budem venovať konkurencií  pre moju aplikáciu.  Keďže sa jedná o aplikáciu  
pre iPhone, konkurenciu je možné vnímať iba u služieb, ktoré majú možnosť pripojenia z iPhonu, 
teda disponujú klientom pre iPhone OS. Ide teda hlavne o iných SIP klientov pre iPhone. 
Napriek  tomu,  ale  pravdepodobne  najväčšou  konkurenciou  na  poli  telefonovania  cez  internet  
pre  moju  aplikáciu  iVoip  je  Skype.  Skype  je  v  dnešnej  dobe  jednou  z  najrozšírenejších  voľne 
dostupných VoIP služieb a ponúka originálneho klienta aj pre platformu iPhone OS. Výhodou Skype 
je pomerne veľká užívateľská základňa a rozšírenosť medzi bežnými používateľmi. Tiež v porovnaní 
s  mojim riešením Skype poskytuje vytvorenie profilu, do ktorého je možné uložiť obľúbené kontakty 
a tak sú dostupné na všetkých Skype klientoch, bez rozdielu platformy. Ďalšou výhodou je zasielanie 
a prijímanie textových správ a tiež že pri nasadení nie je potrebné zriaďovať a konfigurovať centrálny 
server alebo ústredňu.  Tiež treba priznať väčšiu vyladenosť a stabilitu Skype v porovnaní s mojim 
riešením.   Skype ma ale  v porovnaní  s  mojim riešením aj  niekoľko nevýhôd.  Ide hlavne o jeho  
uzavretosť. Táto nevýhoda je zreteľná hlavne v podnikovom prostredí, kedy veľké množstvo firiem 
zakazuje využívanie Skype na služobných PC. V mojom riešení sú na naviazanie spojenia a prenos 
hovoru využité  otvorené  štandardy SIP a RTP.  To znamená,  že  z  pohľadu bezpečnosti  je  možne 
jednoduchšie identifikovať dátový tok aplikácie a tiež prípadne neželané dáta ktoré program posiela.  
Nevýhodou je, že pri firemnom nasadení je pravdepodobné zaobstaranie vlastného SIP serveru.
Obr. 19: Skype na iPhone OS
Za priamu konkurenciu sa dá považovať niektorý zo SIP klientov, ktoré sú dostupné na App 
Store. Vo väčšine prípadov ide o platené riešenia, v cene okolo 5 €. Ich úroveň je porovnateľná  
so Skype, hlavne teda o tých drahších riešení.  Podporujú konferenčné hovory, zoznam kontaktov,  
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push notifikácie, podporu VPN a iné zaujímavé vlastnosti. Jedná sa hlavne o produkt iSip, od firmy 
Shanghai KaiWei Network. 
Obr. 20: SIP klient iSip 
Z  bezplatných  alternatív  stoja  za   zmienku  CMVoIP SIP Client  a  Adore  SIP Client.  Oba 
obsahujú iba základnú funkcionalitu v porovnaní s platenými riešeniami. Ide teda vlastne o veľmi 
podobné produkty ako iVoip. Výhodou CMVoIP je podpora konferenčných hovorov. 
5.3 Návrh a popis implementácie
Aplikácia  je vyvinutá  pomocou štandartného SDK dostupného na stránkach Apple.  Konkrétne  sa 
jedná o verziu 3.1.3. Implementácia je kombináciou jazykov C a Objective-C. Jazyk C je použitý  
v  časti  zaoberajúcou  sa  spojením pomocou  SIP protokolu  a  prenosom dát.  Ďalej  je  v  jazyku C 
vytvorená správa zvonenia. V Objective-C sú vytvorené Controller časti (viz. Kapitola MVC design 
pattern).  Ide  teda  hlavne  o  prepojenie  logiky  aplikácie  s  užívateľským  rozhraním.  Pre  sieťovú  




Nasledujúci obrázok znázorňuje UML diagram tried rozčlenený do MVC návrhového vzoru:
Obr. 21: Diagram tried aplikácie iVoiP
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5.3.2 PJSIP
Pri implementácií  spojenia a prenosu hlasu bol využitý súbor knižníc PJSIP. Jedná sa o knižnice 
napísané v jazyku C, ktoré zastrešujú naviazanie spojenia a prenos dát pri VoIP aplikáciach. Schéma 
súboru knižníc je zobrazená na nasledujúcom obrázku
Obr. 22: Schéma PJSIP[21]
Základ PJSIP tvorí  knižnica PJLIB.  Jedná sa o rozhranie  ktoré ma za úlohu komunikáciu  
s operačným systémom. Táto knižnica priamo podporuje viacero architektúr ako je je i386, alpha,  
sparc   atď.  Priamo podporované  sú  tiež  operačné  systémy Windows,  Linux,  Sun alebo MacOS. 
Ďalšou  vrstvou  je  PJSUA-LIB.  V  rámci  nej  sa  nachádzajú  knižnice  obsahujúce  nástroje  
pre  komunikáciu  s  nižšou  vrstvou  (PJLIB-UTIL),  ďalej  knižnica  pre  podporu  NAT (PJNATH)  
a samotná knižnica pre prácu so SIP (PJSIP).  Prenos multimediálneho obsahu,  v  mojom prípade 
zvuku  zabezpečuje  knižnica  PJMEDIA  a  PJMEDIA-CODEC.  Druhá  menovaná  obsahuje 
implementácie  kódekov.  Momentálne  sa  medzi  podporovanými  kódekmi  nachádza  veľká  časť 
rozšírených formátov ako je GSM, H.263, MPEG1, MPEG2, DVI4, PCMU alebo G723. Kompletný 
zoznam je možné nájsť v dokumentácií  na stránkach projektu. Nad touto vrstvou sa už nachádza 
samotná užívateľská aplikácia, ktorá teda pristupuje k službám PJSIP cez rozhranie PJSUA-LIB.
Pre preklad PJSIP pre iPhone a architektúru ARM je potrebný mnou vytvorený patch. Tento 
patch je priložený medzi  zdrojovými  kódmi aplikácie  ako iphone-sip.patch.  Ide hlavne o úpravu 
Makefile a niektorých súborov, ktoré pracujú s multimediálnym obsahom. Na prepojenie pjsip a SDK 
iPhone slúži súbor iphonesound.c, ktorý je tiež dostupný so zdrojovými kodmi.  
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Naväzovanie  spojenia  pomocou  PJSIP  funguje  cez  protokol  SIP,  ktorý  je  popísaný  
samostatnej kapitole o VoIP. Prenos dát je zabezpečený tiež touto knižnicou, konkrétne sa jedná  
o implementáciu protokolu RTP.
5.3.3 Popis tried a funkcií
V tejto kapitole sa budem venovať popisu implementácie. Návrh aplikácie je prispôsobený podľa 
vzoru  MVC,  ktorý  je  popísaný  v  samostatnej  kapitole.   Podľa  tohto  vzoru  bude  rozčlenený  aj  
nasledujúci popis:
Model
Za vrstvu model sa dá považovať logika aplikácie ktorá ma na starosti samotné nadviazanie 
spojenia,  zvonenie,  kódovanie,  prenos  a  správu  hovoru.  Tento  subsystém  je  vo  veľkej  miere 
implementovaný v jazyku C a využíva knižnicu pjsip[21]. Implementáciu tvoria dva súbory sip.m 
a  ring.m.  Ako  už  plynie  z  názvu,  prvý  menovaný  obsahuje  implementáciu  SIP protokolu  a  tiež 
vytváranie hovoru a jeho prenos. V hlavičkovom súbore sa nachádza štruktúra app_config_t, ktorá 
obsahuje všettky potrebné premenné na prácu s pjsip. Veľa z týchto premenný sú však nevyužívané 
a pripravené na prípadné rozšírenie. Ďalej sa tu nachádzajú deklarácie funkcií používaných pri práci 
s pripojením a hovorom. Popis dôležitých funkcií:
• int  sip_connect(account_info  *ac);  -  funkcia  pre  spustenie  inicializácie  pjsua,  zvonenia, 
vytvorenia  transportných  vrstiev  RTP a  UDP a  konečne  pripojenia  k  SIP serveru.  Táto 
funkcia je volaná z vrstvy Controller. 
• static  int  init_pjsua(pjsua_config  *cfg,pjsua_logging_config  *log_cfg);  -  samotná 
inicializácia pjsua. V tejto funkcií sa vytvorí instancia pj_sua, zakládná konfigurácia, miesto 
v pamäti, spustí  sa logovanie do konzoly. Takisto sa vytvárajú referencie na funkie, ktoré 
budú volané pri určitých udalostiach
• static  int  add_udp_transport(pjsua_transport_config  *cfg,pjsua_transport_id  *t_id);  - 
vytvorenie UDP transportnej vrstvy so základnou konfiguráciou na porte 5060
• static  int  add_rtp_transport(pjsua_transport_config  *cfg);  -  vytvorenie  RTP transportnej 
vrstvy so základnou konfiguráciou na porte 4000
• static  void  on_incoming_call(pjsua_acc_id  acc_id,pjsua_call_id  call_id,pjsip_rx_data  
*rdata); - funkcia ktorá je volaná pri prichádzajúcom hovore. Vo funkcií sa zistia informácie 
o volajúcom, spustí sa upozornenie na prichádzajúci hovor zvonením  a pošle sa signál 180 
(vyzváňanie) volajúcemu.  
• static void on_call_state(pjsua_call_id call_id, pjsip_event *e); - funkcia volaná vždy keď sa 
zmeni stav hovoru. Reaguje sa na vytvorenie a ukončenie spojenia. Podľa toho o akú udalosť 
sa jedná sa vytvorí záznam a reaguje sa pomocou  zvonenia.  
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• static  void  on_call_media_state(pjsua_call_id  call_id);  -  funkcia  volána  pri  zmene  stavu 
hovoru, zo strany prenosu hlasu. V prípade aktívneho hovoru sa pripojí zvukové zariadenie.
• static void on_reg_state(pjsua_acc_id acc_id); - funkcia, volána pri zmene stavu prihlásenia 
sa  na  SIP server.  V moje  implementácií  je  funkcia  využívaná  na  zistenie  či  sa  podarilo 
úspešne pripojiť na server, hlavne vzhľadom na prihlasovacie údaje.
• static void on_nat_detect(const pj_stun_nat_detect_result *res); - funkcia určená na ošetrenie 
NAT
• static pjsua_acc_config configure_connection(account_info *ac);  - funkcia, ktorá nastavuje 
parametre  pripojenia.  Jedná  sa  hlavne  o  URL SIP serveru  na  ktorý  sa  bude  pripájať  a  
o prihlasovacie údaje.
• static void configure_media(pjsua_media_config *cfg); - nastavenie prenosu hlasu.
• int dial_with_uri(const  char *uri);  -funkcia,  uskutočňujúca odchádzajúci  hovor.   V rámci 
funkcie sa takisto overuje URL adresáta hovoru.
• int answer_call(); - funkcia slúžiaca na prijatie prichádzajúceho hovoru. Odpovedá zaslaním 
kódu 200
• int end_call();  funkcia na ukončenie hovoru
• int  sip_disconnect();  -  funkcia  na  ukončenie  sip  session  a  tiež  deinicializáciu  generátoru 
zvonení.  Táto  funkcia  je  volána  pri  ukončovaní  aplikácie,  alebo  neúspešnom  dokončení 
pripájania, napríklad z dôvodu nesprávnych prihlasovacích údajov.
 
Druhý  súbor  pracuje  so  zvoneniami,  inicializuje  generovanie  tónov  a  spúšťa  zvonenie. 
Obsahuje 5 funkcií na to určených:
• void  ring_init(app_config_t  *app_config);  -  funkcia  zaisťujúca  inicializáciu  generátora 
zvonení. Tiež je v tejto funkcií vytvorené znovenie samotné a je volána pri pripájanií k SIP 
serveru, pri inicializácií pj_sua_init
• void  ringback_start(app_config_t  *app_config);  -  spustenie  zvonenia  pri  odchádzajúcom 
hovore, ktoré oznamuje o zvonení na strane volaného a čakanie na prijatie hovoru.
• void ring_start(app_config_t *app_config); - spustenie zvonenia oznamujúceho prichádzajúci 
hovor 
• void ring_stop(app_config_t *app_config); - ukončenie zvonenia
• void ring_deinit(app_config_t *app_config); - ukončenie subsystému na zvonenia, uvoľnenie 
portu na ktorom bolo zvonenie naviazané.
Do vrstvy model by sa tiež dal zaradiť súbor Voip_MobileAppDelegate.m a jeho hlavičkový súbor.  
Jedná sa o kód ktorý má za úlohu prevziať riadenie po spustení programu a pridá hlavný View  
do okna na zobrazenie. Na začiatku testuje dostupnosť WiFi pripojenia, keďže aplikácia má overenú 
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funkčnosť iba pri tomto type pripojenia. V prípade, že toto nie je dostupné, zobrazí chybové hlásenie  
a  aplikáciu  je  potrebné  ukončiť.  Delegate  sa  tiež  sa  stará  o  zrušenie  objektov  pred  ukončením 
aplikácie, odhlásenie zo SIP serveru a zrušenie pj_sua subsystému.
View
Vrstva View je zastúpená grafickým užívateľským rozhraním aplikácie. Toto rozhranie bolo 
vytvorené v aplikácií Interface builder.  Rozhranie je tvorené  3 hlavnými komponentami typu View, 
ktoré  obsahuje  samotné  ovládacie  prvky.  Prvý  View  obsahuje  okno  určené  na  prihlasovanie  
a pozostáva z  UITextField pre vstup, UIButton na potvrdenie a UISwitch na ovládanie načítanie 
prípadne uloženie prihlasovacích údajov. Druhý View sa načíta automaticky po úspešnom prihláseni a 
slúži  na  uskutočnenie  hovoru  na  zadanú  URL.  K  dispozícií  je  tiež  zoznam  predošlých  adries  
na  ktoré  bol  hovor  uskutočnený.  Počas  samotného hovoru  sa  zobrazenie  prepne  na  View,  ktorý 
obsahuje meno volajúceho (volaného) a tlačítko na obsluhu hovoru.
 
Controller
Vrstva  Controller  má  za  úlohu  komunikáciu  medzi  Model  a  View  vrstvami.  V  mojej 
implementácií  ide  teda  o  komunikáciu  medzi  užívateľským  rozhraním  a  komunikačným 
subsystémom popísanom pod Model,  tvoreným 4 triedami plus ich rozhraniami.  Prvou z tried je 
SwitchViewController, ktorý má za úlohu prepínanie medzi obrazovkami. Obsahuje metódy:
• -(void)callInProgress:(Boolean)  incomingCall:  (NSString*)callingUser;  -  volaná pri  začatí 
hovoru, smer uskutočnenia hovoru a meno účastníka hovoru sa nastaví pomocou parametrov
• -(void)connected; - prepne obrazovku po pripojení
• -(void)callEnded; - pri ukončenom hovore sa obrazovka prepne späť na počiatočnú
Po spustení aplikácie sa zobrazí obrazovka SettingsView. Na tejto obrazovke sa nastavuje pripojenie 
k  SIP  serveru.  Obsluha  je  zaistená  pomocou  triedy  SettingsViewController,  ktorá  obsahuje 
nasledovné metody:
• -(IBAction)connectClicked:(id)sender;  -  metóda  reagujúca  na  vyvolanú  udalosť  stlačením 
tlačítka Connect. Táto metóda overí vstupné údaje v textových poliach a spustí pripájanie  
na SIP server. Výsledok je zobrazený vo forme upozornenia na grafickom rozhraní.
• -(IBAction)saveLoginDetails:(id)sender;  -  táto  metóda  reaguje  na  prepnutie  prepínaču  
na  uloženie  prihlasovacích  údajov.  Po  overení  vstupných  dát  metóda  uloží  údaje  
do inicializovanej dátovej štruktúry typu NSUserDefaults. Tento typ je určený na ukladanie 
nastavení  a iných dát v iPhone OS aplikáciach.  Údaje zostanú uložené aj  po reštartovaní 
telefónu, dokonca aj po reinštalácií aplikácie.
• -(IBAction)loadLoginDetails:(id)sender;  -  táto  metóda  reaguje  na  prepnutie  prepínaču  
na načítanie prihlasovacích údajov. Údaje sú načítane z inicializovaného NSUserDefaults.
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Po pripojení  k serveru sa užívateľovi  zobrazí  CallView. Tento je riadený cez CallViewController,  
ktorý obsahuje jedinú metodu:
• -(IBAction)callURLClicked:(id)sender; -  metóda reagujúca na vyvolanú udalosť stlačením 
tlačítka Call, pri volaní na zadanú URL. Metóda overí či je klient prihlásený a zavolá funkciu 
na započatie hovoru
• -(void) incomingCall:(NSString*)user; -metóda reagujúca na prichádzajúci hovor
5.4 Fotky obrazovky
V tejto kapitole budú zobrazené fotky obrazoviek mojej aplikácie. Fotky boli zhotovené v Xcode, 
pomocou nástroja Organizer. 
Obr. 23: Aplikácia Xcode a Organizer
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Ďalšie fotky aplikácie iVoip:
    Obr. 24: iVoip nainštalovaná v iPhone                             Obr. 25: Aplikácia po prihlásení
Obr. 26: Prihlasovanie aplikácie                                 Obr. 27: Aplikácia počas hovoru
5.5 Ďalšie možnosti rozšírenia
Rozšírenie mojej aplikácie závisí na smere ktorým sa chce uberať. V prípade, že by sa aplikácia mala  
rozvíjať smerom k bežným užívateľom,  bolo by namieste jej prepojenie s dnes veľmi populárnymi  
sociálnymi sieťami ako je Facebook,  prípadne MySpace.  Jednou z ideí  je prepojenie s  Facebook 
účtom. Tento účet by bol využívaný na prihlasovanie do siete a kontakty z Facebooku by sa stali  
kontaktmi v iVoip. V tomto prípade by bolo potrebné vytvoriť aplikáciu na strane Facebooku, ktorá 
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by sprostredkovala zoznam  dostupných priateľov. Celá táto služba by teda mohla byť využívaná ako 
VoIP  služba Facebooku. Stále by ale bolo potrebne využívanie SIP serveru tretej strany a tiež by bola 
zatiaľ dostupná iba pre užívateľov so zariadeniami bežiacimi na iPhone OS.
Pokiaľ  by  bol  zámer  aplikáciu  smerovať  do  podnikového  nasadenia  dala  by  sa  rozšíriť  
na  konferenčný  nástroj.  V  tomto  prípade  by  sa  jednalo  o  nástroj  umožňujúci  prevádzkovať 
konferenčný hovor a zároveň počas hovoru zdielať dokumenty potrebné pri konferencií. Služba by  
musela  poskytovať  webové  úložisko  na  dokumenty,  ktoré  by  boli  ponúknuté  účastníkom  
pri konferencií. Počas konferencie by bolo možné dokument načítať a zobraziť na displeji a pomocou 
dotykového ovládania zvýrazňovať diskutované pasáže. Toto zvýraznenie by sa prenášalo všetkým 
účastníkom konferencie. 
Rozšírenie, ktoré by bolo prospešné pre obe sféry, je začať podporovať telefonovanie aj pri 
pripojenie na UMTS sieť, nielen WiFi. Toto dočasné obmedzenie je spôsobené knižnicou PJSIP, ktorá 
je  využívaná  v  mojom  projekte.  Tento  jav  je  ale  momentálne  pomerne  častý  aj  u  ostatných 
konkurenčných  projektov,  pretože  Apple  len  nedávno  povolil   funkcionalitu  VoIP  v  sieťach 
mobilného operátora. Išlo pravdepodobne o obmedzenie najmä z politických dôvodov. V marci 2010 
bolo toto obmedzenie odstránené, avšak ešte stále sa nestihla táto zmena premietnuť do praxe.
Pre užívateľa menej očividné, ale veľmi prospešné by bolo rozšírenie podporovaných kódekov. 
Aktuálne používaný kódek GSM je síce široko podporovaný, ale rozšírenie o jednu, prípadne dve 
alternatívy by prinieslo zvýšenie kompatibility aplikácie a tým zase zväčšilo možnosti nasadenia.
Všetky   možností  rozšírenia  by  mohli  mať  potenciál  na  zvýšenie  možnosti  uplatnenie  sa 
aplikácie na trhu, keďže podobné služby momentálne nie sú príliš dostupné. Vzhľadom na pomerne 
veľkú užívateľskú základňu zariadení bežiacich na iPhone OS je k dispozícií obrovský trh vhodný 
na distribúciu takýchto aplikácií. 
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6 Záver
Úvod práce sa venoval predstaveniu zariadenia iPhone, v dnešnej dobe najrozšírenejším produktom 
firmy Apple, využívajúcim operačný systém iPhone OS. Venoval som sa minulosti tohto zariadenia,  
jeho hardwarovému vybaveniu vo verzií 3G a tiež samotnému operačnému systému. Predstavené boli 
vrstvy operačného systému, adresárová štruktúra a samotné jadro postavené na Mach.
Po úvode som prešiel na všeobecné predstavenie technológií využívaných pri tvorení aplikácií  
na  mobilných  zariadeniach.  Venoval  som sa hlavne  stále  veľmi  populárnej  Jave,  ktorá  má svoje 
dominantné miesto hlavne mimo segmentu tzv. smartphonenov. Ďalej som sa venoval  technológii 
Adobe  Flash  a  knižnici  Qt.  Žiadna  z  týchto  technológií  zatiaľ  nie  je  v  iPhone  OS  natívne 
podporovaná a ani neboli zaznamenané žiadne zvesti, že by sa v blízkej budúcnosti malo niečo na  
tomto trende meniť.  V tejto kapitole bol  tiež naznačený vývoj aplikácie  pre hlavné konkurenčné  
platformy  Windows Mobile a Android a vypichnuté ich hlavné výhody a nevýhody v porovnaní  
s vývojom pre iPhone.   
Samotnému vývoju pre iPhone s využitím natívneho SDK sa venuje kapitola 3. Táto obsahuje 
úvod do programovacieho jazyka Objective-C, ktorý je primárnym jazykom vývojovej sady a tiež 
programovania pre Mac OS. Taktiež sú tu obsiahnuté všetky nástroje potrebné pre vývoj, ladenie, 
hlavné návrhové vzory používané v iPhone SDK a proces odovzdávania aplikácie do App Store.
Keďže moja aplikácia slúži ako VoIP klient, kapitola 4 sa venuje tejto technológií. Predstavené 
sú najpoužívanejšie protokoly ako SIP, H.323 alebo RTP a kódeky používané pri VoIP.
Posledná kapitola sa zaoberá samotnou aplikáciou iVoip. V rámci nej zostavená neformálna 
špecifikácia, diagram tried, ich metód a atributov, návrh a popis implementácie a ukážky výslednej 
aplikácie. 
Výsledná aplikácia  iVoip spĺňa funkcionalitou rozsah stanovený neformálnou špecifikáciou, 
teda prihlasovanie na SIP server a uskutočňovanie hovorov vo VoIP sieťach. Pri implementácií bola 
využitá knižnica PJSIP, ktorá sa ukázala ako veľmi vhodné riešenie a to nie nielen pre iPhone ale aj  
pre VoIP aplikácie na iné platformy. V prípade iPhone bolo potrebné vykonať určite úpravy, ktoré  
som nakoniec zjednotil do patch súboru priloženom k zdrojovým kódom. 
Testovanie  aplikácie  preukázalo pri  pripojení  na WiFi sieť  pomerne vysokú spoľahlivosť a 
kvalitu hovoru. V prípade pripojenia pomocou UMTS mobilnej siete aplikácia často krát nedokázala  
úspešne nadviazať spojenie s druhým uzlom, v každom prípade v inej fáze. Z tohto dôvodu som sa  
rozhodol jej funkcionalitu obmedziť na fungovanie vo WiFi sieťach, kde sú jej výsledky uspokojivé.
Aplikácia v dnešnom stave je porovnateľná vzhľadom a funkcionalitou s voľne dostupnými 
riešeniami  na  App Store.  Po  implementovaní  rozšírení  navrhnutých v tejto  práci  by  bolo  možné 
konkurovať aj plateným produktom. Toto by mohlo mať pri tak rozšírenom trhu akým disponuje 
iPhone OS potenciál na uplatnenie.
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• CD so zdrojovými kódmi aplikácie iVoip
◦ Adresár iVoip – projekt v Xcode
◦ README – popis ako projekt importovať do Xcode
◦ pjproject-1.5.5.tar.bz2 – archív s knižnicou PJSIP 
◦ pjproject_iphone.patch – patch na úpravu knižnice PJSIP pre iphone
◦ iphonesound.c – audio ovládač pre iPhone použitý v PJSIP [23]
◦ xmatej34-dip.pdf – dokumentácia
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