Abstract -In this technical report, we describe the historic development of the zooarchaeological database OSSO-BOOK and the resulting framework XBOOK, a generic infrastructure for distributed, relational data management that is mainly designed for the needs of scientific data. We describe the concepts of the architecture and its most important features. We especially point out the Server-Client architecture, the synchronization process, the Launcher application, and the structure and features of the application.
I. INTRODUCTION
In general, software and its possibilities are developing to an ever more advanced level. The implementations are changing over time and new technologies must be considered and integrated. Different ideas and concepts of developers, and different expectations of customers must be taken into account when developing the application. Even though these approaches may differ from expected realizations, especially in the range of data gathering the requirements are quite similar in several scientific areas.
It is often the case that different disciplines develop their own software solutions to gather and manage own data specifically for their own need. However, this causes the decisive disadvantage that new features, which can be applied to several disciplines, have to be implemented multiple times for each of the individual solutions. This is not only a huge temporal, but also a financial expenditure.
This situation became especially apparent during the development of OSSOBOOK [1] , a database for zooarchaeological findings. Other disciplines in the archaeological context also gather data with similar methods. Of course, these differ content-related, but the requirements on the basic features strongly overlaps with the functionalities of OSSOBOOK. This is not limited to the archaeological context, other scientific disciplines could also benefit from similar solutions.
However, in other archaeo-related disciplines (like archaeology, anthropology, archaeobotanic, etc.) there is also a necessity of gathering data which consists of similar workflows like in the zooarchaeology. In consequence, the idea of the XBOOK framework developed out of this context. In the XBOOK framework features are developed centrally and are provided to all applications that are incarnations of the framework. New features do not have to be implemented individually, however custom extensions are still possible. In case of errors and bugs it is not necessary to fix them in each application, they can be fixed centrally. Thereby, it causes the creation of similar structures in the gathering and analysis of data. As of now, the XBOOK framework enabled the development and usage of a number of archaeo-related applications, like OSSOBOOK, ARCHAEOBOOK [2] , ANTHROBOOK [3] , EXCABOOK [4] , PALAEODEPOT [5] , ANTHRODEPOT [6] , and INBOOK [7] (cf. Section V). At the same time, the XBOOK framework is not limited to the requirements of the archaeo-related context, it can be applied to many other scientific application as well.
In this technical report we describe the development process of the OSSOBOOK application and the XBOOK framework in the recent decades. We first describe the origins of OSSOBOOK in Section II and explain the further development of the application and the extraction of the XBOOK framework in Section III. Finally we show the basic, most important features of XBOOK in Section IV.
II. ORIGIN OF OSSOBOOK
Below, we describe the original development of the OSSO-BOOK application since 1990.
A. First OSSOBOOK version in dBASE
The first version of OSSOBOOK was originally released in 1990 by Jörg Schibler and Dieter Kubli of the University of Basel, Switzerland. The technical basis was dBASE 1 , a file based database application for computer systems running the operating system DOS. The exclusively in German language published OSSOBOOK database enabled the recording of zooarchaeological data. Five input fields for archaeological information, eleven input fields for zooarchaeological data, and for each skeleton element eight further input fields for the recording of measurements were provided (cf. Fig. 1 ). [9] Besides the data input, the early version of the application already provided the possibility to implement simple data analyses. Three analyses were available for skeleton element representations: One for the age of long bones (cf. Fig. 2 ), one set of analyses for bone parts, and one last analyses for measurements of bones. The results of these analyses could be saved to extern files which could be viewed and edited with spreadsheet like Microsoft Excel or Open Office Calc (today: LibreOffice Calc).
Besides to the database itself, this version also provided an editor called OSSOINST which allowed defining custom numerical codes for different data inputs, e.g. the mapping of a species ID to a species name. This offered the advantage, that each database could be used with individual data, each user could easily extend the list of available species.
The archaeological data and the corresponding mappings were saved as ASCII files on the local hard disc drive of the computer, or on floppy disks. This made the sharing of data complicated and difficult, and therefore was rarely practiced. Nethertheless, OSSOBOOK already allowed the translation of specific texts of input values to other languages by using OSSOINST. First partial translations (especially to English and French) were already possible and done. [10] B. Conversion to Java At the latest with the release of Microsoft Windows XP in 2001, the operation system DOS fades into the background. The technique of the dBASE database became increasingly obsolete. Even though the application is still running on modern operation systems (e.g. in the command-line interface on Windows computers, or the system console in other operation systems), the usability and optical presentation of OSSOBOOK was no longer up-to-date. The disadvantage that data could only be saved on the local computers, also contributes that a new, enhanced version of OSSOBOOK should be developed.
The new version of OSSOBOOK was initialized by Christiaan H. van der Meijden of the Tierärztliche Fakultät 2 , together with the Institut für Informatik, Lehrstuhl für Datenbanksysteme and Data Mining 3 of the Ludwig-MaximilianUniversität München, Germany. The application was converted to the object-oriented and platform-independent programming language Java. On the servers of the university, there was installed a single, global MySQL database which should be used by the employees of the institute. They used the client to connect to the server and directly work with the data of OSSOBOOK on the global database. [11] Besides, the mapping of IDs to values for specific fields was adopted, but the functionality to add or change them manually was removed. The users worked with standardized, predefined values for the necessary input fields. This should improve the comparability of the entries saved in the database. These mappings are now called "Code Tables" in the application.
In combination with the port of the application to Java, OSSOBOOK got a graphical user interface for the first time. As shown in Fig. 3 , the input fields were arranged in four sections and offered first input assistances, e.g. by using selection boxes for predefined values. Statistical information about the data sets and simple analyses were displayed in several tabs, which also provided more space for further input possibilities. Version 3.4 was the first Java version of OSSOBOOK and was released in 2007.
C. First implementation of a synchronization
Until this date the users of OSSOBOOK could only connect and work directly on the global database on the servers. Originally this was only possible with connections within the network of the university, later a tunnel enabled the connection from other places as well.
In 2008, the first implementation of a synchronization in OSSOBOOK allowed the entry of data in a local database of the clients. The users could enter their data remotely without any connection to the network and later synchronize it to the global database. The implementation and the full development of the synchronization is described in detail in Section IV-A.
D. Redevelopment of the application
At this time, the authors of this report were tasked with the further development of OSSOBOOK. However, this Java version of OSSOBOOK caused big problems for the development and usage. One could see that the application was only a port and did not use the potential of the object-orientated programming language Java. Most of the input fields were not very intuitive due to having to work with numerical codes in general, which meaning had to be looked-up in external spreadsheet or PDF files. Besides, the application included a lot of errors and bugs which were not displayed in the graphical user interface of the application. In some cases these problems made the data input impossible and made the application crash.
From the point of view of the authors it was nearly impossible to implement the requests of the zooarchaeologists and to add new features. The first tries to integrate new elements into the application made already clear that it is more reasonable to re-implement the application from scratch instead of trying to continue developing for the current version. The main problem of the further development of the current version was the very static program code elements that did not allow adding new input elements to the input mask. This static design also made a object-orientated design using inheritance impossible. Also the programming code was only sparsly commented and Javadoc comments were missing for the most parts. In addition, the names of the methods were not intuitive, so new developers would need a long familiarization time to be able to develop the application.
It was decided that the database scheme of OSSOBOOK and the OSSOBOOK client should be newly developed considering the Model-View-Controller architecture [12] [13] . We put a lot of emphasis for future features being able to be fast and dynamically integrated to the application to enable a simple and resource-efficient further development. To avoid data loss and to be able to continue using the data of the previous OSSOBOOK version, we wrote a script that converts the old database scheme into the new one.
In autumn 2011, the version 4.1 of OSSOBOOK was released that included the same features than the previous version of the database application at first, but was more flexible in the usage for the users and developers. A screenshot of this version can be seen in Fig. 4 . III. FROM THE APPLICATION OSSOBOOK TO THE XBOOK FRAMEWORK From this point of time, OSSOBOOK was ready for the usage of the scientists. At the same time it is assured that further development and future adjustments to the database are possible.
Since the gathering of data is an essential task of the work archaeo-related disciplines, other disciplines got also interested in the architecture of OSSOBOOK. While the workflow process is similar in all disciplines (archaeology, anthropology, zooarchaeology, palaeobotanic, palaeontology, etc.), the collected data is different in each special field. An individual database solution based on the OSSOBOOK architecture would greatly support the scientists in their work.
So we set the challenge to provide a generic solution for supporting the scientists in all disciplines, that is as customizable as possible to allow all required information about the specific data to be gathered. Therefore, we used the basic architecture and features of OSSOBOOK and extracted XBOOK, a generic framework including the common and basic features for a database for archaeo-related disciplines.
In this Section, we describe the most important functionalities that are features of the XBOOK framework.
A. Input fields and input mask
The input fields were strongly enhanced and extended. Previously, there had been only four basic types of fields available: Text, numeric values, check boxes, and Code Tables. Several new types of fields were integrated which can be reused for new input fields, e.g. combo boxes for values and IDs, multi selection data, buttons to open panels for more complex data inputs, date and time choosers, etc. Furthermore, several individual input elements were added that were specifically implemented for single data elements of OSSOBOOK. Especially the input fields for species, skeleton elements, measurements, wear stages, and the bone elements benefited from the individual input possibilities. Also the visual presentation of the input mask was updated, as shown in Fig. 5 . Besides the arrangement of single elements inside an input element, they were wrapped with a visible box that was able to be colorized dependent on different states. A mandatory field, that has to be filled before saving the entry, is highlighted with a yellow background color. If an input is not valid in a field, this is signaled with a red background color. Further enhancements in the graphical user interface were also added, e.g. a box for temporarily displaying text like warnings and errors as a feedback for the user.
B. Update procedure
To enable a dynamic development of the application and the version-independent use of the synchronization it was necessary to keep the database and the program version upto-date. Only if the local and global database match the same database scheme, the synchronization is able to exchange data correctly. So an update procedure was integrated, that consisted of three steps:
When the user logs in, the program version of the local client is checked if it is up-to-date. If not, the OSSOBOOK UPDATER, a small helper application, was started which let the user update the program files by executing the update process.
Then the update process updated the database scheme and the data itself to the current version, if necessary. In the program code it was defined which database version is required for the current version. If the current, local database version did not match with the database version in the program code, the necessary SQL queries are loaded from the server and executed. This was done recursively until the database versions matched.
Finally the Code Tables were updated. To guarantee a consistent data structure, it was also important that the mapping of the values to the corresponding IDs is the same on each client and on the server. So the synchronization was extended with a method that updated the Code Tables in the local clients.
C. Plug-in interface
At that time, OSSOBOOK provided an interface for plug-ins which was used for the integration of different sets of analysis that were developed by students of the Ludwig-MaximiliansUniversität München:
• A module for the analysis of age distribution [8] • a module for the cluster analysis of measurements [9] • a plug-in for similarity search on multi-instance objects [14] • a plug-in for the execution of sample data mining methods [15] , and • a module offering some analysis methods for zooarchaeological data [16] . These plug-ins were able to be run directly in the application and used with the data from the database. Each plug-in could be imported to the application by simple copying the corresponding jar-file into the plug-in folder of OSSOBOOK.
D. Database Identification
For the synchronization and the possibility to work offline, it was essential to differentiate data sets that were entered on different computers. The problem is that one single ID for the data sets is not sufficient because the same ID could be assigned on different computers several times which would cause errors in the synchronization process. This was solved by the addition of a new column called Database ID for each entry.
Storing and handling of the Database ID required several iterations to prohibit errors and problems with different aspects of user interaction:
The first iteration considered a file called OBINIT which was a short SQL script that was generated during the registration process and sent to the user. The file included the username and password and additionally assigned a unique Database ID to the local database. The main issue of this solution was that the OBINIT file was necessary to initialize the database, but if the users installed the application on two different computers and used the same OBINIT file, the identical Database ID was used for both computers. Furthermore, the users had to save the email and the OBINIT file because it was not possible to recover the data once the information is lost. This solution also bound the password to the OBINIT file, which was also a reason for why the password was not editable.
The second iteration approached these main issues. The assignment of the Database ID was realized by the server while initializing the database. So every time a new database was installed and initialized on a different computer, the server was queried for a new Database ID which was used for the local database. In theory, this approach solved the problems with different computers, however some users created local backups of the application folder which also includes the local database. So it occurred again that the combination of identical entry IDs and database numbers were used when the users restored the application from the backup.
The final iteration closes this gap by defining that the application could not be installed on any folder anymore and additionally saving the database ID in the registry. Now the XBOOK LAUNCHER (cf. Section III-G) installs the application data and the database in a folder which grants the loggedin user reading/writing access, e.g. in Windows we use the AppData folder. When the application is started, the Database ID inside the database is checked against the ID saved in the registry. If they do not match, or is not yet available, a new Database ID is issued, which is then saved again in both the database and the registry.
E. Registration
Originally, the users could register for an OSSOBOOK account at a password protected homepage only. The users had to enter an email address and got an email including the username, password, and the necessary OBINIT file (cf. Section III-D). This information was sufficient to work with the application, however, common mechanics like editing the user name or email address, or change/recover the password were not supported.
Later we changed this system to a more modern approach. The registration was moved directly into the application. At the login screen we added a button to register, where the users can enter some basic information: User name, first name, last name, email address, and a password. Now, there is no user restriction anymore, everyone can register and use the application. Once registered, the users can login to the application without the need of a OBINIT file -due to the reasons described in Section III-D. Furthermore, OSSOBOOK was extended with profile settings where the users can manage their provided data. Especially the application was extended with a feature allowing the users to change and to recover their passwords.
F. Server-Client architecture
Having a reliable Server-Client infrastructure is an important requirement to be able to synchronize and backup data. This also helps to ensure no unauthorized changes are done, e.g. by a hacked client. In our case the Server-Client architecture has to handle different scenarios. The first one is the registration and login process. For this it is necessary to connect with the server from anywhere. After the user logged in, the server has to check if the client is up-to-date or first has to be updated. For this the database scheme has to be sent to the client along with values of the code tables. After the version check is completed, the main task of the server is to handle the synchronization requests from the client. These use cases require the communication to handle a variety of dynamic and versatile data. Additionally -since client and server are implemented in different programming languages -built-in serialization tools like the Java Serialization [17] can not be used. In an environment where multiple users can create, edit, and share their data, it is important to have a managed architecture that can be accessed and used from everywhere without any restrictions.
1) Challenges:
A Server-Client architecture faces many challenges. Many of these are common in every Server-Client application, but some are very specific to the needs of the XBOOK framework.
• Security:
Prevent unauthorized access. A user must only be able to access the data he has the rights to. Unauthorized access must be prevented.
• Availability:
The server must be available from everywhere. Using a Socket-based architecture [18] generally requires the usage of ports, which have to be manually opened by an administrator in a firewall-protected secure environment. However, the opening of a port is not possible in every working environment because of strict regulations which forbids users to communicate with servers on other ports than 80 (HTTP) or 443 (HTTPS), for example in offices of state authorities or some institutes. Therefore, we had to find a solution how to make a connection from the client to the server possible in spite of restrictive firewall policies and how to use the available ports for the XBOOK server to accept requests.
• Scalability:
The server must work for single and also multiple users at the same time. This is true for most Server-Client architectures, still multiple users working on the same server must be able to work simultaneously and not having to wait for one request to be completed, until the next one is carried out.
• Flexibility:
The server should run independent of the Book without any knowledge of data scheme inside the server. Therefore the specifics of each individual Book must not be hard coded inside the server application, but dynamically loaded from a configuration file or the database.
2) Evolution:
The first synchronization of the data in OS-SOBOOK was handled by directly connecting to the database on the server from the client application. This connection required a manually entered passphrase, which was given out with the registration, but was identical for all users. Additionally -apart from the client itself -no further checks for authorization were made. To address these issues, a C++ server application was created with the development of the XBOOK framework, which now was the communication partner of the client application. The server is connected to the database and analyzes incoming requests, if the user has the authorization. If this is the case, the server carries out the command and sends a confirmation back to the client together with data, which was retrieved by this request. To allow multiple users to work simultaneously, both a Thread Pool [19] [20] and a Connection Pool [21] were used. The communication between server and client was handled via sockets with a custom serialization of all objects that were transmitted. While this architecture provided a fast, secure, scalable, and flexible way to communicate with the server, it became clear that -due to the nature of sockets -it could not be guaranteed that the connection can be established behind proxy servers that only allow certain ports. Therefore the communication had to be moved to a different type of protocol.
To solve the problem with proxies restricting certain ports, the communication had to be done over ports which are not restricted by most proxies. These are usually port 80 (HTTP) and port 433 (HTTPS). Of course, the possibility remains that certain IP addresses are blocked. However, it would really get into hacking to get around this, we did not explore this possibility further. The server which is running the server application is also running an Apache server. This is used to distribute the XBOOK LAUNCHER and to download the files required to start the individual Books. Besides it hosts the XBOOK Wiki 4 , a MediaWiki that provides helpful information. So it was not possible to change the port to 80 or 433 the old C++ application was listening on. A new server application was required that does not conflict with the Apache server, but can run alongside it. Many different web applications would allow this, but PHP was chosen as a scripting language, since it does not require additional configuration of the server.
3) Communication: In a traditional web service, the user would enter an URL in their browsers. The web server would then analyze the request and return a website with the requested information. Since in our case, the client has to communicate directly with the server, the response must not be human readable, but interpretable by the client. Because the client was already able to communicate with the old C++ server, the serialization on the client side was already available and working. Still, it had to be modified to be able to communicate with a PHP server. On the other hand, PHP is not designed to work with serialized objects, but to load a script with some parameters, and then return and display results.
There are several possibilities to realize a cross-platform serialization. One is JSON [22] [23], a lightweight, text-based, language-independent data interchange format. Since JSON uses a human-readable format it has the disadvantage of data overhead [24] . There are ways to optimize the transmission size, e.g. XFJSON transforms the JSON format into a binaryhex form that is additionally encoded and decoded [25] . Considering that there is no necessity to be able to read the transmitted data and that we expect a huge amount of data sets for single projects, we focus on bandwidth-efficient solutions. So we need an alternative that is not humanreadable. However, a solution like FlatBuffers [26] was not published at the time of the implementation of our serialization method. Protocol Buffers [27] do not support PHP at all. BSON in direct comparison with Protocol Buffers can give an advantage in flexibility but also a slight disadvantage in space efficiency due to an overhead for field names within the serialized data [28] . However, BSON is mainly used as a data storage and network transfer format in MongoDB 5 databases.
Therefore, we would have had to distribute all libraries for MongoDB which seemed unreasonable, since there is no stand-alone implementation. As no good alternative for our serialization was available at the time of implementation, we had to implement an own solution.
Since the communication with a PHP server is asymmetrical, as requests and results are not communicated the same way, it was necessary to split the serialization in two parts. The first part consists of the data transmitted to the server. For this the request is serialized to a string which is then appended to the requested URL with the HTTP POST method. This allows the PHP server to read the data and deserialize the string back to the request, which is then carried out. After the server completed the request, the result is serialized again and the resulting string is displayed as the content. This is read by the Java client and is returned deserialized.
The communication is done with a message object. The message object holds the type of the request, e.g. synchronization, login, register, and additionally a list of further data. All classes that can be added as data are instance of the interface Serializable which has methods to serialize and deserialize itself. For each request the type and amount of parameters of the data that is sent is predetermined. Of course, the data itself is not known beforehand.
The serialization requires special classes that implement the Serializable interface even for basic data types like String or Integer. Currently 16 different classes are used that can serialized. These are mostly required for the synchronization and the initialization of the database scheme. To secure the communication HTTPS is used. To ensure independence of the database model of the individual Book, the server should hold no information about the specific Book, apart from information of the corresponding database to use. Information about the tables to include in the synchronization are saved in tables inside the database. This allows these tables to be dynamically adjusted, without the need to update the server. If a request is carried out, these tables are checked if and which columns can be accessed.
G. Launcher
A very important part of the XBOOK databases is the XBOOK LAUNCHER. Over the years, the application took on an increasingly important role. It developed from a simple updater application, that was executed if a new OSSOBOOK update was available, to the central place where all Books can be installed, updated, and started independently.
1) OSSOBOOK UPDATER: The first idea of the OSSO-BOOK UPDATER was born through the necessity to allow the user to update the program. This was required because the latest version of OSSOBOOK was required to be able to work in online mode and to communicate to the server, because the local database scheme must be identical with the global scheme on the server when synchronizing data. So the update process is a frequent process that has to be executed with each minor update of the application. A screenshot of the OSSOBOOK UPDATER can be viewed in Fig. 6 . We wanted to avoid that the users had to run and install the update process manually. They should not have to go to the website, download the latest version, and install the files in the appropriate directory. The OSSOBOOK UPDATER was automatically called when it was detected that the local program version was out-of-date when the user tried to connect to the global database. The OSSOBOOK UPDATER had a list of files that had to be checked for updates and compared them to the files available at a specific website. Since OSSOBOOK could be installed in an arbitrary directory, the OSSOBOOK UPDATER had to use this directory to update the files. For this the updater was also in this directory and was updated by OSSOBOOK before the updater was executed.
To prevent different instances being run on one single computer, we had to specify the directory in which OSSOBOOK is located. This guarantees -together with the "DatabaseID" (see Section III-D) -that the instance on a single computer is both unique and can be identified uniquely. To avoid permission problems, a directory had to be used where writing permissions are guaranteed for the users. For Windows environments we chose the "AppData" directory. This allowed users to easily install OSSOBOOK on one computer, synchronize their data, and continue to work on a different computer.
Instead of updating the files in the directory of the updater, the updater became a independent file, that from now on was called XBOOK LAUNCHER, since it also served as the entry point for the application. So instead of directly starting OSSOBOOK, now the users had to run the XBOOK LAUNCHER which then checked if all files are up to date and then allowed the execution of OSSOBOOK.
2) Development of the XBOOK LAUNCHER: With the development of more and more Books for different areas of work, the requirements for the XBOOK LAUNCHER changed and -to avoid the need of several launcher applications for several databases -had to be adjusted to support more than one database. Therefore, the XBOOK LAUNCHER was extended with a Book selection. Each supported Book was represented as an own row in the selection displayed by an application icon, the application name, a short description of the database and the supported languages. The user could select the desired database and execute it. Furthermore, the XBOOK LAUNCHER was extended with general settings that affects all Books (like the language selection and the selection of the automatical or manual synchronization) and a frame to output the messages of the development console. The update functionality was still available, which updates all Books at the same time. A screenshot of the version 1.0 of the XBOOK LAUNCHER can be viewed in Fig. 7 However, it became difficult to use one single launcher for all available Books. Some of the Books are scientific databases which are publicly available, others are local databases for the inventory of findings in museums or state collections. So not all Books should be accessible in public, also the users do not need to have listed all existing Books in their launcher. The previous solution needed to create an own instance of the XBOOK LAUNCHER for almost every Book, a roundabout way for the increasing number of Books. Furthermore, it became necessary that the different databases do not need to be hosted on the same server any longer, the single Books should also be supported to save their data on their own servers. So the structure of the XBOOK LAUNCHER was renewed again.
Therefore, the XBOOK LAUNCHER was extended to enable adding single Books dynamically to the list of Books. The users can enter a valid URL where the configuration file of the corresponding Book is saved. The configuration file is defined to be named "Book.xml" which holds all necessary information for the corresponding Book. This includes especially information that are used in the launcher to display the information about the Book (like application name, application id, multi language descriptions, etc.), but also defines the file that should be executed when running the Book and the location of the data that is required when installing or updating the application (cf. Algorithm 1).
This way the XBOOK LAUNCHER can be used as a central platform to manage all available Books, independent on their location. Especially the users benefit from this architecture, they can configure their launcher as they wish and do not have to install/integrate Books they do not work with at all. Additional, the single Book applications can now be developed and hosted completely separately. Earlier all Books had to use the same program version because they all depended on the same update files. Now every Book can be developed independently from the other existing Books and must not necessarily be updated to the latest version of XBOOK. This got more important with more and more different Books being published by different institutions and developers.
In addition, the XBOOK LAUNCHER was extended with two technical features. With the increasing amount of users, more users required the usage of a proxy server to be able to connect to the server. For this the XBOOK LAUNCHER was extended with a possibility to enter proxy information. Furthermore it becomes apparent that a lot of users work on computers with a limited amount of computer memory which was not sufficient for using some of the features of XBOOK, like exporting the partial huge amounts of data. To solve the problem, the XBOOK LAUNCHER was extended with advanced options where the users can assign more RAM to Java applications, and therefore for the Book. A screenshot of the current XBOOK LAUNCHER version 4.3 can be seen in Fig. 8 .
IV. FEATURES OF THE XBOOK FRAMEWORK
There are many different areas in the archaeological field of science which struggles with the same problems concerning the collection of data. OSSOBOOK is a database for zooarchaeological findings, but similar databases were also demanded for other areas, like anthropology and archaeology. Instead of individually implementing a new database for each area, we decided to extract the features from OSSOBOOK into a new framework called XBOOK. This framework should provide all basic functionalities of the application and provide them to each incarnation, which are called "Books".
A. Synchronization
Since the conversion of OSSOBOOK to Java, the collaboration in gathering and maintaining zooarchaeological data is an important part of the concept. Initially the data of the application was saved in one global database on the server of the university (cf. Section II-B). The employees of the collaborating institutes could connect and work on this database. There, they could enter, view, and edit the zooarchaeological data directly on the server. This made it possible to work together on a project with colleagues, enabled the exchange of data with other zooarchaeologists, and it fulfills the need to sustainably store data on the cultural heritage claimed by the UNESCO 6 . Later, a tunnel also enabled connections from other places as well.
But zooarchaeological data is often gathered in field work, i.e. at remote sites that do not offer a convenient environment for IT services. Thereby, it is typically not possible to enter the data into databases that must be accessed via an internet connection. A synchronization process was required, implementing a Server-Client architecture to ensure working offline at remote places, but also storing data globally, where it can be shared with other users. [29] The first concept for the synchronization was drafted in 2008. "A client-server architecture ensures that each client [. . . ] manages its own local database that is schema-equivalent to the central database at the server. This way, each client can make its updates locally, independently, and -most important -offline. At a given time, e.g. when a network connection to the server is established, the client and the server synchronize, i.e. the updates of the client are inserted into the central database at the server and the update of the server" [30] . However, the direct connection to the database without any synchronization would still be possible within the institutes. This architecture is drafted in Fig. 9 . The concept of the synchronization was initially implemented by Jana Lamprecht in 2008 [11] . Fig. 9 . The origin draft for the architecture for the OSSOBOOK synchronization. [30] Since this implementation the concept of the synchronization was updated in many development cycles. The synchronization process itself was enhanced and was extended with new features. First of all, the clients do not directly connect to the database anymore, but to a server application that handles the requests and data manipulations. The server application also enables the feature to let the users manage their basic profile information, especially to change and recover their password if needed -a feature that was lacking before.
Additionally, the possibility to work on different computers with one account was added for a single user. In the origin implementation, this was theoretically also possible, but the technical implementation could cause the loss of data sets during the synchronization process.
The server application was originally written in C/C++, later it was replaced by a PHP program to avoid problems with restrictive firewall settings, that made a communication impossible through other ports than port 80 (HTTP) or 443 (HTTPS). Due to security reasons, all the communication must go through the server application. Therefore, a direct connection to the central database is not supported anymore, not even inside the institutes.
At the same time the logic of the synchronization was also improved and simplified. Also the synchronization panel was extended, it now provides additional information about each project, like the number of entries, the project owner, and how many entries are not synchronized yet.
The detailed implementation of the synchronization is described in the work of Lohrer and Kaltenthaler [29] . A screen- shot of the latest panel of the synchronization in OSSOBOOK can be viewed in Fig. 10 .
B. Graphical User Interface
To enable a flexible graphical user interface for the framework and its applications, it was necessary to modify the existing graphical user interface. All static elements had to be replaced with dynamic elements, that can be individually adjusted for each Book. However, elements that are required for each Book have to be integrated to the graphical user interface by default.
In the first step, we replaced the navigation with a new one. The old navigation bar was not designed for elements being dynamically added or updated. It was composed of different images for the normal, hovered, and selected states. The displayed texts on these elements were part of the images, which made translations difficult. For the XBOOK framework, the navigation elements are now arranged side by side, are clarified with an individual icon and a short text label. The elements, that were displayed in the sub navigation bar before, can now be accessed by opening a popup menu. All required navigation elements, that are necessary to be accessed in every Book (like 'Projects', 'Data Entry', 'Listing', 'Tools', 'Help', and 'Log-out') are displayed by default. Individual main navigation elements can individually be added by each Book. Adding new elements to the popup menu is supported.
The functionality of the elements of the graphical user interface is fully implemented, but the abstract classes provides methods that have to overridden and implemented by each Book. This way the elements can be customized by defining their contents and configurations. As an example, the input fields -either the predefined or custom, new ones -can be defined with their settings and information for the database individually for each Book. The overridden classes define the individual input fields, the logic for handling and displaying the data is defined in the implementation of the XBOOK framework. So each Book can have different input fields in the input mask, like indicated in Fig. 11 . Fig. 11 . The input mask of OSSOBOOK (top) and ARCHAEOBOOK (bottom). Both applications are based on the XBOOK framework, that provides a basic graphical user interface and functions, but allows customization like e.g. individual input fields. [31] The individualization of other elements of XBOOK is similar. The overridden, abstract methods are used to define the information displayed in the project overview screen, the location where to save settings, individual output for the export, the general style of the Book (like the logo, the name of the Book, used colors), and also the definition of the elements displayed in the main and sub navigation.
C. Multiple and crossed-linked input masks
Before, each Book only had one single input mask with input fields where the users could enter data. During the development of the XBOOK framework and its Books it became clear that different, separated input masks are required, especially to avoid redundancy and inconsistency.
So we added the possibility that each Book may have an arbitrary number of input masks with individual input fields. These input masks may be independent from each other, but may also be crossed-linked among each other.
As an example, many archaeological findings are often grouped in boxes or bags, but the information about these boxes and bags should not be entered for each finding again. An own input mask for the boxes or bags is benefiting to avoid extra effort when entering data. Also it is possible that the content of a box or bag changes, so it is easier to select another box or bag instead of re-entering the data for each concerned finding.
The realization of these crossed-linked input masks does not need a complicated architecture of the tables in the database, but requires some more complex SQL queries and adjustments in the graphical user interface, especially for the display and selection in the input mask, the representation in the listing and the export, and adjustments in the synchronization process.
D. Listing and Export
Besides the data recording, the listing of entered data is also important. The entered data of all input fields must be meaningfully displayed in the data listing, that means the values should be human-readable.
For most of the input fields the value can be directly displayed, like simple text or numeric values. Other, more complex input fields had to be adjusted for the readability, for example by displaying the corresponding text value instead of the corresponding ID, or by displaying a readable date or time format instead of a timestamp. Input fields with multi-inputs should also display all entered values, not only the IDs. For crossed-linked values of other input masks representative text for the crossed-linked entry was necessary as well.
The export of data is also an essential feature. Most of the archaeologists and bioarchaeologists still do their analyses in extern tools or applications like Excel, or want to print them for non-digital archiving. So XBOOK provides an export method that saves the data in a file on the local system. There are supported two files systems to export the data: Commaseparated values (csv) and spreadsheet (xls/xlsx) files.
Both the listing and the export have full support for multiple input masks. In the listing a selection of the input mask is available where the user can select which data to be displayed. In the export it is possible so select single input masks to be exported. If a Book with multiple input masks is exported, the data of each mask will be saved in an own csv-file, or in an own sheet of the xls/xlsx file.
V. APPLICATIONS USING THE XBOOK FRAMEWORK
In archaeo-related disciplines, there are many areas with the same or a similar workflow. XBOOK offers a framework in which all databases benefit from the provided features. Currently, there are seven different incarnations of the XBOOK: • ARCHAEOBOOK, a database for archaeological findings, used by Bavarian State Archaeological Collection Munich 13 .
• ANTHROBOOK, a database for anthropological findings, used by Bavarian State Collection for Anthropology and Palaeoanatomy, section Anthropology 7 .
• EXCABOOK, a database for archaeological findings, used by Bavarian State Department of Monuments and Sites 14 .
• PALAEODEPOT, a database for zooarchaeological findings, used by Bavarian State Collection for Anthropology and Palaeoanatomy Munich, section Palaeoanatomy 7 .
• ANTHRODEPOT, a database for anthropological findings, used by Bavarian State Collection for Anthropology and Palaeoanatomy Munich, section Anthropology 7 .
• INBOOK, a database for archaeological findings, used by Bavarian State Archaeological Collection Munich 13 .
