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ABSTRACT 
L’ ccro         co       d   c   c  é  d  séquençage de 
 ’ADN     r î    ’é  rg  c  d   ouv  ux qu    o         
biologiques. Le stockage et le traitement de cette masse de 
données en constante évolution, reste un enjeu majeur pour les 
   é   à v   r. Dur        roc   u  d’    y   d   do  é   
génomiques, la recherche de sous-séquences, au travers de bases 
de données de génomes de référence, est une tâche 
incontournable.  
Nous présentons un système de type clé-valeur in-memory 
(PSH-DB - Perceptual Sequence Hashing Data Base), couplé avec 
une fonction de hachage perceptuelle (PSH - Perceptual Sequence 
Hashing)    éc f qu      co çu   our  ’  d x   o        r c  rc   
d   équ  c   ADN. Lor  d           d’  d x   o       c é  d  
hachage sont calculées à partir des séquences ADN et stockées 
sous forme de chaîne binaire. Ceci permet nativement le calcul de 
Distance de Hamming, nécessaire pour comparer les clés de 
  c  g           à   r  r d’u    équ  c  r quê    r  our  r     
séquences les plus proches présentes dans la base. 
La fonction de hachage PSH, est basée sur des concepts de 
hachage perceptuel, utilisés pour indexer et comparer des images 
numériques. Les séquences ADN/ARN à indexer, doivent être 
converties sous la forme de matrices de pixels, afin de créer de 
nouvelles structures 2-D directement représentatives de celles-ci. 
Les clés de hachage sont générées à  ’  d  d’u   Tr   for é     
Cosinus Discrète à Coefficients Signés. Elles  ’ v r    ê r  moins 
volumineuses que les séquences à partir desquelles elles ont été 
calculées. Malgré la diminution de la taille des données entre une 
séquence et sa clé de hachage, les clés de hachage conservent la 
 ro r é é d   ouvo r ê r  co   ré   à  ’  d  d     D     c  d  
Hamming. Par conséquent, les clés de hachage générées à partir 
de deux séquences proches, auront une distance de Hamming 
faible. 
Les expérimentations menées à partir de données réelles 
dé o  r        c   c  é  d’  d x   o     d  r c  rc   du  y      
     r    d       b    é   r r   or  à BLA T   ’ou    d  référ  c  
en bio-informatique, mais aussi en termes de diminution des 
do  é      d  v       d’ xécu  o  d   fo c  o   d  r c  rc     r 
rapport au système clé-valeur REDIS. 
CCS CONCEPTS 
• Theory of computation → Design and analysis of 
algorithms → Streaming, sublinear and near linear 
time algorithms → Bloom filters and hashing 
• Applied computing → Life and medical sciences → 
Bioinformatics 
KEYWORDS 
Séquence ADN, hachage perceptuel, table de 
hachage, indexation 
1 INTRODUCTION 
L’évolution constante des techniques de 
séquençage de l’ADN, entraîne la production de plus 
en plus massive de données génomiques, pour un 
coût de plus en plus bas. L’apparition de séquenceurs 
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toujours plus modulables et portatifs [1], qui 
permettent la lecture de fragments d’ADN, de plus 
en plus long, va conduire à une démocratisation 
certaine de ces outils. Outre l’émergence de 
nouveaux questionnements biologiques [2], le 
stockage et les besoins d’analyse rapide de cette 
masse d’informations est un enjeu majeur pour les 
années à venir. Après les étapes de séquençage, 
l’une des premières étapes de leur analyse, est la 
caractérisation des séquences ADN obtenues, afin de 
déterminer le génome de référence le plus proche, 
en utilisant des bases de données de références. La 
recherche de fragments de séquences ADN/ARN, au 
travers de bases de données est aussi utilisée pour 
les tâches d’assemblage de plusieurs séquences à 
partir d’une référence [3], pour étudier les mutations 
ou pour déterminer une sous-séquence commune 
entre plusieurs séquences. Afin de répondre à ces 
problématiques, de nombreuses méthodes en bio-
informatique ont été proposées, utilisant des 
techniques de comparaison de textes [4] dérivées en 
majorité de l’algorithme de Boyer–Moore [5], 
d’alignement local [6], d’indexation de k-mers [7], 
d’utilisation d’arbres des suffixes [8] comme 
structure de données. Bien que ces méthodes soient 
reconnues comme étant très efficaces, leur 
utilisation peut être limitée de par leur complexité 
algorithmique, ce qui peut avoir pour conséquence 
de rendre difficile le changement d’échelle en termes 
de taille des données dans les années à venir. 
La littérature décrit aussi l’utilisation de table de 
hachage [9], permettant la recherche exacte et 
l’alignement de séquences ADN. Le processus 
d’indexation, nécessite le découpage en sous-
séquences (k-mer), des séquences à indexer et pour 
chacun d’entre eux de conserver leurs positions sur 
la séquence dont ils sont issus. Ceci peut donc 
s’avérer couteux en espace de stockage.  
Compte tenu de l’accroissement des données à 
analyser, l’un des enjeux est de créer des algorithmes 
permettant d’identifier rapidement les génomes de 
référence les plus proches, d’une séquence 
nouvellement séquencée. Ceci afin d’effectuer un 
rapide prétraitement permettant de conserver 
uniquement des séquences de références 
pertinentes pour qu’elles soient par la suite 
analysées par des outils plus spécifiques aux 
questionnements biologiques. 
Parallèlement, l’identification de documents 
(audio et image) au travers de bases de données de 
référence est un domaine, qui fait l’objet de 
nombreuses recherches depuis plusieurs années [10]. 
Les principales méthodes se basent sur des concepts 
de calculs d’empreintes, et plus particulièrement de 
hachage perceptuel [11]. À partir d’un document 
(audio ou image), plusieurs clés sont calculées à 
l’aide d’une fonction de hachage perceptuel. Les clés 
de hachage sont alors uniques, ont une taille très 
inférieure aux documents d’origine mais restent 
néanmoins représentatives des données fournies en 
entrée. Ces clés peuvent alors être comparées entre 
elles. Ceci permet de constituer des bases de 
données de références, les clés de hachage servant 
de système d’indexation, pour l’identification de 
document requête. 
 
Y. Ke et al. [12] décrivent une technique 
d’identification de musique via une méthode 
d’analyse d’images, où le signal audio, un signal à une 
dimension (1D), est converti en plusieurs images à 
deux dimensions (2D). Cette méthode qui donne des 
PSH-DB, un système clé-v   ur   r         ’  d x   o  
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résultats très satisfaisants, démontre l’intérêt 
d’effectuer une conversion d’un signal 1D en un 
signal 2D, afin de ne plus se baser sur les 
caractéristiques d’un signal audio mais sur sa 
représentation sous forme d’images. Le passage à 
une structure 2D apportant donc plus de diversité, 
pour la création de clés de hachage.  
S. Prungsinchai et al. [13], décrivent une fonction 
de hachage perceptuel permettant de comparer des 
images numériques. Cette méthode se base sur une 
transformée en cosinus discrète (TCD) [14] à 
coefficients signés [15], qui possède, des 
caractéristiques de regroupement fréquentiel, 
comparables à une Transformée de Fourier Discrète 
(TFD) [16], mais avec une complexité algorithmique 
moins importante [17]. À partir d’une image 
numérique, cette fonction de hachage a la 
particularité de conserver la structure de l’image 
d’origine, en se basant uniquement sur les signes des 
coefficients de la TCD. 
 
Concernant les travaux menés en bio-
informatique, MC Saldías et Al. [18], ont pu 
démontrer un réel potentiel concernant l’utilisation 
de méthodes issues de l’analyse d’images, pour 
aligner des séquences ADN. L’article décrit le 
processus d’encodage des séquences ADN sous 
forme d’images 2D puis l’utilisation d’une méthode 
de corrélation de phase de TFD. Bien que les temps 
de réalisation des processus d’alignement 
apparaissent nettement plus lents que l’outil de 
référence en bio-informatique BLAST, cet article 
démontre un certain intérêt quant à l’utilisation de 
méthodes permettant de comparer des images pour 
comparer des séquences nucléotidiques. L’approche 
méthodologique utilisée dans cet article est proche 
des méthodes de hachage perceptuel, car elle se 
base sur une fonction de traitement du signal basée 
sur une TFD, qui permet de déterminer les 
fréquences significatives d’une image et ainsi de les 
utiliser comme identifiants discriminants. 
 
Nous proposons PSH-DB, un système clé-valeur in-
memory, utilisant une fonction de hachage 
perceptuel, conçue spécifiquement pour l’indexation 
des séquences nucléotidiques (ADN/ARN). Cette 
première implémentation a pour objectif de 
démontrer l’intérêt de la fonction PSH, pour indexer 
et rechercher des séquences exactes ou proches au 
sein d’une base de données de séquences 
nucléotidiques de référence. La caractéristique 
principale du moteur PSH-DB est qu’il permet de 
stocker nativement les clés de hachage sous forme 
de chaînes binaires (bitset), contrairement à la 
majorité des moteurs NoSQL, qui stockent les clés 
sous forme de nombres entiers ou de chaines de 
caractères. Le stockage au format bitset permet 
d’optimiser l’espace de stockage, mais surtout de 
calculer nativement et rapidement des distances de 
Hamming, entre deux clés de hachage, via 
l’utilisation de l’opérateur booléen XOR. 
 
PSH-DB est architecturé autour d’un modèle 
client-serveur multi-threads et propose dans sa 
version actuelle les fonctions de base nécessaires aux 
différentes expérimentations réalisées. 
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Dans un premier temps, nous présentons les 
différentes étapes de l’algorithme de la fonction PSH, 
puis l’architecture de PSH-DB et son utilisation afin 
de rechercher des séquences exactes et approchées 
au sein de différentes bases de données de 
référence. Afin d’être indexées, les séquences de 
références sont converties sous la forme de matrices 
de pixels puis les clés de hachage sont calculées via la 
fonction PSH.  
2 MATÉRIELS ET MÉTHODES  
Dans cette section, nous décrivons tout d’abord, 
les différentes étapes de l’algorithme de la fonction 
PSH, puis nous présentons la structure de données 
PSH-DB. Enfin, nous présentons les phases de 
validation au travers de différentes 
expérimentations. 
2.1  Quelques définitions 
Séquence ADN/ARN : succession de nucléotides 
(A, T ou U, C, G), contenant l’information génétique 
d’un être vivant. 
 
Paire de bases (pb) : appariement de deux bases 
nucléiques situées sur deux brins complémentaires 
d'ADN ou d’ARN. La paire de bases est l’unité de 
mesure déterminant la taille d’une séquence ADN. 
 
Taux de mutation : Le taux de mutation désigne 
la quantité de changement de l'information 
génétique entre deux séquences ADN.  
 
k-mer : sous-séquence de taille k paires de 
bases. 
2.1  La fonction de hachage PSH 
La fonction PSH, est une fonction de hachage 
appartenant à la famille des fonctions de hachage 
perceptuel. Elle est dérivée de fonctions de hachage 
permettant l’indexation d’images numériques et a 
été adaptée pour répondre aux caractéristiques des 
séquences nucléotidiques (ADN/ARN). De façon 
générale, les séquences nucléotidiques sont stockées 
sous la forme de chaînes de caractères (format 
FASTA). 
Afin de pouvoir appliquer la fonction PSH, la 
séquence que l’on souhaite hacher doit être 
convertie sous la forme d’une matrice de pixels de 
taille N x M. La fonction PSH accepte en entrée des 
séquences de taille W et renvoie des clés de hachage 
de taille W’. L’objectif est de calculer, pour une 
séquence S de taille W, une emprunte 
représentative, au format binaire de taille fixe W’, 
appelée clé de hachage H. Une clé de hachage est 
directement représentative de la séquence S et sa 
taille W’ est toujours inférieure à W. À l’instar des 
fonctions de hachage, la fonction PSH n’est pas 
réversible, ce qui signifie qu’à partir d’une clé de 
hachage il n’est pas possible de recalculer la 
séquence d’origine dont elle est issue. 
 
La fonction PSH répond à plusieurs critères :  
- Une clé de hachage doit être unique et directement 
représentative des données à partir desquelles elle a été 
calculée. 
- L         d’u   c é d    c  g  do   ê r  b      fér  ur  aux 
données fournies en entrée. 
2.2  Conversion sous forme de matrice de pixels 
Afin de pouvoir utiliser la fonction PSH, la 
séquence nucléotidique à hacher, est convertie, sous 
forme d’image, ou plus précisément, est encodée en 
PSH-DB, un système clé-v   ur   r         ’  d x   o  
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niveau de gris au sein d’une matrice de pixels 
(nombres entiers) de taille N x M (cf. Fig.1). Cette 
opération est réversible et n’entraîne pas à ce stade 
de perte d’information. Chaque nucléotide devient 
ainsi une valeur d’intensité lumineuse (L1, L2, L3 et L4), 
en fonction de son type (A, T ou U, C, G). Lors du 
processus d’encodage, le nucléotide suivant le 
dernier d’une ligne, sera donc le premier de la ligne 
suivante. Par conséquent, les séquences ADN 
habituellement en dimension 1D, sont converties en 
dimension 2D. Ceci permet de créer artificiellement 
des structures 2D et d’utiliser les propriétés de 
regroupement fréquentiel de la TCD pour générer les 
clés de hachage. 
 
 
Figure 1 : Conversion d’une séquence ADN/ARN en matrice 
de pixels. 
2.3  Génération d’une clé de hachage à partir 
d’une séquence ADN 
Les étapes de calcul d’une clé de hachage sont 
illustrées en Fig.2. L’algorithme peut être décrit 
comme suit :  
1. Soit une séquence d’ADN/ARN S de taille W 
2. S est convertie en une matrice de pixels P, de taille 
N x M. 
3. Une TCD est appliquée sur P, et les coefficients de 
la TCD sont stockés dans une matrice P’. 
4. Une fonction signum (sgn) est appliquée sur la 
matrice P’ afin d’obtenir les signes des différents 
coefficients de la TCD. 
5. Tout ou partie des coefficients binaires forment la 
clé de hachage. 
 
Figure 2 : Principales étapes de l’algorithme de la fonction 
PSH 
2.4 Application d’une Transformée en Cosinus 
Discrète (TCD) 
La Transformée en Cosinus Discrète (TCD) (cf. 
Eq.1) est une transformation mathématique proche 
de la transformée de Fourier Discrète (TFD), mais la 
TCD implique uniquement l’utilisation de Cosinus et 
produit des coefficients réels, tandis que la TFD 
utilise à la fois des Sinus et des Cosinus et génère des 
nombres complexes. La TCD permet de convertir des 
données depuis le domaine spatial vers le domaine 
fréquentiel. Elle autorise un changement de domaine 
d'étude, tout en gardant la même fonction étudiée. 
Sa fonction inverse, la Transformée en Cosinus 
Discrète Inverse (TCDi) (cf. Eq.2), permet le passage 
depuis le domaine fréquentiel vers le domaine 
spatial. La particularité de la TCD est qu'elle permet 
de concentrer l’information d’une image en un 
nombre de coefficients réduits mais significatifs. 
Lorsque la fonction TCD est appliquée à une image 
A à L1 = 0
T ou U à L2 = 64
C à L3 = 128
G à L4 = 192
Matrice	de	pixels		
8x16	(128pixels)	
GGACCCTGTGTACACGTCTTAGCTAGAAACGGGGTCGAAGCATCACGTGTGTACACAGTCGCAT
ATGACAAGAGCTAGCATTCGGCGTCTGAAAAACTGCTTGGTATCGCATCGGGAATGCAAAGCTA
Séquence	ADN
(128pb)
Conversion	des	nucléotides	
en	intensité	lumineuse
ATCG
ATCG
ATCG
Conversion	
en	matrice	
de	pixels
Application	
d’une	
fonction	sgn()
Application	
fonction	TCD
Génération
de	la	clé	de	
hachage
00111110
10011000
10111000
00101100
10101010
11100011
00111000
01011101
Séquence	
ADN
Matrice	
de	pixels
Matrice	des
coéfs.	de	TCD
Matrice
des	coéfs.	
Binaires
Clé	de	
hachage
binaire
BDA’ 7  Octobre 2017, Nancy J. de Goër et Al/ 
 
6 
 
(cf. Fig.3), sa représentation fréquentielle est 
obtenue dans une matrice de coefficients. La matrice 
de coefficients a les mêmes dimensions que l'image 
originale. Les hautes fréquences sont regroupées 
dans la partie supérieure gauche de la matrice des 
coefficients. Ils représentent la structure de l’image 
et les basses fréquences représentent les zones 
homogènes. En raison de ces caractéristiques de 
regroupement fréquentiel, la TCD est couramment 
utilisée au sein d’algorithmes de compression 
d’images ou de vidéos, tel que JPEG et MPEG. 
 
(1) 
      
 
  
  si x vaut 0 et 1 si x > 0 
 
Équation 1 : Définition de la fonction Transformée 
en Cosinus Discrète, pour une matrice N x M 
 
(2) 
      
 
  
 si x vaut 0 et 1 si x > 0 
Équation 2 : Définition de la fonction Transformée 
en Cosinus Discrète Inverse, pour une matrice N x M 
 
 
Figure 3 : (a). Image test dans le domaine spatial. 
(b). Matrice des coefficients de la TCD 
correspondant à l’image test dans le domaine 
fréquentiel. (c). Image reconstituée à partir de 
l’information structurelle des signes de coefficients 
de la TCD. 
 
2.5 Application d’une TCD à coefficients signés 
L’application d’une fonction signum, à la matrice 
des coefficients de la TCD, a pour effet de ne 
conserver que les signes des coefficients réels. Cette 
méthode est connue sous le nom de TCD à 
coefficients signés. Elle permet, de ne conserver, que 
les structures principales, mais qui sont hautement 
représentatives de l’image originale (cf. Fig.3). Les 
signes des coefficients, ont donc un rôle essentiel car 
ils sont porteurs de l’information structurelle de 
l’image et ceci malgré la suppression de 98,43% de 
l’information, les coefficients étant codés sous 64bits 
et les signes uniquement sur 1 bit.  
 
(3) 
 
Équation 3 : Définition de la fonction signum, pour 
une matrice de coefficients d’un TCD de taille i x j 
2.6. Conversion sous forme de matrice de pixels 
La clé de hachage est calculée à partir de la 
matrice des signes des coefficients. Par conséquent, 
elle est nativement au format binaire. Le nombre de 
coefficients binaires étant directement en relation 
avec le nombre de coefficients de la TCD qui sont eux 
(b)(a) (c)
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même directement issus du nombre de pixels de 
l’image d’origine ; la taille maximale d’une clé de 
hachage ne peut donc pas être supérieure à celle-ci. 
Cependant, si l’on souhaite ne conserver qu’une 
partie des coefficients binaires, dans ce cas, on 
notera que plus une clé de hachage est petite, plus sa 
probabilité de collision augmente et moins elle 
contient d’informations structurelles représentatives 
de l’image d’origine. 
2.7. Taille d’une clé de hachage par rapport à la 
séquence ADN d’origine 
L’objectif d’une fonction de hachage est de 
conserver la propriété de représentativité tout en 
réduisant la taille des clés de hachage générées par 
rapport aux données en entrée. Si l’on considère une 
séquence nucléotidique au format FASTA, où chaque 
nucléotide est représenté sous forme d’un caractère, 
encodé sous 1 octet (8 bits) de données, la clé de 
hachage correspondante calculée par la fonction PSH 
aura au minimum, une taille 8x inférieure. Chacun 
des signes de la matrice des coefficients étant 
encodé sur 1 bit de données. 
2.8. Comparaison des clés de hachage 
Une des caractéristiques essentielles de la 
fonction PSH, est qu’il est possible de déterminer une 
distance entre deux clés de hachage. Ceci est dû à la 
manière dont elles sont calculées, car, malgré le fait 
qu’elles soient au format binaire (bitset), elles 
contiennent toujours une partie de l’information 
structurelle de la matrice de pixels (image), dont elles 
sont issues (propriété de représentativité). Afin de 
calculer la distance entre deux clés de hachage, nous 
avons choisi d’utiliser la distance de Hamming [19], 
qui est la distance de référence pour comparer deux 
chaines binaires. La distance de Hamming est une 
distance mathématique qui exprime la somme des 
différences entre deux séquences de même longueur 
(Cf. Eq4). Les séquences peuvent être des suites de 
nombres binaires mais aussi se composer d'éléments 
provenant d'autres systèmes numériques ou 
alphanumériques. Pour calculer la Distance de 
Hamming entre deux séquences binaires, son 
implémentation ne nécessite que l’utilisation 
d’instructions de très bas niveau (XOR et PopCount), 
gérées nativement par les processeurs des machines. 
Nous avons vu précédemment que les clés de 
hachage issues des séquences sont générées au 
format binaire. La distance de Hamming renvoie donc 
un indice de distance, plus cet indice est faible et plus 
les deux séquences sont similaires. En revanche, la 
distance entre deux clés de hachage, ne permet pas 
de déterminer avec précision le taux de divergence 
entre deux séquences.  
 
(4) 
 
Équation 4 : Définition de la Distance de Hamming 
entre deux séquences binaires a et b.  désigne 
l’opérateur OU exclusif 
2.9. Le moteur PSH-DB 
PSH-DB, est la structure de données développée 
conjointement avec la fonction PSH, pour les phases 
d’expérimentations. La principale caractéristique qui 
a motivée son développement est le fait que la 
majorité des moteurs de bases de données clé-valeur 
existants ne proposent pas de stocker les clés sous la 
forme de chaînes binaires. Elles doivent donc être 
converties en Entiers Longs (encodées sous 64 bits), 
ce qui rend nativement les calculs de distance de 
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Hamming impossibles, sans devoir effectuer au 
préalablement des conversions de type de données. 
Elles peuvent être aussi gérées en tant que chaînes 
de caractères, ce qui se révèle non optimal en termes 
d’espace de stockage. PSH-DB a été pensé pour 
répondre précisément à ces besoins spécifiques. Son 
moteur a été développé autour d’un modèle client-
serveur TCP multi-thread, permettant la connexion 
simultanée de plusieurs clients. Sa structure de 
données de type clé-valeur utilise la fonction PSH 
comme fonction de hachage. Les clés de hachage 
sont stockées nativement sous le type de données 
bitset proposé par la bibliothèque standard (std), du 
langage C++11, pour un stockage optimal des chaines 
binaires. Le modèle de données repose sur une 
structure de type unordered_map de la bibliothèque 
standard (std) du langage C++11. Cette structure a 
été choisie car elle permet de renvoyer les valeurs 
associées à une clé avec une complexité temporelle 
de O(1). 
 
 
Tableau 2 : Liste des fonctions principales de PSH-DB  
 
Figure 5 : Structure générale du système PSH-DB 
2.9. Implémentation logicielle 
La fonction PSH ainsi que le moteur PSH-DB ont 
été développés en C++11 (compilateur g++ 4.9) avec 
la librairie OpenCV 2.4, utilisée pour la conversion 
des séquences en matrices de pixels ainsi que la 
fonction DCT. L’expérimentation a été réalisée sur un 
serveur tournant sous Ubuntu 14.04 et équipée d’un 
processeur Intel Xeon CPU E5-4620 @ 2.20GH et de 
128Go de mémoire vive.  
3. ÉVALUATION THÉORIQUE 
Durant les phases de validations théoriques et 
expérimentations, les paramètres suivants ont été 
utilisés : 
 
Tableau 2 : Liste des paramètres utilisés pour les 
expérimentations 
Ces paramètres ont été sélectionnés pour être 
représentatifs des données utilisées en bio-
informatique, où les séquences peuvent varier de 
plusieurs dizaines, à plusieurs milliers de paires de 
Clé	de	hachage Numéro	de	référence
111110100010100… 1, 34
111110100010100… 56
Numéro	de	référence Référence	ID
1 AB484055.1.520
34 GQ327365.1.1330 
56 URS00005124FF
Numéro	de	référence
Adresse	IP	: 10.0.0.1
Port	TCP	: 6379
Serveur	TCP
Structure	de	données
PSH-DB	(Serveur)
PSH-DB	(Client)
Client	TCP
Interpréteur	de	commandes	
10.0.0.1:6379>
PSH-DB	(Client)
Client	TCP
Interpréteur	de	commandes	
10.0.0.1:6379>
PSH-DB	(Client)
Client	TCP
Client	pour	programmes	C++
PSH-DB, un système clé-v   ur   r         ’  d x   o  
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bases. De plus, la taille des k-mers servant à calculer 
les clés de hachage a été fixée en fonction de la 
vitesse de calcul de la fonction PSH et de la 
diminution des données induite entre une séquence 
et sa clé de hachage. La fonction PSH prend alors en 
entrée une séquence de 128pb et génère une clé de 
64 bits (8 octets), ce qui entraine une diminution 
théorique de 93,75%.  
3.1. Distribution statistique des clés de hachage  
L’un des éléments qui concourt à la validation 
d’une fonction de hachage est l’intervalle de valeur 
au sein duquel les clés de hachage sont générées et 
leurs distributions statistiques au sein de cet 
intervalle. Durant les phases d’expérimentations, 
nous avons paramétré la fonction PSH afin qu’elle 
renvoie des clés de hachage d’une taille de 64 bits. 
Les phases d’évaluation des distributions statistiques 
ont été réalisées en prenant en compte ce 
paramètre. Elles ont consisté à générer 
aléatoirement 500 000 séquences ADN, puis les clés 
de hachage correspondantes (cf. Fig.6). 
 
Figure 6 : Distribution statistique des valeurs de 50 000 clés de 
hachage générées aléatoirement. 
3.2. Probabilité de collision 
Lors du développement d’une fonction de 
hachage, qui par définition est injective, il est 
nécessaire de faire une étude de probabilité de 
collision [20]. Ceci permet de déterminer les limites 
induites par la taille des clés renvoyées. Le terme 
collision désigne pour une fonction de hachage, le 
fait d’obtenir une clé de hachage identique, mais 
calculée à partir de deux documents strictement 
différents. Cette probabilité est calculée via une loi 
de probabilité appelé le Paradoxe des Anniversaires 
[21]. La Fig.7, montre la probabilité d’avoir une 
collision en fonction d’un nombre de clés de hachage 
donné. 
 
Figure 7 : Probabilité (en ordonnée), d’avoir une collision en 
fonction du nombre de clés de hachage (en abscisse). 
3.3. Calcul théorique des Distances de Hamming 
en fonction des taux de mutation 
Afin de déterminer les intervalles de distance de 
Hamming en fonction des taux de mutation entre 
deux séquences, une phase de simulation théorique 
a été réalisée. Pour cette phase de simulation, 500 
millions de séquences ADN ont été générées 
aléatoirement (séquences primaires) et les clés de 
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hachage correspondantes ont été calculées avec la 
fonction PSH. À partir de ces séquences, 4 séquences 
divergentes, ainsi que les clés de hachages 
correspondantes ont été calculées avec des taux de 
5%, 10% 20% et 30%. La distance de Hamming, entre 
les clés de hachage des séquences primaires et les 
clés de hachage des séquences divergentes dont elles 
sont issues, a ensuite été calculée. La Fig.8, présente 
la distribution des taux de mutation entre paires de 
séquences, en fonction des distances de Hamming. 
 
 
Figure 8 : Distribution des distances de Hamming (en 
ordonnée) en fonction du taux de mutation entre deux 
séquences (en abscisse). 
4. ÉVALUATIONS 
Nous présentons les expérimentations qui ont été 
réalisées afin d’évaluer l’utilisation de la fonction PSH 
pour indexer et rechercher des séquences 
nucléotidiques au sein de la structure PSH-DB.  
 
L’objectif de ces différentes expérimentations était 
d’évaluer notre système par rapport à 3 aspects : 
- Recherche de sous-séquences exactes 
- Étude de la taille des données au sein de la structure 
PSH-DB 
- Recherche de sous-séquences approchées 
4.1. Recherche de sous-séquences exactes 
La première expérimentation avait pour objectif 
d’évaluer la sensibilité et les temps d’exécution du 
système PSH-DB durant des tâches de recherche de 
sous-séquences exactes. Une base de données, 
regroupant 3 bases de données d’ARN de référence, 
a été constituée, pour un total de plus de 17 millions 
de séquences de référence et 14,6 Go de données 
(Cf. Tab.1). Toutes les séquences de référence ont 
été hachées et stockées au sein du moteur PSH-DB. 
L’objectif était de rechercher dans notre base de 
données des séquences de référence ayant au moins 
128pb en commun avec un ensemble de requêtes 
composé de 2000 séquences.  
 
 
Tableau 3 : Séquences de référence utilisées pour 
l’expérimentation n°1 
Afin d’évaluer la sensibilité de notre système nous 
avons utilisé l’outil de référence en bio-informatique 
BLAST, que nous avons paramétré pour qu’il ne 
recherche que des séquences exactes de 128pb au 
sein de sa base de données. Néanmoins, il est 
important de relativiser les effets que pourraient 
avoir cette contrainte sur les résultats renvoyés par 
BLAST, car l’une des premières étapes de 
l’algorithmes de BLAST est de rechercher des sous-
séquences exactes.  
Par la suite, afin de comparer notre structure de 
données PSH-DB en termes de stockage et de temps 
d’exécution des requêtes, nous avons effectué la 
même expérimentation, mais en utilisant le moteur 
PSH-DB, un système clé-v   ur   r         ’  d x   o  
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NoSQL REDIS. Initialement, lors des développements 
méthodologiques de la fonction PSH, le moteur REDIS 
était utilisé en tant que structure de données. Ce 
moteur avait été choisi, car il proposait une solution 
libre, présentant une structure de type clé-valeur in-
memory et des requêtes de type GET avec une 
complexité temporelle en O(1). Cependant, son 
incapacité à stocker des chaines binaires de façon 
optimale et l’impossibilité d’effectuer des requêtes 
de type Distance de Hamming sur les clés, ont motivé 
le développement du moteur PSH-DB, qui en reprend 
les caractéristiques principales et ajoute les 
caractéristiques recherchées. 
4.2 Indexation des références 
Pour procéder à l’indexation des séquences de 
références au sein de PSH-DB, chaque séquence a été 
découpée en sous-séquence ou k-mers, d’une taille 
de 128pb, avec un décalage de 64pb (cf. Fig.9). Pour 
indexer l’intégralité d’une séquence, dès lors que sa 
taille n’est pas un multiple de la taille des k-mers 
fixée en paramètre (128 pour cette 
expérimentation), il est nécessaire de définir un k-
mer de fin de séquence. Ainsi, pour une séquence de 
taille de 530pb et des k-mers de 128, le k-mer de fin 
de séquence débutera à partir de la position 402 (530 
– 128). 
Pour chaque k-mer une clé de hachage 
correspondante a été calculée. C’est cette clé de 
hachage qui est stockée au sein de la structure PSH-
DB. 
 
Figure 9 : Processus d’indexation d’une séquence de référence 
par découpage en k-mers 
4.3. Création du jeu de requêtes 
Pour cette expérimentation, un jeu de requêtes a été généré à 
partir des séquences issues de la b    d  do  é   d’ARN d  
références. À partir des séquences de référence de la base de 
do  é     000 r quê     d’u   taille de 1024pb ont été extraites 
aléatoirement, et 1000 requêtes supplémentaires de même taille, 
ont été générées de façon aléatoire. 
4.4. Interrogation de la base de données 
Pour chacune des 2000 séquences requêtes, les différents k-
  r   o   b     d’u          d    8 b  o   é é c  cu é  à   r  r du 
débu     ju qu’à    f   d      équ  c    v c u  déc   g  d’u e 
paire de bases. Pour une séquence, de taille W, le nombre de k-
mers de taille K possible est donc de W – K. Les clés de hachage 
correspondantes aux différents k-mers ont été calculées via la 
fonction PSH. Ces clés de hachage ont été alors recherchées au 
sein de la base de données. 
4.5. Paramétrage de BLAST 
Pour cette expérimentation la version de BLAST 2.2.28+ a été 
utilisée. BLAST a été paramétré de façon à rechercher, des sous-
 équ  c    x c    d’u                   d    8 b   v c  00% 
d’ d     é     r       équ  c   r quê            équ  c   d  
références de la base de données. Concernant les résultats 
renvoyés, nous avons utilisé les paramètres par défaut où, BLAST 
renvoie le top 500 des séquences ayant un plus fort taux 
d’   g      . BLA T    u    é é   r  é ré  our  x  o   r 8 
threads en parallèle. Afin de ne pas être pénalisée par les temps 
d’ cc    u d  qu  dur    r r   or  à PSH-DB, la base de données 
de BLAST a été placée sur un RAMDisk, de même que les 
fichiers de sortie de résultats. 
4.6. Recherche de séquences proches 
La seconde expérimentation que nous avons menée avait pour 
obj c  f d’év  u r    r c  rc   d  k-mers proches mais non 
exactes au sein de PSH-DB, en utilisant les propriétés de 
comparabilité des clés de hachage calculées par la distance de 
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Hamming. Une base de données, de 4  équ  c   d’ADN d  
référence, a été constituée (Cf. Tab.4). Ces séquences ont été 
choisies car elles ne présentaient aucune homologie. Elles ont été 
indexées et stockées au sein de PSH-DB en utilisant la méthode 
décrite en section 4.2. L’obj c  f é     d  c  cu  r     distances de 
H     g    r      c é  d    c  g     u   d’u    équ  c  r quê   
et toutes les clés présentes dans la base de données. Ceci afin de 
dé  r    r  ’il était possible de fixer un seuil en fonction des 
paramètres utilisés et au final de retrouver la séquence de 
référence dont était issue une séquence requête comportant des 
taux de mutation. Il est cependant important de noter que les taux 
de mutation ont été appliqués sur les séquences entières et non pas 
sur les k-  r .    qu    g  f   qu’   fo c  o  d    o    ons de 
mutation appliquées sur les séquences requêtes, les k-mers qui en 
sont issus, peuvent avoir des taux de mutation variables, compris 
entre 0% et 100%.  
 
 
Tableau 4 : Séquences de référence utilisées pour 
l’expérimentation n°2. 
Durant cette expérimentation, nous nous sommes plus 
particulièrement focalisé sur la sensibilité de la méthode de 
recherche. Les temps de traitement présentés Tab.8, ne sont 
do  é  qu’à    r    d c   f         uv        ê r  co   déré  
comme représentatifs. En effet, l’ x ér        o    co     é à 
comparer toutes les clés issues des différents k-mers des 
séquences requêtes avec toutes les clés de la base de données, ceci 
afin de pouvoir établir des statistiques sur les données obtenues.  
4.7. Création du jeu de requêtes 
Pour cette seconde expérimentation, 6000 séquences requêtes, 
d’u          d   0 4 b ont été utilisées. Le Tab.5 présente le 
nombre de séquences requêtes qui ont été extraites à partir des 
séquences de références et les taux de mutation qui leur ont été 
ap   qué . I      à  o  r qu’u   d    équ  c   d  référ  c   ’      
été utilisée pour extraire des requêtes et que nous avons ajouté 
1000 requêtes générées totalement aléatoirement.  
 
 
Tableau 5 : Séquences de référence utilisées pour 
l’expérimentation n°2 
 
5. RESULTATS 
 
Figure 10 : Comparaison du nombre de séquences de 
référence renvoyées par PSH (en abscisse) et BLAST (en 
ordonnée) 
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Figure 11 : Nombre de résultats renvoyés par PSH (en 
abscisse), communs au top 500 des résultats de BLAST (en 
ordonnée) 
 
Tableau 6 : Synthèse des résultats renvoyés par BLAST et 
PSH-DB 
 
Figure 12 : Temps d’exécution de PSH-DB (en abscisse) face à 
REDIS (en ordonnée) 
 
 
Figure 13 : Temps d’exécution de PSH-DB (en abscisse) face à 
BLAST (en ordonnée) 
 
Tableau 7 : Taille des structures de données et des temps 
d’exécution entre BLAST, PSH-DB et REDIS 
PSH-DB	: BLAST	: Taux :	
Nombre moyen	de	résultats	
renvoyées	par	requête
74	624 4 384	 -
Résultats avec	requêtes	
aléatoires
0 0 0%
Résultats	commun 291	047 319	951 90,96%
Résultats	communs	(top	500
BLAST)
53 804 53	819 99,97%
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Figure 14 : Distribution du nombre de requêtes (positives ou 
négatives) en fonction de la Distance de Hamming avec des 
séquences requêtes ayant un taux de 10% de mutation 
 
Figure 15 : Distribution des requêtes issues des séquences 
générées aléatoirement, en fonction de la distance de 
Hamming. 
 
Tableau 8 : Synthèse des résultats renvoyés par PSH-DB en 
fonction du taux de mutation. 
 
6. DISCUSSION 
Les différentes phases d’ x ér        o  présentées, avaient 
 our obj c  f d’év  u r  ’u        o  d     fo c  o  P H    d     
structure de données PSH-DB  d’u   o    d  vu    éor qu   v c 
des données réelles. Elles ont été réalisées en utilisant les 
paramètres présentés Tab.2.  
6.1. Évaluations théoriques 
Concernant les évaluations théoriques, les résultats présentés 
montrent que les clés de hachage calculées par la fonction PSH en 
fonction des séquences ADN ont une distribution statistique 
 o og       qu’ ucu  intervalle  ’    surreprésenté ou sous-
représenté (Cf. Fig.6). Cette caractéristique est essentielle pour 
une fonction de hachage et permet de g r    r  ’u  for   é d   
probabilités d  co     o . D’ u r    r   ’é ud  d  probabilité de 
collision (Cf. Fig.7), a dé o  ré qu’   r  voy    d   c é  d  
hachage de 64 bits, PSH avait une probabilité de 50% de générer 
deux clés identiques à partir de deux séquences différentes pour 5 
milliards de clés de hachage. Enfin au niveau théorique, l’étude de 
distribution statistique des distances de Hamming entre deux clés, 
en fonction des taux de mutations      r    d’   u  r r     ro r é é 
de représentativité de la fonction PSH. La Fig.8, montre une 
relation forte entre Distance de Hamming et taux de mutation des 
séquences dont elles sont issues. Néanmoins, une Distance de 
Hamming entre deux clés de hachage, ne permet pas précisément 
de déduire le taux exact de mutation. 
6.2. Expérimentations à partir de données réelles. 
La première expérimentation, qui consistait à rechercher des k-
mers exacts au sein de la base de données, avait pour objectif 
d’év  u r    fo c  o  P H  sur des critères de sensibilité, de 
  ruc ur  d  do  é      d        d’ xécu  o .  
En termes de sensibilité, la Fig.10 et le Tab.6 montre que PSH-
DB renvoie en moyenne un nombre de résultats beaucoup plus 
important que BLAST. L’étude approfondie de ces résultats devra 
être menée afin de quantifier plus précisément les taux de positifs 
et les taux de faux positifs.      d     d’  r    ’é ud  d  collision 
(cf. Sec.3.2), si deux clés de hachage sont identiques, la 
 rob b    é qu’       o        u   d  d ux  équ  c   d ffér          
très faible. Enfin, la Fig.11, qui présente le nombre de résultats 
communs entre PSH et les résultats de BLAST, démontre la 
capacité de PSH à détecter 99% des séquences du top 500 de 
BLAST.        r    r   x ér        o     u    é é  ’occ   o  d  
comparer la taille des bases de données entre les systèmes 
BLAST, REDIS et PSH-DB. Pour des structures de données in-
memory, la taille des données est naturellement un critère 
PSH-DB, un système clé-v   ur   r         ’  d x   o  
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important. Le Tab.7 montre que PSH-DB occupe le plus petit 
espace mémoire, suivi de BLAST et REDIS. Concernant BLAST, 
il est toutefois nécessaire de souligner que la base de données 
contient  ’   égr   té des séquences. REDIS, quant à lui, a été 
tributaire de son incapacité à gérer des clés au format bitset et du 
f    qu   ’    c   é o r  occu é  our u   c é, est de 50 octets au 
minimum, alors que dans notre cas les clés avaient une taille de 8 
octets. 
En ce qui concerne           d’ xécu  o   ré    és Tab.7, les 
       d’  d x   o  d  P H-DB    REDI   ’ v r    ê r    u  
       qu  BLA T.   c    u   ’ x   qu r   r    f    qu  BLA T 
u       u    é  od  d’  d x   o  différente de PSH-DB, où le 
calcul de millions de clés de hachage a été nécessaire pour cette 
expérimentation. Au niveau des temps de recherche de k-mers 
exacts, PSH-DB et REDIS  ’ v r    ê r  plus rapides que 
BLAST, avec un léger avantage pour PSH-DB (cf. Fig.13). La 
Fig.12   o  r     d   r bu  o  d         d’ xécu  o     r  P H-
DB et BLAST.   c   ’ x   qu     gr  d    r      r      ruc ur  d  
type clé-valeur de ces deux systèmes où les requêtes de type GET 
ont une complexité temporelle constante. Les variations des temps 
de recherche de PSH-DB et REDIS sont principalement dues au 
nombre de résultats renvoyés par les serveurs aux clients. Il est 
aussi important de souligner que les algorithmes de recherche de 
PSH-DB    REDI   ’é             r   é   é    or  qu  BLA T 
pouvait exploiter 8 threads en parallèle.  
 
La seconde expérimentation,  v     our obj c  f d’év  u r la 
possibilité de retrouver pour chaque séquence de notre panel, les 
séquences de référence les plus proches, malgré des taux de 
mutation compris entre 5% et 10%.  Les résultats illustrés par la 
Fig.14 montre la distribution cumulée totale des distances de 
Hamming, calculées à partir des séquences requête ayant été 
générées depuis les séquences de référence, avec un taux de 
mutation de 10%. La colonne « positifs » représente le nombre de 
clés de hachage appartenant aux séquences requête ayant été 
attribuées avec succès, à la séquence de référence dont elles 
étaient issues. La colonne « négatifs » représente les clés ayant été 
attribuées de façon erronée à une séquence de référence. En 
observant les distributions des distances de Hamming, issues de 
ces deux colonnes, il est possible de définir un intervalle 
significatif (distance de Hamming <= 8), permettant de déterminer 
la proximité entre deux clés de hachage, donc entre deux k-mers 
     r  x     o   u   zo   d’ o o og      r  d ux  équ  c  .  
La Fig.15, montre la distribution cumulée totale des Distances 
de Hamming, calculée à partir des séquences générées 
aléatoirement. De façon identique à la Fig.14, nous pouvons 
ob  rv r qu’ ucu   d   c é  d    c  g  d  c    équ  c   r quê   
 ’   u d  D     c  d  H     g <= 8 avec les séquences de 
référence. 
Enfin le Tab.8 présente la synthèse de cette expérimentation. 
Les résultats présentés pour les jeux de séquences requête 
présentant des taux de mutation de 5% et 10% montrent des 
résultats très encourageants avec de forts taux de détection >99% 
et des taux de faux positifs compris entre 2% et 3%, avec un seuil 
de distance de Hamming établi à 8.  
7. CONCLUSION 
Dur               d’    y   d   do  é   gé o  qu       
recherche de sous-séquences au travers de bases de données de 
génomes de référence, est une tâche incontournable. Cet article 
présente PSH-DB, un système de type clé-valeur in-memory, 
couplé avec une fonction de hachage perceptuel (PSH), 
  éc f qu      co çu  our  ’  d x   o        r c  rc   d  
séquences ADN. Le développement de la fonction PSH, avait 
 our obj c  f d’év  u r      r     c  d   ’u        o  d    c   qu   
non traditionnelles en bio-informatique, mais utilisées pour 
 ’  d x   o  d      g    u ér qu  . Les résultats obtenus des 
différentes expérimentations sont très encourageants, ils 
démon r    qu     fo c  o  P H   r    d’  d x r et de rechercher 
efficacement  u      d’u   b    d  do  é   d  référ  c   des 
séquences ADN/ARN exactes ou approchées, comportant des taux 
de mutation. La structure de données PSH-DB, développée 
spécifiquement pour stocker des clés de hachage et effectuer des 
recherches via la distance de Hamming, a aussi démontré son 
 ff c c  é      r    d  r   d  é d’ cc    ux do  é         u    en 
termes d’o         o  d   ’    c  d    ock g  pour les clés 
binaires, face à un moteur clé-valeur tel que REDIS. Concernant 
la suite de ce travail, les prochaines étape  vo    ou  d’ bord 
consister à optimiser la méthode de recherche par distance de 
Hamming au sein de PSH-DB  v    ’    é       o  d   é  od   
d  r c  rc    u      d   ’ space de Hamming [22]. Puis, de 
nouvelles expérimentations seront effectuées, afin de comparer 
PSH-DB  v c d’ u r s outils en bio-informatique plus récents que 
BLAST, tels que KRAKEN [23] ou BWA [24]. Ces outils 
  r         à   r  r d’u    équ  c  r quê   d  r c  rc  r les 
 équ  c         u   roc     u      d’u   b    d  do  é  .  
E f      r     u     ou  év  u ro    u     ’u        o  de PSH-
DB,  our  ’  d x   o        r cherche de séquences protéiques. 
 
INFORMATIONS COMPLÉMENTAIRES 
 
L’   égralité des données ayant servi aux différentes 
expérimentations ainsi que les versions compilées de programmes, 
sont disponibles à  ’ dr     : 
http://epia.clermont.inra.fr/jgoer/PSH-DB 
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