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tions. Only an integrated European representation could outweigh the American 
dominance in achievements and their documentation. (Japan is an additional, but 
particular case.) It seems to be too early to create such a European representation. 
My attempts in IFIP between 1985 and 1990 ended in a total defeat. But I had a 
local success fifteen years earlier. 
The Wall was displayed from 19 February 1971 to mid-1975 and then dissolved, 
the objects disappeared in some IBM warehouse. But there is one possibility beyond 
the book. When I had seen the Wall the first time, 1 decided that I must create an 
Austrian-European version in Vienna, and-with endurance and lots of help-1 
achieved my goal (see the Journal Elektronische Rechenanlagen 25 (4) (1985)). Here 
is not the place for the history of this adventure. But should the reader come to 
Vienna, he could see this paraphrase of the Wall (i.e. the book content) as a 
permanent part of the computer department of the Vienna Museum of Technology 
since 1975. It also includes our Mailiiftlerl, one of the earliest fully transistorized 
continental European computers (built from 1954 to 1958, May of course). 
Heinz ZEMANEK 
Vienna, Austria 
Maurizio Lenzerini, Daniele Nardi and Maria Simi, eds., Inheritance Hierarchies in 
Knowledge Representation and Programming Languages (Wiley, Chichester, United 
Kingdom, 1991) 31O+xv pages, Price E22.50, ISBN O-471-92741-4. 
A “Workshop on Inheritance Hierarchies in Knowledge Representation and 
Programming Languages” was held in Viareggio, Italy, February 1989 sponsored by 
the COST-13 Programme N.21, “Advanced Issues in Knowledge Representation” 
of the Commission of the European Community. 
The book includes a preface and 18 selected papers from the workshop, two of 
these have already been published elsewhere. The intention of the editors is to 
present a book, which can serve both as an introduction to the research on inheritance 
hierarchies and as a presentation of recent development in the field. These intentions 
would be the guidelines for the following review. The reviewer knows something 
about inheritance in knowledge representation, but he will in no way consider 
himself as an expert. On the other hand this makes me a target for the book. 
The topic of the book, inheritance hierarchies, is an important area in knowledge 
representation and a central element in many programming languages. One half of 
the papers are describing inheritance in knowledge representation, and the other 
half inheritance in programming languages. A look at the reference lists included 
in the papers shows a lot of references from papers in the programming language 
part to papers in inheritance in knowledge representation, but only a few in the 
other direction. 
A four-page preface gives a few reasons why inheritance is important and a very 
short introduction to inheritance in knowledge representation and programming 
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languages with references to some of the following papers. The second paragraph 
in the preface explains that the participants were disagreeing what inheritance 
hierarchy exactly meant. The editors have not done anything in the preface to solve 
or clarify this problem, and the 18 papers give their own views of the topic. A more 
extensive preface or a final paper discussing this problem would have increased the 
value of the book and improved the readability and understanding of the selected 
papers. 
The first paper by P.F. Patel-Schneider gives an overview of inheritance primarily 
in knowledge representation. In this paper, it is pointed out that there is a difference 
between inheritance and hierarchical representation formalisms and systems. The 
latter, designated hierarchical KR systems, focus on the arrangement of entities in 
hierarchies or on hierarchical relationship between entities often in the form of 
some IS-A-relation. Inheritance requires some sort of a hierarchical net, which 
specifies the paths, along which properties can be transmitted. Distinguishing 
between the representation net and the inheritance net surely reduces the confusion, 
even in systems, where one of the nets is overlapping the other. 
The main problem in understanding inheritance is the semantics of multiple 
inheritance with exceptions, which can occur in non-tree hierarchies. The early 
systems used a procedural notation for explaining the inheritance. In more recent 
systems, a formal model-theoretic or a proof-theoretic definition is used for describ- 
ing the semantics of inheritance. 
Work on path-based inheritance has been done by D. Touretzky and others. 
Path-based inheritance contains a network with positive and negative IS-A links. 
Two types of links are included representing positive/negative stricf statements 
(+, @) and positive/negative defeasible statements(+, %). A positive strict state- 
ment, P + Q, represents a statement of the form “Every P is a Q”, while P+ Q 
might stand for “A typical P is a Q”. Inheritance in networks containing defeasible 
links must include mechanisms for preventing inheritance of inconsistent properties. 
Three papers (nos. 2, 5, and 6) discuss different strategies for path-based defeasible 
inheritance and their tractabilities. Defeasible inheritance has been the subject for 
a workshop reported in the ACM SIGART Bulletin (January 1991). 
The paper by J.F. Horty (no. 2) describes a credulous theory for inheritance in 
defeasible and strict networks and proposes a credulous theory for networks with 
both strict and defeasible links. 
L.A. Stein’s paper “Computing Skeptical Inheritance” (no. 5) is restricting the 
inheritance to those conclusions which are true in every credulous model. 
The last paper about path-based inheritance by B. Selman and H.J. Levesque 
(no. 6) is discussing tractability. They show that path-based inheritance as proposed 
by Touretzky is NP. This is the case for all downward inheritance, while tractability 
can be obtained for upward inheritance. 
G. Attary in “An Analysis of Taxonomic Reasoning” (no. 3) claims that taxonomic 
reasoning only has interest, if it is more efficient than other deductive mechanisms. 
The paper gives some evidence of this, but no proof. 
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The paper “A Lattice-Based Model for Inheritance Reasoning” (no. 4) by L. 
Padgham discussing type definitions. It suggests a semantic procedure for a category 
consisting of tests for defining features and characteristic features. Defining features 
are those which must be present for all members of the category, whereas characteris- 
tic features are those being typical for members of the category. This partition of 
features is also the underlying assumption in strict and defeasible inheritance in 
path-based models. Padgham’s paper uses defining and characteristic features in 
connection with a lattice of categories as a base for discussing inheritance. 
In order to make inheritance more efficient, M. Lenzerini in the paper, “Careful 
Closure of Inheritance Networks” (no. 7), uses the “careful closed world assump- 
tion” and restricts the inheritance to Horn clauses. In a “careful closed world”, a 
predicate has to be explicitly specified in order to provide complete knowledge. An 
algorithm for inheritance in Horn networks using polynomial time is described. 
“Pushing the Terminological Barrier” (no. 8) by E. Decio, P. Petrin and L. 
Spampinato discusses a frame-based representation system, Querelle. A formal 
semantics is given. Inheritance in the form of a subsumption algorithm is described, 
and the algorithm is shown to be tractable. 
The last paper (no. 9) about inheritance in knowledge bases by V. Jonckers is 
based on an experiment setting up a knowledge base concerning programming 
constructs. The paper concludes that different inheritance hierarchies are needed 
to organize and structure a large body of knowledge. But on the other hand, 
inheritance can be realized by simple schemes. 
The section about inheritance in programming languages starts with a paper by 
A. Snyder, “Inheritance in Object-Oriented Programming Languages”. This paper 
includes a perspective of programming languages and object-oriented programming. 
Snyder states that two different kinds of inheritance are found in object-oriented 
languages. One of them, specification inheritance or subtyping, expresses specializ- 
ation in functionality. The other one, called implementation inheritance, is a mechan- 
ism, which allows a class to share code for variables and methods with other 
(super)classes. Snyder’s paper discusses methods and open questions for 
implementation inheritance. 
The next paper by P. America (no. 11) discusses a formalization of subtyping. In 
order to do that, an object is modelled by an abstract state, and the methods by 
pre- and post-conditions. A subtyping relationship is proposed, including a transfer 
function for deciding whether an object is a subtype of another object. 
In the paper, “Types and Subtypes as Partial Equivalence Relations” by G. Ghelli 
and R. Orsini (no. 12), subtyping is discussed for some issues in programming 
languages in general. The authors argue that partial equivalence relations are a 
much better formalism for treating subtyping than usual set-subset relations. 
Unfortunately, the paper is only treating hierarchical sybtyping, so multiple inherit- 
ance is not considered. 
L.A. Stein (in paper no. 13) is treating the “on-instance class problem” found in 
object-oriented programming. The paper proposes that an instance should include 
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the behavior of its class combined with extra behavior being special for the instance. 
This avoids specifying a subclass for the instance. The price paid is a weaker 
type-checking. This is certainly against the main stream in programming languages. 
In the paper “Masking and Conflicts, or To Inherit Is Not To Own” by R. 
Ducournau and M. Habib (no. 14), multiple inheritance with exceptions is discussed 
based on visibility sets, masking, and conflict set. The conflict set for a given object 
and a property contains the objects from which the object can be inherited. If the 
conflict set includes several objects, a resolution has to be performed. The paper 
gives a good overview of the different strategies for this resolution. 
P. Dugerdil in “Inheritance Mechanisms in the OBJLOG Language” (no. 15) 
takes another approach based on the following hypothesis: 
If a conflict arises between the declarations of two inherited slots it is 
because they do not have the same interpretation although they have 
the same name. 
So, inheritance includes not only slots (names and values), but also their interpreta- 
tions. As a consequence, conflict resolution is depending on the context, and no 
“correct” resolution can be given in general. In order to solve some of the conflicts, 
a semantic equivalence and unification is introduced. 
“Inheritance Hierarchies in Blackboard Architectures” by A. Brogi, F. Turini and 
M. Gaspar (no. 16) is describing a system Blackshell II, which is a Prolog system 
extended with object-oriented facilities and a blackboard. The system is implemented 
by a few meta-predicates. The inheritance is simple, mainly because it is relying on 
a tree-like hierarchy. 
P. Mello’s paper, “Inheritance as Combination of Horn Clause Theories” (no. 
17), is also extending logic programming. Inheritance is discussed in three 
dimensions: monotonic/nonmonotonic inheritance, static/dynamic inheritance, and 
virtual/definite predicate calls. These dimensions make it possible to classify different 
kinds of logic programming languages. 
The last paper “Inheritance in Logic Programming Knowledge Bases” by T. Finn 
and J. McGuire treats depth-first inheritance in a lattice-structured hierarchy, which 
is based on relative retraction of clauses. Several algorithms for inheritance are 
presented. 
The book gives a many-sided view of inheritance. This has both advantages and 
disadvantages. The main advantage is that these views make it possible to cover 
inheritance in many different contexts. The disadvantages are that many different 
and not always consistent views are presented. This book can be compared with a 
jigsaw puzzle, where the reader has to make the picture. No common index is 
included, but the papers include good literature references. 
The editors of the book are not helping the reader very much. The value of the 
book could have been increased considerably with a more extensive preface. In the 
present form, the book will not be suitable as a textbook in teaching inheritance. 
But, the book gives a good picture of problems and the research activities in 
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inheritance. This book also shows that inheritance is a central area, and that a 
systematic book about the subject would be very valuable linking quite separate 
areas of AI together. 
Tom BSTERBY 
Computer Science Department 
Technical University of Denmark 
Lyngby, Denmark 
Saumya Debray and Manuel Hermenegildo, eds., Logic Programming: Proceedings of 
the 1990 North American Conference (MIT Press, Cambridge, MA, 1990), Price X49.50 
($74.25 in Europe), ISBN o-262-54058-4. 
The North American Conference on Logic Programming (recently renamed to 
International Symposium on Logic Programming) is one of the two major annual 
international conferences of the logic programming community. The 850-page pro- 
ceedings of the 1990 conference has been published, as usual, by the MIT Press in 
its series in logic programming. 
The volume contains 42 contributed papers grouped into 14 sessions, as well as 
the abstracts of the invited lectures and advanced tutorials. I attempted to make a 
rough classification of the papers according to two orthogonal aspects, as shown 
in Table 1. 
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9 2 42 
The most striking feature of this classification table is the small number of papers 
in the language and application areas. A possible reason for the lack of language 
papers is that logic programming is getting more and more consolidated, and so 
new languages or languages features do not appear so frequently. The reason is 
different for the other area: there are signs of rapid growth in the area of applications 
of logic programming, but reports of this work do not seem to find their way to the 
main conferences of the community.’ 
’ There is a separate international conference being set up now, devoted entirely to applications of 
logic programming. The first conference is to be held in London (April 1992). 
