Abstract. In this paper, an iterative algorithm is designed to compute the sparse graphs for traveling salesman problem (TSP) according to the frequency quadrilaterals so that the computation time of the algorithms for TSP will be lowered. At each computation cycle, the algorithm first computes the average frequency ̅ ( ) of an edge e with N frequency quadrilaterals containing e in the input graph G(V,E). Then the 1/3|E| edges with low frequency are eliminated to generate the output graph with a smaller number of edges. The algorithm can be iterated several times and the original optimal Hamiltonian cycle is preserved with a high probability. The experiments demonstrate the algorithm computes the sparse graphs with the O(nlog 2 n) edges containing the original optimal Hamiltonian cycle for most of the TSP instances in the TSPLIB. The computation time of the iterative algorithm is O(Nn 2 ).
Introduction
Traveling Salesman Problem (TSP) is a well-known NP-hard problem in combinatorial optimization. Given the complete graph K n on the n vertices {1, 2, · · · , n}, there is a distance function d (u, v) is the minimum. Namely, the cycle σ = (σ 1 , σ 2 , · · · , σ n ) with the minimum distance d(σ) is the optimal Hamiltonian cycle (OHC) and the other cycles σs are called the Hamiltonian cycles (HC). TSP has been proven to be NP-complete [1] and there are no exact polynomial-time algorithms unless P = NP. TSP is the ultimate model of many complex discrete optimization problems, such as the network optimization, VLSI, and machine scheduling, etc. The methods for TSP are usually referred to resolve these complicate problems. Thus, TSP is extensively studied in combinatorics, operation research and computer science, etc. The algorithms for TSP [2] have become one of the prosperous branches in the research. The research illustrated that the exact algorithms generally need O(a n ) time to resolve TSP where a > 1. For example, the time complexity of dynamic programming for TSP is O(n 2 
2
n ) owing to Held and Karp [3] , and independently Bellman [4] . The state-of-art branch and bound [5] or cutting plane methods [6, 7] are feasible for TSP with thousands of vertices. Due to the exponential number of constraints, the exact methods for TSP often need long-time computation to resolve the big scale of TSP instances. Since the computation time of the exact algorithms is hard to reduce, some researchers turn to the approximation algorithms or heuristics for TSP. The approximation algorithms mainly depend on the good properties of some special computation models, such as special graphs or trees, to reduce the computation time. The minimum spanning tree-based algorithm [8] and Christofide's algorithm [9] spend the O(n 2 ) and O(n 3 ) time to produce the 2-approximation and 1.5-approximation for metric TSP, respectively. The computation time of the approximation algorithms usually have close relationships with the approximation ratio. The nearer the approximation approaches the optimal solution, the longer the computation time of the approximation algorithms will require [2] . The experiments illustrated that the Lin−Kernighan heuristics (LKH) was competitive to generate the approximation [10] within 5% of the optimal solution in nearly O(n 2.2 ) time. One sees the heuristic algorithms are efficient to compute the approximations. On the other hand, they cannot guarantee to find the optimal solution, especially for the large scale of TSP. Besides the above methods for TSP on the K n , some researchers pursue the methods for TSP on the sparse graphs. The sparse graphs include a small number of edges so that the search space of the OHC is greatly reduced. For example, the TSP on the bounded degree graphs can be resolved in time O((2 − ε) n ) [11] where ε relies on the maximum degree of a vertex. In the research of approximation algorithm, Gharan and Saberi [12] proposed the polynomial-time approximation schemes based upon the bounded genus graphs where the constant factor is 22.51(1 + 1 ) for the planar TSP.
For the metric TSP with bounded intrinsic dimension, Bartal, Gottlieb and Krauthgamer [13] have designed the randomized polynomial-time algorithm that is able to compute a (1 + ε)-approximation to the optimal solution where ε>0. For the TSP on the K n , there are no such good results. Whether one pursues the optimal solution or explores the approximations for the TSP, he or she will get the better results on the sparse graphs than those on the complete graph K n . The question is how to reduce the TSP on the K n to the TSP on the sparse graphs. This topic is the research of this paper. Given the TSP on the K n , our objective is to eliminate the number of the irrelevant edges as most as possible and lose the number of the OHC edges as least as possible. After many irrelevant edges are trimmed, the sparse graphs will be obtained. If the sparse graph contains the original OHC, the exact or approximation algorithms will consume less time to find the OHC or approximations in the sparse graphs. Otherwise, if the sparse lose a few OHC edges, the exact or approximation algorithms will find the approximations in the sparse graphs.
To eliminate the edges out of the OHC, the difference between the OHC edges and the other edges will be explored. According to the k−opt moves, Hougardy and Schroeder [14] proved some edges cannot belong to the OHC. They presented a threestage combinatorial algorithm to trim a lot of irrelevant edges. The experiments showed the Concorde TSP solver was speeded up 11 times to resolve the Euclidean TSP instance d2103 on the sparse graph. Our work computes a sparse graph for TSP according to the frequency graph. In previous work [15, 16, 17] , we compute the frequency graph with a set of the optimal 4-vertex paths with given endpoints where the frequency of the OHC edges is much higher than the average frequency of all the edges. The results benefit from the good property of these specific optimal paths which have many intersections of edges with the OHC. Since the frequency of the OHC edges are much bigger than that of most of the other edges, the minimum frequency of the OHC edge can be taken as the frequency threshold to eliminate the other edges with low frequency so that it is possible to compute a sparse graph for TSP. In a following paper [18] , Wang and Remmel computed the frequency graphs with the frequency quadrilaterals rather than the specific optimal 4-vertex paths. They listed the six frequency quadrilaterals for a weighted quadrilateral ABCD in the K n . Based on the six frequency quadrilaterals, they formulated a binomial distribution model to derive the lower bound of the frequency of the OHC edge e as ⌊( ) ⌋ where N represents the number of the frequency quadrilaterals containing e. The probability that an OHC edge has the minimum frequency ⌊( ) ⌋ tends to zero for big N and n. In average case, the event that an OHC edge e has the frequency above ⌊(3 + ) ⌋ has the maximum probability. It means that the frequency of the OHC edges will be bigger than ⌊(3 + ) ⌋ for most TSP instances. Moreover, the minimum frequency of the OHC edges increases according to n. Therefore, it is feasible to compute a residual graph using the frequency 3N as a frequency threshold. Given the K n , we first compute the corresponding frequency graph with the frequency quadrilaterals in K n . After we eliminate the edges with low frequency according to the minimum frequency of the OHC edge, we will obtain the first preserved graph G 1 containing the OHC. A natural idea is that we can repeat the procedure for the edges in the G 1 if the edges in the G 1 are included in many quadrilaterals. That is, we compute the frequency graph of G 1 and trim the edges with lower frequency according to the other minimum frequency of the OHC edge. Furthermore, if the preconditions in the preserved graphs are sufficient, this procedure can be iterated several times until the final preserved graph is sparse enough. Based on the sparse graphs, the computation time of the algorithms for TSP will be greatly reduced. Once the sparse graph has the good properties, such as planarity, k-edge connected, bounded degree, bounded tree-width or genus, etc., the complexity of TSP will be lowered. A first question is how many possible edges we should eliminate at each computation cycle according to the minimum frequency of the OHC edge? The second question is how many cycles we can run the procedure to guarantee the preserved graphs to contain the OHC. Since the answers to the first question only concerns the number of the deleted edges at each computation cycle, the stop computation cycle must be given to terminate the computation procedure to output the sparse graph for TSP. The outline of this paper is given as follows. In section 2, we shall briefly introduce the frequency quadrilaterals and the probability model for the OHC edges. A criterion is derived to eliminate how many possible edges whereas the OHC edges are kept intact. In section 3, we shall introduce the iterative algorithm to compute a sparse graph based on the frequency quadrilaterals. The maximum computation cycle and the stop computation cycle are also given. The iterative algorithm is tested with tens of real-world TSP examples in section 4. The preserved graphs in the computation process will be shown. The conclusions and possible future research are given in the last section.
The frequency quadrilaterals
The frequency quadrilateral is a kind of special frequency graph K i where i = 4 [18] . The frequency quadrilateral is computed with the six optimal 4-vertex paths in one corresponding quadrilateral. Here we only consider the frequency quadrilaterals derived from the general weighted quadrilaterals K 4 . Each weighted quadrilateral just includes 6 optimal 4-vertex paths (OP 
We assume the distances of the two paths are unequal, i.e., ( 1 ) ≠ ( 2 ). One path must be shorter than the other one. We take the shorter path P 1 or P 2 as the OP 4 for the two end vertices A and B. Since we have six pairs of endpoints according to the four vertices A, B, C and D, there are six OP 4 s in the quadrilateral ABCD. According to the distances of edges, the 6 OP 4 s are computed with the four-vertex and three-line inequality array [19] . The distances of the edges in a quadrilateral ABCD are various. According to the three summed distances of the three pairs of non-adjacent edges, they will produce six inequality arrays. Each inequality array determines a set of six OP 4 s and a corresponding frequency quadrilateral. Thus, six distinct frequency quadrilaterals ABCD are computed and shown in Fig. 2 (a)-(f) [18] . The summed distance array of the quadrilateral ABCD is listed below the corresponding frequency quadrilateral ABCD. Although there are a number of weighted quadrilaterals, they are classified into six kinds according to the six frequency quadrilaterals in Fig.2 . For each kind of quadrilaterals ABCD, the distances of the six edges conform to the same inequality array. In addition, their OHC is determined by the corresponding inequality array. Let's analyze the six frequency quadrilaterals for a quadrilateral ABCD. Firstly, the frequency of the six edges in each frequency quadrilateral is f=5, 3 and 1. The frequency of edges in the frequency quadrilaterals composes a stable frequency space {1, 3, 5}. For the three adjacent edges containing a vertex, such as AB, AC and AD, they have the dif- 
ferent frequency. Therefore, the difference between adjacent edges can be clearly characterized by their frequency. In addition, the two adjacent edges containing a vertex with the big frequency 5 and 3 are included in the OHC whereas another adjacent edge with the frequency 1 is not. Next, the two non-adjacent edges have the equal frequency. If one edge belongs to the OHC, the opposite edge must be in the OHC and vice versa. If we find two adjacent OHC edges in a quadrilateral, the other two OHC edges are also concluded. Secondly, we see the frequency of an edge in the six frequency quadrilaterals. For an edge e ∈ {(A, B),
has the frequency f=5, 3 and 1 twice in the six frequency quadrilaterals, respectively. If the frequency f ∈ {5, 3, 1} of e is taken as a random variable, we see the probability p that e has the frequency f= 5, 3 and 1 is equal to 1/3 based on the six frequency quadrilaterals. We note the probability p(f = 5) = p(f = 3) = p(f = 1) = 1/3 for e whose frequency f= 5, 3 and 1 in a random frequency quadrilateral containing the e.
Given a TSP with n vertices, there are ( 4 ) weighted quadrilaterals. Each quadrilateral includes six edges. Thus, every edge is included in ( −2 2 ) quadrilaterals. For an edge e in each of these corresponding frequency quadrilaterals, the possible frequency of e may be 5, 3 or 1. Given a random frequency quadrilateral containing e, we assume the frequency quadrilateral has the equal probability to be one of the six frequency quadrilaterals in Fig.2 . Thus, the probability
that e has the frequency 5, 3 and 1 in the frequency quadrilaterals. When we compute the frequency F(e) of e with N frequency quadrilaterals containing e, the frequency
It is the average frequency of all edges.
For the OHC edges, there are some special frequency quadrilaterals where their frequency f = 5, 3 rather than 1. In the K n , each two adjacent OHC edges are included in n − 3 quadrilaterals and each two opposite OHC edges are contained in a quadrilateral. In the corresponding frequency quadrilateral containing two opposite OHC edges, the frequency of the two OHC edges are 5 or 3. Otherwise, the two opposite OHC edges will be replaced by the other two non-adjacent edges in the quadrilateral. According to the observations, Wang and Remmel [18] constructed the n-3 frequency quadrilaterals for an OHC edge e where its frequency is 3 or 5. In the rest frequency quadrilaterals, they assume the frequency 1, 3 and 5 of e has the equal probability 1/3. Thus, they gave the probability that ∈ has the frequency 1, 3 and 5 in a frequency quadrilateral as p(f = 5) = p(f = 3) = . When we compute the frequency of e∈ OHC with N random frequency quadrilaterals containing e, the expected frequency F(e) = 3N+ . One sees the expected frequency of an edge e ∈ OHC computed with N random frequency quadrilaterals is bigger than the expected frequency 3N of a common edge.
According to the probability
and p(f = 1) = , we know that the probability p(f= 3, 5)> for an OHC edge e in a frequency quadrilateral in K n . When we compute the frequency of an edge with N frequency quadrilaterals containing e, the total frequency of an OHC edge will be bigger than 3N. Certainly, the average frequency ̅ ( ) of the OHC edge e will be bigger than 3. Therefore, it is necessary to consider the edges e with the frequency F(e) > 3N or ̅ (e) > 3 for TSP. We are interested in how many edges with the frequency F(e) > 3N or ̅ (e) > 3 when each of them is computed with N frequency quadrilaterals.
Given an edge e in the six frequency quadrilaterals in Fig.2 , there are four frequency quadrilaterals where e has the frequency 3 and 5. Thus, the probability p(f≥3) of the case f≥3 for an edge e is equal to 2/3, i.e., p(f≥3)= 2/3. It says the e has the probability 2/3 that its frequency is bigger than the expected frequency 3 in a random frequency quadrilateral. When we choose N random frequency quadrilaterals containing e, there will be [ 2 3 ] frequency quadrilaterals where the frequency is above 3 and
frequency quadrilaterals where the frequency is below 3. If we take 3 as the frequency threshold to eliminate the edges with smaller frequency, the edge e will be preserved [ ] times. Thus, the probability that e is preserved is
when we take f=3 as the frequency threshold to eliminate the edges with lower frequency. In this case, the total frequency F(e) = 3N and average frequency ̅ (e) = 3. If we take the total frequency F = 3N or average frequency ̅ = 3 as the frequency threshold, the edges e with the probability p(f≥3) ≥2/3 in each frequency quadrilateral will be preserved. Considering the ( 2 ) edges in the K n , we will preserve at most ( 2 ) edges with the big frequency for TSP. Since the OHC edge e has the big frequency F(e) > 3N or ̅ (e) > 3, the OHC edges will be preserved with a big probability. In fact, an OHC edge e has the probability p(f≥3) ≥2/3 in each frequency quadrilateral so it is preserved. It mentions that we will preserve some edges with the probability p(f≥3)<2/3 when we take F = 3N or ̅ = 3 as the frequency threshold. For example, the edges have the probability p(f=5)>1/2 and p(f=3) + p(f=5) < 2/3. Thus, more irrelevant edges with the big frequency F(e) > 3N and average frequency ̅ (e) > 3 will be preserved. If the edges in the preserved graph are contained in many frequency quadrilaterals, it is necessary to iterate the computation process to eliminate these edges in the next computation cycles. In the following section, we will give the iterative algorithm to trim these edges step by step until a sparse graph for TSP is computed.
3
The iterative algorithm
We fist give the iterative algorithm and then discuss the stop computation cycle. Giv- . After that, if N is big for the edges in G 1 (V 0 , E 1 ), we can use the same method to compute a third graph G 2 (V 0 , E 2 ) with an even smaller number of edges
where
where k > 2, we can keep executing the computation until a sparse graph containing
) | 0 |] edges is generated. We expect the final sparse graph to include O(nlog 2 n) edges so that the better polynomial-time algorithms or polynomial-time approximate schemes are designed for TSP based on these sparse graphs. It notes that N should be sufficiently big for the edges in G k (V 0 , E k ) at each computation cycle where k ≥ 0. Otherwise, the probability p 5 (e) and p 3 (e) of the OHC edges will be much smaller than the p(f = 5) = p(f = 3) = and smaller than that of the other edges. One will wonder the probability p(f = 5), p(f = 3) of the OHC edges will become smaller in the preserved graphs and they will be eliminated in the computation process. We will explore the change of the probability p(f = 5), p(f = 3) and p(f = 1) for the OHC edges in the computation process in another paper. Here we will focus on the algorithm to compute the sparse graphs for TSP. In the next section, we will see the OHC edges usually have the bigger average frequency than that of the 1/3| | edges to be eliminated in the preserved graphs for the TSP instances. Under the assumption, we give the iterative algorithm in Table ( 2). Table 1 . The iterative algorithm to compute a sparse graph for TSP
Step The pseudo codes of the iterative algorithm 1
Input the initial graph
For each edge e ∈ E k { Compute the average frequency ̅ (e) of e with N frequency quadrilaterals containing e.} 4
Order the |E k | edges according to their ̅ (e)s from big to small values. 5
Preserve the previous [
Output the sparse graph with cn edges.
The first step is to input an initial weighted graph G 0 (V 0 , E 0 ) with n vertices and |E 0 | edges. Generally, |V 0 | = n and |E 0 | = ( 2 ). Assign the initial value of computation cycle k = 0. In the following steps, the iterative algorithm generates a sparse graph with less than cn edges where c≈ [ 2 ] . At the k th computation cycle where k ≥ 0, the algorithm begins with a input graph G k (V 0 , E k ) and outputs the next preserved graph 
We use the average frequency of edges instead of their total frequency to avoid bias to some edges since the edges will be contained in different number of frequency quadrilaterals in the in G k (V 0 , E k ). The average frequency ̅ (e) of every edge e in G k (V 0 , E k ) is computed as follows. Firstly, the N quadrilaterals containing the edge e are chosen and the frequency f(e) of e is enumerated from the 6 OP 4 s in each of the quadrilaterals. Given the frequency of e is f j (1 ≤ j ≤ N) in the j th frequency quadrilateral, the average frequency of e is computed as ̅ (e) = 1 ∑ =1 .
In the iterative computation process, the number of the frequency quadrilaterals containing every edge in G k (V 0 , E k ) will not be equal. It is fair to compare the average frequency of edges rather than their total frequency in G k (V 0 , E k ). Therefore, it is rational to keep the [ 2 3 | |] edges with the big average frequency for TSP.
After the average frequency ̅ ( )s of the |E k | edges are computed, we order them from big to small values to form a frequency sequence at step 4. Given the average frequency of the j th edge is ̅ (1 ≤ j ≤ |E k |), we note the frequency sequence as | |] edges are chosen to compose the next graph G k+1 (V 0 , E k+1 ). To continue the recursive computations, we replace the graph G k (V 0 , E k ) with the graph G k+1 (V 0 , E k+1 ) and assign k := k + 1. That is, the edge set E k in the G k is substituted with the edge set E k+1 in G k+1 . The iterative algorithms will always be executed until the terminal condition |E k+1 |≤ cn is met. At last, it outputs the final sparse graph with less than cn edges. When we run the iterative algorithm based on the frequency quadrilaterals, the preserved graphs will have the smaller and smaller number of edges according to the computation cycle k. Given through k iterations, we will obtain a sparse graph with cn edges. The maximum iterations k max is given as formula (1). Many researchers take the graphs with O(nlog 2 n) edges as the sparse graphs. The number O(nlog 2 n) increases nearly in a linear way according to n. Thus, we take c = log 2 n for general TSP in- 
If every K 4 includes only one OHC and the six OP 4 s, the average frequency of the OHC edges will be bigger than the expected frequency 3 whereas the average frequency some of the other edges will be below 3. In this case, we can eliminate 1 3 edges with small average frequency. This is the theoretical case. For real-world instances, some K 4 s in the K n include more than six OP 4 s as they contain the equal-weight edges. The selection of the right 6 OP 4 s becomes hard to compute a unique frequency quadrilateral. If the wrong OP 4 s in these K 4 s are used, the average frequency of some OHC edges in the K n will become smaller. These OHC edges will be eliminated with a big probability. For general TSP, the iterative algorithm will work well to compute a sparse graph for TSP. Even though for the special TSP examples, the experiments showed that the iterative algorithm still works if we add the random small distances to the edges' distances in advance [18] .
We are interested in how many OHC edges will be lost in the computation process. At the (k + 1)
th computation cycle, we will maintain [ | |
where |E 0 | =( 2 ). At the k th (k ≥ 1) computation cycle, the number of the edges in
includes the OHC so that the probability of an edge e ∈ OHC is p(e ∈ OHC) = . Every edge has the probability 1/3 to be abandoned at the k th computation cycle. Thus, the probability that the edge e ∈ OHC is abandoned in the next graph G k (V 0 , E k ) is computed as formula (2).
( ∈ ∧ ∉ ) = 
If one or more OHC edges are lost at the k th computation cycle, we have ( ∈ ∧ ∉ ) ≥ 1. Therefore, the formula (4) holds if |E 0 | =( 2 ). , we can run the algorithm at least k = 4 times. However, we may lose only m < 3 OHC edges.
In fact, the formula (2) is the average probability for an arbitrary edge e in any given n edges in G k−1 (V 0 , E k−1 ). In our algorithm, we maintain the edges according to the frequency of edges rather than the random selection. For each of the edges in the OHC, their average frequency computed with the N frequency quadrilaterals in G k−1 (V 0 , E k−1 ) will be bigger than the average frequency of all of the edges. In the frequency sequence (
, if the number of edges with the average frequency below the 3 is bigger than [ 1 3 | −1 |], the probability that the OHC edges will be maintained in G k (V 0 , E k ) tends to 1 but not 2/3. Moreover, the probability that an OHC edge is neglected in G k (V 0 , E k ) is small than 1/3 based on the frequency quadrilaterals. Therefore, the edges in the OHC have a much bigger probability that they will be maintained to the G k (V 0 , E k ) as N is big enough. According to the average frequency of edges, the probability ( ∈ ∧ ∉ ) will be much smaller than that computed with the formula (2) based on the random selection. Thus, we can run the iterative algorithm more times than that restricted by formula (3) for general TSP. Meanwhile, we will obtain an even sparser graph containing the OHC for TSP.
Many incomplete quadrilaterals will appear in the computation process because the [ These incomplete quadrilaterals contain less than 6 edges as well as less than 6 OP 4 s. If these incomplete quadrilaterals are used to compute the frequency of edges, the average frequency of edges will not equal 3. The probability p(
will not be right based on these incomplete frequency graphs. The probability that an edge e has the frequency above 3 is not equal to 2 3 in the various incomplete frequency quadrilaterals. Therefore, we should use a different ratio rather than 1 3 to discard the number of edges according to their average frequency, especially in the later computation stage.
In the later computation process, most of edges in the preserved graphs will only be included in the incomplete quadrilaterals. According to various incomplete quadrilaterals, it is hard to find a suitable ratio to delete the proper number of edges in G k (V 0 , E k ). If we use the constant ratio to abandon the edges with small frequency, some or many OHC edges will be neglected, too. To guarantee the OHC edges in the last preserved graph, we will find the stop computation cycle k s to terminate the iterative algorithm.
If N is big enough for an edge e ∈ OHC in G k (V 0 , E k ), the average frequency of e will be bigger than the average frequency of the total |E k | edges based on frequency quadrilaterals. Thus, the average frequency of e ∈ OHC will be bigger than 3 when it is computed with N frequency quadrilaterals. We enumerate the number of edges with the average frequency less than 3 and note it as < ̅ . When we use the constant ratio | | , we should be careful to implement the iterative computation. Some OHC edges whose average frequency is above but near to the expected frequency 3 will be abandoned at this computation cycle.
In the computation process, the number of edges with the average frequency below 3 will become less and less according to k. On the other hand, the number of edges with average frequency above 3 will become relatively bigger according to k. Therefore, we can always find such a preserved graph G k (V 0 , E k ) where < ̅ ≤ |E k | edges with small frequency, we may proceed the iterative algorithm one or a few more times even though the < ̅ ≤ 1 3 | | . In this case, the computation cycle k will be close to k max and the residual graph will be very sparse. However, we cannot guarantee to preserve all of the OHC edges in the following preserved graphs for the worst cases of TSP once k > k s . In the actual computation process, we enumerate the edges with the average frequency below the expected frequency 3 simultaneously. Once < ̅ ≤ 1 3 | | , it means that we may throw away some OHC edges at this computation cycle. It is the time to stop the iterative algorithm and take the output graph with |E k−1 | edges for T SP.
It mentions that many incomplete quadrilaterals will be generated in the computation process. Fig. 3 (a) and (b) shows two kinds of incomplete quadrilaterals we consider in our algorithm, especially at the final stages of the algorithm. Their possible frequency quadrilaterals (1), (2) are shown on their right sides. These incomplete frequency quadrilaterals are computed with the OP 4 s in the two incomplete quadrilaterals. In the frequency quadrilaterals (1) and (2), the numbers on the edges are their frequency. Obviously, the probability 4/5 and 1 that we preserve the edges based on the two incomplete frequency quadrilaterals is bigger than 2/3 according to frequency quadrilaterals. It means we should throw away 1 5 |E k | and 0 edges according to their frequency or average frequency computed with the two kinds of incomplete frequency quadrilaterals. It suggests us to keep more edges in the computation process when we use a lot of such incomplete frequency quadrilaterals. In the later computation cycles, we will have many such incomplete quadrilaterals. In this case, we generally cannot use the constant ratio 
The experiments and analysis
We use some TSP examples in TSPLIB [20] to verify the performance of the iterative algorithm. Four families of TSP instances are used to test the iterative algorithm. They are the Euclidean, GEO, ATT and Matrix TSP in TSPLIB. The frequency quadrilaterals are used to compute the frequency of every edge. At each computation cycle, we use all of the frequency quadrilaterals containing every edge in the input graph to compute their frequency. During the computation, the number of the frequency quadrilaterals containing every edge will not be equal due to the omission of edges. In this case, the bias will occur to the edges if we keep them according to their total frequency. To prevent such bias, the average frequency of every edge is computed for comparison and the edges with big average frequency will be maintained. For these instances, we use the Online Concorde [21] to compute their OHCs first. The OHC is used to compute the number of the lost OHC edges in the preserved graphs at each computation cycle. Besides the K 4 s, the two kinds of incomplete quadrilaterals shown in Fig. 3 are also used to compute the frequency of edges. However, these incomplete quadrilaterals are not used until the computation cycle ≥ ⌊ )⌋ computation cycles. In this case, these incomplete frequency quadrilaterals are used to compute the average frequency of the preserved edges. Since the average frequency of an edge is computed with the different numbers of complete and incomplete frequency quadrilaterals, the probability that we preserve the edges are changing in the computation process. To simplify the computation, we preserve the |E k | edges with the big average frequency at each computation cycle. Although the incomplete frequency quadrilaterals are used, the average frequency of the OHC edges will still be bigger than that of the edges to be eliminated in most of the preserved graphs. Thus, the iterative algorithm can be executed several more times and the even sparser graphs will be computed.
In the experiments, we execute the algorithm = ⌊ 2
)⌋ times for each TSP instance where c=1. Some vertices will be isolated in the computation process.
For an isolated vertex, we add the two associative edges with the maximum average frequency in the last computation cycle to guarantee the connectivity of the preserved graphs. Thus, the number of the edges in the preserved graphs does not decrease accurately in proportion to the factor 2/3 according to k in the last computation stages. The results are shown in Tables 2, 3 and 4, respectively. The first column is the TSP name and the number in the name is the scale (or size) n of TSP. For each TSP instance, we recorded the number of the preserved edges and the number of the lost OHC edges according to the computation cycles k. The number of the lost OHC edges is noted behind the number of edges in the preserved graphs. There is a slash between the two numbers. We only illustrate the results where the number of the lost OHC edges is less than 13 for the examples in the Tables 2 and 3 according to the computation cycles k. In the Table 4 , we show the preserved graphs where more OHC edges are lost for the big size of TSP instances. Since the preserved graphs in the first several computation cycles contain the OHC, we give the results from the 3 rd computation cycle for the small size of instances in Table 2 , from the 5 th computation cycle for the medium size of instances in Table 3 and from the 8 th computation cycle for the big size of instances in Table 4 . In the last, we use the preserved graphs losing at most one OHC edge in Tables 2, 3 and the preserved graphs losing at most 2 OHC edges in Table 4 to compute the parameter = | | for every example. The average degree of each sparse graph is computed as = [ 2| | ] with the same preserved graph. We observed the results from the experimental datum: (1) Tables 2, 3 and 4) because the preserved edges are seldom included in the complete quadrilaterals. Thus, we cannot eliminate the edges according to their frequency since most of them are zero. We generally cannot compute a residual graph with n edges with the iterative algorithm. A graph with O(nlog 2 (n)) edges is commonly considered to be sparse. The experimental results in Tables 2, 3 and 4 show us the preserved graphs with O(nlog 2 (n)) edges contain the OHC. The comparisons between the number N k of edges in the preserved graph containing the OHC and [nlog 2 (n)] are shown in Table 5 where k is the computation cycle. We choose the N k s from Tables 2, 3 and 4 where the number of the lost OHC edges is at most 1 in the corresponding preserved graphs. For the preserved graph excluding only one OHC edge, we can find the optimal path OP n in the preserved graph and it is equal to the OHC once its two end vertices are connected. In view of these N k s and [nlog 2 to compute the 6 OP 4 s for the quadrilateral ABCD. On the other hand, some OP 4 s may not be right to compute the frequency of edges, especially for some OHC edges in K n . When many wrong OP 4 s are used to compute the frequency quadrilaterals, the frequency of edges computed with these frequency quadrilaterals do not conform to the binomial distribution model [18] , which leads to the smaller frequency of some OHC edges in K n . Thus, we may eliminate these OHC edges according to their frequency in the computation process.
Through computation, we found some examples, such as lin105, pr124, pr152, si175, brg180, d198, pr264, si535, pr1002, d1291, rl1304, rl1323 and rl1889, have many equal-weight edges. Moreover, they have many equal s to compute the frequency of the OHC edges. Many wrong OP 4 s will be chosen to compute the frequency quadrilaterals and the smaller frequency of the OHC edges are computed with these frequency quadrilaterals. Thus, these OHC edges will be eliminated according to their small average frequency at a small computation cycle.
In paper [18] , the authors suggested to adding random small distances to the distances of equal-weight edges so that the special TSP will become the general TSP. Because the random distances are much smaller than the distances of edges, they generally do not change the OHC edges in the K n . After finding the OHC edges based on the frequency graphs, we can compute the distance of the OHC with the actual distances of the edges in the K n . In Tables 2 and 3 , we use the method for the three special TSP si175, brg180 and si535. Before the execution of the iterative algorithm, we add random small distances rd ∈ [0, 1] to the distances for all of edges. Then we run our iterative algorithm based on the new distances of edges. Although this method cannot guarantee to change the worst case into the best case every time, it usually changes the special TSP into a general TSP with a high probability in many experiments. The experiments in paper [18] have proven the function of the random small distances so that our probability model can works for the special TSP.
According to the experimental results, we cannot execute the iterative algorithms )⌋ times to compute a sparse graph with n edges for TSP. There are two reasons. One reason is that there exist the special TSP instances with many equalweight edges. The average frequency of the OHC edges does not conform to the probability model unless they are transformed into the general TSP. The second reason is when the number N of quadrilaterals containing every edge becomes very small, our probability model does not work efficiently. Therefore, we should stop the iterative algorithm before the maximum computation cycle ⌊ 2
TSP, the average frequency of the OHC edges will be bigger than the average frequency of all of edges in the preserved graphs in the previous computation cycles. When we abandon the |E k −1 | edges at each computation cycle, we expect the probability of all edges meet the probability condition P(f ≤ 3) >1/3 at each computation cycle. Thus, we take the P(f ≤ 3) < 1/3 as a restrictive condition to terminate the com-putation process. In application, we will execute the iterative algorithm until the frequency of edges in the preserved graph meets the probability P(f ≤ 3) ≤ 1/3. The last computation cycle where P(f ≤ 3) ≥ 1/3 to compute the residual graph is taken as the stop cycle k s . At the stop computation cycle, we will obtain a sparse graph with [( 2 3 ) ( 2 )] edges for the TSP.
To verify the feasibility of the terminal condition, we did the experiments for the TSP instances in Tables 2, 3 and 4 to analyze the corresponding sparse graphs at the k s th computation cycle. In these experiments, we add random small distances rd ∈ [0, 1] to all of edges for every example. For the special TSP instances, the equal-weight edges will be greatly reduced.
Meanwhile, the results will be a little different from those in Tables 2, 3 Table 6 .
At the k s th cycle, the preserved graphs include the OHC for almost all of the TSP instances. It is obvious that the preserved graphs include the OHC for these instances before the stop computation cycle k s . According to the results in Tables 2, 3 and 4, a few more iterations can be executed after the k s th computation cycle and another even sparser graph with the OHC will be generated for most of these instances. For example rat783, the preserved graph still contains the OHC at the 11 th computation cycle whereas the stop computation cycle is 8.
Moreover, we see that the stop computation cycle k s increases according to the scale of TSP n. In general case, the larger the scale n of TSP is, the bigger the stop computation cycle is. It means we can iterate the algorithm several more times for larger scale of TSP and find a sparse graph for them. Since the number of edges in the preserved graphs decreases in proportion to 2/3, we will compute a further sparser graph if the iterative algorithm is executed a few more times.
In addition, we see that some TSP instances have the same stop cycle k s when their scales do not have much difference or in one interval. For the instances pr144 and gr229, their k s s is equal to 6 but their scales are 144 and 229, respectively. At the same stop cycle k s , the preserved graph of the bigger TSP will have the bigger parameters c and d. It seems for the bigger TSP we cannot compute the residual graph as sparse as that for a smaller TSP. For different scale of TSP instances, it mentions that the difference between |E f<3 | and |E k −1 | becomes bigger and bigger according to n at the same stop cycle k s . It means that the number of edges with the average frequency less than 3 increases according to n at the same stop cycle k s . Originally, we should throw away more edges rather than |E k −1 | edges for larger scale of TSP at the same computation cycle. To eliminate more number of edges with the average frequency less than 3 in E k −1 , the algorithm has to run more computation cycles for the larger TSP instances. Thus, an even sparser graph than that computed at the stop computation cycle will be generated. For example pr144 and gr229 in Table 2 and 3, the algorithm iterates two more times for gr229 whereas it runs one more time for pr144 after the stop computation cycle. At last, in the two final preserved graphs of pr144 and gr229, the parameters c and d are nearly equal. When the scale of TSP is beyond an appointed value, the stop computation cycle k s will increase accordingly. For example pr264, the stop computation cycle k s becomes 7.
We are interested in the other problem: does the preserved graphs include the OHC once |E k −1 | is bigger than |E f<3 | in the computation process? We discuss the question because we compute the frequency of edges with the incomplete frequency quadrilaterals at the late stage. Although the average frequency of the OHC edges will be less than 3, we hope they are bigger than that of the 1/3 edges to be eliminated. If the preserved graph includes the OHC, we could execute the iterative algorithm at least one more time after the stop computation cycle to generate the sparser graph for TSP.
Here we use a ratio computed as = Table 7 . Comparing with the results in Table 6 , we see most of these preserved graphs still include the OHC at the (k s + 1) th computation cycle. It means we can execute the iterative algorithm one more time after the stop computation cycle k s even though graph is generated for TSP. We also find for some special TSP instances, such as si175, brg180 and si535, the value ρ is near to 1 at the (k s +1) th computation cycle. It says the 1 3 | | is much bigger than | <3 |. Therefore, many edges with the average frequency bigger than 3 will be eliminated at this computation cycle. The residual graphs will lose several or quite a few OHC edges. For the special TSP instances with many equal-weight edges, we suggest the sparse graphs computed at the stop computation cycle k s are more suitable for TSP. We have two counter examples brg180 and si535. The preserved graphs lose quite a few OHC edges at the stop cycle. The main reason is that the brg180 and si535 have many equal-weight edges. Given a set of k vertex, there are more than one OHCs and ( 2 ) optimal k-vertex paths. For brg180, we use the previous 10 vertices and the corresponding distances to construct a small TSP. It finds the small TSP has 128 OHCs. Even though we add random small distances to brg180 and si535, the random distances cannot ensure the edges in the OHC to have the big frequency in the corresponding frequency quadrilaterals. After all, the random small distances only play the average effect to compute the frequency for all of edges. Moreover, we cannot guarantee the OHC edges to have a big frequency in one experiment. In our experiments, some OHC edges may have a small frequency in their frequency quadrilaterals. Therefore, these OHC edges will be abandoned before the stop computation cycle. If we did several or many experiments, the better result would be computed. 
Conclusions
We design a heuristic algorithm based on the frequency quadrilaterals to compute the sparse graph for TSP. When the frequency of an edge e is computed with N frequency quadrilaterals containing e, the frequency of the OHC edges will be bigger than the average frequency 3N of all of edges when N is big enough. The probability model shows it is likely [ | |] edges whose frequency is above the average frequency 3.
Thus, we can eliminate [ 
We tested the algorithm with tens of various TSP instances. The experimental results showed that our probability model works well for general TSP instances. The sparse graphs with O(nlog 2 (n)) edges are computed for these instances. It says the average frequency of the OHC edges is bigger than that of the 1/3 edges to be eliminated not only in the K n , but also in the preserved graphs that the algorithm computes. Thus, the OHC edges are always preserved in the computation process until the stop computation cycle is arrived. In the near future, the properties of the residual graphs will be analyzed. We expect the sparse graphs have the good properties, such as bounded degree, genus, tree-width and planarity, etc. so that we can design the polynomial-time algorithms or polynomial-time approximation algorithms for TSP based on the sparse graphs. In addition, the other terminal conditions will be explored to compute the sparse graphs with good properties.
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