In this paper, we present a set of software tools for developing and validating object oriented conceptual models specified in TROLL. TROLL is a formal object-oriented language for modelling information systems on a high level of abstraction. The tools include editors, syntax and consistency checkers as well as an animator which generates executable prototypes from the models on the same level of abstraction. In this way, the model behaviour can be observed and checked against the informal user requirements. After a short introduction in some validation techniques and research questions, we describe briefly the TROLL language as well as its graphical version OMTROLL. We then explain the system architecture and show its functionalities by a simplified example of an industrial application which is called CATC (Computer Aided Testing and Certifying).
Introduction
Modelling information systems is becoming more and more important as the size and complexity of systems are growing. Validating these models is an indispensable task with the aim of checking whether they correctly describe the informal user requirements. Animating specifications which means the automatic construction of executable specifications on the same level of abstraction is a validation technique that allows users and specifiers to execute prototypes of the models for checking them with respect to the intended functionality. These generated prototypes must not be confused with the system implementation, where factors of quality like efficiency, security, ergonomic user interfaces etc. are borne in mind. Our intention is to construct prototypes as quickly as possible for validating the specifications at the first steps of the system development.
In this paper we propose a validation system for the formal object oriented specification language TROLL [6] . The TROLL approach supports the declarative specification of conceptual models. It integrates concepts for modelling dynamic, structural and process aspects. We use TROLL to develop an information system in an industrial environment. The project is located in the Physical Technical Federal Board (PTB), a federal institute for science and technology and the highest technical authority for metrology and physical safety in Germany. The project is carried out by group 3.5. The objective of this project is to develop an information system that supports staff and operators which are concerned with testing and certifying of explosion proof electrical equipment. Such equipment is allowed to be set into hazardous areas because it has been approved and certified by staff in charge (about 100 employees) settled in three different labs of the group 3.5 manually and individually. On average, 1000 certificates a year are issued. Because of the huge amount of data a standardized archive and catalogue of all existing certificates of explosion proof equipment is planned which Work reported here was partially supported by Spanish Ministry Education and Science y And the Physical Technical Federal Board, lab 3.51, project Computer Aided Testing and Certifying will be integrated in a software package called CATC (Computer Aided Testing and Certifying). Since 1994, the design and modelling of CATC is the long-term aim of the cooperation between the PTB and the database group of the Technical University of Braunschweig [25, 24, 19, 33] . As now, we have not applied any tool support to the modelling process of our system. This lack of tools has entailed some problems. On one hand specifiers (most of them students in the last year of their graduation) had to write the system specifications by hand and to check themselves whether the syntax and semantics of the specifications were correct. This task was sometimes tiresome because of the large amount of specification code. On the other hand the validation process was not so successful as we would liked it. The domain specialists had difficulties understanding the models and were not prepared to learn new formalisms. This handicap made difficult to check whether the specification was a good description of the requirements that the software system should fulfil. We think the application of software tools in the specification process would help to solve some of such problems. In this paper we will present our validation system by a simplified example of CATC.
In the next section we give a short introduction in some validation techniques and research questions. In section 3 we introduce briefly the TROLL language and its graphical version OMTROLL. Section 4 describes the functionalities of the validation system and its architecture. We will show the validation system by means of an example in section 5. At last, section 6 contains an outlook of the project.
Model Validation
The validation task has the objective of checking whether the model correctly and adequately expresses the requirements informally stated by the users. Nowadays the use of formal methods at the specification level constitutes a great topic of research in the academic community and its application in industrial environments is being significantly encouraged [22, 1] . Formal specification languages aid in making specifications more concise and less ambiguous, avoiding possible false interpretations of them. Unfortunately, their mathematical rigour entails complex syntax and semantics and consequently understanding the specification requires a good knowledge about their backgrounds. Validating the model requires the involvement of people with different backgrounds and therefore the model should be described in an easy and understandable way. Formality versus comprehensibility seems to be a dilemma difficult to solve. How can user participation be eased in the validation process? Different validation techniques have been developed with the aim of making possible this user involvement. Among them there are:
Presentation of the models in a more easily understandable way. The introduction, for instance, of graphical symbols or user-defined concepts make specifications more intuitive and accessible to the users. Another possibility is to paraphrase specifications into natural language allowing users to read them in a language with which they are familiar [31, 3] .
Model execution. This approach emphasizes on validating the dynamic properties of the model through its execution. In this way users can observe, experiment and test the dynamic properties of the model making easier its comprehension. Different techniques are given in this context depending on the aims we want to reach with the execution or the level of executability of the modelling language. Some of them are [17] : step by step or interactive execution [29] , batch execution, programmed execution with break points, transformational prototyping [28] and animation [20, 8, 26] .
Explanation generation.
This technique aims at improving the validation of specifications by means of giving explanations related to the different parts of the conceptual modelling. In [15] an explanation component, giving explanatory texts about the modelling language, the conceptual model and its execution, together with its integration in a CASE environment is described. For explanation generation about model execution see also [30] .
In this paper we propose an animation system for the object-oriented specification language TROLL. For animating specifications we mean the process of identifying scenarios, where a scenario is a sequence of events Advances in Databases and Information Systems, 1997which may occur in the domain of the system, and testing them against the specification to see whether the specification meets the intended user requirements involved in these scenarios. This task requires the automatic construction of executable specifications from conceptual model specifications on the same level of abstraction.
In relation to animation, some questions can be formulated:
Are specifications necessarily executable? Specifications should be declarative. They must describe what the customer want to have and not how it can be realised. It has been argued that the demands for high expressiveness and executability exclude each other, and that executable specifications should be avoided [21] . Nevertheless, some kind of executability could be profitable in order to validate the model against the user requirements [12] . Since specification languages often have executable constructs, we could refine non-executable parts of the specification into executables expressions. If such transformation is not possible we could also warn the user of the animation system if (s)he tries to execute non-executable parts of the specification [29, 20] .
Does the executable specification correspond with the declarative one?
Since a formal specification language has semantics formally defined, it could be possible to prove that a tool supporting animation for such language conforms its dynamic semantics. However, this does not seem very practical because of the size and complexity of proofs [27] .
What functional and non-functional requirements should the animation tool have?
In relation to the functional requirements, some features to take into account could be, for example, whether the execution is carried out in a batch and/or interactive way, the volume of information acquired about the execution traces or the level of explanation shown when an event cannot be carried out in the current system state. Non-functional requirements, as for instance, the size of the specifications that can be animated and with which speed can be executed the events defined in the scenarios, should also be considered. It has to be remarked that we say efficiency with reference to the animation tool and not to the specifications. The temptation of optimising the specification in order to achieve efficient executions would limit its expressiveness and therefore it should be avoided.
What test cases (scenarios) should be tested with the animation tool?
Since the number of possible scenarios to be considered in an exhaustive animation would be incredibly large, they must be restricted to a representative set. Here, test case generators or research in the area of specification-based software testing would be helpful.
Who should use the animation tool? An animation session should be carried out by specifiers together with domain specialists in order to observe and discuss whether the specification describe the user requirements that the future software system must fulfill. Nevertheless, it must be mentioned that the interface of the animation tool does not represent the eventual user interface of the system being developed.
What conclusions can be stated about the animated specification?
Once the specification has been animated and observed that its behaviour meets the user requirements in a set of scenarios, we would like to affirm that such specification is correct with respect to the requirements. Unfortunately, such correctness can only be assessed if the specification has been tested in all possible scenarios. Thus, animation can only detect incorrectness in relation to the user requirements but not the opposite [13] .
TROLL
TROLL stands for "Textual Representation of an Object Logical Language". It is a formal language for the specification of object systems on a high level of abstraction [6, 18] . TROLL defines an abstract model called the Universe of Discourse to cover all aspects which are relevant with respect to organisational activities in complex information systems. It includes the functional requirements of the later system and excludes non-functional requirements (like technology bindings of later implementations).
TROLL combines an intuitive diagrammatic notation called OMTROLL, which is similar to OMT [32] and adapted to TROLL [34, 23] .
The basic ideas and concepts of TROLL can be summarised as follows:
The basic building blocks of information systems are objects.
Objects are classified in classes and described by a set of attributes and actions.
Every object describes a set of sequential life cycles, i.e. sequences of local actions on the object.
An object system is composed of a number of concurrent objects. These objects are the nodes of the system. Nodes usually have other objects as components. To establish global communication in an object system, nodes can be connected through global interactions.
The following are the basic features of the language:
A system specification consists of a set of data type definitions, a set of object class specifications (prototypical object descriptions), and a number of object declarations.
Parameterised data types allow for the construction of new data types based on a fixed universe of predefined data types.
An object class specification is a set of attributes, actions, and constraints.
Object classes may be constructed over other object classes (aggregation) to describe complex objects, i.e., objects which are composed of component objects.
An object class may be the specialisation of another object class. The specialised class (subclass) may have properties in addition to those inherited from its superclass.
Concurrent objects are declared over object classes. These declarations describe the potential objects in the system. Interactions (through action calls) between different objects describe the global synchronisation relations. All actions which are called within one event are understood to take place concurrently. Action parameters are exchanged through unification.
OMTROLL consists of four diagrams to illustrate the specification graphically:
1. The Community Diagram defines the static structure of the system. It consists of all object classes, their composition and inheritance hierarchies, specialisation and aggregation of object classes and is the first raw design of the system. As such, it provides a simple and intuitive means to illustrate the structure of the system. The notation is quite similar to OMT and was adapted to TROLL [23] .
2. The next step is to define an Object Class Declaration Diagram for each object class of the community diagram in order to declare its actions and attributes. The attributes are declared by their signature, i.e., name plus optional parameters, and optional classifications (e.g. derived, history, optional, constant). The actions are declared by an identifier and a list of parameters. The case study which will be introduced in Sect 5 illustrates some of the language features and will be present by OMTROLL notation. Semantics are given to TROLL specifications using different techniques: the static structure of an object system is semantically described with algebraic methods, statements over object states are expressed with a logic calculus, and the dynamic structure of the system, i.e. the systems evolution, is reflected via a temporal logic which is interpreted in terms of event structures. For exhaustive description of the underlying theory, semantics, and logics see [11, 10, 9 ], whereby refinement issues have been treated in [5, 4] and asynchronous communication in [7] .
The TROLL Validation System
The validation system is a set of integrated tools with the aim of helping the specification of conceptual models in TROLL and their later validation through animation. For this purpose, editors are available helping the introduction of the specifications. Syntax and consistency checkers check the syntax as well as the static semantic of the specifications. Then, executable prototypes are generated and are executed by the animator. In this way a simulation of the model behaviour is obtained and can be checked against the intended system.
Animating Object Societies
The object system can be animated through event occurrences indicated from the outside of the system. An event occurrence implies the synchronised execution of a finite set of actions and determine the new object states. Basically, the animation should support:
The exploration of actual states of the object society, i.e. the visualisation of object interfaces (attributes and actions) as well as the possibility of navigating across complex objects and their components and specialisations.
The execution of event occurrences by the users.
The visualisation of state transitions produced by such events.
When an event occurrence cannot be carried out its cause must be reported to the user. (for instance, either a precondition is not fulfilled or the new state violates an integrity constraint.)
System Architecture
Once both the syntax and the static semantic has been checked the specification is divided in two parts:
Signatures are stored in the repository. Specification signatures include object declarations, object class declarations and data type definitions.
Axioms are translated into C++ code. Axioms include the attribute valuations and action calls defined in the object actions, as well as constraints and rules defined for derived attributes.
By means of the information stored in the repository the instance schema generator generates database schemas for the system instances. The instance database will contain the actual states of the system objects. This construction is depicted in Fig. 1 . In animation time (see Fig.2 ) the user interacts with the system through the user interface. Here the user can observe the system objects and their actual states, execute actions (for instance, create or delete objects executing birth or death actions resp.) and observe state transitions. For this task the animation manager reads in the repository the system descriptions, accesses the instances database in order to obtain information about the system objects and executes the code generated for the object axioms. 
Editors
In the TROLL graphical editor specifications are described using the OMTROLL notation. The graphical editor provides different diagrams to define object declarations as well as global structure and interactions. Operation definitions and axioms are introduced by adequate dialog boxes. Although the model can be specified entirely by means of the graphical editor, for refinement purposes would be more adequate the use of textual representation. For this reason the editor translates graphical notations into textual TROLL automatically.
For textual specifications a TROLL model language has been implemented in Emacs [14] . It constitutes the front end of the system. Here other system tools can be invoked providing a common interface. Among the new capabilities added to the Emacs Editor there are: support of specification projects (showing actual projects, adding or deleting files in a project etc.) . invocation of the other system tools (parser, code generator, animator etc.).
Repository
Information about the system description is stored in the repository. The instance database generator reads from it the necessary information and generates the database schemas for the future system instances. In animation time the animation manager will access the repository in order to get information about the objects which are possible to create and about their object classes. The repository structure has been specified with TROLL itself.
Instance Database Generator
For the first prototype of the animator we have decided to use a relational database system due to its high performance and portability. Various techniques have been developed to translate TROLL objects into relational schematas. The instance database generator reads the specification description stored in the repository and generates a sql script which includes the necessary commands for creating the respective relational schematas.
Code Generator
The code generator translates the model behaviour into C++ code. The transformation strategy and execution mechanisms are being now studied. When an action a is called, it is executed as follows: an action set is constructed which contains all the actions called by a. This set includes transitive action calls and therefore the existence of cycles has to be checked.
is checked if the preconditions of the actions in the set are fulfilled.
is checked if there are conflicts in attribute assignments. the state transitions are temporary realised.
is checked if the integrity constraints of the involved objects are fulfilled in the new state. If one or more constraints are violated the system returns to the old state.
Implementation Aspects
A prototype of the system is being now implemented with the following tools: C/C++ as programming languages, Tcl/Tk for the user interfaces and the graphical editor, Emacs for the textual editor and RDBMS Ingres for the databases. Current work focusses on the code generation as well as the database interfaces. As future work it is our intention to incorporate data distribution facilities.
The Case Study
In this section we present our case study. We focus on one part of the CATC system, namely the pressure test. We introduce briefly the CATC project, an informal description of the pressure test and its modelling. We exclude details of complex calculations, because it would go out of the scope of this paper.
The CATC Project
CATC has to support three different problem domains, which are based on certification of electrical equipment according to the European standards: administration management, design approval, and experimental tests.
The administration management includes the registration of applications by the manufacturer. It includes for example the company name, the staff name in this company and technical descriptions about the electrical equipment which has to be certified.
The subsystem dealing with design approval includes the assessment of design papers for the equipment based on descriptions and its accordance with the European standards.
The subsystem for the experimental tests performed by operators in the test lab stores all relevant data. There are different tests depending on the kind of the electrical equipment (for example temperature tests for heaters, experimental dynamic tests for motors). The European standards specify the design of such equipments in detail. During the testing procedure it is important to compare the standard values with the tests results.
Pressure Test
All parts of the equipment which potentially can ignite in an explosive atmosphere are tested. The test consist of provoking an internal explosion with an explosive mixture, whereby the pressure during the explosion is measured by different hardwares like digital and analog sensors.
Modelling the Pressure Test
The community diagram is depicted in figure 3 . The system is composed of three kinds of objects:
Applications, Operators and Test Equipments which are described by the object classes Application, Operator and Test Equipment respectively.
We will describe Application in detail. An application has several components one of which is Experiment. Components are represented in OMTROLL by a diamond. Experiment is a multiple component which means that several experiments belong to one application. This is denotated by a filled dot. As already mentioned there are different kinds of experimental tests. One of these tests is the pressure test. It is modelled as a specialisation of Experiment, namely ExdTest. Specialisation is depicted by a triangle. The information of the setup for the experiment as well as the result of the experiment will be stored in this object.
We will not go into detail about the interaction between the system objects. Rather we will later describe some more details about Application. Nevertheless, we roughly give an overview of the system process to illustrate the intended meaning. The operator interacts with the experiment by reading its setup and triggers the test equipment to perform the experiment. Afterwards the test equipment delivers the result of the experiment to the operator who will store it into the record of the pressure test. One of the features of the OMTROLL editor is to provide the different diagrams for specifying object systems. In particular, the editor does also support the representation of object class declaration diagrams. In figure 4 the object declaration diagram of Application is depicted. It denotes the signature of the object class, i.e., attributes and actions. An application has three attributes for storing general information such as the company name, staff name and the next experiment number. There are three actions for an application. A birth action creates an application and needs a company name and a staff name as input parameters. After being created we can assign new experiments to the application (NewExpdTest). This actions has the following parameters: a date, a comment and the setup for the experiment. As an output parameter the action gives back the experiment number. Besides the graphical notation our tool also supports textual specification (TROLL editor). The designer can switch between both options of the editor and the translation of graphical to textual models and vice versa is done automatically. In figure 5 a screen shot of the TROLL specification of Application is given.
We give a brief overview of the functionalities of the TROLL editor. A specification can be split to several files that are managed by the TROLL editor. Moreover, documentation files for the specification are automatically generated. Syntax and consistency of the specification can be checked and other tools of the system can be called. figure 6 we can see the objects of our system. Here we can create new objects (instances) or choose one of them for visualising its interface. Figure 6 -Visualisation of the system objects If we choose the object Application (12) in the above window we can observe its interface, i.e. the actual values of its attributes, its components and actions (see figure 7) . Here we can navigate across its components, specialisations and object-valued attributes. By choosing the action NewExpdTest of an Application we get a dialog in which we can give the values of the input parameters (see figure 8) . Then the action can be executed. In case there are output parameters their values are given back. We can now observe the new object system states provoked by the action occurrence. If the execution could not be executed due to some specification constraints, the system reports the reasons to the user. 
Conclusion and Outlook
The animation of conceptual models eases the user participation in the validation process. Through the model animation users and specifiers can observe the dynamic properties of the model and check them against the intended requirements. In this paper we presented the basic features and architecture of an animation environment for the modelling language TROLL. We used an example from our project CATC. We have already finished modelling and implementing phases for one of the Laboratories of Group 3.5 in PTB. Our experience showed us that tool support is crucial for success of big projects. We do not yet have the support we wished to have. The project led to a vast list of requirements for adequate tool support. A major problem in software development is the tracing of requirements through the different development documents, the consistent introduction of new or the changing of existing requirements. This problem does appear in our approach too. Changes in the graphical specification have to be propagated into the textual and from there furthermore into the implementation. It is rather cumbersome to change all documents by hand and try to ensure consistency between them. The impatient engineer will anyhow fix the implementation to the changing requirements and won't care about the specification. The only way to overcome this problem is via CASE tools. We introduced the industrial context of our application domain, picked one small part out of it and illustrated the specification of this part.
