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Z d˚uvodu rychle´ho vy´voje graficky´ch karet je OpenGL, ktere´ je dnes povazˇova´no za jeden
z graficky´ch standard˚u, nuceno se neusta´le prˇizp˚usobovat jejich mozˇnostem a t´ım meˇnit i svou
specifikaci. V te´to pra´ci jsou zpracova´na vybrana´ te´mata z oblasti vizualizace dat, na ktery´ch jsou
demonstrova´ny mozˇnosti modern´ıho OpenGL verze 4, vcˇetneˇ hlavn´ıch novinek te´to verze. Pro
kazˇde´ jednotlive´ te´ma v te´to pra´ci je obsazˇen teoreticky´ u´vod s mozˇny´m doplneˇn´ım za´kladn´ıch
informac´ı o OpenGL funkcionaliteˇ, ktera´ je vyuzˇita v prakticke´ uka´zce. Prakticka´ uka´zka pro
kazˇde´ te´ma obsahuje jednu nebo v´ıce uka´zkovy´ch aplikac´ı, prˇicˇemzˇ jsou popsa´ny hlavn´ı cˇa´sti
implementace jedne´ z nich. Uka´zkove´ aplikace jsou vytvorˇeny s pomoc´ı programovac´ıch jazyk˚u
C++ a GLSL, knihovny OpenGL a dalˇs´ıch potrˇebny´ch knihoven.
Kl´ıcˇova´ slova
vizualizace dat, OpenGL, GLSL, objekty, textury, osveˇtlen´ı, Phong˚uv osveˇtlovac´ı model, normal
mapping, st´ıny, animace, cˇa´sticovy´ syste´m, teselace
Abstract
The OpenGL which is concerned as one of graphic standards today is forced to constantly
adapt to capabilities of graphic cards and change a specification due to rapid development
of them. In this thesis are processed chosen themes from the field of data visualization which
are used to demonstrate capabilities of modern OpenGL version 4 including the main news
of this version. For every single theme in this thesis is contained theoretical introduction with
possible addition of basic information about OpenGL functionality which is used in practi-
cal demonstration. Practical demonstration contains one or more demonstration applications
with description of main parts for one of them. Demonstration applications are created using
programming languages C++ and GLSL, library OpenGL and other necessary libraries.
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Pocˇ´ıtacˇova´ grafika je cˇa´st informatiky, ktera´ se zaby´va´ zejme´na 2D a 3D grafikou. Hlavn´ım
u´cˇelem pocˇ´ıtacˇove´ grafiky je zpracova´n´ı a vizualizace dat, ktera´ v dnesˇn´ı dobeˇ zasahuje do te´meˇrˇ
vsˇech oblast´ı, kde pro neˇktere´ je pouzˇ´ıva´n´ı pocˇ´ıtacˇove´ grafiky nezbytnou soucˇa´st´ı pro jejich
provoz. Prˇ´ıkladem teˇchto oblast´ı jsou r˚uzna´ pr˚umyslova´ odveˇtv´ı, jako je automobilovy´ pr˚umysl,
hutn´ı pr˚umysl a mnoho dalˇs´ıch, kde je pocˇ´ıtacˇove´ grafiky vyuzˇ´ıva´no naprˇ´ıklad pro vizualizaci
vy´robn´ıch proces˚u. Sˇiroke´ vyuzˇit´ı je zejme´na v oblasti le´karˇstv´ı pro vizualizaci dat z r˚uzny´ch
diagnosticky´ch metod, naprˇ´ıklad dat z´ıskany´ch ze skenova´n´ı pomoc´ı pocˇ´ıtacˇove´ tomografie (angl.
Computed Tomography, zkr. CT) aj. Dalˇs´ı vyuzˇit´ı je potom pro tvorbu r˚uzny´ch graficky´ch
softwar˚u, jako jsou naprˇ´ıklad CAD programy.
1.1 Graficke´ standardy
V dnesˇn´ı dobeˇ existuj´ı dva hlavn´ı graficke´ standardy pro vizualizaci dat, ktere´ si vza´jemneˇ
konkuruj´ı i prˇesto, zˇe jejich mozˇnosti vizualizace jsou te´meˇrˇ ekvivalentn´ı. Jedna´ se o standardy
OpenGL a DirectX. Oba standardy nab´ızej´ı funkcionalitu pro vykreslova´n´ı 2D i 3D grafiky,
nicme´neˇ v prˇ´ıpadeˇ OpenGL se jedna´ o standard, ktery´ pouze specifikuje programove´ rozhran´ı
(angl. Application programmable interface, zkr. API), jehozˇ implementace je pote´ za´visla´ na
vy´robci graficke´ho hardwaru, oproti tomu DirectX je standard, ktery´ spravuje a pro ktery´ po-
skytuje implementaci, pouze firma Microsoft. Oba standardy naby´vaj´ı urcˇity´ch vy´hod, ktere´
hraj´ı vy´znamnou roli prˇi vy´beˇru mezi nimi. [1][2]
Patrnou vy´hodou DirectX je fakt, zˇe je tvorˇen souborem knihoven, ktere´ implementuj´ı
programove´ rozhran´ı jak pro vykreslova´n´ı 2D a 3D grafiky (Direct2D, Direct3D), tak i pro
dalˇs´ı uzˇitecˇne´ veˇci pro tvorbu graficke´ aplikace, jako je naprˇ´ıklad rozhran´ı pro prˇehra´va´n´ı zvuku
(DirectSound), vykreslova´n´ı r˚uzny´ch font˚u (DirectWrite) nebo pro detekci vstup˚u z kla´vesnice,
mysˇi nebo ovladacˇe (DirectInput). Prˇi pouzˇit´ı DirectX je tedy vetsˇina potrˇebny´ch na´stroj˚u
pohromadeˇ. [1]
Hlavn´ı vy´hodou OpenGL je otevrˇenost tohoto standardu, cozˇ znamena´, zˇe vy´robci, kterˇ´ı
implementuj´ı OpenGL rozhran´ı maj´ı mozˇnost prˇidat dodatecˇne´ implementace, naprˇ´ıklad pro
vyuzˇit´ı novy´ch mozˇnost´ı graficke´ho hardwaru, v podobeˇ rozsˇ´ıˇren´ı (angl. extension). Tato rozsˇ´ıˇren´ı
nemus´ı by´t obsazˇena v OpenGL implementaci ostatn´ıch graficky´ch karet, nicme´neˇ urcˇita´ rozsˇ´ıˇren´ı
mohou by´t pote´ schva´lena jako povinna´ soucˇa´st OpenGL implementace. Dalˇs´ı vy´hodou OpenGL
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je jeho multiplatformnost, ktera´ umozˇnˇuje prˇenositelnost aplikac´ı mezi majoritn´ımi operacˇn´ımi
syste´my, v cˇemzˇ se liˇs´ı od DirectX, ktery´ je mozˇne´ vyuzˇ´ıvat pouze s operacˇn´ım syste´mem Micro-
soft Windows nebo se syste´mem pro konzole XBOX. [1][2]
1.2 Zameˇrˇen´ı a struktura pra´ce
V te´to pra´ci je pro vizualizaci dat vyuzˇit standard OpenGL, ktery´ byl vybra´n prˇeva´zˇneˇ pro
svou multiplatformnost. Urcˇite´ kapitoly jsou zameˇrˇeny na vybrane´ mozˇnosti vyuzˇit´ı OpenGL
standardu, pro ktere´ jsou rozebra´ny a popsa´ny hlavn´ı cˇa´sti zp˚usobu implementace. V prˇ´ıloze
te´to pra´ce jsou pote´ obsazˇeny konecˇne´ a spustitelne´ aplikace jako uka´zkove´ prˇ´ıklady. Stejneˇ tak





Open Graphics Library (zkr. OpenGL) je multiplatformn´ı specifikace programove´ho roz-
hran´ı pro tvorbu 2D a 3D pocˇ´ıtacˇove´ grafiky, navrzˇena americkou firmou Silicon Graphics
Inc. (zkr. SGI), ktera´ se zaby´vala vy´konny´mi vy´pocˇetn´ımi syste´my, vcˇetneˇ hardwaru a soft-
waru, p˚uvodneˇ zameˇrˇena na zobrazovac´ı termina´ly 3D grafiky. Prˇedch˚udcem dnesˇn´ıho standardu
OpenGL je graficke´ API nazy´vane´ IRIS GL (Integrated Raster Imaging System Graphics Lib-
rary), ktere´ slouzˇilo pro vytva´rˇen´ı 2D a 3D grafiky na pracovn´ıch stanic´ıch firmy SGI. Pozdeˇji
vsˇak, z d˚uvodu slozˇite´ u´drzˇby zdrojove´ho ko´du, byl ko´d IRIS GL upraven a zprˇehledneˇn, cozˇ
dalo, v roce 1992, za vznik OpenGL standardu. Spolecˇneˇ se vznikem OpenGL bylo zalozˇeno
neza´visle´ konsorcium s na´zvem OpenGL ARB (Architecture Review Board), ktere´ meˇlo za u´kol
spravovat a take´ schvalovat u´pravy a nove´ vlastnosti OpenGL specifikace. V tomto sdruzˇen´ı
vystupovaly zna´me´ firmy, jako jsou ATI, NVIDIA, Apple, IBM, Intel a mnoho dalˇs´ıch firem,
ktere´ se pod´ılely na vy´voji graficke´ho hardwaru. [2]
V dnesˇn´ı dobeˇ, jizˇ od roku 2006, je sdruzˇen´ı OpenGL ARB vedeno jako cˇa´st sdruzˇen´ı The
Khronos Group. Vesˇkera´ spra´va OpenGL standardu nyn´ı spada´ pod tuto spolecˇnost. [2]
Za´kladem OpenGL je takzvana´ vykreslovac´ı pipeline (angl. rendering pipeline), ktera´ je
slozˇena z jednotlivy´ch fa´z´ı a ktera´ umozˇnˇuje transformaci vstupn´ıch dat na obrazovou informaci.
V dnesˇn´ım modern´ım OpenGL je mozˇne´ neˇkolik fa´z´ı te´to pipeline programovat pomoc´ı tak-
zvany´ch shader˚u, cozˇ jsou programy pro grafickou kartu. Tyto shadery jsou psa´ny ve specia´ln´ım
jazyce OpenGL Shading Language (zkr. GLSL) , ktery´ s OpenGL u´zce souvis´ı. Shadery se liˇs´ı
v pouzˇite´ syntaxi jazyka GLSL podle fa´ze, pro kterou jsou urcˇeny. [2]
Obra´zek 2.1: Zjednodusˇena´ vykreslovac´ı pipeline
Podrobneˇjˇs´ı informace o vy´voji, vyuzˇit´ı, multiplatformnosti a ostatn´ıch vlastnostech OpenGL




V prˇ´ıpadeˇ OpenGL je objekt cha´pa´n jako usporˇa´da´n´ı urcˇite´ho pocˇtu ploch do pozˇadovane´ho
geometricke´ho u´tvaru. Vy´jimku pak tvorˇ´ı body a cˇa´ry, ktere´ nevytva´rˇ´ı zˇa´dne´ plochy. Objekty
jsou za´kladn´ı prvky graficke´ sce´ny a mohou by´t jak dvourozmeˇrne´, tak trojrozmeˇrne´. I prˇesto,
zˇe je dvourozmeˇrna´ grafika sta´le vyuzˇ´ıva´na, je v dnesˇn´ı dobeˇ veˇnova´na veˇtsˇ´ı pozornost troj-
rozmeˇrne´mu prostoru a tedy i trojrozmeˇrny´m objekt˚um. Objekty, ktere´ jsou popsa´ny souborem
vrchol˚u, tvorˇ´ıc´ıch jednotlive´ hrany a plochy, jsou nazy´va´ny mesh objekty. OpenGL pracuje pra´veˇ
s t´ımto typem objekt˚u. Ostatn´ı objekty, ktere´ mohou by´t popsa´ny r˚uzny´mi zp˚usoby, naprˇ´ıklad
parametricky, je nutne´ na tento typ prˇeve´st.
3.1 Vlastnosti objekt˚u
Minima´ln´ı vlastnost´ı, ktere´ mus´ı mesh objekty naby´vat, je vlastnost, obsahuj´ıc´ı informace
o pozic´ıch jednotlivy´ch vrchol˚u, vcˇetneˇ informace o tom, ktere´ vrcholy spolecˇneˇ formuj´ı jednotlive´
plochy objektu. Vlastnosti se mohou liˇsit v tom, pro jakou u´rovenˇ objektu jsou definova´ny. Je
tedy mozˇno deˇlit vlastnosti na u´rovni vrchol˚u, ploch nebo cele´ho objektu. Mimo informace
o pozic´ıch vrchol˚u a plocha´ch z nich tvorˇeny´ch je mozˇne´, aby pro objekt byly definova´ny r˚uzne´
vlastnosti, jako jsou norma´love´ vektory, vhodne´ pro vy´pocˇet vlivu sveˇtla, barva, texturovac´ı
sourˇadnice, v prˇ´ıpadeˇ zˇe je na objekt mapova´na textura, nebo koeficienty pro r˚uzne´ vy´pocˇty.
V OpenGL jsou objekty zpracova´va´ny po vrcholech (per-vertex), z cˇehozˇ plyne, zˇe i prˇestozˇe
mu˚zˇe by´t urcˇita´ vlastnost definova´na pro plochu, je tato vlastnost prˇideˇlena vrchol˚um, ktere´ ji
tvorˇ´ı (naprˇ. norma´lovy´ vektor).
3.2 Vytva´rˇen´ı objekt˚u
Definova´n´ı dat objektu prˇ´ımo ve zdrojove´m ko´du aplikace je mozˇny´, avsˇak ne prˇ´ıliˇs vhodny´
zp˚usob vytva´rˇen´ı objekt˚u, z d˚uvodu cˇasove´ na´rocˇnosti a na´sledne´ho zneprˇehledneˇn´ı ko´du. Proto
je v praxi vhodneˇjˇs´ı vyuzˇ´ıt extern´ı graficke´ programy, specializovane´ pra´veˇ na tvorbu jedno-
duchy´ch i slozˇity´ch objekt˚u (Blender, Maya, 3D Studio Max aj.). Modelovac´ı na´stroj Blender
byl pouzˇit pro tvorbu objekt˚u, pouzˇity´ch v uka´zkovy´ch aplikac´ıch te´to pra´ce. Data objekt˚u, vy-
tvorˇeny´ch v teˇchto specializovany´ch programech, jsou exportova´na do soubor˚u r˚uzny´ch forma´t˚u
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(.obj, .dae, .3ds, .ply atd.), ktere´ jsou pote´ v aplikaci prˇecˇteny a z´ıskana´ data jsou vhodny´m
zp˚usobem ulozˇena v pameˇti pro dalˇs´ı pra´ci.
Obra´zek 3.1: Objekt se zobrazen´ım norma´lovy´ch vektor˚u (Blender)
3.3 Zpracova´n´ı objekt˚u
Cˇten´ı dat z extern´ıch soubor˚u, ktera´ prˇedstavuj´ı objekt, vytvorˇeny´ pomoc´ı extern´ıho mo-
delovac´ıho programu, prob´ıha´ pomoc´ı takzvane´ho parseru. Parser je program, ktery´ zna´ forma´t
ulozˇen´ı dat a je schopny´ tato data z´ıskat. Slozˇitost parseru se odv´ıj´ı pra´veˇ od forma´tu souboru, ve
ktere´m jsou data objektu ulozˇena, nebot’ r˚uzne´ typy souboru prˇedstavuj´ı r˚uzny´ forma´t ulozˇen´ı
dat. Neˇktere´ typy ukla´daj´ı data v urcˇite´m forma´tu textove´ podoby, jine´ spole´haj´ı na ulozˇen´ı
v podobeˇ standardu XML. Pro parsova´n´ı dat z r˚uzny´ch typ˚u souboru je mozˇne´ vyuzˇ´ıt extern´ıch
knihoven, jejichzˇ u´cˇelem je zpracova´n´ı dat ze souboru jednoho nebo v´ıce forma´t˚u.
3.4 Implementace zpracova´n´ı dat pomoc´ı knihovny Assimp
Pro cˇten´ı dat objekt˚u existuje mnozˇstv´ı knihoven (trimesh2, lib3ds, The OpenGL OBJ
Loader aj.), avsˇak v te´to implementaci je pouzˇita open-source knihovna Assimp pro jej´ı schop-
nost zpracovat mnoho forma´t˚u [4]. Nevy´hodou knihovny Assimp a podobny´ch extern´ıch kniho-
ven vsˇeobecneˇ je nutnost zna´t strukturu ulozˇen´ı, ve ktere´ jsou prˇecˇtena´ data nab´ızena pro-
grama´torovi. Knihovna Assimp definuje neˇkolik des´ıtek struktur, ktere´ mohou reprezentovat
r˚uzne´ polozˇky ve sce´neˇ (objekty, sveˇtla, kameru aj.).
Vy´sledkem zpracova´n´ı souboru by meˇla by´t data objektu pouzˇitelna´ pro inicializaci prˇ´ıslusˇ-
ne´ho array bufferu, ktery´ je mozˇne´ doplnit index bufferem. Podrobneˇjˇs´ı popis jednotlivy´ch typ˚u
buffer˚u je mozˇne´ nale´zt v [2]. Prˇi zpracova´va´n´ı souboru nen´ı nutne´ ukla´dat vsˇechna data ob-
jektu, pouze ta, ktera´ jsou pro dany´ program nutna´, od cˇehozˇ se odv´ıj´ı podoba struktury, ktera´
sjednocuje vlastnosti pro jeden vrchol. Pro pozdeˇjˇs´ı vyuzˇit´ı v dalˇs´ıch uka´zkovy´ch prˇ´ıkladech
jsou, mimo pozice vrchol˚u, ulozˇeny i data texturovac´ıch sourˇadnic a norma´lovy´ch vektor˚u.
Proble´m, ktery´ mu˚zˇe nastat u neˇktery´ch extern´ıch soubor˚u, je ten, zˇe mohou obsaho-
vat data pro v´ıce objekt˚u, jelikozˇ je do teˇchto soubor˚u exportova´na cela´ sce´na. Je tedy nutne´
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rozhodnout, zda budou data jednotlivy´ch objekt˚u ulozˇena ve vlastn´ıch bufferech nebo naopak
bude vytvorˇen spolecˇny´ buffer pro ulozˇen´ı dat vsˇech objekt˚u dohromady. V te´to uka´zkove´ im-
plementaci je pro kazˇdy´ objekt vyhrazen vlastn´ı buffer doplneˇny´ index bufferem, prˇicˇemzˇ je
vytvorˇena struktura, ktera´ obsahuje identifika´tory teˇchto buffer˚u a dalˇs´ı potrˇebna´ data pro ob-
jekt. K pouzˇ´ıva´n´ı bufferu se v modern´ım OpenGL va´zˇe i povinnost pouzˇit´ı takzvane´ho vertex
array object (zkr. VAO), cozˇ je OpenGL objekt, ktery´ ukla´da´ OpenGL stavy a popis rozlozˇen´ı
dat v array bufferu [2]. Prˇi vykreslova´n´ı objektu je nutne´ zna´t pocˇet vrchol˚u, ktere´ jej tvorˇ´ı.
V prˇ´ıpadeˇ pouzˇit´ı index bufferu je tento pocˇet roven pocˇtu index˚u. Vytvorˇen´ı struktury pro
kazˇdy´ objekt ma´ vy´hodu v mozˇne´ zmeˇneˇ stav˚u, naprˇ´ıklad zmeˇneˇ materia´lu, mezi vykreslen´ım
jednotlivy´ch objekt˚u. Pro pozdeˇjˇs´ı texturova´n´ı objektu je v te´to strukturˇe obsazˇen i index ma-
teria´lu, ktery´ indexuje do pole materia´l˚u, vytvorˇene´ho knihovnou Assimp po zpracova´n´ı souboru.
Textury a texturova´n´ı jsou prˇedmeˇtem na´sleduj´ıc´ı kapitoly.
Obra´zek 3.2: Struktura objektu a vrcholu
Za´kladn´ı struktura, kterou knihovna Assimp definuje, je struktura aiScene, ktera´ prˇedsta-
vuje celou sce´nu ze souboru. Pomoc´ı te´to struktury je mozˇne´ prˇistupovat k jednotlivy´m ob-
jekt˚um sce´ny, materia´l˚um a dalˇs´ım polozˇka´m [4]. Pro kazˇdou polozˇku sce´ny je definova´na struk-
tura, ktera´ ji reprezentuje. Pro objekty je urcˇena struktura aiMesh, ze ktere´ je mozˇno z´ıskat
pozˇadovana´ data objektu, pokud jsou pro dany´ objekt definova´na. Polozˇka materia´lu je repre-
zentova´na strukturou aiMaterial.
Obra´zek 3.3: Propojen´ı struktur
Pr˚uchodem vsˇech struktur aiMesh, obsazˇeny´ch v poli struktury aiScene, jsou z´ıska´na
pozˇadovana´ data jednotlivy´ch vrchol˚u objektu, kde pro kazˇdy´ vrchol je vytvorˇena struktura
s prˇ´ıslusˇny´mi daty. Tato struktura je pote´ ulozˇena do prˇipravene´ho pole, ktere´ je pozdeˇji pouzˇito
jako zdroj dat pro inicializaci array bufferu.
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// sav ing mate r i a l index f o r ac tua l ob j e c t
e n t r i e s [ index ] . mater ia l Index = mesh−>mMaterialIndex ;
std : : vector<Vertex> v e r t i c e s ;
const aiVector3D zero3D ( 0 . 0 , 0 . 0 , 0 . 0 ) ;
//mesh i s an ob j e c t from loaded scene
f o r (GLuint i = 0 ; i < mesh−>mNumVertices ; i++)
{
const aiVector3D ∗vPos = &(mesh−>mVertices [ i ] ) ;
const aiVector3D ∗vNormal = &(mesh−>mNormals [ i ] ) ;
const aiVector3D ∗vTexCoord = mesh−>HasTextureCoords (0 ) ?
&(mesh−>mTextureCoords [ 0 ] [ i ] ) : &zero3D ;
Vertex v (
glm : : vec3 ( vPos−>x , vPos−>y , vPos−>z ) ,
glm : : vec3 ( vNormal−>x , vNormal−>y , vNormal−>z ) ,
glm : : vec2 ( vTexCoord−>x , vTexCoord−>y ) ,
) ;
v e r t i c e s . push back (v ) ; // sav ing to array o f ob j e c t v e r t i c e s
}
Pro z´ıska´n´ı dat, ktery´mi je pote´ inicializova´n index buffer, je nutne´ procha´zet vsˇechny
plochy dane´ho objektu a ukla´dat indexy vrchol˚u, ktere´ tvorˇ´ı aktua´ln´ı plochu. Struktura aiMesh
obsahuje pole struktur aiFace, ktere´ reprezentuje vsˇechny plochy objektu. Samotna´ struktura
aiFace obsahuje pozˇadovane´ indexy vrchol˚u. Pouzˇ´ıva´n´ı index bufferu pro vykreslova´n´ı ma´ ob-
rovskou vy´hodu prˇi pra´ci s vrcholy, ktere´ naby´vaj´ı stejny´ch vlastnost´ı. Prˇi pouzˇit´ı index bufferu
nen´ı nutne´ ukla´dat stejna´ data v´ıcekra´t, cozˇ by jinak zp˚usobilo redundanci, nebot’ je dostacˇuj´ıc´ı
ulozˇit tato data pouze jednou a vyuzˇ´ıt indexu pro opakovane´ odkazova´n´ı.
std : : vector<GLuint> i n d i c e s ;
//mesh i s an ob j e c t from loaded scene
f o r (GLuint i = 0 ; i < mesh−>mNumFaces ; i++)
{
const a iFace& fa c e = mesh−>mFaces [ i ] ;
a s s e r t ( f a c e . mNumIndices == 3) ;
i n d i c e s . push back ( f a c e . mIndices [ 0 ] ) ;
i n d i c e s . push back ( f a c e . mIndices [ 1 ] ) ;
i n d i c e s . push back ( f a c e . mIndices [ 2 ] ) ;
}
Po kazˇde´m z´ıska´n´ı dat jednoho objektu jsou tato data pouzˇita pro inicializaci buffer˚u
dane´ho objektu, s vyuzˇit´ım OpenGL funkc´ı. Spolecˇneˇ s inicializac´ı buffer˚u jsou povoleny vstupn´ı
atributy pro vertex shader a je popsa´n forma´t ulozˇen´ı dat v array bufferu (velikost struktury
jednoho vrcholu, offset ve strukturˇe pro d´ılcˇ´ı vlastnosti). Popis ulozˇen´ı dat a vsˇechny stavy,
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vcˇetneˇ referenc´ı na buffery, jsou ulozˇeny do vertex array object, ktery´ je vytvorˇen a aktivova´n
jesˇteˇ prˇed funkcemi, ktere´ by jej mohly ovlivnit. Vsˇechny stavy jsou prˇi prˇ´ıˇst´ı aktivaci vertex
array object automaticky nastaveny. Popis jednotlivy´ch OpenGL funkc´ı je mozˇno nale´zt v [3].
glGenVertexArrays (1 ,&VAO) ; //Generating ver tex array ob j e c t ID
glBindVertexArray (VAO) ;
g lEnableVertexAttr ibArray (0 ) ;
g lEnableVertexAttr ibArray (1 ) ;
g lEnableVertexAttr ibArray (2 ) ;
g lGenBuf fers (1 ,&VB) ; //Generating array bu f f e r ( ver tex bu f f e r ) ID
g lBindBuf f e r (GL ARRAY BUFFER,VB) ;
g lBuf fe rData (GL ARRAY BUFFER, s i z e o f ( Vertex ) ∗ v e r t i c e s . s i z e ( ) , &v e r t i c e s [ 0 ] ,
GL STATIC DRAW) ;
g lVer t exAtt r ibPo in te r (0 , 3 ,GL FLOAT,GL FALSE, s i z e o f ( Vertex ) ,0 ) ;
g lVer t exAtt r ibPo in te r (1 , 3 ,GL FLOAT,GL FALSE, s i z e o f ( Vertex ) , ( GLvoid ∗) 12) ;
g lVer t exAtt r ibPo in te r (2 , 2 ,GL FLOAT,GL FALSE, s i z e o f ( Vertex ) , ( GLvoid ∗) 24) ;
g lGenBuf fers (1 ,&IB ) ; //Generating index bu f f e r ID
g lBindBuf f e r (GL ELEMENT ARRAY BUFFER, IB ) ;
g lBuf fe rData (GL ELEMENT ARRAY BUFFER, s i z e o f (GLuint ) ∗ i n d i c e s . s i z e ( ) ,
&i nd i c e s [ 0 ] , GL STATIC DRAW) ;
glBindVertexArray (0 ) ;
numIndices = i nd i c e s . s i z e ( ) ;
Jelikozˇ vy´sledkem te´to uka´zkove´ implementace je pouhe´ z´ıska´n´ı dat objektu bez jejich
pouzˇit´ı v shader programu, je uka´zkovy´ prˇ´ıklad spojen s implementac´ı v na´sleduj´ıc´ı kapitole,
jej´ımzˇ prˇedmeˇtem jsou textury. Vy´sledek nacˇ´ıta´n´ı dat objektu a jejich pouzˇit´ı, vcˇetneˇ mapova´n´ı




Obecneˇ textury neodmyslitelneˇ patrˇ´ı k pocˇ´ıtacˇove´ grafice, ve ktere´ maj´ı sˇiroke´ vyuzˇit´ı jak
pro prˇibl´ızˇen´ı vzhledu objekt˚u realiteˇ, tak pro r˚uzne´ techniky vy´pocˇt˚u, vyuzˇ´ıvaj´ıc´ı textury jako
zdroj nebo u´lozˇiˇsteˇ dat. Texturu je mozˇne´ popsat jako neˇkolika-rozmeˇrne´ pole, jehozˇ dimenze
za´vis´ı na typu textury. Jednotlive´ texely, cozˇ jsou za´kladn´ı jednotky textury, mohou obsahovat
r˚uzna´ data. Cˇasto tato data reprezentuj´ı barvu, prˇicˇemzˇ pro takove´ textury OpenGL podporuje
pouze barevne´ forma´ty RGB, RGBA a forma´ty z nich odvozene´. [2]
4.1 Texturove´ objekty
V OpenGL jsou textury reprezentova´ny takzvany´mi texturovy´mi objekty [2], ktere´ se
skla´daj´ı ze trˇ´ı cˇa´st´ı. Hlavn´ı cˇa´sti odpov´ıda´ pameˇt’ove´ mı´sto pro ulozˇen´ı dat textury. Dalˇs´ı dveˇ
cˇa´sti texturove´ho objektu slouzˇ´ı pro ulozˇen´ı parametr˚u, ktere´ se deˇl´ı na parametry ty´kaj´ıc´ı se
textury a na vzorkovac´ı parametry pouzˇite´ prˇi cˇten´ı texturovy´ch dat. Prˇ´ıkladem parametr˚u pro
texturu je specifikace swizzling parametr˚u, ktere´ mohou zp˚usobit prohozen´ı urcˇity´ch barevny´ch
kana´l˚u textury nebo jejich nahrazen´ı hodnotou 0 nebo 1. Vzorkovac´ı parametry mohou obsa-
hovat r˚uzna´ nastaven´ı pro cˇten´ı dat textury, jako jsou naprˇ´ıklad r˚uzne´ typy filtrova´n´ı nebo
takzvany´ wrapping. Filtrova´n´ı a wrapping jsou podrobneˇji popsa´ny v teoreticke´ prˇ´ıloze te´to
pra´ce. Vzorkovac´ı parametry mohou by´t texturove´mu objektu poskytnuty pomoc´ı specia´ln´ıho
OpenGL vzorkovac´ıho objektu (angl. sampler object), ktery´ tyto parametry ukla´da´. Asociac´ı
vzorkovac´ıho objektu a texturove´ho objektu ke stejne´ texturovac´ı jednotce se parametry vzorko-
vac´ıho objektu sta´vaj´ı aktua´ln´ımi. Vy´hoda pouzˇit´ı vzorkovac´ıho objektu tkv´ı v pouzˇit´ı jednoho
objektu pro v´ıce texturovy´ch objekt˚u. [2]
4.2 Texturovac´ı jednotky
Texturovac´ı jednotky jsou komponenty graficke´ karty, ktere´ prova´d´ı proces vzorkova´n´ı dat
z textury a je mozˇne´ je povazˇovat za spojen´ı mezi texturovy´m objektem, prˇ´ıpadneˇ vzorkovac´ım
objektem, a programem pro grafickou kartu, tedy shaderem. Pro kazˇdou grafickou kartu existuje
urcˇity´ pocˇet texturovac´ıch jednotek, ktere´ je mozˇne´ v aplikaci vyuzˇ´ıvat. Modern´ı graficke´ karty
obsahuj´ı pr˚umeˇrneˇ kolem jedne´ stovky texturovac´ıch jednotek.
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Obra´zek 4.1: Propojen´ı jednotlivy´ch cˇa´st´ı v procesu texturova´n´ı
4.3 Texturovac´ı sourˇadnice
Texturovac´ı sourˇadnice, zna´me´ take´ jako UV sourˇadnice, slouzˇ´ı k urcˇen´ı mı´sta v texturˇe,
ze ktere´ho ma´ by´t z´ıska´n vzorek. Definuj´ı tedy urcˇitou transformaci textury pro jej´ı mapova´n´ı na
danou plochu objektu. Aby bylo mozˇne´ rozliˇsit texturovac´ı sourˇadnice od prostorovy´ch sourˇadnic
(x, y, z, w) a take´ od oznacˇen´ı barevny´ch slozˇek (r, g, b, a), jsou v jazyce GLSL zpravidla
oznacˇova´ny p´ısmeny s, t, p, q. V za´vislosti na typu textury, ktera´ ma´ by´t pouzˇita prˇi vzorkova´n´ı,
se odv´ıj´ı pocˇet komponent vektoru reprezentuj´ıc´ı texturovac´ı sourˇadnice (2D textura – (s, t), 3D
textura – (s, t, p) atd.). [2]
4.4 Vzorkova´n´ı
Pro z´ıska´va´n´ı dat z textury, tedy vzorkova´n´ı, definuje jazyk GLSL specia´ln´ı built-in funkci
texture [3]. Aby bylo mozˇne´ tuto funkci pouzˇ´ıt, je nutne´, aby byl texturovy´ objekt asociova´n
s texturovac´ı jednotkou, jej´ızˇ cˇ´ıslo je pote´ nastaveno do specia´ln´ı uniformn´ı promeˇnne´, ktera´
odpov´ıda´ urcˇite´mu datove´mu typu ze skupiny datovy´ch typ˚u sampler. Konkre´tn´ı typ promeˇnne´
je odvozen od typu textury, asociovane´ s texturovac´ı jednotkou (sampler1D, sampler2D, sam-
plerCube aj.). Za´kladn´ı typy textur jsou popsa´ny v teoreticke´ prˇ´ıloze. Promeˇnna´ typu sampler
spolecˇneˇ s texturovac´ımi sourˇadnicemi tvorˇ´ı argumenty pro funkci texture, ktera´ je pro r˚uzne´
druhy sampler promeˇnny´ch prˇet´ızˇena. [2]
V OpenGL je mozˇne´ vyuzˇ´ıvat funkcionality zvane´ Mipmapping, ktera´ se vyuzˇ´ıva´ pro zefek-
tivneˇn´ı procesu vzorkova´n´ı a rˇesˇen´ı urcˇity´ch nezˇa´douc´ıch jev˚u. Popis a princip te´to funkcionality
je mozˇne´ rovneˇzˇ naj´ıt v teoreticke´ prˇ´ıloze.
4.5 Rozsˇ´ıˇren´ı objekt˚u o mapova´n´ı textur
Texturova´n´ı objekt˚u je za´kladn´ı vlastnost´ı OpenGL, kterou disponuje jizˇ od verze 1.
Uka´zkova´ implementace v kapitole Objekty demonstrovala z´ıska´n´ı pozˇadovany´ch dat pro jed-
notlive´ vrcholy objektu, mezi ktery´ma byla i data texturovac´ıch sourˇadnic. V na´vaznosti na
tuto uka´zku je popsa´n zp˚usob implementace nacˇ´ıta´n´ı textur a jejich vyuzˇit´ı. Pro implementaci
je opeˇt vyuzˇito knihovny Assimp.
Jelikozˇ je mozˇne´, aby byl materia´l slozˇen z v´ıce textur, je pro tento u´cˇel vytvorˇena struk-
tura, sjednocuj´ıc´ı vsˇechny textury dane´ho materia´lu. V te´to konkre´tn´ı implementaci obsahuje
struktura materia´lu pouze difu´zn´ı texturu, nicme´neˇ v pozdeˇjˇs´ıch kapitola´ch te´to pra´ce je vyuzˇita
i textura norma´lova´ a spekula´rn´ı.
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Obra´zek 4.2: Struktura materia´lu
Kazˇdy´ materia´l, pouzˇity´ na jednom nebo v´ıce objektech nacˇtene´ sce´ny, reprezentuje kni-
hovna Assimp strukturou aiMaterial. Tato struktura poskytuje funkce pro zjiˇsteˇn´ı informac´ı
o materia´lu, jako jsou naprˇ´ıklad pocˇet textur dane´ho typu, umı´steˇn´ı textur, r˚uzne´ koeficienty,
naprˇ´ıklad odrazivost, a mnoho dalˇs´ıch [4]. Struktury aiMaterial, reprezentuj´ıc´ı vsˇechny materia´ly
pouzˇite´ ve sce´neˇ, jsou ulozˇeny v poli, ve strukturˇe aiScene. Propojen´ı struktur je zna´zorneˇno na
obra´zku 3.3 z prˇedchoz´ı kapitoly. Na´sleduj´ıc´ı ko´d prˇedstavuje zp˚usob z´ıska´n´ı umı´steˇn´ı difu´zn´ı
textury.
const a iMat e r i a l ∗ mat = scene−>mMaterials [ i ] ; // g e t t i n g mate r i a l at index i
//Gett ing d i f f u s e t ex ture
i f (mat−>GetTextureCount ( aiTextureType DIFFUSE ) > 0 )
{
a i S t r i n g path ;
i f (mat−>GetTexture ( aiTextureType DIFFUSE ,0 ,&path ,NULL,
NULL,NULL,NULL,NULL) == AI SUCCESS)
{
std : : s t r i n g fu l lPa th = std : : s t r i n g ( path . C Str ( ) ) ;
GLuint s l a sh Index = fu l lPa th . f i n d l a s t o f ( ”\\” ) ;
f u l lPa th = ” . . \ \ Others \\Textures \\” +
fu l lPa th . subs t r ( s l a sh Index+1, f u l lPa th . l ength ( ) ) ;
//Loading tex ture and sav ing t ex ture ID to mate r i a l s t r u c tu r e
mat e r i a l s [ i ] . d i f f u s eTex tu r e = LoadTexture ( f u l lPa th ) ;
}
}
Samotne´ textury jsou reprezentova´ny jako extern´ı soubory, pro jejichzˇ nacˇ´ıta´n´ı nepo-
skytuje OpenGL zˇa´dnou funkcionalitu. Z tohoto d˚uvodu je potrˇeba pouzˇ´ıt extern´ı knihovnu
pro tento u´cˇel. Takovy´ch knihoven je velike´ mnozˇstv´ı, liˇs´ıc´ı se prˇeva´zˇneˇ v mozˇnostech, ktere´
nab´ız´ı. Jedna z nejjednodusˇsˇ´ıch knihoven pro nacˇ´ıta´n´ı textur je naprˇ´ıklad knihovna SOIL (Sim-
ple OpenGL Image Library), avsˇak v te´to uka´zkove´ implementaci je vyuzˇita knihovna OpenCV
[5], ktera´ naopak nab´ız´ı sˇiroke´ a uzˇitecˇne´ mozˇnosti pra´ce s texturou (naprˇ. zobrazen´ı textury).
Od OpenGL verze 4.2 jsou povinnou soucˇa´st´ı implementace funkce pro alokaci nemeˇnne´ho
pameˇt’ove´ho mı´sta (angl. immutable storage) texturove´ho objektu. Tyto funkce se doporucˇuje
pouzˇ´ıt, nebot’ zabranˇuj´ı vzniku neu´plne´ho texturove´ho objektu nebo nepovoleny´ch stav˚u (naprˇ.
r˚uzne´ forma´ty pro u´rovneˇ mipmapy) [2]. Jedna´ se o funkce glTexStorage, ktere´ alokuj´ı mı´sto
pro cely´ texturovy´ objekt najednou. Prˇi pouzˇit´ı mipmappingu je potrˇeba zadat pocˇet u´rovn´ı
pro vytvorˇen´ı dostatecˇne´ho mı´sta. V na´sleduj´ıc´ım ko´du jsou nacˇtena data textury a ulozˇena do
pameˇt’ove´ho mı´sta texturove´ho objektu spolecˇneˇ s dalˇs´ımi automaticky vygenerovany´mi textu-
rami pro mipmap u´rovneˇ. Nakonec jsou nastaveny vhodne´ vzorkovac´ı parametry.
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GLuint t ex ture ;
cv : : Mat image = cv : : imread ( texturePath . c s t r ( ) , CV LOAD IMAGEUNCHANGED ) ;
cv : : f l i p ( image , image , 0 ) ; // Y f l i p p i n g
glGenTextures (1 , &texture ) ; // gene ra t ing t ex ture ob j e c t ID
glBindTexture (GL TEXTURE 2D, t ex ture ) ;
// Ca l cu l a t ing number o f mipmap l e v e l s and prepar ing formats
GLint l e v e l s = f l o o r ( l og (MAX( image . co l s , image . rows ) ) / log (2 ) ) + 1 ;
GLuint format = ( image . channe l s ( ) == 3) ? GL BGR : GL BGRA;
GLuint interna lFormat = ( image . channe l s ( ) == 3) ? GL RGB8 : GL RGBA8;
//Creat ing immutable s t o rage and f i l l i n g i t with base t ex tu re data
glTexStorage2D (GL TEXTURE 2D, l e v e l s , internalFormat , image . co l s , image . rows ) ;
glTexSubImage2D (GL TEXTURE 2D,0 , 0 , 0 , image . co l s , image . rows , format ,
GL UNSIGNED BYTE, image . data ) ;
glGenerateMipmap (GL TEXTURE 2D) ;
glTexParameteri (GL TEXTURE 2D,GL TEXTUREWRAP S,GL CLAMP TO EDGE) ;
glTexParameteri (GL TEXTURE 2D,GL TEXTUREWRAP T,GL CLAMP TO EDGE) ;
glTexParameteri (GL TEXTURE 2D,GL TEXTURE MAG FILTER,GL LINEAR) ;
glTexParameteri (GL TEXTURE 2D,GL TEXTURE MIN FILTER,
GL LINEAR MIPMAP LINEAR) ;
image . r e l e a s e ( ) ;
Prˇed samotny´m vykreslen´ım objektu je nutne´, aby byl nastaven jeho materia´l. Texturovy´
objekt, obsahuj´ıc´ı texturu dane´ho materia´lu, je asociova´n s texturovac´ı jednotkou, jej´ızˇ cˇ´ıslo
mu˚zˇe naby´vat hodnoty z intervalu< 0,MAX TEXTURE UNIT ), kde MAX TEXTURE UNIT
je maxima´ln´ı pocˇet texturovac´ıch jednotek konkre´tn´ı graficke´ karty. Je take´ nutne´ nastavit
pozˇadovane´ OpenGL stavy, cozˇ se deˇje aktivac´ı prˇ´ıslusˇne´ho vertex array object.
glBindVertexArray ( e n t r i e s [ i ] .VAO) ; //VAO of ob j e c t at index i
GLuint matIndex = en t r i e s [ i ] . mater ia l Index ;
i f (matIndex < mate r i a l s . s i z e ( ) )
{
i f ( mat e r i a l s [ matIndex ] . d i f f u s eTex tu r e != INVALID MATERIAL)
{
g lAct iveTexture (GL TEXTURE0) ;
glBindTexture (GL TEXTURE 2D, mate r i a l s [ matIndex ] . d i f f u s eTex tu r e ) ;
}
}
glDrawElements (GL TRIANGLES, e n t r i e s [ i ] . numIndices ,GL UNSIGNED INT, 0 ) ;
glBindVertexArray (0 ) ;
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Pro pra´ci s texturami je nejcˇasteˇji vyuzˇ´ıva´n fragment shader, nicme´neˇ textury mohou by´t
pouzˇity i v ostatn´ıch programovatelny´ch fa´z´ıch vykreslovac´ı pipeline. Na za´kladeˇ texturovac´ıch
sourˇadnic a sampler promeˇnne´ je z´ıska´n vzorek z textury, jehozˇ vy´sledna´ hodnota je ovlivneˇna
vsˇemi vzorkovac´ımi i texturovy´mi parametry. Mensˇ´ı vy´hodou od OpenGL verze 4.2 je mozˇnost,
pomoc´ı layout specifika´toru a parametru binding, specifikovat defaultn´ı asociaci s texturovac´ı
jednotkou pro sampler promeˇnnou. Na´sleduj´ıc´ı ko´d prˇedstavuje proces texturova´n´ı ve fragment
shaderu.
#ver s i on 430
in vec2 ex UV ; // tex ture coo rd ina t e s
out vec4 g l FragCo lor ;
layout ( b inding = 0) uniform sampler2D co lorTexture ; // sampler f o r t ex ture
void main ( void )
{
g l FragCo lor = texture ( co lorTexture , ex UV) ;
}
Obra´zek 4.3: Vy´sledny´ otexturovany´ objekt
Prˇi pohledu na vy´sledny´ obraz p˚usob´ı model velmi nerealisticky, cozˇ je zp˚usobeno prˇeva´zˇneˇ
absenc´ı osveˇtlen´ı. Absence osveˇtlen´ı zp˚usobuje konstantn´ı intenzitu barvy po cele´m objektu.
Z tohoto d˚uvodu je prˇedmeˇtem na´sleduj´ıc´ı kapitoly zp˚usob simulace osveˇtlen´ı.
Funkcˇn´ı uka´zkovy´ prˇ´ıklad nacˇ´ıta´n´ı objekt˚u a texturova´n´ı je mozˇno nale´zt v prˇ´ıloze te´to
pra´ce. Konkre´tn´ı umı´steˇn´ı je /Examples/01 - 02 Objects and textures .
Pro tuto kapitolu je vytvorˇen i dalˇs´ı uka´zkovy´ prˇ´ıklad vyuzˇ´ıvaj´ıc´ı algoritmus Volume ray
casting pro zobrazova´n´ı dat 3D textury. Tento prˇ´ıklad je vytvorˇen pouze jako doplnˇuj´ıc´ı uka´zka





Vy´pocˇet vlivu sveˇtla na objekty je, po pouzˇit´ı textur, dalˇs´ı z hlavn´ıch cˇa´st´ı pocˇ´ıtacˇove´
grafiky, ktera´ zvysˇuje mı´ru realisticˇnosti vy´sledne´ sce´ny. Existuj´ı dva druhy vy´pocˇtu vlivu sveˇtla,
ktere´ se liˇs´ı prˇeva´zˇneˇ v cˇasove´ na´rocˇnosti.
Cˇasove´ na´rocˇneˇjˇs´ı metody vy´pocˇt˚u jsou veˇtsˇinou zalozˇeny na fyzika´ln´ıch za´konech sˇ´ıˇren´ı
sveˇtla v prostoru. Prˇ´ıklady takovy´ch algoritmu˚ jsou Ray Tracing, Path Tracing, Radiosity aj.
U globa´ln´ıch osveˇtlovac´ıch metod, jak jsou take´ tyto algoritmy nazy´va´ny, je hlavn´ı prˇ´ıcˇinou
vysoke´ cˇasove´ na´rocˇnosti vy´pocˇet, do ktere´ho jsou zahrnuty vsˇechny okoln´ı objekty, ktere´ mo-
hou intenzitu vy´sledne´ho sveˇtla ovlivnit. Z d˚uvodu cˇasove´ na´rocˇnosti nen´ı mozˇne´ tyto metody
vyuzˇ´ıvat v real-time aplikac´ıch. Existuj´ı vsˇak prˇ´ıpady, kdy je mozˇne´ se setkat s real-time apli-
kacemi, ktere´ tyto metody vyuzˇ´ıvaj´ı, avsˇak nejedna´ se o plnohodnotne´ implementace teˇchto
metod.
Druhy´ zp˚usob vy´pocˇtu definuj´ı takzvane´ empiricke´ osveˇtlovac´ı modely. Tyto modely jsou
vyuzˇ´ıva´ny v real-time aplikac´ıch z d˚uvodu vysoke´ rychlosti vy´pocˇtu, ktera´ je zp˚usobena urcˇity´m
odstoupen´ım od fyzika´ln´ıch za´kon˚u sˇ´ıˇren´ı sveˇtla. I prˇesto, zˇe nen´ı dosazˇeno takove´ mı´ry rea-
listicˇnosti jako u globa´ln´ıch osveˇtlovac´ıch metod, je vy´sledek pouzˇit´ı empiricky´ch osveˇtlovac´ıch
model˚u sta´le prˇijatelny´. Prˇ´ıklady empiricky´ch osveˇtlovac´ıch model˚u jsou Lambert˚uv osveˇtlovac´ı
model nebo Phong˚uv osveˇtlovac´ı model, ktery´ je prˇedmeˇtem i uka´zkove´ implementace.
5.1 Empiricke´ osveˇtlovac´ı modely
Vy´pocˇet osveˇtlen´ı je, nejen v empiricky´ch osveˇtlovac´ıch modelech, za´visly´ na vektorech,
zna´my´ch jako norma´love´ vektory, a proto je nutne´, aby byly tyto vektory pro objekt definova´ny.
Norma´love´ vektory je mozˇne´ vypocˇ´ıtat pomoc´ı operace vektorove´ho soucˇinu, avsˇak v dnesˇn´ı
dobeˇ veˇtsˇina modelovac´ıch na´stroj˚u podporuje automaticke´ generova´n´ı teˇchto vektor˚u. Mimo
vektorovy´ soucˇin se prˇi vy´pocˇtu osveˇtlen´ı vyuzˇ´ıva´ neˇkolik dalˇs´ıch vektorovy´ch operac´ı, jejichzˇ
popis je spolecˇneˇ s popisem norma´lovy´ch vektor˚u obsazˇen v teoreticke´ prˇ´ıloze.
Samotne´ empiricke´ osveˇtlovac´ı modely se rozliˇsuj´ı t´ım, ktere´ typy odraz˚u sveˇtla jsou zahr-
nuty v jejich vy´pocˇtu a take´ t´ım, jak jsou tyto odrazy vypocˇ´ıta´va´ny. Kazˇdy´ typ odrazu je mozˇne´
povazˇovat na slozˇku vy´sledne´ho odrazu, ktery´ uda´va´ vy´slednou intenzitu sveˇtla v dane´m bodeˇ.
Popis jednotlivy´ch slozˇek je obsazˇen v teoreticke´ prˇ´ıloze.
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Lambert˚uv osveˇtlovac´ı model
Lambert˚uv osveˇtlovac´ı model je empiricky´ model, ktery´ do vy´pocˇtu zahrnuje pouze difu´zn´ı
odraz sveˇtla, avsˇak je mozˇne´ se setkat i s rozsˇ´ıˇren´ım, kdy je zahrnut i odraz ambientn´ı. Jedna´ se
o nejjednodusˇsˇ´ı osveˇtlovac´ı model, kde vy´sledna´ intenzita bodu za´vis´ı na tom, pod jaky´m u´hlem
dopada´ sveˇtelny´ paprsek v˚ucˇi norma´love´mu vektoru dane´ho bodu. Vy´sledny´ vzorec pro vy´pocˇet




ILkkd(L⃗i · N⃗) (5.1)
n - pocˇet sveˇtel
IL - barevne´ slozˇen´ı dopadaj´ıc´ıho paprsku
kd - koeficient difu´zn´ıho odrazu
L⃗i - opacˇny´ vektor smeˇru dopadaj´ıc´ıho paprsku
N⃗ - norma´lovy´ vektor
Vzorec pro vy´pocˇet intenzity podle Lamberta [7]
Phong˚uv osveˇtlovac´ı model
Phong˚uv osveˇtlovac´ı model byl prˇedstaven v roce 1973 Bui Tuong Phongem jako vy´sledek
jeho disertacˇn´ı pra´ce. Tento model vycha´z´ı z Lambertova osveˇtlovac´ıho modelu a rozsˇiˇruje
vy´pocˇet o ambientn´ı a zrcadlovy´ odraz sveˇtla. Vy´sledna´ intenzita pak odpov´ıda´ soucˇtu mnozˇstv´ı
sveˇtla odrazˇene´ho vsˇemi trˇemi typy odrazu. Tento model je cˇasto vyuzˇ´ıva´n v real-time aplikac´ıch
pro svou jednoduchost, rychlost a prˇijatelne´ vy´sledky.
I = IAka +
n
l=1
IL(kd(L⃗i · N⃗) + ks(R⃗i · V⃗ )h) (5.2)
n - pocˇet sveˇtel
IA - mnozˇstv´ı okoln´ıho sveˇtla
IL - barevne´ slozˇen´ı dopadaj´ıc´ıho paprsku
ka - koeficient ambientn´ıho odrazu
kd - koeficient difu´zn´ıho odrazu
ks - koeficient zrcadlove´ho odrazu
L⃗i - opacˇny´ vektor smeˇru dopadaj´ıc´ıho paprsku
N⃗ - norma´lovy´ vektor
R⃗i - vektor smeˇru odrazˇene´ho paprsku
V⃗ - vektor smeˇru od mı´sta odrazu k pozorovateli
h -Phong˚uv exponent
Vzorec pro vy´pocˇet intenzity podle Phonga [7]
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5.2 Implementace osveˇtlen´ı graficke´ sce´ny
Tato uka´zkova´ implementace prˇedstavuje vyuzˇit´ı Phongova osveˇtlovac´ıho modelu pro trˇi
r˚uzne´ typy sveˇtel. Jedna´ se o smeˇrove´ sveˇtlo, bodove´ sveˇtlo a sveˇtlo typu reflektor, jejichzˇ
podrobneˇjˇs´ı popis je obsazˇen v teoreticke´ prˇ´ıloze.
Podstatna´ cˇa´st celkove´ho vy´pocˇtu osveˇtlen´ı je obsazˇena ve fragment shaderu prˇ´ıslusˇne´ho
shader programu, cozˇ odpov´ıda´ takzvane´mu Phongove´mu st´ınova´n´ı, vyuzˇ´ıvaj´ıc´ı interpolaci nor-
ma´lovy´ch vektor˚u. Nicme´neˇ je na straneˇ klienta, tedy aplikace, potrˇeba prˇipravit data, ktera´
odpov´ıdaj´ı vlastnostem sveˇtel. Pro tyto u´cˇely jsou vytvorˇeny struktury, ktere´ obsahuj´ı polozˇky
r˚uzny´ch vlastnost´ı na za´kladeˇ typu sveˇtla.
Obra´zek 5.1: Struktury sveˇtel a deˇdicˇnost mezi nimi
V te´to implementaci je pro kazˇdy´ typ sveˇtla vytvorˇena jedna instance prˇ´ıslusˇne´ struktury a
pote´ je naplneˇna vhodny´mi daty. Na´sledovneˇ jsou tato data poskytnuta fragment shaderu v po-
dobeˇ uniformn´ıch promeˇnny´ch, jejichzˇ datove´ typy odpov´ıdaj´ı struktura´m r˚uzny´ch typ˚u sveˇtel,
ktere´ jsou ve fragment shaderu opeˇtovneˇ definova´ny. Mimo to jsou fragment shaderu poskytnuty
informace o pozici pozorovatele, tedy pomyslne´ kamery, vlastnostech materia´lu pro vy´pocˇet zr-
cadlove´ slozˇky a take´ informace o intenziteˇ okoln´ıho sveˇtla pro vy´pocˇet ambientn´ı slozˇky, ktera´
se k vy´sledne´ intenziteˇ fragmentu prˇicˇ´ıta´ pouze jednou a nen´ı za´visla´ na konkre´tn´ım sveˇtelne´m
zdroji. Mezi vlastnosti materia´lu pro vy´pocˇet zrcadlove´ slozˇky patrˇ´ı hodnota odrazivosti z in-
tervalu < 0, 1 > a Phong˚uv exponent, ktery´ urcˇuje ostrost vy´sledne´ho efektu zrcadlove´ slozˇky.
Aby byl vy´pocˇet vlivu sveˇtla pro dany´ fragment korektn´ı, je nutne´ jej prova´deˇt na stejne´
prostorove´ u´rovni. Jelikozˇ jsou urcˇite´ vlastnosti sveˇtel definova´ny v globa´ln´ım prostoru, je nutne´,
aby i pozice fragmentu a jeho norma´lovy´ vektor byl v tomto prostoru take´. Pomoc´ı modelove´
matice jsou, ve vertex shaderu, norma´lovy´ vektor a pozice vrcholu prˇeneseny do globa´ln´ıho pro-
storu, ve ktere´m jsou pote´ interpolova´ny pro jednotlive´ fragmenty. Na´sleduj´ıc´ı ko´d prˇedstavuje
tuto transformaci.
void main ( void )
{
// in Normal and i n Po s i t i o n are input a t t r i b u t e s
// ex Normal and ex WorldPos are output a t t r i b u t e s
ex Normal = (modelMatrix ∗ vec4 ( in Normal , 0 . 0 ) ) . xyz ;
ex WorldPos = (modelMatrix ∗ vec4 ( i n Po s i t i on , 1 . 0 ) ) . xyz ;
}
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Jelikozˇ nen´ı ambientn´ı slozˇka za´visla´ na konkre´tn´ım sveˇtle, je pro kazˇde´ sveˇtlo vypocˇ´ıta´na
pouze slozˇka difu´zn´ı a zrcadlova´. K tomuto u´cˇelu je vytvorˇen spolecˇny´ ko´d pro vsˇechny typy
sveˇtla, ktery´ implementuje vy´pocˇet teˇchto dvou slozˇek. Vy´pocˇet zrcadlove´ slozˇky je doplneˇn
koeficientem ze spekula´rn´ı textury pro zvy´sˇen´ı realisticˇnosti. Spekula´rn´ı textura ukla´da´ hodnoty
koeficientu odrazu pro jednotlive´ texely, cˇehozˇ je vyuzˇ´ıva´no v prˇ´ıpadech, kdy urcˇite´ cˇa´sti ma-
povane´ barevne´ textury maj´ı by´t me´neˇ leskle´ nezˇ cˇa´sti ostatn´ı. Odrazivy´ koeficient pro vy´pocˇet
difu´zn´ı slozˇky je da´n barvou fragmentu.
vec3 normal = normal ize ( ex Normal ) ; // fragment normal
vec3 d i r = normal ize ( d i r e c t i o n ) ; // l i g h t ray d i r e c t i o n
// D i f f u s e
f l o a t d i f f u s eFa c t o r = max( dot ( normal , −d i r ) , 0 . 0 ) ;
vec3 d i f f u s e = l i g h t . c o l o r ∗ l i g h t . i n t e n s i t y ∗ d i f f u s eFa c t o r ;
// Specu lar
vec3 toEye = normal ize ( cameraPos i t ion − ex WorldPos ) ;
vec3 r e f l e c t e d = normal ize ( r e f l e c t ( d ir , normal ) ) ;
f l o a t specu la rFacto r = max( dot ( r e f l e c t e d , toEye ) , 0 . 0 ) ;
vec3 specu l a r = l i g h t . c o l o r ∗ l i g h t . i n t e n s i t y ∗
pow( specu larFactor , specu larFocus ) ;
// spe cu l a rCoe f f i s mate r i a l s h i n i n e s s
vec3 c o l o r = min ( co l o rTexe l . rgb ∗ d i f f u s e + spe cu l a rCoe f f ∗
specu la rTexe l ∗ specu lar , vec3 ( 1 . 0 ) ) ;
Pro smeˇrove´ sveˇtlo je tento spolecˇny´ vy´pocˇet ekvivalentn´ı s celkovy´m vy´pocˇtem difu´zn´ı
a zrcadlove´ slozˇky, jelikozˇ je pro vsˇechny fragmenty smeˇr svitu stejny´ a nedocha´z´ı k pozdeˇjˇs´ı
modifikaci teˇchto dvou slozˇek jako u ostatn´ıch typ˚u sveˇtla.
Bodove´ sveˇtlo poskytuje pro kazˇdy´ fragment individua´ln´ı smeˇr prˇ´ıchoz´ıho paprsku, ktery´
je urcˇen smeˇrem od pozice sveˇtla k pozici fragmentu v globa´ln´ım prostoru. Prˇi pouzˇit´ı bo-
dove´ho sveˇtla docha´z´ı k u´tlumu v za´vislosti na vzda´lenosti pozice fragmentu od pozice sveˇtla.
Vy´sledny´ u´tlum ovlivnˇuje hodnotu difu´zn´ı a zrcadlove´ slozˇky ze spolecˇne´ho vy´pocˇtu. Vy´pocˇet




kc + kl · d+ kq · d2 (5.3)
A - vy´sledny´ u´tlum
d - vzda´lenost
kc - konstantn´ı koeficient u´tlumu
kl - linea´rn´ı koeficient u´tlumu
kq - kvadraticky´ koeficient u´tlumu
Vzorec pro vy´pocˇet u´tlumu [7]
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Vzorec u´tlumu obsahuje linea´rn´ı a kvadraticky´ koeficient, ktere´ mohou by´t libovolneˇ
meˇneˇny podle vlastn´ıch pozˇadavk˚u. Konstantn´ı koeficient slouzˇ´ı pro eliminaci p˚usoben´ı vysˇsˇ´ı
intenzity sveˇtla, nezˇ samotne´ sveˇtlo vyzarˇuje, prˇi velmi n´ızke´ vzda´lenosti fragmentu od sveˇtla.
Z´ıska´n´ı individua´ln´ıho smeˇru pro fragment a aplikaci u´tlumu zna´zornˇuje na´sleduj´ıc´ı ko´d.
vec3 d i r e c t i o n = ex WorldPos − po intL ight . p o s i t i o n ; // i nd i v i dua l d i r e c t i o n
//General c a l c u l a t i o n f o r d i f f u s e and specu l a r part
vec4 c o l o r = CalcBaseLight ( po intL ight . base , d i r e c t i on , co lorTexe l ,
specu la rTexe l ) ;
f l o a t d i s t = length ( d i r e c t i o n ) ;
f l o a t a t t enuat ion = po intL ight . constantAttenuat ion +
po intL ight . l i n ea rAt t enua t i on ∗ d i s t +
po intL ight . quadrat i cAttenuat ion ∗ pow( d i s t , 2 ) ;
c o l o r /= attenuat ion ;
Implementace reflektoru je velmi podobna´ bodove´mu sveˇtlu, nicme´neˇ vy´pocˇet difu´zn´ı a
zrcadlove´ slozˇky je proveden pouze pro omezeny´ pocˇet smeˇr˚u. Proveden´ı vy´pocˇtu teˇchto slozˇek
za´vis´ı na tom, zda je kosinus u´hlu, ktery´ je sv´ıra´n paprskem a strˇedovy´m paprskem, v povolene´m
rozmez´ı. U reflektoru docha´z´ı k jevu, kdy intenzita sla´bne nejen se zvysˇuj´ıc´ı se vzda´lenost´ı, ale
take´ i se zvysˇuj´ıc´ım se odklonem od strˇedu sveˇtelne´ho kuzˇele. Pro tento u´cˇel je provedeno
mapova´n´ı intervalu < cos(max angle), 1 > do intervalu < 0, 1 >, kdy prˇi nulove´m odklonu je
intenzita maxima´ln´ı a prˇi odklonu, dany´m maxima´ln´ım u´hlem, je intenzita nulova´. Na´sleduj´ıc´ı
ko´d prˇedstavuje implementaci reflektoru.
vec4 c o l o r = vec4 ( 0 . 0 , 0 . 0 , 0 . 0 , 1 . 0 ) ;
vec3 d i r e c t i o n = ex WorldPos − spotLight . p o s i t i o n ; // i nd i v i dua l d i r e c t i o n
vec3 normMidDir = normal ize ( spotL ight . midDirect ion ) ;
vec3 normDir = normal ize ( d i r e c t i o n ) ;
f l o a t cosAngle = dot ( normMidDir , normDir ) ;
i f ( cosAngle >= spotLight . cutOf f ) // i f a cceptab l e va lue
{
//General c a l c u l a t i o n f o r d i f f u s e and specu l a r part
c o l o r = CalcBaseLight ( spotLight . base , d i r e c t i on , co lorTexe l ,
specu la rTexe l ) ;
//Mapping to [ 0 , 1 ] i n t e r v a l and i t s app l i c a t i o n
c o l o r ∗= 1.0 − ( 1 . 0 − cosAngle ) ∗ ( 1 . 0 / ( 1 . 0 − spotLight . cutOf f ) ) ;
f l o a t d i s t = length ( d i r e c t i o n ) ;
f l o a t a t t enuat ion = spotLight . constantAttenuat ion +
spotLight . l i n ea rAt t enua t i on ∗ d i s t +
spotLight . quadrat i cAttenuat ion ∗ pow( d i s t , 2 ) ;
c o l o r /= attenuat ion ;
}
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K hodnoteˇ soucˇtu difu´zn´ı a zrcadlove´ slozˇky, ktera´ urcˇuje barvu fragmentu, je prˇicˇtena
hodnota ambientn´ı slozˇky v podobeˇ urcˇite´ho mnozˇstv´ı b´ıle´ho sveˇtla, ktere´ eliminuje velmi tmava´
mı´sta. Ambientn´ı slozˇka je, stejneˇ jako slozˇka difu´zn´ı, ovlivneˇna hodnotou texelu z barevne´
textury. Na´sleduj´ıc´ı ko´d demonstruje konecˇny´ vy´pocˇet barvy fragmentu ve fragment shaderu.
void main ( void )
{
vec4 co l o rTexe l = tex ture ( co lorTexture , ex UV) ;
f l o a t specu la rTexe l = tex ture ( specularTexture , ex UV) . r ;
// Ca l cu l a t ing d i f f u s e and specu l a r part f o r chosen type o f l i g h t
vec4 DiffAndSpec = CalcLight ( co lorTexe l , specu la rTexe l ) ;
g l FragCo lor = ambient Intens i ty ∗ co l o rTexe l + DiffAndSpec ;
}
Obra´zek 5.2: Vy´sledne´ osveˇtlen´ı r˚uzny´ch typ˚u sveˇtla
Vy´sledny´ obra´zek zna´zornˇuje osveˇtlen´ı pomoc´ı vsˇech trˇ´ı typ˚u implementovany´ch sveˇtel.
Vy´sledny´ osveˇtleny´ objekt vypada´ realisticˇteˇji, nicme´neˇ na prvn´ı pohled p˚usob´ı hladky´m povr-
chem, cozˇ odporuje mapovane´ texturˇe, reprezentuj´ıc´ı nerovny´ povrch. Zp˚usob rˇesˇen´ı je zvy´sˇen´ı
pocˇtu vrchol˚u objektu pro vytvorˇen´ı geometricky´ch nerovnost´ı nebo take´ zmeˇna opticky´ch vlast-
nost´ı pomoc´ı techniky Normal mapping, ktera´ je implementova´na v na´sleduj´ıc´ı kapitole.





Normal mapping je technika, ktera´ je vyuzˇ´ıva´na pro simulaci nerovnost´ı povrchu objektu.
Jedna´ se pouze o opticky´ jev, ktery´ je zp˚usoben urcˇitou zmeˇnou norma´love´ho vektoru, cozˇ
prˇi vy´pocˇtu osveˇtlen´ı ovlivn´ı vy´slednou intenzitu a zp˚usob´ı dojem nerovnosti. K technice Nor-
mal mapping se va´zˇe pouzˇit´ı takzvane´ norma´love´ textury, kde jednotlive´ texely reprezentuj´ı
norma´lovy´ vektor s mı´rnou modifikac´ı, v podobeˇ barevne´ hodnoty. Pro kazˇdy´ fragment je z te´to
textury z´ıska´na prˇ´ıslusˇna´ hodnota, ktera´ je pote´ modifikova´na a pouzˇita jako norma´lovy´ vektor
prˇi vy´pocˇtu osveˇtlen´ı, kde nahrazuje p˚uvodn´ı interpolovany´ norma´lovy´ vektor.
Obra´zek 6.1: Norma´lova´ textura
6.1 Tangent space
Tangent space, neˇkdy take´ zna´m jako texture space, je trojrozmeˇrny´ prostor, ve ktere´m
jsou definova´ny norma´love´ vektory v norma´love´ texturˇe. Zpravidla je osa X sourˇadne´ho syste´mu
prostoru reprezentovana´ osou U textury a osa Y osou V. Trˇet´ı osou sourˇadne´ho syste´mu je kolmy´
vektor na rovinu XY.
Pro korektn´ı vy´pocˇet osveˇtlen´ı s norma´lovy´m vektorem, z´ıskany´m z textury, je nutne´
prove´st transformaci z tangent space do loka´ln´ıho prostoru objektu a na´sledneˇ do globa´ln´ıho
prostoru, ve ktere´m jsou definova´ny ostatn´ı parametry pro vy´pocˇet osveˇtlen´ı. Nicme´neˇ je mozˇne´
se setkat i s opacˇny´m postupem, kdy jsou parametry v globa´ln´ım prostoru transformova´ny do
tangent space, ve ktere´m pote´ prob´ıha´ vy´pocˇet. Transformace mezi tangent space a loka´ln´ım pro-
storem objektu je prova´deˇna takzvanou Tangent-Bitangent-Normal matic´ı (zkr. TBN matice).
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TBN matice je tvorˇena trˇemi jednotkovy´mi vektory, ktere´ prˇedstavuj´ı ba´zove´ vektory tangent
space v loka´ln´ım prostoru. V matici TBN, pro transformaci do tangent space, jsou ba´zove´ vek-
tory ulozˇeny v rˇa´dc´ıch. Prˇi opacˇne´ transformaci je nutne´ takovou matici invertovat. Vy´hodou
matice, ktera´ obsahuje navza´jem ortogona´ln´ı vektory, je ta, zˇe jej´ı inverzn´ı matice je ekvivalentn´ı
s matic´ı transponovanou.
Tx Bx NxTy By Ny
Tz Bz Nz
 (6.1)
Tx, Ty, Tz - komponenty vektoru tangent
Bx, By, Bz - komponenty vektoru bitangent
Nx, Ny, Nz - komponenty norma´love´ho vektoru
Tangent-Bitangent-Normal matice [8]
(Pro transformaci z tangent space do loka´ln´ıho prostoru)
6.2 Implementace pouzˇit´ı techniky Normal mapping
Na´sleduj´ıc´ı uka´zkova´ implementace demonstruje z´ıska´n´ı a modifikaci norma´love´ho vektoru
z norma´love´ textury, ktery´ je pote´ mozˇno pouzˇ´ıt pro vy´pocˇet osveˇtlen´ı, ktere´ bylo prˇedmeˇtem
implementace prˇedchoz´ı kapitoly.
Za´kladem pouzˇit´ı te´to techniky je z´ıska´n´ı pozˇadovany´ch trˇ´ı ba´zovy´ch vektor˚u tangent
space. Aby vsˇak nedocha´zelo k ukla´da´n´ı redundantn´ıch dat, jsou dostacˇuj´ıc´ı pouze dva tyto
vektory, z nichzˇ mu˚zˇe by´t pote´ z´ıska´n trˇet´ı vektor pomoc´ı vektorove´ho soucˇinu. Z tohoto d˚uvodu
je pro kazˇdy´ vrchol definova´n jen norma´lovy´ vektor a vektor tangent, ktery´ mu˚zˇe by´t, stejneˇ jako
norma´lovy´ vektor, hodnotou aritmeticke´ho pr˚umeˇru tangent vektor˚u ploch, ktere´ dany´ vrchol
sd´ılej´ı.
Z´ıska´n´ı vektoru tangent je mozˇne´ neˇkolika zp˚usoby. Prvn´ı mozˇnost spocˇ´ıva´ ve vytvorˇen´ı
funkce, ktera´ implementuje vy´pocˇet pro vektory tangent a bitangent na za´kladeˇ vzorce, uve-
dene´ho v teoreticke´ prˇ´ıloze. Z tohoto vy´pocˇtu je pote´ ponecha´n pouze vektor tangent. Druhou
mozˇnost´ı je vyuzˇit´ı extern´ı knihovny, ktera´ jizˇ implementaci vy´pocˇtu vektoru tangent obsahuje.
V te´to uka´zkove´ implementaci je opeˇt vyuzˇita knihovna Assimp, jej´ızˇ funkce, slouzˇ´ıc´ı pro nacˇten´ı
souboru s daty objektu, prˇij´ıma´ r˚uzne´ prˇ´ıznaky, ktere´ specifikuj´ı dodatecˇne´ operace pro nacˇteny´
objekt. Na´sleduj´ıc´ı ko´d prˇedstavuje pouzˇit´ı te´to funkce s prˇ´ıznakem pro vy´pocˇet vektoru tan-
gent. Vypocˇ´ıtany´ vektor tangent je pote´ ulozˇen ve strukturˇe aiMesh spolecˇneˇ s ostatn´ımi daty
objektu.
Assimp : : Importer imp ;
const a iScene ∗ scene = imp . ReadFile ( f i leName , a iProcess CalcTangentSpace ) ;
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Spolecˇneˇ s ostatn´ımi daty pro vrchol je i vektor tangent poskytnut vertex shaderu, ve
ktere´m je, stejneˇ jako norma´lovy´ vektor, transformova´n do globa´ln´ıho prostoru. Transformac´ı
teˇchto ba´zovy´ch vektoru do globa´ln´ıho prostoru je zajiˇsteˇno, zˇe vy´sledna´ TBN matice, ktera´
z nich bude vytvorˇena, bude transformovat z tangent space prˇ´ımo do globa´ln´ıho prostoru. Cˇa´st
hlavn´ı funkce vertex shaderu vypada´ na´sledovneˇ.
void main ( void )
{
// in Normal and in Tangent are input a t t r i b u t e s
// ex Normal and ex Tangent are output a t t r i b u t e s
ex Normal = (modelMatrix ∗ vec4 ( in Normal , 0 . 0 ) ) . xyz ;
ex Tangent = (modelMatrix ∗ vec4 ( in Tangent , 0 . 0 ) ) . xyz ;
}
Interpolovany´ norma´lovy´ vektor a vektor tangent tvorˇ´ı, ve fragment shaderu, za´klad pro
modifikaci norma´love´ho vektoru, z´ıskane´ho z norma´love´ textury. Mezi teˇmito dveˇma ba´zovy´mi
vektory je proveden Gramu˚v-Schmidt˚uv ortogonalizacˇn´ı proces pro zajiˇsteˇn´ı vza´jemne´ ortogona-
lity. Za´kladn´ı princip ortogonalizacˇn´ıho procesu je popsa´n v teoreticke´ prˇ´ıloze. Vsˇechny trˇ´ı ba´zove´
vektory tangent space, kde vektor bitangent je z´ıska´n vektorovy´m soucˇinem, tvorˇ´ı vy´slednou
TBN matici. Datovy´ typ mat3 ukla´da´ vektory, prˇedane´ konstruktoru, do jednotlivy´ch sloupc˚u
matice, cozˇ vytvorˇ´ı pozˇadovanou matici.
Posledn´ı u´pravou, prˇed samotny´m pouzˇit´ım TBN matice, je u´prava vzorku z norma´love´
textury. Norma´lova´ textura ukla´da´ hodnoty norma´lovy´ch vektor˚u v podobeˇ barvy, jej´ızˇ hodnoty
jsou pouze kladne´, cozˇ nen´ı pro norma´love´ vektory typicke´, jelikozˇ mohou naby´vat i za´porny´ch
hodnot pro jednotlive´ komponenty. Proto je hodnota z norma´love´ textury prˇevedena z intervalu
< 0, 1 > na interval < −1, 1 >. Na´sleduj´ıc´ı ko´d prˇedstavuje z´ıska´n´ı vzorku z norma´love´ textury
a jeho na´slednou modifikaci pro pouzˇit´ı ve vy´pocˇtu osveˇtlen´ı.
vec3 normalTexel = texture ( normalTexture , ex UV) . xyz ;
vec3 normal = normal ize ( ex Normal ) ; // input normal vec to r
vec3 tangent = normal ize ( ex Tangent ) ; // input tangent vec to r
tangent = tangent − dot ( normal , tangent ) ∗ normal ; //Gram−Schmidt proce s s
tangent = normal ize ( tangent ) ;
vec3 b i tangent = c r o s s ( tangent , normal ) ;
b i tangent = normal ize ( b i tangent ) ;
mat3 TBN = mat3 ( tangent , b itangent , normal ) ;
//mapping to [−1 ,1 ] and t rans fo rmat ion from tangent space to g l oba l space
vec3 modifiedNormal = TBN ∗ ( ( normalTexel − 0 . 5 ) ∗ 2 . 0 ) ;
modifiedNormal = normal ize ( modifiedNormal ) ;
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Obra´zek 6.2: Vy´sledna´ graficka´ sce´na prˇed a po pouzˇit´ı techniky Normal mapping
Vy´sledny´ obra´zek ukazuje sce´nu prˇed a po pouzˇit´ı techniky Normal mapping. Na prave´m
obra´zku lze videˇt, zˇe povrch objektu p˚usob´ı dojmem mnoha nerovnost´ı, nicme´neˇ topologie ob-
jektu je sta´le stejna´.





St´ıny jsou neodmyslitelnou soucˇa´st´ı vsˇech objekt˚u, ktere´ jsou jaky´mkoliv zp˚usobem osveˇ-
tleny. V real-time aplikac´ıch, ktere´ vyuzˇ´ıvaj´ı empiricke´ osveˇtlovac´ı modely, vsˇak nedocha´z´ı
k vytva´rˇen´ı st´ın˚u, nebot’ je vy´sledna´ intenzita osveˇtlen´ı kazˇde´ cˇa´sti objektu vypocˇ´ıta´va´na bez
ohledu na ostatn´ı cˇa´sti nebo okoln´ı objekty. Rˇesˇen´ım tohoto proble´mu jsou techniky, jejichzˇ
u´cˇelem je dodatecˇneˇ urcˇit, ktere´ cˇa´sti vy´sledne´ sce´ny jsou ve st´ınu, a ktere´ naopak ne. Stejneˇ
jako u vy´pocˇtu osveˇtlen´ı, vyuzˇ´ıvaj´ıc´ı Phongova st´ınova´n´ı, pracuj´ı jednotlive´ techniky pro vy´pocˇet
st´ın˚u na u´rovni fragment˚u. Nicme´neˇ i tyto techniky jsou pouzˇ´ıva´ny pro svou rychlost vy´pocˇtu
na u´kor vy´sledne´ho realisticke´ho vzhledu i prˇesto, zˇe existuje mnoho jejich vylepsˇen´ı.
Za´kladn´ımi a cˇasto pouzˇ´ıvany´mi technikami pro vy´pocˇet st´ınu jsou techniky Shadow map-
ping a Stencil shadow volume, ktere´ jsou take´ prˇedmeˇtem uka´zkovy´ch implementac´ı te´to kapitoly.
7.1 Shadow mapping
Shadow mapping je cˇasto pouzˇ´ıvana´ technika, ktera´ pro vy´pocˇet vyuzˇ´ıva´ takzvanou sha-
dow mapu. Shadow mapa je specia´ln´ı textura, kde kazˇdy´ texel obsahuje pouze jednu hodnotu
s plovouc´ı desetinnou cˇa´rkou. Princip techniky je zalozˇen na porovna´va´n´ı hodnoty hloubky
aktua´lneˇ zpracova´vane´ho fragmentu s hodnotou hloubky ulozˇenou v shadow mapeˇ, kde obeˇ tyto
hodnoty jsou urcˇene´ vzhledem k pozici sveˇtelne´ho zdroje. Hodnoty, ulozˇene´ v shadow mapeˇ, re-
prezentuj´ı hodnoty hloubek fragment˚u, ktere´ jsou v nejmensˇ´ı vzda´lenosti od sveˇtelne´ho zdroje,
cozˇ zajiˇst’uje hloubkovy´ test. Shadow mapping je multifa´zova´ technika, nebot’ je jej´ı pouzˇit´ı
prova´deˇno ve dvou fa´z´ıch. [9]
U´cˇelem prvn´ı fa´ze je z´ıska´n´ı hodnot hloubek neblizˇsˇ´ıch fragment˚u vzhledem ke sveˇtelne´mu
zdroji. Z´ıska´n´ı teˇchto hodnot se prova´d´ı vykreslen´ım dane´ sce´ny z pozice sveˇtelne´ho zdroje,
prˇi ktere´m docha´z´ı k ulozˇen´ı nejmensˇ´ıch hloubek do shadow mapy. Vy´sledna´ shadow mapa
s pozˇadovany´mi hodnotami je na´sledovneˇ vyuzˇita v druhe´ fa´zi te´to techniky.
Druha´ fa´ze reprezentuje vy´pocˇet osveˇtlen´ı podle dane´ho empiricke´ho osveˇtlovac´ıho mo-
delu, kde je tento vy´pocˇet rozsˇ´ıˇren o porovna´va´n´ı hodnot hloubek, jehozˇ vy´sledek je pote´ zakom-
ponova´n do vy´pocˇtu vy´sledne´ intenzity fragmentu. Pro zast´ıneˇny´ fragment je intenzita osveˇtlen´ı
sn´ızˇena o urcˇitou hodnotu, cozˇ ve vy´sledku vytva´rˇ´ı dojem st´ınu.
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Obra´zek 7.1: Princip techniky Shadow mapping
7.1.1 Odliˇsnosti v pouzˇit´ı
Pouzˇit´ı techniky Shadow mapping se mı´rneˇ liˇs´ı na za´kladeˇ pouzˇite´ho typu sveˇtelne´ho
zdroje. Hlavn´ı princip techniky je pro vsˇechny typy stejny´, nicme´neˇ pro kazˇdy´ typ je urcˇena
modifikace techniky tak, aby vy´sledne´ st´ıny odpov´ıdaly vlastnostem dane´ho typu sveˇtelne´ho
zdroje.
Pro smeˇrove´ sveˇtlo se v prvn´ı fa´zi techniky pouzˇ´ıva´ ortogona´ln´ı neboli pravou´hla´ pro-
jekce. Prˇi ortogona´ln´ı projekci jsou vsˇechny paprsky, dopadaj´ıc´ı na pr˚umeˇtnu, vys´ıla´ny stejny´m
smeˇrem, cozˇ take´ odpov´ıda´ smeˇru paprsk˚u, ktere´ vyzarˇuje smeˇrove´ sveˇtlo. Pro shadow mapu je
dostacˇuj´ıc´ı, aby byla reprezentova´na 2D texturou. Jelikozˇ smeˇrove´ sveˇtlo nenaby´va´ konkre´tn´ı
pozice, ktera´ je nutna´ pro vykreslen´ı sce´ny z pohledu sveˇtla, je pozice urcˇena opacˇny´m vektorem
urcˇuj´ıc´ı smeˇr svitu.
U sveˇtelne´ho zdroje typu reflektor se pouzˇ´ıva´ naopak projekce perspektivn´ı, ktera´ prˇesneˇji
odpov´ıda´ vlastnostem vyza´rˇeny´ch paprsk˚u. Reflektor naby´va´ jak pozice, tak smeˇru svitu, cozˇ
jsou potrˇebne´ parametry pro urcˇen´ı pohledu do sce´ny z pozice sveˇtelne´ho zdroje. Pro shadow
mapu je opeˇt dostacˇuj´ıc´ı, aby byla reprezentova´na 2D texturou.
Pro bodove´ sveˇtlo naby´va´ technika Shadow mapping nejveˇtsˇ´ıch zmeˇn. Jelikozˇ jsou sveˇtelne´
paprsky vyzarˇova´ny do vsˇech smeˇr˚u, je shadow mapa reprezentova´na cube map texturou pro
pokryt´ı cele´ho okol´ı sveˇtelne´ho zdroje. Stejneˇ jako u typu reflektor, je i zde pouzˇita perspektivn´ı
projekce. Pro pokryt´ı vsˇech smeˇr˚u jsou v prvn´ı fa´zi techniky zapsa´ny hodnoty do vsˇech sˇesti
textur, tvorˇ´ıc´ıch cube map texturu, kde kazˇda´ textura odpov´ıda´ jednomu pohledu (vpravo, vlevo,
doprˇedu, dozadu, nahoru, dol˚u).
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7.1.2 Implementace techniky Shadow mapping
Na´sleduj´ıc´ı uka´zkova´ implementace prˇedstavuje hlavn´ı cˇa´sti implementace techniky Sha-
dow mapping pro bodove´ sveˇtlo, ktere´ bylo vybra´no z d˚uvodu mı´rneˇ slozˇiteˇjˇs´ı implementace
oproti ostatn´ım typ˚um sveˇtelne´ho zdroje a take´ pro pozdeˇjˇs´ı mozˇnost porovna´va´n´ı vy´sledk˚u
te´to techniky a techniky Stencil shadow volume, pro kterou je rovneˇzˇ vybra´no bodove´ sveˇtlo
jako prˇedmeˇt implementace.
Pro prvn´ı fa´zi te´to techniky je za´kladn´ım prvkem vytvorˇen´ı texturove´ho objektu, repre-
zentuj´ıc´ıho shadow mapu, a jeho na´sledne´ prˇipojen´ı k framebufferu. Framebuffer je OpenGL
objekt, ktery´ obsahuje azˇ cˇtyrˇi r˚uzne´ buffery do r˚uzne´ u´cˇely. Podrobneˇjˇs´ı popis je mozˇne´ nale´zt
v [2]. Du˚lezˇitou vlastnost´ı framebufferu je mozˇnost prˇipojen´ı textury jako jednu z mozˇny´ch
komponent. Prˇi pouzˇit´ı te´to techniky je shadow mapa prˇipojena jako hloubkova´ komponenta
(angl. depth component), cozˇ znamena´, zˇe budou do te´to textury ukla´da´ny vy´sledky hloub-
kove´ho testova´n´ı, ktere´, po zpracova´n´ı vsˇech fragment˚u, budou odpov´ıdat hloubka´m nejblizˇsˇ´ıch
fragment˚u.
Pro zjednodusˇen´ı pozdeˇjˇs´ıho porovna´va´n´ı hodnot nab´ız´ı OpenGL hardwarovou podporu
pro vzorkova´n´ı z textury s na´sledny´m porovna´n´ım vzorku s referencˇn´ı hodnotou [2]. Pro vyuzˇ´ıva´-
n´ı te´to funkcionality je nutne´ pro texturovy´ objekt povolit porovna´vac´ı mo´d a urcˇit zp˚usob
porovna´va´n´ı. Na´sleduj´ıc´ı ko´d prˇedstavuje vytvorˇen´ı texturove´ho objektu, pro neˇhozˇ je alokova´no
nemeˇnne´ pameˇt’ove´ mı´sto, a jeho na´sledne´ propojen´ı s vytvorˇeny´m framebufferem, vcˇetneˇ vhod-
ne´ho nastaven´ı.
glGenTextures (1 , &shadowCubeMap) ; // gene ra t ing t ex ture ob j e c t ID
glBindTexture (GL TEXTURE CUBEMAP, shadowCubeMap) ;
/∗ Se t t i ng sampling parameters ∗/
//Parameters f o r comparing
glTexParameteri (GL TEXTURE CUBEMAP, GL TEXTURECOMPARE FUNC, GL LESS) ;
glTexParameteri (GL TEXTURE CUBEMAP, GLTEXTURECOMPAREMODE,
GL COMPARE REF TO TEXTURE) ;
// Immutable s t o rage f o r cube map texture
glTexStorage2D (GL TEXTURE CUBEMAP,1 ,GL DEPTH COMPONENT32, mapSize , mapSize ) ;
glGenFramebuffers (1 , &f ramebu f f e r ) ; // gene ra t ing f ramebu f f e r ob j e c t ID
glBindFramebuffer (GL FRAMEBUFFER, f ramebu f f e r ) ;
g lFramebuf ferTexture (GL FRAMEBUFFER, GLDEPTHATTACHMENT, shadowCubeMap , 0 ) ;
glDrawBuffer (GL NONE) ; //no c o l o r bu f f e r f o r drawing
glReadBuf fer (GL NONE) ; //no c o l o r bu f f e r f o r read ing
Vytvorˇeny´ framebuffer objekt je prˇi prvn´ı fa´zi techniky pouzˇ´ıva´n mı´sto defaultn´ıho frame-
bufferu, cozˇ zp˚usob´ı, zˇe jaky´koliv shader program bude pouzˇ´ıvat tento framebuffer pro ukla´da´n´ı
hodnot. Aktivace urcˇite´ho framebufferu je prova´deˇna pomoc´ı funkce glBindFramebuffer [2][3].
Jelikozˇ je shadow mapa reprezentova´na cube map texturou, je nutne´, aby v prvn´ı fa´zi
byly zapsa´ny pozˇadovane´ hodnoty hloubek do vsˇech sˇesti textur cube map textury. Pro kazˇdou
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texturu je specifikova´na pohledova´ matice, ktera´ urcˇuje pohled od pozice sveˇtelne´ho zdroje
do dane´ho smeˇru z d˚uvodu zachycen´ı hloubek fragment˚u objekt˚u z cele´ho sve´ho okol´ı. Kazˇda´
pohledova´ matice je matice pro perspektivn´ı projekci s devadesa´ti stupnˇovy´m zorny´m u´hlem a
pomeˇrem vy´sˇky a sˇ´ıˇrky definovane´ho frustra rovny´m hodnoteˇ 1 z d˚uvodu stejne´ sˇ´ıˇrky a vy´sˇky
vsˇech textur cube map textury.
Pro prvn´ı fa´zi je sce´na vykreslena sˇestkra´t, pokazˇde´ s jinou pohledovou matic´ı a pokazˇde´
se za´pisem do jine´ textury. Mimo zmeˇny pohledove´ matice a textury jako hloubkove´ kompo-
nenty framebufferu je provedena zmeˇna velikosti viewportu z d˚uvodu eliminace mozˇne´ defor-
mace obrazu, ktera´ vznika´ prˇi odliˇsne´m pomeˇru stran viewportu a definovane´ho frustra. Zmeˇna
viewportu je prova´deˇna funkc´ı glViewport [2][3].
Po nastaven´ı vy´sˇe zmı´neˇny´ch veˇc´ı je provedeno vykreslen´ı pomoc´ı jednoduche´ho shader
programu, jehozˇ u´kolem je pouhy´ za´pis hloubky fragmentu. Implementace pro bodove´ sveˇtlo
mu˚zˇe tvorˇit vy´jimku v tom, zˇe nen´ı zapisova´na hloubka urcˇena´ prˇedn´ı a zadn´ı orˇeza´vac´ı rovinou,
jak je to automaticky prova´deˇno v OpenGL, ny´brzˇ je ukla´da´na hloubka urcˇena´ pozic´ı sveˇtelne´ho
zdroje a zadn´ı orˇeza´vac´ı rovinou. Tento zp˚usob je pouzˇit v te´to implementaci, k cˇemuzˇ je nutna´
informace o pozici fragmentu v globa´ln´ım prostoru. Na´sleduj´ıc´ı ko´d prˇedstavuje cˇa´st hlavn´ı
funkce vertex shaderu pro z´ıska´n´ı te´to pozice.
void main ( )
{
// i n Po s i t i o n i s input a t t r i b u t e
// ex WorldPos i s output a t t r i b u t e
ex WorldPos = (modelMatrix ∗ vec4 ( i n Po s i t i on , 1 . 0 ) ) . xyz ;
}
Oproti fragment shader˚um, obsazˇeny´ch v jiny´ch shader programech, nen´ı vy´stupem frag-
ment shaderu tohoto shader programu barva fragmentu, ale pouze jeho hloubka. Prˇ´ıstup k hloubce
fragmentu je mozˇny´ pomoc´ı built-in promeˇnne´ gl FragDepth [2][3]. V te´to implementaci je auto-
maticky generovana´ hloubka fragmentu prˇepsa´na na hodnotu vzda´lenosti fragmentu od pozice
sveˇtelne´ho zdroje, ktera´ je na´sledneˇ prˇevedena do intervalu < 0, 1 > vydeˇlen´ım maxima´ln´ı hod-
notou vzda´lenosti, tedy hodnotou vzda´lenosti zadn´ı orˇeza´vac´ı roviny. Vy´hodou tohoto prˇepsa´n´ı
je pote´ jednodusˇsˇ´ı porovna´va´n´ı vzda´lenost´ı fragment˚u v druhe´ fa´zi techniky. Na´sleduj´ıc´ı ko´d je
cˇa´st fragment shaderu demonstruj´ıc´ı prˇepsa´n´ı hodnoty hloubky fragmentu.
void main ( )
{
f l o a t d i s t = d i s t ance ( ex WorldPos , l i g h tP o s i t i o n ) ;
gl FragDepth = d i s t / fa rP lane ; // d i v i s i o n by f a r plane d i s t ance
}
Vy´sledek prvn´ı fa´ze techniky Shadow mapping je shadow mapa, kde vsˇech sˇest textur,
tvorˇ´ıc´ıch cube map texturu, je naplneˇno pozˇadovany´mi daty, ktere´ jsou v na´sleduj´ıc´ı fa´zi pouzˇity
jako referencˇn´ı hodnoty prˇi porovna´va´n´ı.
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Obra´zek 7.2: Uka´zka vy´sledne´ shadow mapy
Druha´ fa´ze je rozsˇ´ıˇren´ım funkcionality fragment shaderu shader programu pro osveˇtlen´ı,
pro ktery´ je zprˇ´ıstupneˇna shadow mapa z prvn´ı fa´ze jako klasicka´ textura pro vzorkova´n´ı.
Pro tuto fa´zi je jizˇ aktivova´n defaultn´ı framebuffer a je mozˇno vykreslit sce´nu z jake´hokoliv
pozˇadovane´ho pohledu.
Ve fragment shaderu prob´ıha´ porovna´va´n´ı hloubky fragmentu, ktera´ je z´ıska´na stejny´m
zp˚usobem, jaky´m byly z´ıska´ny hodnoty hloubky v prvn´ı fa´zi. Tohle je vy´razne´ ulehcˇen´ı, nebot’
nen´ı nutne´ zjiˇst’ovat, ktery´ pohled zahrnuje dany´ fragment a pote´ na za´kladeˇ urcˇite´ho pohledu
vypocˇ´ıtat jeho hloubku. Smeˇr od pozice sveˇtelne´ho zdroje k fragmentu take´ urcˇuje texturovac´ı
sourˇadnice pro vzorkova´n´ı z cube map textury. Zde je vyuzˇito, v u´vodu implementace zminˇovane´,
funkcionality pro porovna´va´n´ı vzorkovane´ hodnoty s referencˇn´ı hodnotou. K tomuto u´cˇelu se
vyuzˇ´ıva´ GLSL datovy´ch typ˚u shadowSampler [2][3], kdy prˇi jejich pouzˇit´ı v texturovac´ı funkci je
nutne´ rozsˇ´ıˇrit texturovac´ı sourˇadnice o referencˇn´ı hodnotu. V tomto prˇ´ıpadeˇ je referencˇn´ı hodnota
hloubka aktua´ln´ıho fragmentu. Vy´sledek porovna´va´n´ı naby´va´ hodnoty z intervalu < 0, 1 >, cozˇ
je v tomhle prˇ´ıpadeˇ i hodnota urcˇuj´ıc´ı pokles intenzity difu´zn´ı a zrcadlove´ slozˇky vy´sledne´
intenzity. Na´sleduj´ıc´ı ko´d je cˇa´st fragment shaderu pro urcˇen´ı koeficientu poklesu intenzity.
f l o a t shadowFactor = 0 . 0 ; // f a c t o r a f f e c t i n g f i n a l i n t e n s i t y
vec3 l ightToFrag = ex WorldPos − l i g h tPo s i t i o n ; // cube map sampling vec to r
f l o a t actualZ = length ( l ightToFrag ) / fa rP lane ; // ac tua l fragment depth
//shadowMap data type = samplerCubeShadow
shadowFactor = texture ( shadowMap , vec4 ( l ightToFrag , actualZ ) ) ;
Proble´mem techniky Shadow mapping je to, zˇe prˇi jej´ım pouzˇit´ı mu˚zˇe vznikat mnoho
nezˇa´douc´ıch jev˚u. Za´kladn´ı artefakty, jak se teˇmto jev˚um nazy´va´, a jejich mozˇna´ rˇesˇen´ı jsou
popsa´ny v teoreticke´ prˇ´ıloze.
Vy´sledek implementace je zobrazen v pozdeˇjˇs´ı sekci, kde je porovna´va´n s vy´sledkem tech-
niky Stencil shadow volume.
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7.2 Stencil shadow volume
Stencil shadow volume je dalˇs´ı pouzˇ´ıvana´ technika pro vytva´rˇen´ı st´ın˚u, jej´ızˇ princip je
zalozˇen na objemovy´ch st´ınovy´ch teˇlesech [10]. St´ınove´ teˇleso, ktere´ je vytva´rˇeno pro kazˇdy´
objekt vrhaj´ıc´ı st´ın, reprezentuje prostor, ktery´ je dany´m objektem zast´ıneˇn. C´ılem te´to techniky
je urcˇit, zda jsou jednotlive´ fragmenty uvnitrˇ st´ınove´ho teˇlesa cˇi ne. K tomuto u´cˇelu je vyuzˇit
stencil buffer, do ktere´ho jsou na za´kladeˇ urcˇite´ho algoritmu ukla´da´ny hodnoty, urcˇuj´ıc´ı stav
zast´ıneˇn´ı fragment˚u. Hodnoty stencil bufferu jsou na´sledneˇ pouzˇity prˇi vykreslova´n´ı, kde slouzˇ´ı
jako hodnoty pro takzvany´ stencil test. Samotnou techniku je mozˇne´ rozdeˇlit do trˇ´ı hlavn´ıch
fa´z´ı.
V prvn´ı fa´zi docha´z´ı k ulozˇen´ı hodnot hloubek nejblizˇsˇ´ıch fragment˚u vsˇech viditelny´ch
teˇles z libovolne´ho pohledu do sce´ny. Tyto hodnoty jsou ukla´da´ny do hloubkove´ho bufferu a jsou
pote´ pouzˇity pro urcˇova´n´ı hodnot stencil bufferu v dalˇs´ı fa´zi te´to techniky.
Fa´ze druha´ zajiˇst’uje vytvorˇen´ı st´ınovy´ch teˇles pro objekty, ktere´ vrhaj´ı st´ın. Fragmenty
vytvorˇeny´ch teˇles jsou pote´, pomoc´ı hloubkove´ho testu, porovna´va´ny s hodnotami, ulozˇeny´mi
v hloubkove´m bufferu z prvn´ı fa´ze. Na za´kladeˇ vy´sledk˚u hloubkove´ho testu je zvolena operace
nad hodnotami stencil bufferu.
Trˇet´ı fa´ze prˇedstavuje konecˇne´ vykreslen´ı sce´ny, ktere´ je ovlivneˇno hodnotami stencil bu-
fferu. Tyto hodnoty urcˇuj´ı, pro ktere´ fragmenty jsou, ve vy´pocˇtu vy´sledne´ intenzity, zahrnuty
vsˇechny slozˇky nebo naopak pouze slozˇka ambientn´ı.
7.2.1 Odliˇsnosti v pouzˇit´ı
Techniku Stencil shadow volume je mozˇne´ pouzˇ´ıvat pro vsˇechny trˇi typy sveˇtelne´ho zdroje,
kde algoritmus pro oba typy sveˇtelne´ho zdroje se nijak vy´razneˇ neliˇs´ı. Mı´rna´ odliˇsnost nasta´va´ prˇi
vytva´rˇen´ı st´ınovy´ch teˇles, kde je nutne´ tato teˇlesa vytvorˇit podle vlastnost´ı vyza´rˇeny´ch paprsk˚u
sveˇtla. Urcˇite´ hrany, ktere´ vytva´rˇ´ı pla´sˇt’ st´ınove´ho teˇlesa, jsou prˇi pouzˇit´ı smeˇrove´ho sveˇtla
vza´jemneˇ rovnobeˇzˇne´, nebot’ jsou vytva´rˇeny pode´l stejne´ho smeˇru. Oproti tomu pro bodove´
sveˇtlo nebo reflektor se tyto hrany, se zvysˇuj´ıc´ı se vzda´lenost´ı, rozb´ıhaj´ı.
Obra´zek 7.3: Ru˚zna´ st´ınova´ teˇlesa pro r˚uzne´ typy sveˇtla
Bez ohledu na typ sveˇtla se mohou implementace te´to techniky liˇsit podle zvolene´ho algo-
ritmu pro urcˇova´n´ı hodnot stencil bufferu. Jedna´ se o algoritmy Z-pass a Z-fail, jejichzˇ popis je
obsazˇen v teoreticke´ prˇ´ıloze.
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7.2.2 Implementace techniky Stencil shadow volume
V te´to cˇa´sti je prˇedstavena implementace techniky Stencil shadow volume pro bodove´
sveˇtlo. Tato implementace vyuzˇ´ıva´ algoritmu Z-fail, jehozˇ pouzˇit´ı je mı´rneˇ slozˇiteˇjˇs´ı nezˇ pouzˇit´ı
algoritmu Z-pass.
Jedn´ım z hlavn´ıch pozˇadavk˚u pro mozˇnost pouzˇit´ı te´to techniky je nutnost, aby kazˇda´
plocha objektu meˇla informaci o sousedn´ıch plocha´ch. Pro tento u´cˇel poskytuje OpenGL podporu
pouze pro troju´heln´ıkove´ plochy, kde kazˇda´ plocha je reprezentova´na sˇesti vrcholy, z cˇehozˇ trˇi
tvorˇ´ı danou plochu a zbyle´ trˇi jsou trˇet´ı vrcholy sousedn´ıch ploch.
Obra´zek 7.4: Indexace vrchol˚u a oznacˇen´ı hran
Pro mozˇnost specifikovat plochu jako soubor sˇesti vrchol˚u je prˇi vykreslova´n´ı pouzˇit
specia´ln´ı typ primitiva, a to GL TRIANGLES ADJACENCY. Vertex shader vsˇechny tyto vr-
choly zpracova´va´ neza´visle na sobeˇ, nicme´neˇ v geometry shaderu jsou jizˇ spolecˇneˇ prˇ´ıstupne´.
Jedna z mozˇnost´ı pro z´ıska´n´ı vrchol˚u sousedn´ıch ploch je zalozˇena na sd´ıleny´ch hrana´ch.
Kazˇdy´ troju´heln´ık je slozˇen ze trˇ´ı hran, ktere´ jsou sd´ıleny jeho sousedn´ımi plochami. V principu
je nutne´ z´ıskat pro kazˇdou hranu index dvou sousedn´ıch ploch. Prˇi pozdeˇjˇs´ım zpracova´va´n´ı
konkre´tn´ı plochy objektu je pro vsˇechny jeho hrany proveden dotaz na druhou plochu, ktera´
ji sd´ıl´ı, a pote´ dotaz na vrchol druhe´ plochy, ktery´ nen´ı soucˇa´st´ı sd´ılene´ hrany. Po zpracova´n´ı
vsˇech trˇ´ı hran jsou z´ıska´ny trˇi vrcholy sousedn´ıch ploch.
Po z´ıska´n´ı vrchol˚u sousedn´ıch ploch pro kazˇdou plochu je provedena prvn´ı fa´ze tech-
niky, kde jsou zapsa´ny hodnoty hloubek fragment˚u do hloubkove´ho bufferu. K tomuto u´cˇelu
je vytvorˇen jednoduchy´ shader program, kde je d˚ulezˇity´ pouze vertex shader. Fragment shader
tohoto shader programu je reprezentova´n pra´zdnou hlavn´ı funkc´ı z d˚uvodu jeho nutnosti v sha-
der programu. Vertex shader zpracova´va´ pouze pozice vrchol˚u, ze ktery´ch jsou interpolova´ny
pozice fragment˚u. Za´pis do hloubkove´ho bufferu je pote´ prova´deˇn automaticky. Na´sleduj´ıc´ı ko´d
prˇedstavuje hlavn´ı funkci vertex shaderu, zpracova´vaj´ıc´ı pozici.
void main ( )
{
// i n Po s i t i o n i s input a t t r i b u t e
g l P o s i t i o n = ( pro j e c t i onMatr ix ∗ viewMatrix ∗ modelMatrix ) ∗
vec4 ( i n Po s i t i on , 1 . 0 ) ;
}
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Prˇed pouzˇit´ım shader programu pro prvn´ı fa´zi jsou na straneˇ klienta, tedy aplikace, na-
staveny urcˇite´ parametry pro opakovany´ korektn´ı proces vytva´rˇen´ı st´ın˚u. Jelikozˇ je fragment
shader reprezentova´n pra´zdnou funkc´ı, nen´ı vy´sledek barva fragmentu, tud´ızˇ nen´ı potrˇeba za´pis
do barevne´ho bufferu. Barevny´ buffer je mozˇne´ urcˇit funkc´ı glDrawBuffer. V te´to fa´zi je hlavn´ım
u´cˇelem z´ıska´n´ı hloubek, k cˇemuzˇ je, pomoc´ı funkce glDepthMask, povolen za´pis do hloubkove´ho
bufferu. Defaultneˇ je za´pis povolen, nicme´neˇ v dalˇs´ıch fa´z´ıch se povolen´ı meˇn´ı. Stejneˇ tak se meˇn´ı
nastaven´ı stencil bufferu a stencil testu, cozˇ by mohlo ovlivnit za´pis hloubek, a proto je, pomoc´ı
funkc´ı glStencilFunc a glStencilOp, zvoleno vhodne´ nastaven´ı. Podrobneˇjˇs´ı popis jednotlivy´ch
funkc´ı je mozˇne´ nale´zt v [2][3]. Vhodne´ nastaven´ı je obsazˇeno v na´sleduj´ıc´ım ko´du.
glDrawBuffer (GL NONE) ;
glDepthMask (GL TRUE) ;
g lS t enc i lFunc (GL ALWAYS, 0 , 0 x f f ) ;
g lS tenc i lOp (GL KEEP, GL KEEP, GL KEEP) ;
V druhe´ fa´zi techniky docha´z´ı k vytvorˇen´ı st´ınovy´ch teˇles a za´pisu hodnot do stencil bufferu
na za´kladeˇ algoritmu Z-fail. Veˇtsˇina ko´du te´to fa´ze je obsazˇena v geometry shaderu vytvorˇene´ho
shader programu pro druhou fa´zi. Vertex shader poskytuje pouze pozici v globa´ln´ım prostoru
a dalˇs´ı transformace prob´ıhaj´ı jizˇ v geometry shaderu. I pro tento shader program je fragment
shader reprezentova´n pra´zdnou funkc´ı.
Vytva´rˇen´ı st´ınovy´ch teˇles se prova´d´ı v geometry shaderu a vyuzˇ´ıva´ se informace o trˇet´ıch
vrcholech sousedn´ıch ploch. Pocˇa´tecˇn´ı hrany st´ınove´ho teˇlesa jsou reprezentova´ny hranami, ktere´
jsou sd´ıleny osveˇtlenou a neosveˇtlenou plochou. Je tedy detekova´na hrana, ktera´ je urcˇena vek-
torovy´m soucˇinem mezi opacˇny´m smeˇrem prˇ´ıchoz´ıho paprsku a norma´lovy´m vektorem pro obeˇ
plochy, sd´ılej´ıc´ı danou hranu. Pro urychlen´ı vytva´rˇen´ı je detekce hran provedena, pouze pokud
je hlavn´ı troju´heln´ık osveˇtlen. Na´sleduj´ıc´ı ko´d prˇedstavuje zp˚usob detekce pozˇadovane´ hrany.
vec3 e1 = ex WorldPos [ 2 ] − ex WorldPos [ 0 ] ;
vec3 e2 = ex WorldPos [ 1 ] − ex WorldPos [ 0 ] ;
vec3 e3 = ex WorldPos [ 4 ] − ex WorldPos [ 2 ] ;
// e4 , e5 , e6
vec3 normal = normal ize ( c r o s s ( e1 , e3 ) ) ;
vec3 l i g h tD i r e c t i o n = normal ize ( ex WorldPos [ 0 ] − l i g h tPo s i t i o n ) ;
i f ( dot ( normal , − l i g h tD i r e c t i o n ) > 0 . 0 )
{
// 1 s t ne ighbor ing t r i a n g l e
normal = normal ize ( c r o s s ( e2 , e1 ) ) ;
i f ( dot ( normal , − l i g h tD i r e c t i o n ) <= 0 . 0 )
{
EmitVolumeFace ( ex WorldPos [ 0 ] , ex WorldPos [ 2 ] ) ; // c r e a t e f a c e
}
// 2nd & 3rd t r i a n g l e − same code with another edges and v e r t i c e s
}
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Detekovana´ hrana je na´sledneˇ pouzˇita pro vytvorˇen´ı plochy pla´sˇteˇ st´ınove´ho teˇlesa, ktera´
je protazˇena do nekonecˇna. Protazˇen´ı do nekonecˇna je zp˚usobeno nastaven´ım hodnoty W, kom-
ponenty homogenn´ıch sourˇadnic, na hodnotu 0, cozˇ prˇi perspektivn´ım deˇlen´ı zp˚usob´ı pozˇadovany´
efekt.
// edgePoint1 and edgePoint2 are po in t s o f detec ted edge
vec3 l i g h tD i r e c t i o n = normal ize ( edgePoint1 − l i g h tPo s i t i o n ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( ( edgePoint1 ) , 1 . 0 ) ;
EmitVertex ( ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( l i g h tD i r e c t i o n , 0 . 0 ) ;
EmitVertex ( ) ;
l i g h tD i r e c t i o n = normal ize ( edgePoint2 − l i g h tP o s i t i o n ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( ( edgePoint2 ) , 1 . 0 ) ;
EmitVertex ( ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( l i g h tD i r e c t i o n , 0 . 0 ) ;
EmitVertex ( ) ;
EndPrimitive ( ) ;
Z d˚uvodu pouzˇit´ı algoritmu Z-fail pro tuto uka´zkovou implementaci je nutne´ uzavrˇ´ıt
st´ınove´ teˇleso prˇedn´ım a zadn´ım uza´veˇrem. Prˇedn´ı uza´veˇr je tvorˇen vsˇemi hlavn´ımi troju´heln´ıky,
ktere´ jsou osveˇtleny. Zadn´ı uza´veˇr je pote´ tvorˇen stejny´mi troju´heln´ıky, ktere´ jsou vsˇak, ve smeˇru
svitu sveˇtla, posunuty do nekonecˇna. Na´sleduj´ıc´ı cˇa´sti ko´du geometry shaderu prˇedstavuj´ı vy-
tvorˇen´ı zadn´ıho a prˇedn´ıho uza´veˇru st´ınove´ho teˇlesa.
//Back cap
l i g h tD i r e c t i o n = normal ize ( ex WorldPos [ 2 ] − l i g h tPo s i t i o n ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( l i g h tD i r e c t i o n , 0 . 0 ) ;
EmitVertex ( ) ;
l i g h tD i r e c t i o n = normal ize ( ex WorldPos [ 0 ] − l i g h tPo s i t i o n ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( l i g h tD i r e c t i o n , 0 . 0 ) ;
EmitVertex ( ) ;
l i g h tD i r e c t i o n = normal ize ( ex WorldPos [ 4 ] − l i g h tPo s i t i o n ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( l i g h tD i r e c t i o n , 0 . 0 ) ;
EmitVertex ( ) ;
EndPrimitive ( ) ;
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//Front cap
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( ex WorldPos [ 0 ] , 1 . 0 ) ;
EmitVertex ( ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( ex WorldPos [ 2 ] , 1 . 0 ) ;
EmitVertex ( ) ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( ex WorldPos [ 4 ] , 1 . 0 ) ;
EmitVertex ( ) ;
EndPrimitive ( ) ;
Stejneˇ jako u prvn´ı fa´ze, i prˇed pouzˇit´ım fa´ze druhe´ je nutne´ nastavit urcˇite´ parametry.
Za´pis do hloubkove´ho bufferu je zaka´za´n, nebot’ nesmı´ doj´ıt k prˇepsa´n´ı hodnot z prvn´ı fa´ze.
Pouze docha´z´ı k hloubkove´mu testova´n´ı mezi hloubkami fragment˚u st´ınovy´ch teˇles a hloubkami
ulozˇeny´ch v hloubkove´m bufferu. Pro vy´sledky teˇchto test˚u jsou specifikova´ny urcˇite´ operace nad
hodnotami stencil bufferu. Tyto operace odpov´ıdaj´ı pra´veˇ algoritmu Z-fail. Jelikozˇ je nutne´ spe-
cifikovat rozd´ılne´ operace pro fragmenty prˇedn´ıch a zadn´ıch ploch st´ınove´ho teˇlesa, je v OpenGL
definova´na funkce glStencilOpSeparate, se kterou je to mozˇne´. S nutnost´ı zpracovat prˇedn´ı i zadn´ı
plochy souvis´ı i deaktivace cull-face mo´du. Nı´zˇe uvedeny´ ko´d obsahuje pozˇadovane´ nastaven´ı.
glDrawBuffer (GL NONE) ;
glDepthMask (GL FALSE) ;
g lD i s ab l e (GL CULL FACE) ;
g lS t enc i lFunc (GL ALWAYS, 0 , 0 x f f ) ;
g lS tenc i lOpSeparate (GL FRONT, GL KEEP, GL DECRWRAP, GL KEEP) ;
g lS tenc i lOpSeparate (GL BACK, GL KEEP, GL INCR WRAP, GL KEEP) ;
Prˇi pouzˇit´ı algoritmu Z-fail mu˚zˇe docha´zet k proble´mu, kdy je ve fa´zi Clipping odstraneˇn
zadn´ı uza´veˇr st´ınove´ho teˇlesa z d˚uvodu veˇtsˇ´ı vzda´lenosti, nezˇ je vzda´lenost zadn´ı orˇeza´vac´ı
roviny. Rˇesˇen´ı tohoto proble´mu je prˇ´ımo v OpenGL, ktere´ nab´ız´ı funkcionalitu Depth clamping
[2]. Po aktivaci te´to funkcionality docha´z´ı k transformaci vzda´lenost´ı veˇtsˇ´ıch, nezˇ je vzda´lenost
zadn´ı orˇeza´vac´ı roviny, na maxima´ln´ı vzda´lenost, danou pra´veˇ touto rovinou.
glEnable (GL DEPTH CLAMP) ;
Ve trˇet´ı a take´ posledn´ı fa´zi te´to techniky je vyuzˇit shader program pro vy´pocˇet osveˇtlen´ı.
Vy´sledna´ sce´na je vykreslena dvakra´t, prˇicˇemzˇ je pokazˇde´ jine´ nastaven´ı stencil testu. V prvn´ım
vykreslen´ı jsou vykresleny pouze fragmenty, ktere´ maj´ı by´t vykresleny na pozici, pro kterou je
hodnota stencil bufferu rovna hodnoteˇ 0. Tyto fragmenty nejsou ve st´ınu a je pro neˇ vypocˇ´ıta´na
vy´sledna´ intenzita osveˇtlen´ı na za´kladeˇ vsˇech trˇ´ı slozˇek. Oproti tomu ve druhe´m vykreslen´ı jsou
vykresleny fragmenty na pozic´ıch, pro ktere´ je hodnota stencil bufferu jina´ nezˇ hodnota 0. Pro
tyto fragmenty je vypocˇ´ıta´na vy´sledna´ intenzita pouze na za´kladeˇ ambientn´ı slozˇky. Hodnoty
stencil bufferu prˇi te´to fa´zi nesmı´ by´t meˇneˇny.
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Pro obeˇ vykreslen´ı je specifikova´n barevny´ buffer jako zadn´ı barevny´ buffer defaultn´ıho
framebufferu. Stejneˇ tak je povolen za´pis do hloubkove´ho bufferu, ktery´ je nastaven na p˚uvodn´ı
hodnoty z d˚uvodu mozˇny´ch chyb prˇi hloubkove´m testova´n´ı, i prˇestozˇe ulozˇene´ hloubky od-
pov´ıdaj´ı hloubka´m nejblizˇsˇ´ıch fragment˚u pra´veˇ te´to sce´ny.
glDrawBuffer (GL BACK) ;
glDepthMask (GL TRUE) ;
g lC l ea r (GL DEPTH BUFFER BIT) ;
g lS tenc i lOp (GL KEEP, GL KEEP, GL KEEP) ;
g lS t enc i lFunc (GL EQUAL, 0x0 , 0 x f f ) ;
/∗Render unshadowed part ∗/
g lS t enc i lFunc (GL NOTEQUAL, 0x0 , 0 x f f ) ;
/∗Render shadowed part ( only ambient ) ∗/
I prˇi pouzˇit´ı te´to techniky mohou vznikat r˚uzne´ nezˇa´douc´ı jevy. Za´kladn´ı nezˇa´douc´ı jevy, se
ktery´mi je mozˇne´ se setkat v te´to implementaci, a jejich mozˇna´ rˇesˇen´ı jsou popsa´ny v teoreticke´
prˇ´ıloze.
7.3 Srovna´n´ı technik Shadow mapping a Stencil shadow volume
Ze zp˚usobu implementac´ı obou technik a vzhledu vy´sledny´ch st´ın˚u, ktere´ je mozˇne´ videˇt
na obra´zku 7.5, lze odvodit za´kladn´ı vy´hody a nevy´hody, na za´kladeˇ ktery´ch je, mezi teˇmito
technikami, rozhodova´no.
Za´kladn´ı vy´hodou techniky Shadow mapping je jednodusˇsˇ´ı implementace pro vsˇechny trˇi
typy sveˇtelne´ho zdroje, cozˇ je mozˇne´ odvodit z prˇedchoz´ı implementace pro bodove´ sveˇtlo,
ktera´ je z teˇchto trˇ´ı nejslozˇiteˇjˇs´ı, a i prˇesto nen´ı prˇ´ıliˇs na´rocˇna´. Dalˇs´ı vy´hodou je jednodusˇsˇ´ı
mozˇnost vytva´rˇen´ı takzvany´ch meˇkky´ch st´ınu (angl. soft shadows), cozˇ znamena´, zˇe hrany st´ın˚u
nejsou prˇ´ıliˇs ostre´. Jako nevy´hody te´to techniky je mozˇne´ povazˇovat mnozˇstv´ı nezˇa´douc´ıch jev˚u,
prˇeva´zˇneˇ vznikaj´ıc´ı aliasing. Nevy´hodna´ se take´ mu˚zˇe jevit nutnost vlastn´ı shadow mapy pro
kazˇde´ sveˇtlo ve sce´neˇ, s cˇ´ımzˇ souvis´ı i nutnost vykreslen´ı sce´ny z pozice kazˇde´ho sveˇtla.
Viditelnou vy´hodou techniky Stencil shadow volume je nevznikaj´ıc´ı aliasing, nebot’ pro
kazˇdy´ fragment vy´sledne´ sce´ny je urcˇena jedna hodnota ve stencil bufferu. Prˇi pouzˇit´ı v´ıce sveˇtel
z˚usta´va´, ve veˇtsˇineˇ prˇ´ıpad˚u, pocˇet vykreslen´ı sta´le stejny´, cozˇ je zp˚usobeno mozˇnost´ı vytvorˇit
vsˇechna st´ınova´ teˇlesa v geometry shaderu beˇhem jednoho vykreslen´ı. Take´ je vyuzˇit sta´le jeden
stencil buffer. Nevy´hodou je pak slozˇiteˇjˇs´ı implementace, zp˚usobena vytva´rˇen´ım st´ınovy´ch teˇles,
a nutnost uzavrˇeny´ch objekt˚u z d˚uvodu potrˇebne´ informace o sousedn´ıch plocha´ch. Nevy´hodou
take´ mohou by´t ostre´ st´ıny, ktere´ jsou touto technikou vytva´rˇeny. Meˇkky´ch st´ın˚u lze vsˇak take´
urcˇity´m zp˚usobem dosa´hnout, naprˇ´ıklad pomoc´ı neˇkolika sveˇtel usporˇa´dany´ch bl´ızko sebe.
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Obra´zek 7.5: Vy´sledne´ zobrazen´ı st´ın˚u obou technik
I prˇestozˇe vy´sledne´ st´ıny teˇchto implementac´ı neodpov´ıdaj´ı prˇesneˇ rea´lne´mu vzhledu st´ın˚u,
je pouzˇit´ı teˇchto technik pro real-time aplikace velice dostacˇuj´ıc´ı.
Vy´sledne´ a spustitelne´ implementace obou technik jsou obsazˇeny v prˇ´ıloze te´to pra´ce,
v na´sleduj´ıc´ıch uvedeny´ch slozˇka´ch.
Shadow mapping - /Examples/06. Shadow mapping - point light




Z hlediska vizua´ln´ıch efekt˚u patrˇ´ı animace k d˚ulezˇity´m prvk˚um, co se ty´cˇe dynamicˇnosti
sce´ny. V urcˇity´ch aplikac´ıch tvorˇ´ı animace ned´ılnou soucˇa´st vy´sledne´ vizualizace, v jiny´ch jsou
zase pouzˇity pouze pro dosazˇen´ı realisticˇteˇjˇs´ıho dojmu. Obecneˇ animace je mozˇne´ deˇlit na
na´sleduj´ıc´ı dva typy.
Prvn´ı typ prˇedstavuje animace, ktere´ je mozˇno prova´deˇt plynulou zmeˇnou modelove´ matice
prˇ´ıslusˇne´ho objektu. Jedna´ se o jednoduche´ transformace, jako jsou posuv, rotace nebo zmeˇna
meˇrˇ´ıtka. Jednoduchy´m prˇ´ıkladem tohoto typu animac´ı je animace vy´tahove´ kabiny, kde plynula´
zmeˇna pozice vytva´rˇ´ı dojem j´ızdy smeˇrem nahoru nebo dol˚u. Aplikac´ı modelove´ matice, ktera´
prˇedstavuje transformaci, jsou vsˇak ovlivneˇny vsˇechny vrcholy objektu, cozˇ je jista´ nevy´hoda
tohoto typu animace.
Druhy´ typ animac´ı slouzˇ´ı pro objekty, jejichzˇ animace je slozˇiteˇjˇs´ı a nelze prove´st pouhou
zmeˇnou modelove´ matice jako u prvn´ıho typu. Prˇ´ıklady takovy´ch objekt˚u jsou lidske´ postavy,
zv´ıˇrata nebo podobne´ objekty. Du˚lezˇitou vlastnost´ı tohoto typu animace je mozˇnost aplikace
transformace pouze na urcˇitou cˇa´st objektu. Tuto mozˇnost zajiˇst’uj´ı takzvane´ kosti (angl. bo-
nes), ktere´ mohou dohromady vytva´rˇet kostru neboli armaturu cele´ho objektu. Kazˇda´ kost pote´
mu˚zˇe definovat urcˇitou transformaci, ktera´ ovlivnˇuje vrcholy na za´kladeˇ vah (angl. weights).
Va´hy, ktere´ jsou definova´ny pro kazˇdy´ vrchol, urcˇuj´ı, jak moc je dany´ vrchol ovlivneˇn trans-
formacemi kost´ı, na ktery´ch je za´visly´. Tento typ animace nicme´neˇ vyzˇaduje pra´ci anima´tora,
ktery´ dane´mu objektu vytvorˇ´ı kostru a jednotlivy´m vrchol˚um vhodneˇ prˇiˇrad´ı va´hy. Na´sledneˇ
jsou vytvorˇeny takzvane´ kl´ıcˇove´ sn´ımky, ktere´ urcˇuj´ı transformace kost´ı pro konkre´tn´ı cˇas, a
ktere´ dohromady vytva´rˇ´ı vy´slednou animaci objektu. Pra´ce anima´tora je, ve veˇtsˇineˇ prˇ´ıpad˚u,
prova´deˇna v extern´ıch graficky´ch programech (Blender, Maya, 3D Studio Max aj.), ze ktery´ch je
objekt, vcˇetneˇ definovane´ animace, exportova´n do soubor˚u dane´ho typu, ktery´ ulozˇen´ı animace
podporuje (.dae, .MD5 aj.). U´kolem programa´tora je pote´ tato data prˇecˇ´ıst a vhodneˇ zpracovat.
Obra´zek 8.1: Rozlozˇen´ı vah pro cˇa´st objektu (Blender)
36
8.1 Implementace animace
V te´to cˇa´sti kapitoly je prˇedstaven za´kladn´ı princip zpracova´n´ı dat objektu a jejich vyuzˇit´ı
pro animaci v aplikaci vyuzˇ´ıvaj´ıc´ı OpenGL. Pro cˇten´ı souboru je opeˇt vyuzˇita knihovna Assimp
[4], ktera´ poskytuje pozˇadovana´ data pro animaci ve vhodny´ch struktura´ch, ktere´ budou beˇhem
popisu hlavn´ıch cˇa´st´ı implementace zmı´neˇny.
Za´kladn´ı u´pravou je rozsˇ´ıˇren´ı dat vrcholu o polozˇky, reprezentuj´ıc´ı indexy kost´ı, ktere´ dany´
vrchol mohou ovlivnit, a take´ prˇ´ıslusˇne´ va´hy. V te´to implementaci je mozˇne´, aby byl vrchol
ovlivneˇn maxima´lneˇ peˇti kostmi, cozˇ je ve veˇtsˇineˇ prˇ´ıpad˚u dostacˇuj´ıc´ı. Indexy kost´ı a va´hy pro
jednotlive´ vrcholy jsou obsazˇeny v pomocne´ strukturˇe, ktera´ je soucˇa´st´ı struktury vrcholu. Mimo
to je take´ vytvorˇena struktura reprezentuj´ıc´ı jednotlive´ kosti, ktera´ obsahuje jejich offset matici
a transformaci.
Obra´zek 8.2: Struktury pro ulozˇen´ı pozˇadovany´ch dat
Z´ıska´n´ı dat pro prvn´ı dveˇ struktury, zobrazene´ na obra´zku 8.2, je c´ıl prvn´ı cˇa´sti imple-
mentace. Po nacˇten´ı souboru jsou jednotlive´ objekty sce´ny ulozˇeny ve strukturˇe aiMesh, ktera´
obsahuje pole kost´ı, ovlivnˇuj´ıc´ıch tento objekt. Jednotlive´ kosti, reprezentovane´ strukturou ai-
Bone, obsahuj´ı pole struktur aiVertexWeight, kde kazˇda´ struktura obsahuje index vrcholu a jeho
va´hu pro danou kost. [4]
Obra´zek 8.3: Propojen´ı struktur
Na´sleduj´ıc´ı ko´d prˇedstavuje zpracova´n´ı kost´ı jednoho objektu, kde jsou jme´na jednotlivy´ch
kost´ı mapova´na na prˇ´ıslusˇny´ index, a ke kazˇde´ kosti je vytvorˇena struktura pro ulozˇen´ı matic. Do
te´to struktury je na´sledneˇ ulozˇena offset matice, ktera´ prova´d´ı transformaci z prostoru objektu
do prostoru dane´ kosti [4]. Nakonec jsou zpracova´ny struktury aiVertexWeight dane´ kosti, kde
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do prˇipravene´ho pole, jehozˇ velikost je stejna´ jako pocˇet vrchol˚u objektu, je pro dany´ vrchol
ulozˇen index zpracova´vane´ kosti a prˇ´ıslusˇna´ va´ha. Toto pole pote´ slouzˇ´ı k inicializaci vy´sledne´
struktury vrcholu.
GLuint boneIndex ;
f o r (GLuint i = 0 ; i < mesh−>mNumBones ; i++)
{
std : : s t r i n g boneName = (mesh−>mBones [ i ] )−>mName. data ;
i f ( boneToIndexMap . f i nd (boneName) == boneToIndexMap . end ( ) )
{
boneIndex = numOfBones ;
boneToIndexMap [ boneName ] = boneIndex ; // c r e a t i n g new bone index
numOfBones++;
BoneInfo emptyInfo ;
boneInfo . push back ( emptyInfo ) ; //new s t ru c tu r e f o r bone matr i ce s
}
e l s e
{
boneIndex = boneToIndexMap [ boneName ] ; // g e t t i n g e x i s t i n g bone index
}
boneInfo [ boneIndex ] . o f f s e tMat r i x = mesh−>mBones [ i ]−>mOffsetMatrix ;
//Gett ing weights f o r v e r t i c e s a f f e c t e d by t h i s bone
f o r (GLuint j = 0 ; j < mesh−>mBones [ i ]−>mNumWeights ; j++)
{
GLuint vertexID = mesh−>mBones [ i ]−>mWeights [ j ] . mVertexId ;
GLfloat boneWeight = mesh−>mBones [ i ]−>mWeights [ j ] . mWeight ;
bones [ vertexID ] . Add( boneIndex , boneWeight ) ;
}
}
Po zpracova´n´ı potrˇebny´ch dat pro jednotlive´ vrcholy objektu na´sleduje dalˇs´ı cˇa´st imple-
mentace, kde jsou vypocˇ´ıta´va´ny transformace kost´ı v dane´m cˇase animace. Tyto transformace
jsou nakonec poskytnuty vertex shaderu, kde jsou aplikova´ny.
Nacˇtena´ sce´na mu˚zˇe obsahovat neˇkolik r˚uzny´ch animac´ı (naprˇ. ch˚uze, beˇh, skok aj.), ktere´
jsou reprezentova´ny strukturou aiAnimation. Tyto struktury jsou ulozˇeny v poli struktury aiS-
cene. Struktura aiAnimation obsahuje za´kladn´ı informace o animaci (na´zev, de´lka, framerate
atd.) a take´ pole struktur aiNodeAnim, ktere´ prˇedstavuj´ı kosti nutne´ pro tuto animaci. Struk-
tura aiNodeAnim obsahuje na´zev kosti a jednotlive´ u´daje o pozic´ıch, rotac´ıch a zmeˇna´ch velikost´ı
te´to kosti v dane´m cˇase animace [4]. Zpravidla se nedefinuj´ı tyto u´daje pro kazˇdy´ sn´ımek, a proto
je nutne´, pokud se animace nacha´z´ı v cˇase, pro ktery´ nejsou tyto u´daje definova´ny, tyto u´daje
interpolovat. Na´sleduj´ıc´ı ko´d ukazuje zp˚usob interpolace rotace kosti, k cˇemuzˇ je vyuzˇito tak-
zvany´ch kvaternion˚u. Za´kladn´ı informace o kvaternionech jsou uvedeny v teoreticke´ prˇ´ıloze.
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i f ( nodeAnim−>mNumRotationKeys == 1) // i f the re ’ s only one key
{
re turn nodeAnim−>mRotationKeys [ 0 ] . mValue ;
}
GLuint index = FindRotation ( animationTime , nodeAnim) ;
GLuint nextIndex = index + 1 ;
//Gett ing i n t e r p o l a t i o n f a c t o r from i n t e r v a l [ 0 , 1 ]
GLfloat keyTime = ( GLfloat ) nodeAnim−>mRotationKeys [ index ] . mTime ;
GLfloat nextKeyTime = ( GLfloat ) nodeAnim−>mRotationKeys [ nextIndex ] . mTime ;
GLfloat deltaTime = nextKeyTime − keyTime ;
GLfloat f a c t o r = ( animationTime − keyTime ) / deltaTime ;
//Quaternion i n t e r p o l a t i o n
aiQuaternion quatern ion ;
a iQuaternion s t a r t = nodeAnim−>mRotationKeys [ index ] . mValue ;
a iQuaternion end = nodeAnim−>mRotationKeys [ nextIndex ] . mValue ;
a iQuaternion : : I n t e r p o l a t e ( quaternion , s t a r t , end , f a c t o r ) ;
r e turn quatern ion . Normalize ( ) ;
Vy´sledkem kazˇde´ interpolace posuvu, rotace nebo zmeˇny meˇrˇ´ıtka je transformacˇn´ı matice.
Vsˇechny trˇi transformace jsou na´sledneˇ slozˇeny do jedne´, ktera´ vsˇak sta´le neodpov´ıda´ vy´sledne´
transformaci kosti. Cˇasto se prˇi tvorbeˇ kostry objektu tvorˇ´ı i za´vislosti mezi jednotlivy´mi kostmi.
Definovane´ za´vislosti zp˚usobuj´ı prˇenos transformace rodicˇovske´ kosti na kosti, ktere´ jsou na n´ı
za´visle´.
Knihovna Asssimp organizuje polozˇky nacˇtene´ sce´ny (naprˇ. sveˇtla, kamera, objekty, kosti
atd.) do stromove´ struktury na za´kladeˇ za´vislost´ı mezi nimi. Kazˇda´ polozˇka je reprezentova´na
strukturou aiNode, ktera´ obsahuje jedinecˇne´ jme´no, transformacˇn´ı matici, odkazy na nadrˇazeny´
uzel a potomky, aj. Je tedy rekurzivneˇ procha´zena tato stromova´ struktura a zjiˇst’ova´no, zda
na´zev struktury aiNode je ekvivalentn´ı s na´zvem jake´koliv struktury aiNodeAnim dane´ animace.
V prˇ´ıpadeˇ rovnosti prˇedstavuje dana´ struktura aiNode polozˇku kosti a je provedena interpolace
pro z´ıska´n´ı transformace.
Obra´zek 8.4: Propojen´ı struktur
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Na´sleduj´ıc´ı ko´d prˇedstavuje porovna´va´n´ı na´zvu struktury aiNode s na´zvy struktur aiNo-
deAnim dane´ animace, kde prˇi shodeˇ je navra´cena struktura aiNodeAnim, obsahuj´ıc´ı kl´ıcˇove´
u´daje pro na´slednou interpolaci transformac´ı.
f o r (GLuint i = 0 ; i < animation−>mNumChannels ; i++)
{
aiNodeAnim∗ nodeAnim = animation−>mChannels [ i ] ;
i f ( s td : : s t r i n g (nodeAnim−>mNodeName . data ) == nodeName)
{
re turn nodeAnim ;
}
}
U polozˇek, ktere´ nejsou kostmi, z˚usta´va´ transformacˇn´ı matice ze struktury aiNode beze
zmeˇny, a pokud je tato polozˇka za´visla´ na nadrˇazene´ polozˇce a za´rovenˇ je nadrˇazenou polozˇkou
pro dalˇs´ı polozˇky, je tato transformacˇn´ı matice vyna´sobena matic´ı nadrˇazene´ polozˇky a poskyt-
nuta vsˇem potomk˚um, cozˇ vytva´rˇ´ı rˇeteˇzec transformac´ı.
V prˇ´ıpadeˇ polozˇky, reprezentuj´ıc´ı kost, se vy´sledna´ transformace odv´ıj´ı od transformace
nadrˇazene´ kosti, vlastn´ı interpolovane´ transformace a transformace reprezentovane´ offset matic´ı.
Na celou transformaci je pote´ aplikova´na inverzn´ı transformace korˇene stromu, cozˇ je jedna
z veˇc´ı, kterou je nutne´ prove´st pro korektn´ı transformaci v prˇ´ıpadeˇ pouzˇit´ı knihovny Assimp.
Na´sleduj´ıc´ı ko´d prˇedstavuje skla´da´n´ı vy´sledne´ transformacˇn´ı matice kosti.
GLuint boneIndex = boneToIndexMap [ nodeName ] ;
/∗
root Inver seMatr ix − root i nv e r s e t rans fo rmat ion matrix
nodeTransformation − i n t e r p o l a t e d t rans fo rmat ion with parent t rans fo rmat ion
∗/
boneInfo [ boneIndex ] . t rans format ionMatr ix =
root Inver seMatr ix ∗
nodeTransformation ∗
boneInfo [ boneIndex ] . o f f s e tMat r i x ;
Po dokoncˇen´ı pr˚uchodu stromovou strukturou uzl˚u aiNode jsou v prˇ´ıslusˇny´ch struktura´ch,
ktere´ drzˇ´ı informaci o transformaci a offset matici konkre´tn´ı kosti, ulozˇeny konecˇne´ transformacˇn´ı
matice pro dany´ cˇas animace. Tyto konecˇne´ transformace jsou poskytnuty vertex shaderu. Na
za´kladeˇ index˚u kost´ı, ktere´ jsou definovane´ pro kazˇdy´ vrchol, jsou z teˇchto transformac´ı vyb´ıra´ny
transformace, ktere´ dany´ vrchol ovlivnˇuj´ı. Pomoc´ı vah je pote´ regulova´na s´ıla jednotlivy´ch trans-
formac´ı. Cˇa´st vertex shaderu, ktera´ prova´d´ı aplikaci transformace kost´ı na pozici vrcholu, je
obsazˇena v na´sleduj´ıc´ım ko´du.
40
uniform mat4 boneTransform [MAXBONES] ;
void main ( void )
{
// in Po s i t i on , in BoneIDs [ ] , in Weights [ ] are input a t t r i b u t e s
mat4 f inalBoneTransform = boneTransform [ in BoneIDs [ 0 ] ] ∗ in Weights [ 0 ] ;
f o r ( u int i = 1 ; i < 5 ; i++)
{
f inalBoneTransform += boneTransform [ in BoneIDs [ i ] ] ∗ in Weights [ i ] ;
}
vec4 t rans fo rmedPos i t i on = finalBoneTransform ∗ vec4 ( i n Po s i t i on , 1 . 0 ) ;
g l P o s i t i o n = ( pro j e c t i onMatr ix ∗ viewMatrix ∗ modelMatrix ) ∗
t rans fo rmedPos i t i on ;
}
Obra´zek 8.5: Vy´sledna´ animace
Vy´sledna´ animace doda´va´ graficke´ sce´neˇ dynamicˇnost, ktera´ je u sce´ny se staticky´mi
objekty postra´da´na. Nicme´neˇ neusta´la´ interpolace transformac´ı pro vsˇechny kosti, ktera´ je
nav´ıc prova´deˇna jednotkou procesoru, zp˚usobuje vy´razne´ sn´ızˇen´ı pocˇtu vykresleny´ch sn´ımk˚u
za vterˇinu.





Cˇa´sticovy´ syste´m je obecny´ pojem pro zp˚usob simulace r˚uzny´ch jev˚u. Cˇasto je vyuzˇ´ıva´m
pro simulaci rea´lny´ch prˇ´ırodn´ıch jev˚u, jako jsou kourˇ, ohenˇ, de´sˇt’ a mnoho dalˇs´ıch, nicme´neˇ ma´
vyuzˇit´ı i pro simulaci jev˚u nerea´lny´ch pro u´cˇel r˚uzny´ch vizua´ln´ıch efekt˚u. Zp˚usob rˇesˇen´ı simulace
teˇchto jev˚u je zalozˇen na urcˇite´m pocˇtu cˇa´stic, ktere´ svy´m chova´n´ım reprezentuj´ı konkre´tn´ı jev.
Cˇa´stice je veˇtsˇinou reprezentovana´ za´kladn´ım primitivem, jako je bod, troju´heln´ık, cˇtyrˇu´heln´ık
apod. Simulace konkre´tn´ıho jevu je za´visla´ prˇeva´zˇneˇ na zp˚usobu pohybu cˇa´stic, ktery´ mu˚zˇe by´t
pro jednotlive´ cˇa´stice vypocˇ´ıta´va´n jednoduchy´mi azˇ velmi komplexn´ımi matematicky´mi vy´pocˇty.
9.1 Transform feedback
Ve starsˇ´ıch verz´ıch OpenGL prob´ıhal zp˚usob simulace teˇchto jev˚u na za´kladeˇ cˇaste´ho
prˇenosu dat ze strany klienta na grafickou kartu. Na straneˇ aplikace docha´zelo k urcˇite´ transfor-
maci cˇa´stic tak, aby odpov´ıdaly chova´n´ı simulovane´ho jevu, a na´sledneˇ byla tato data poskytnuta
graficke´ karteˇ pro vykreslen´ı. Prˇenos dat na grafickou kartu byl neusta´le opakova´n pro kazˇdy´
jednotlivy´ sn´ımek, cozˇ zp˚usobovalo velkou cˇasovou na´rocˇnost, ktera´ limitovala pouzˇit´ı veˇtsˇ´ıho
pocˇtu cˇa´stic.
Z tohoto d˚uvodu byla pro OpenGL prˇedstavena funkcionalita s na´zvem Transform feed-
back [3][2]. Jedna´ se o proces zachyta´va´n´ı urcˇity´ch hodnot, ktere´ nejcˇasteˇji odpov´ıdaj´ı vlast-
nostem vrchol˚u, tvorˇ´ıc´ıch cˇa´stice, do prˇ´ıslusˇny´ch asociovany´ch buffer˚u z posledn´ı fa´ze graficke´
pipeline, ktera´ zpracova´va´ vrcholy. Posledn´ı fa´z´ı, zpracova´vaj´ıc´ı vrcholy, se rozumı´ programo-
vatelna´ fa´ze pomoc´ı vertex shaderu nebo geometry shaderu, pokud je obsazˇen. Od OpenGL
verze 4.0 je mozˇne´ zachyta´vat hodnoty i z nove´ fa´ze vykreslovac´ı pipeline, teselacˇn´ı fa´ze, ktera´ je
prˇedmeˇtem kapitoly Teselace. Vy´pocˇet a aplikace transformac´ı pro jednotlive´ vrcholy je mozˇne´
prova´deˇt v teˇchto fa´z´ıch, cozˇ rˇesˇ´ı proble´m cˇaste´ho prˇenosu dat na grafickou kartu a nav´ıc urych-
luje vy´pocˇet z d˚uvodu paralelizace vy´pocˇt˚u na graficke´ karteˇ.
K vyuzˇit´ı te´to funkcionality je v OpenGL definova´n takzvany´ transform feedback objekt,
cozˇ je objekt, se ktery´m je asociova´n jeden nebo v´ıce buffer˚u pro ukla´da´n´ı zachyceny´ch vlastnost´ı
vrchol˚u. Mozˇnost asociace v´ıce buffer˚u s t´ımto objektem je z d˚uvodu mozˇne´ho rozlozˇen´ı zachy-
ceny´ch hodnot do r˚uzny´ch buffer˚u. Ve starsˇ´ıch verz´ıch OpenGL bylo mozˇne´ ukla´dat vsˇechny
zachycene´ hodnoty pouze spolecˇneˇ do jednoho bufferu nebo naopak kazˇdou do samostatne´ho
bufferu. Od OpenGL verze 4.0 je mozˇne´ specifikovat hodnoty, ktere´ se budou ukla´dat spolecˇneˇ
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do jednoho bufferu a ktere´ do buffer˚u dalˇs´ıch. [3][2]
Buffery, asociovane´ s transform feedback objektem, jsou reprezentova´ny array buffery,
ktere´ jsou pro tento objekt oznacˇeny jako c´ılova´ u´lozˇiˇsteˇ. Tyto buffery, obsahuj´ıc´ı zachycena´
data, je pote´ mozˇno pouzˇ´ıt jako zdroj dat pro na´sleduj´ıc´ı vykreslen´ı transformovany´ch cˇa´stic.
Obra´zek 9.1: Umı´steˇn´ı transform feedback funkcionality ve vykreslovac´ı pipeline
9.2 Implementace cˇa´sticove´ho syste´mu
Prˇedmeˇtem na´sleduj´ıc´ı uka´zkove´ implementace je vytvorˇen´ı efektu ohneˇ, ktery´ je zalozˇen
na vlastn´ım jednoduche´m algoritmu. Tento algoritmus vyuzˇ´ıva´ za´kladn´ı goniometricke´ funkce.
V te´to implementaci je transformace prova´deˇna s body, kde kazˇdy´ bod reprezentuje cˇa´stici.
Prˇi vykreslen´ı jsou vsˇak z teˇchto bod˚u, pomoc´ı dvou troju´heln´ık˚u, vytvorˇeny cˇtyrˇu´heln´ıky.
Du˚vodem takove´ zmeˇny je mozˇnost mapovat texturu na danou cˇa´stici, a t´ım ji urcˇit libo-
volny´ vzhled namı´sto jednoduche´ho bodu. Pro vytvorˇen´ı efektu ohneˇ mus´ı kazˇda´ cˇa´stice naby´vat
urcˇity´ch vlastnost´ı, pro jejichzˇ sjednocen´ı je vytvorˇena struktura.
Obra´zek 9.2: Struktura cˇa´stice
Prˇi pouzˇit´ı Transform feedback funkcionality se zpravidla pouzˇ´ıvaj´ı dva transform fe-
edback objekty, kde je s kazˇdy´m asociova´n jeden array buffer pro ukla´da´n´ı zachyceny´ch hodnot.
Du˚vodem je nutnost soucˇasne´ho cˇten´ı a za´pisu z/do array bufferu prˇi fa´zi transformace, cozˇ by
prˇi pouzˇit´ı jednoho array bufferu vedlo k nechteˇny´m vy´sledk˚um.
Oba buffery, asociovane´ s transform feedback objekty, jsou inicializova´ny daty, ktera´ re-
prezentuj´ı pole cˇa´stic o vhodne´ velikosti, urcˇene´ maxima´ln´ım mozˇny´m pocˇtem vygenerovany´ch
cˇa´stic. Jde vsˇak pouze o alokaci pameˇti pro oba buffery, nebot’ data pro jednotlive´ cˇa´stice jsou
generova´na v geometry shaderu prˇ´ıslusˇne´ho shader programu. Pouze prvn´ı cˇa´stice vytvorˇene´ho
pole je inicializovana´ daty, ktere´ ji identifikuj´ı jako zdroj vsˇech cˇa´stic. Na´sleduj´ıc´ı ko´d prˇedstavuje
vytvorˇen´ı pozˇadovany´ch objekt˚u a vytvorˇen´ı asociace mezi nimi.
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glGenTransformFeedbacks (2 , TFO) ; //new IDs f o r trans form feedback ob j e c t s
g lGenBuf fers (2 , VBO) ; //new IDs f o r bu f f e r s
f o r (GLuint i = 0 ; i < 2 ; i++)
{
glBindTransformFeedback (GLTRANSFORMFEEDBACK, TFO[ i ] ) ;
g lB indBuf f e r (GL ARRAY BUFFER, VBO[ i ] ) ;
g lBuf fe rData (GL ARRAY BUFFER, s i z e o f ( p a r t i c l e s ) , p a r t i c l e s ,GLDYNAMICDRAW) ;
g lBindBuf ferBase (GL TRANSFORMFEEDBACKBUFFER, 0 , VBO[ i ] ) ; // a s s o c i a t i o n
}
Pro transformaci cˇa´stic je vytvorˇen shader program, ktery´ obsahuje vertex shader a geome-
try shader, ve ktere´m je mozˇne´ generovat nove´ cˇa´stice a ze ktere´ho jsou zachyta´va´ny pozˇadovane´
hodnoty. Vertex shader pouze prˇeda´ vstupn´ı hodnoty dalˇs´ı fa´zi vykreslovac´ı pipeline. Na´zvy
promeˇnny´ch, jejichzˇ hodnoty maj´ı by´t zachyceny, jsou specifikova´ny pomoc´ı funkce glTransform-
FeedbackVaryings [2][3]. Po proveden´ı specifikace je znovu provedeno linkova´n´ı shader programu,
cozˇ je nutne´ u veˇtsˇiny graficky´ch karet. Specifikace na´zv˚u promeˇnny´ch a zp˚usob ukla´da´n´ı hodnot
prˇedstavuje na´sleduj´ıc´ı ko´d.
const GLchar∗ vary ings [ ] = { ” Pos i t i on ” , ”Type” , ”Speed” , ” L i f e ” ,
”MaxLife” , ”Amplitude” , ”Rotation ” , ”Angle” } ;
glTransformFeedbackVaryings ( program , s i z e o f ( vary ings ) / s i z e o f (GLchar∗) ,
varyings , GL INTERLEAVED ATTRIBS) ;
glLinkProgram ( program ) ;
Funkce geometry shaderu je za´visla´ na typu cˇa´stice, kterou aktua´lneˇ zpracova´va´. Pokud se
jedna´ o cˇa´stici, ktera´ je zdrojem cˇa´stic, zjiˇst’uje se prˇekrocˇen´ı jej´ı maxima´ln´ı zˇivotnosti. Pokud
je maxima´ln´ı zˇivotnost prˇekrocˇena, je vygenerova´n urcˇity´ pocˇet novy´ch cˇa´stic s na´hodny´mi
hodnotami pro urcˇite´ vlastnosti. Stejneˇ tak je aktualizova´na zˇivotnost zdroje cˇa´stic na pocˇa´tecˇn´ı
hodnotu pro mozˇne´ opakova´n´ı. Pokud hodnota prˇekrocˇena nen´ı, je pouze aktualizova´na zˇivotnost
zdroje cˇa´stic o urcˇity´ krok. Cˇa´stice tohoto typu by nemeˇla nikdy zaniknout.
V prˇ´ıpadeˇ jine´ho typu cˇa´stice je proveden algoritmus, ktery´ simuluje pohyb cˇa´stic pro efekt
ohneˇ a modifikuje urcˇite´ vlastnosti pro prˇ´ıˇst´ı vykreslen´ı. Tento algoritmus pracuje na principu
pohybu cˇa´stic po sinusoideˇ s plynulou zmeˇnou amplitudy a je proveden, pouze pokud hodnota
zˇivotnosti zpracova´vane´ cˇa´stice je nizˇsˇ´ı nezˇ hodnota jej´ı maxima´ln´ı zˇivotnosti. Zˇivotnost cˇa´stice
je za´visla´ na sve´ rychlosti, nebot’ cˇ´ım vysˇsˇ´ı je hodnota rychlosti cˇa´stice, t´ım rychleji take´ sta´rne.
Podobny´m zp˚usobem je provedena i plynula´ zmeˇna amplitudy, kde cˇ´ım veˇtsˇ´ı je amplituda, t´ım
veˇtsˇ´ı je hodnota o kterou se sn´ızˇ´ı. Urcˇite´ vlastnosti cˇa´stice se nemeˇn´ı, jelikozˇ slouzˇ´ı pouze jako
hodnoty pro vy´pocˇet prˇedchoz´ıch uvedeny´ch vlastnost´ı. Pouzˇit´ı tohoto algoritmu zna´zornˇuje
na´sleduj´ıc´ı cˇa´st ko´du geometry shaderu.
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// ex {attributeName } [ ] are input a t t r i b u t e s
// Pos i t ion , Type , Speed , L i f e , MaxLife , Amplitude , Rotation , Angle
//{attributeName} are output a t t r i b u t e s
// Pos i t ion , Type , Speed , L i f e , MaxLife , Amplitude , Rotation , Angle
f l o a t cu r r e n tL i f e = ex L i f e [ 0 ] + deltaTime /1000 ∗ ex Speed [ 0 ] ;
i f ( c u r r e n tL i f e < ex MaxLife [ 0 ] )
{
vec3 moveVector = vec3 ( cos ( rad ians ( ex Rotat ion [ 0 ] ) ) , 0 . 0 ,
s i n ( rad ians ( ex Rotat ion [ 0 ] ) ) ) ;
moveVector ∗= ex Amplitude [ 0 ] ∗ s i n ( rad ians ( ex Angle [ 0 ] ) ) ;
vec3 upVector = vec3 ( 0 . 0 , e x Po s i t i on [ 0 ] . y − o r i g i n . y , 0 . 0 ) ;
upVector . y += ex Speed [ 0 ] ∗ deltaTime /1000 ;
Pos i t i on = o r i g i n + moveVector + upVector ; // o r i g i n = source po s i t i o n
Amplitude = ex Amplitude [ 0 ] ∗
(1 − deltaTime/GetRandomNumber(1000 , 5000 , 0) ) ;
Amplitude = max(Amplitude , 0 . 2 ) ;
Angle = ex Angle [ 0 ] + deltaTime /10 ;
Angle = mod(Angle , 360 . 0 ) ;
L i f e = cu r r en tL i f e ;
/∗ F i l l remaining output a t t r i b u t e s with input a t t r i b u t e s ∗/
EmitVertex ( ) ;
EndPrimitive ( ) ;
}
Shader program, ktery´ vyuzˇ´ıva´ Transform feedback, mu˚zˇe tvorˇit vy´jimku, kdy nemus´ı by´t
obsazˇen povinny´ fragment shader z d˚uvodu mozˇne´ho zamezen´ı procesu rasterizace. Zamezen´ı lze
prove´st funkc´ı glEnable s konstantou GL RASTERIZER DISCARD. V takove´m prˇ´ıpadeˇ docha´z´ı
k ukoncˇen´ı vykreslovac´ıho procesu prˇed rasterizac´ı, cozˇ zaprˇ´ıcˇinˇuje zbytecˇnost fragment shaderu.
Prˇed pouzˇit´ım tohoto shader programu je jeden z array buffer˚u aktivova´n jako zdroj dat
pro vstupn´ı parametry vertex shaderu a druhy´ je aktivova´n jako u´lozˇisteˇ zachyceny´ch dat pomoc´ı
aktivace transform feedback objektu, se ktery´m je asociova´n.
Se zachyta´va´n´ım dat nutneˇ souvis´ı i dveˇ funkce, ktere´ signalizuj´ı zacˇa´tek a konec za-
chyta´va´n´ı z toho d˚uvodu, zˇe ne vsˇechny shader programy tuto funkcionalitu vyuzˇ´ıvaj´ı. Jedna´
se o funkce glBeginTransformFeedback a glEndTransformFeedback, kde pro prvn´ı funkci je spe-
cifikova´n typ primitiva, ktery´ je stejny´ jako typ vy´stupn´ıho primitiva geometry shaderu [2][3].
Prˇi generova´n´ı novy´ch cˇa´stic pomoc´ı geometry shaderu je obt´ızˇne´ sledovat pocˇet cˇa´stic, ktere´
jsou obsazˇeny v bufferech. Z toho d˚uvodu je vyuzˇita funkce glDrawTransformFeedback [2][3],
ktera´ automaticky zjist´ı pocˇet cˇa´stic z transform feedback objektu po jeho posledn´ım pouzˇit´ı. Je
tedy pouzˇit i neaktivn´ı transform feedback objekt, se ktery´m je asociova´n buffer, slouzˇ´ıc´ı jako
aktua´ln´ı zdroj dat. Toto nastaven´ı a zp˚usob vykreslen´ı je zna´zorneˇn v na´sleduj´ıc´ı cˇa´sti ko´du.
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glBindTransformFeedback (GLTRANSFORMFEEDBACK, TFO[ currentTF ] ) ;
g lEnable (GL RASTERIZER DISCARD) ;
transformProgram−>Enable ( ) ; // a c t i v a t i n g shader program
/∗ Se t t i ng uniform va r i ab l e va lue s ∗/
glBeginTransformFeedback (GL POINTS) ;
i f ( i s F i r s t )
{
glDrawArrays (GL POINTS, 0 , 1) ;
i s F i r s t = f a l s e ;
}
e l s e
{
glDrawTransformFeedback (GL POINTS, TFO[ currentVB ] ) ;
}
glEndTransformFeedback ( ) ;
Pro fa´zi vykreslen´ı je vytvorˇen shader program, ktery´ obsahuje vertex, geometry i fragment
shader. V geometry shaderu jsou pomoc´ı techniky Billboarding ze vstupn´ıch bod˚u vytvorˇeny
triangulovane´ cˇtyrˇu´heln´ıky. Tato technika zamezuje situaci, kdy nejsou cˇtyrˇu´heln´ıky prˇi vysˇsˇ´ıch
pozorovac´ıch u´hlech prˇ´ıliˇs dobrˇe videˇt. Principem te´to techniky je vytvorˇen´ı vrchol˚u cˇtyrˇu´heln´ıka
posunem po vektorech, ktere´ jsou za´visle´ na pozici pozorovatele. Velikost cˇtyrˇu´heln´ık˚u je pote´
urcˇena velikost´ı tohoto posunu, ktera´ se v te´to implementaci snizˇuje na za´kladeˇ rozd´ılu aktua´ln´ı
zˇivotnosti od maxima´ln´ı zˇivotnosti cˇa´stice. Vytvorˇeny´m vrchol˚um jsou prˇiˇrazeny texturovac´ı
sourˇadnice pro mozˇnost texturova´n´ı ve fragment shaderu, ktere´ je rovneˇzˇ ovlivneˇno zˇivotnost´ı
cˇa´stice. Na´sleduj´ıc´ı cˇa´st ko´du prˇedstavuje vytvorˇen´ı jednoho ze cˇtyrˇ vrchol˚u v geometry shaderu.
void main ( void )
{
vec3 po s i t i o n = g l i n [ 0 ] . g l P o s i t i o n . xyz ; // p a r t i c l e p o s i t i o n
vec3 toCamera = normal ize ( cameraPos it ion − po s i t i o n ) ;
vec3 up = normal ize ( cameraUp ) ;
vec3 s i d e = normal ize ( c r o s s ( toCamera , up) ) ;
f l o a t s i z eCo e f f = (GS MaxLife [ 0 ] − GS Life [ 0 ] ) / GS MaxLife [ 0 ] ;
f l o a t modSize = s i z e ∗ clamp ( s i z eCoe f f , 0 . 0 , 1 . 0 ) ;
//1 s t ver tex
po s i t i o n −= s id e ∗ modSize ;
p o s i t i o n −= up ∗ modSize ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 ( po s i t i on , 1 . 0 ) ;
FS UV = vec2 ( 1 . 0 , 0 . 0 ) ;
FS Li f e = GS Life [ 0 ] ; // p a r t i c l e l i f e
FS MaxLife = GS MaxLife [ 0 ] ; // p a r t i c l e max l i f e
EmitVertex ( ) ;
//2nd , 3 rd & 4th ver tex with d i f f e r e n t p o s i t i o n c a l c u l a t i o n and UV ∗/
EndPrimitive ( ) ;
}
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Prˇed pouzˇit´ım tohoto shader programu je array buffer, do ktere´ho byla zachycena data
v prˇedchoz´ı cˇa´sti, pouzˇit pro vykreslen´ı, ktere´ je provedeno stejny´m zp˚usobem, bez znalosti
pocˇtu cˇa´stic.
Cˇasto je prˇi texturova´n´ı jednotlivy´ch cˇa´stic vyuzˇ´ıva´na OpenGL funkcionalita nazy´vana´
Blending, ktera´ umozˇnˇuje mı´cha´n´ı barev na za´kladeˇ r˚uzny´ch parametr˚u. V te´to implementaci
je mı´cha´n´ı prova´deˇno na za´kladeˇ alfa kana´lu mapovane´ textury. Pro korektn´ı vy´sledky Blen-
dingu je zamezeno za´pisu do hloubkove´ho bufferu, cozˇ zp˚usob´ı, zˇe hloubky fragment˚u cˇa´stic
jsou testova´ny s hloubkami, ktere´ byly do hloubkove´ho bufferu ulozˇeny prˇed vykreslen´ım cˇa´stic.
Tento zp˚usob vsˇak nut´ı vykreslovat cˇa´stice jako posledn´ı, kdy je hloubkovy´ buffer naplneˇn hod-
notami z hloubkovy´ch test˚u fragment˚u ostatn´ıch objekt˚u ve sce´neˇ. Toto nastaven´ı a vykreslen´ı
prˇedstavuje na´sleduj´ıc´ı ko´d.
bi l lboardProgram−>Enable ( ) ;
/∗ Se t t i ng uniform va r i ab l e va lue s ∗/
glDepthMask (GL FALSE) ;
g lEnable (GL BLEND) ;
glBlendFunc (GL SRC ALPHA, GL ONE MINUS SRC ALPHA) ;
g lAct iveTexture (GL TEXTURE0) ;
glBindTexture (GL TEXTURE 2D, t ex ture ) ; // p a r t i c l e t ex ture a c t i v a t i o n
glDrawTransformFeedback (GL POINTS, TFO[ currentTF ] ) ;
Obra´zek 9.3: Vy´sledny´ efekt ohneˇ
Vy´sledny´ efekt ohneˇ nen´ı prˇ´ıliˇs realisticky´, nebot’ pro simulaci rea´lne´ho ohneˇ je potrˇeba
komplexneˇjˇs´ıho algoritmu. Pro neˇktere´ real-time aplikace vsˇak mu˚zˇe by´t tato jednoducha´ simu-
lace ohneˇ dostacˇuj´ıc´ı.
Spustitelna´ aplikace je obsazˇena v prˇ´ıloze te´to pra´ce, ve slozˇce /Examples/09. Particle




Teselace je proces, prˇi ktere´m docha´z´ı k deˇlen´ı za´kladn´ıho geometricke´ho primitiva na
mnoho mensˇ´ıch. Tato funkcionalita je v OpenGL dostupna´ od verze 4.0 a prozat´ım prˇedstavuje
jednu z nejveˇtsˇ´ıch novinek, ktere´ tato verze prˇinesla. Z d˚uvodu urcˇite´ho mnozˇstv´ı noveˇ vygene-
rovany´ch vrchol˚u je mozˇne´ zvysˇovat u´rovenˇ detail˚u trojrozmeˇrny´ch objekt˚u. Vy´hodou teselace
je mozˇnost plynule´ zmeˇny mnozˇstv´ı vygenerovany´ch vrchol˚u na za´kladeˇ libovolne´ho parametru,
naprˇ´ıklad dle vzda´lenosti objektu od pozice pozorovatele. Princip zmeˇny u´rovneˇ detail˚u objektu,
ktery´ prˇedcha´zel teselaci, spocˇ´ıval v pouzˇit´ı neˇkolika stejny´ch objekt˚u, pouze s rozd´ılem r˚uzne´ho
pocˇtu ploch. Z teˇchto objekt˚u bylo pote´ vyb´ıra´no podle vzda´lenosti od pozorovatele. Tento
zp˚usob meˇl vsˇak jiste´ nevy´hody v nutnosti vytva´rˇen´ı v´ıce objekt˚u, s cˇ´ımzˇ souvis´ı i veˇtsˇ´ı spotrˇeba
pameˇti graficke´ karty pro jejich ulozˇen´ı. V prˇ´ıpadeˇ teselace je dostacˇuj´ıc´ı objekt s n´ızky´m pocˇtem
ploch, jejichzˇ pocˇet mu˚zˇe by´t zvy´sˇen teselac´ı a na´sledneˇ proveden vy´pocˇet pro dotva´rˇen´ı detail˚u.
Jedn´ım ze zp˚usobu dotva´rˇen´ı detail˚u je pouzˇit´ı takzvane´ vy´sˇkove´ textury neboli displacement
textury, jej´ızˇ texely reprezentuj´ı hodnoty vy´sˇkove´ odchylky, ktere´ jsou pouzˇity pro zmeˇnu pozice
noveˇ vygenerovany´ch vrchol˚u.
10.1 Proces teselace
Pro proces teselace v OpenGL byla do vykreslovac´ı pipeline prˇida´na fa´ze Tessellation,
ktera´ je umı´steˇna mezi fa´z´ı s vertex shaderem a fa´z´ı s geometry shaderem. [2]
Teselacˇn´ı fa´ze je tvorˇena trˇemi mensˇ´ımi fa´zemi, z nichzˇ dveˇ jsou programovatelne´, s cˇ´ımzˇ
souvis´ı i dva nove´ druhy shader˚u. Tessellation Control Shader (zkr. TCS) pro fa´zi prvn´ı a Tes-
sellation Evaluation Shader (zkr. TES) pro fa´zi trˇet´ı. Druha´ fa´ze s na´zvem Primitive Generation
(zkr. PG) je neprogramovatelna´, avsˇak jej´ı vy´pocˇet je mozˇne´ ovlivnit r˚uzny´mi parametry [2].
Mozˇnosti nastaven´ı te´to fa´ze jsou zmı´neˇny v teoreticke´ prˇ´ıloze te´to pra´ce.
Pro pouzˇit´ı teselace je definova´n specia´ln´ı typ primitiva, takzvany´ patch, ktery´ repre-
zentuje konstanta GL PATCHES [2]. Patch prˇedstavuje soubor kontroln´ıch bod˚u, ktere´ mohou
by´t pouzˇity pro vy´pocˇet vlastnost´ı vygenerovany´ch vrchol˚u. Prˇi vykreslova´n´ı jsou kontroln´ı body
neza´visle zpracova´va´ny vertex shaderem a na´sledneˇ spolecˇneˇ poskytnuty TCS jako vstupn´ı patch.
Maxima´ln´ı pocˇet kontroln´ıch bod˚u pro jeden patch je za´visly´ na graficke´ karteˇ.
U´cˇelem TCS je vytvorˇen´ı vy´stupn´ıho patche, ktery´ nemus´ı by´t nutneˇ stejny´ jako patch
vstupn´ı, jelikozˇ zde mu˚zˇe docha´zet k r˚uzny´m transformac´ım a vytva´rˇen´ı novy´ch kontroln´ıch
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bod˚u. TCS je pro kazˇdy´ patch spousˇteˇn tolikra´t, kolik kontroln´ıch bod˚u je obsazˇeno ve vy´stupn´ım
patchi. Nav´ıc TCS poskytuje hodnoty teselacˇn´ıho levelu, ktere´ urcˇuj´ı mı´ru teselace. Tato fa´ze
vsˇak nemus´ı by´t nutneˇ obsazˇena, cozˇ zp˚usob´ı, zˇe kontroln´ı body zpracovane´ vertex shaderem
jsou formova´ny prˇ´ımo do vy´stupn´ıho patche bez jaky´chkoliv u´prav. Hodnoty teselacˇn´ıho levelu
jsou pote´ nastaveny prˇ´ıslusˇny´mi funkcemi na straneˇ klienta. [2]
Druha´ fa´ze PG je neza´visla´ na vy´stupn´ım patchi TCS, jelikozˇ tato fa´ze pracuje se trˇemi
prˇeddefinovany´mi teselacˇn´ımi dome´nami. Tato fa´ze obsahuje algoritmus deˇlen´ı, ktery´ se odv´ıj´ı
od zvolene´ teselacˇn´ı dome´ny a dalˇs´ıch parametr˚u, vcˇetneˇ teselacˇn´ıho levelu. Vy´sledkem tohoto
procesu jsou vygenerovane´ vrcholy, ktery´m jsou prˇiˇrazeny normalizovane´ sourˇadnice, urcˇuj´ıc´ı
pozici uvnitrˇ dome´ny. Podoba sourˇadnic se odv´ıj´ı od zvolene´ dome´ny, nad kterou byl proveden
proces deˇlen´ı.
Pro kazˇdy´ vygenerovany´ vrchol je spusˇteˇn TES, ve ktere´m je mozˇne´ prˇistupovat k sourˇadni-
c´ım aktua´ln´ıho vrcholu a k vy´stupn´ımu patchi, obsahuj´ıc´ı kontroln´ı body. TES slouzˇ´ı k prˇiˇrazen´ı
konecˇny´ch a pozˇadovany´ch vlastnost´ı vygenerovany´m vrchol˚um s cˇasty´m vyuzˇit´ım kontroln´ıch
bod˚u. Pro dotva´rˇen´ı detail˚u objektu je zde mozˇne´ pouzˇ´ıt r˚uzne´ algoritmy nebo vy´sˇkovou texturu.
Zpracovane´ vrcholy pote´ pokracˇuj´ı do dalˇs´ıch fa´z´ı vykreslovac´ı pipeline.
10.2 Implementace PN Triangles
Prˇedmeˇtem na´sleduj´ıc´ı uka´zkove´ implementace je PN Triangles, cozˇ je zp˚usob vyuzˇit´ı te-
selace, ktery´ byl prˇedstaven Alexem Vlachosem a jeho kolektivem v roce 2001. C´ılem je dosazˇen´ı
zaobleny´ch ploch objektu, k cˇemuzˇ je vyuzˇito takzvane´ho Bezie´rova troju´heln´ıka, ktery´m jsou
jednotlive´ troju´heln´ıkove´ plochy objektu nahrazeny. [14]
Cely´ proces je prˇeva´zˇneˇ obsazˇen v teselacˇn´ıch shaderech vytvorˇene´ho shader programu,
nicme´neˇ pro korektn´ı pouzˇit´ı teselace jsou na straneˇ klienta nastaveny a pozmeˇneˇny urcˇite´ veˇci.
Jednou z nich je specifikace primitiva GL PATCHES prˇi vykreslova´n´ı. Pro toto primitivum nen´ı
pevneˇ urcˇen pocˇet bod˚u, a proto je pomoc´ı prˇ´ıkazu glPatchParameteri tento pocˇet specifikova´n.
Na´sleduj´ıc´ı ko´d prˇedstavuje pouzˇit´ı te´to funkce s hodnotou 3, nebot’ vstupn´ı patch je tvorˇen
body p˚uvodn´ıho troju´heln´ıka.
glPatchParameter i (GL PATCH VERTICES, 3) ;
Po specifikaci teˇchto parametr˚u jsou v TCS prˇij´ıma´ny vstupn´ı patche jako soubor trˇ´ı vr-
chol˚u. Tyto body tvorˇ´ı za´klad kontroln´ıch bod˚u Bezie´rova troju´heln´ıka, ktery´ celkoveˇ formuje
deset kontroln´ıch bod˚u. Z toho d˚uvodu je vytvorˇena struktura, ktera´ sjednocuje vsˇechny tyto
body a nav´ıc obsahuje norma´love´ vektory a texturovac´ı sourˇadnice pro pozdeˇjˇs´ı evaluaci vlast-
nost´ı vygenerovany´ch vrchol˚u. Tato struktura tvorˇ´ı vy´stupn´ı patch TCS.
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Obra´zek 10.1: Topologie Bezie´rova troju´heln´ıka a struktura vy´stupn´ıho patche
S pomoc´ı kontroln´ıch bod˚u vstupn´ıho patche, ktere´ tvorˇ´ı body B300, B030 a B003, jsou
vytvorˇeny zby´vaj´ıc´ı kontroln´ı body Bezie´rova troju´heln´ıka. Kazˇda´ hrana troju´heln´ıka, tvorˇene´ho
body vstupn´ıho patche, je rozdeˇlena dveˇma body na trˇi segmenty, kde sousedn´ı body jsou od
sebe vzda´leny 1/3 de´lky hrany, na ktere´ lezˇ´ı. U kazˇde´ho z vytvorˇeny´ch bod˚u je provedena jeho
projekce do roviny, ktera´ je kolma´ na norma´lovy´ vektor nejblizˇsˇ´ıho bodu vstupn´ıho patche.
Strˇedn´ı bod je urcˇen aritmeticky´m pr˚umeˇrem pozic vsˇech vytvorˇeny´ch bod˚u a posunem, ktery´
je da´n polovicˇn´ı velikost´ı vektoru, urcˇeny´m rozd´ılem zpr˚umeˇrovane´ pozice a pozice v rovineˇ
troju´heln´ıka z bod˚u vstupn´ıho patche.




B210 = (2P1 + P2 − w12N1)/3
B120 = (2P2 + P1 − w21N2)/3
B021 = (2P2 + P3 − w23N2)/3
B012 = (2P3 + P2 − w32N3)/3
B102 = (2P3 + P1 − w31N3)/3
B201 = (2P1 + P3 − w13N1)/3
E = (B210 +B120 +B021 +B012 +B102 +B201)/6
V = (P1 + P2 + P3)/3
B111 = E + (E − V )/2
P1, P2, P3 - body p˚uvodn´ıho troju´heln´ıka
N1, N2, N3 - norma´love´ vektory bod˚u p˚uvodn´ıho troju´heln´ıka
Vy´pocˇet jednotlivy´ch bod˚u Bezie´rova troju´heln´ıka [14]
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Obra´zek 10.2: Zna´zorneˇn´ı zp˚usobu projekce bod˚u do prˇ´ıslusˇne´ roviny
Vy´stupem TCS nen´ı jen vy´stupn´ı patch, ale i hodnoty pro teselacˇn´ı level. V te´to imple-
mentaci je teselacˇn´ı level meˇneˇn na za´kladeˇ vzda´lenosti objektu od pozorovatele, nicme´neˇ je
nutne´, aby byl specifikova´n stejny´ teselacˇn´ı level pro vsˇechny plochy objektu z d˚uvodu eliminace
vzniku mozˇny´ch nespojitost´ı mezi plochami objektu. Teselacˇn´ı level je nastaven pomoc´ı built-in
promeˇnny´ch gl TessLevelOuter a gl TessLevelInner [2]. Na´sleduj´ıc´ı ko´dy obsahuj´ı funkce pro
vy´pocˇet jednotlivy´ch bod˚u Bezie´rova troju´heln´ıka a nastaven´ı hodnot teselacˇn´ıho levelu.
//TCS WorldPos [ ] i s input patch
vec3 CalcPoint ( u int n1 , u int n2 , u int n3 , vec3 dirToPoint , vec3 normal )
{
vec3 p l anePos i t i on = n1 ∗ TCS WorldPos [ 0 ] + n2 ∗ TCS WorldPos [ 1 ] +
n3 ∗ TCS WorldPos [ 2 ] ;
vec3 pro j ec t i onVec = dot ( dirToPoint , normal ) ∗ normal ;
r e turn ( p l anePos i t i on − pro j ec t i onVec ) / 3 ;
}
vec3 CalcMidPoint ( Patch p)
{
vec3 p l anePos i t i on = (TCS WorldPos [ 0 ] + TCS WorldPos [ 1 ] +
TCS WorldPos [ 2 ] ) / 3 ;
vec3 avgPos i t ion = (p . B102 + p . B201 + p . B210 + p . B120 + p . B021 +
p . B012 ) / 6 ;
r e turn avgPos i t i on + ( avgPos i t i on − p lanePos i t i on ) / 2 ;
}
f l o a t t e s sL ev e l = 10 − d i s t anc e ( ob j e c tPos i t i on , cameraPos it ion ) ;
t e s sL ev e l = clamp ( te s sLeve l , 1 , 10) ;
f o r ( u int i = 0 ; i < 3 ; i++)
{
g l TessLeve lOuter [ i ] = t e s sL ev e l ;
}
g l Te s sLeve l Inne r [ 0 ] = t e s sL ev e l ;
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Fa´ze PG prova´d´ı teselaci nad troju´heln´ıkovou dome´nou, cozˇ znamena´, zˇe jsou vygenero-
vany´m vrchol˚um prˇiˇrazeny barycentricke´ sourˇadnice, ktere´ jsou v TES prˇ´ıstupne´ pomoc´ı built-in
promeˇnne´ gl TessCoord [2]. Tyto sourˇadnice jsou pouzˇity jako parametry pro vy´pocˇet bodu





















u, v, w - parametry pro vy´pocˇet bodu, kde w = 1− u − v
Vzorec pro vy´pocˇet bodu Bezie´rova povrchu [14]
Na´sleduj´ıc´ı ko´d prˇedstavuje cˇa´st hlavn´ı funkce TES, kde docha´z´ı k vy´pocˇtu pozice a dalˇs´ıch
vlastnost´ı vrcholu.
//TES Patch i s TCS output patch
//FS WorldPos , FS Normal , FS UV are output a t t r i b u t e s
void main ( void )
{
f l o a t u = gl TessCoord . x ;
f l o a t v = gl TessCoord . y ;
f l o a t w = gl TessCoord . z ;
f l o a t u2 = pow(u , 2 ) ; //v2 , w2 same p r i n c i p l e
f l o a t u3 = pow(u , 3 ) ; //v3 , w3 same p r i n c i p l e
FS WorldPos =
TES Patch . B300 ∗ w3 + TES Patch . B030 ∗ u3 +
TES Patch . B003 ∗ v3 + TES Patch . B210 ∗ 3 .0 ∗ w2 ∗ u +
TES Patch . B120 ∗ 3 .0 ∗ w ∗ u2 + TES Patch . B201 ∗ 3 .0 ∗ w2 ∗ v +
TES Patch . B021 ∗ 3 .0 ∗ u2 ∗ v + TES Patch . B102 ∗ 3 .0 ∗ w ∗ v2 +
TES Patch . B012 ∗ 3 .0 ∗ u ∗ v2 + TES Patch . B111 ∗ 6 .0 ∗ u ∗ v ∗ w;
FS Normal = u ∗ TES Patch . normal [ 0 ] + v ∗ TES Patch . normal [ 1 ] +
w ∗ TES Patch . normal [ 2 ] ;
FS UV = u ∗ TES Patch . uv [ 0 ] + v ∗ TES Patch . uv [ 1 ] +
w ∗ TES Patch . uv [ 2 ] ;
g l P o s i t i o n = pro j e c t i onMatr ix ∗ viewMatrix ∗ vec4 (FS WorldPos , 1 . 0 ) ;
}
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Obra´zek 10.3: Vy´sledek teselace s vyuzˇit´ım Bezie´rova troju´heln´ıka
Vy´sledny´ obra´zek zna´zornˇuje vliv teselacˇn´ıho levelu na vy´sledne´ zaoblen´ı objektu. Te-
selacˇn´ı level je meˇneˇn vzhledem ke vzda´lenosti objektu od pozorovatele, kde s nizˇsˇ´ı hodnotou
vzda´lenosti je teselacˇn´ı level vysˇsˇ´ı, cozˇ zp˚usobuje generova´n´ı v´ıce vrchol˚u, formuj´ıc´ıch Bezie´r˚uv
povrch.





V te´to pra´ci byly probra´ny vybrane´ mozˇnosti vyuzˇit´ı modern´ıho OpenGL, at’ uzˇ se jedna´
o vyuzˇit´ı samostatny´ch OpenGL funkcionalit nebo vyuzˇit´ı pro techniky, ktere´ jsou pouzˇ´ıva´ny
v pocˇ´ıtacˇove´ grafice. Ke kazˇde´ vybrane´ mozˇnosti byl vytvorˇen jeden nebo v´ıce uka´zkovy´ch
prˇ´ıklad˚u, ktere´ demonstruj´ı jej´ı prakticke´ pouzˇit´ı. Uka´zkove´ prˇ´ıklady jsou vytvorˇeny tak, zˇe
obsahuj´ı pouze danou problematiku, prˇ´ıpadneˇ dalˇs´ı cˇa´sti pro funkcˇnost aplikace. Celkoveˇ bylo
vytvorˇeno deveˇt uka´zkovy´ch aplikac´ı, s c´ılem na´sledne´ho pouzˇit´ı v prˇedmeˇtu ZPG nebo dalˇs´ıch
podobny´ch prˇedmeˇtech, zameˇrˇeny´ch na OpenGL. Beˇhem pra´ce byl take´ vytvorˇen dodatecˇny´
dokument, ktery´ obsahuje podrobneˇjˇs´ı informace o vybrany´ch mozˇnostech a ktery´ je soucˇa´st´ı
te´to pra´ce, v podobeˇ elektronicke´ prˇ´ılohy.
Pro urcˇite´ techniky, ktere´ jsou obsahem te´to pra´ce, je zrˇejme´, zˇe budou v budoucnu nahra-
zeny technikami vyspeˇlejˇs´ımi a slozˇiteˇjˇs´ımi. Jedna´ se naprˇ´ıklad o vy´pocˇet osveˇtlen´ı pomoc´ı empi-
ricky´ch osveˇtlovac´ıch model˚u nebo vy´pocˇet st´ın˚u, ktere´ mohou by´t cˇasem nahrazeny vy´pocˇtem
globa´ln´ıch osveˇtlovac´ıch metod i v real-time aplikac´ıch. Tato mozˇnost vycha´z´ı z rychle´ho vy´voje
a neusta´le´ho zvysˇova´n´ı vy´konu graficky´ch karet. Z tohoto d˚uvodu je jednou z mozˇnost´ı po-
kracˇova´n´ı te´to pra´ce, kterou bych se ra´d zaby´val, zameˇrˇen´ı na tyto metody.
Dalˇs´ı mozˇnost´ı pokracˇova´n´ı je zameˇrˇen´ı na komplexneˇjˇs´ı techniky s vyuzˇit´ım standardu
OpenGL, naprˇ´ıklad na r˚uzne´ techniky vizualizace objemovy´ch dat, kde jedna z mozˇny´ch technik
byla implementova´na i v ra´mci te´to pra´ce. Vizualizace objemovy´ch dat je hojneˇ vyuzˇ´ıva´na
v oblasti le´karˇstv´ı, a proto je toto te´ma aktua´ln´ı.
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