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Tato práce se zaměřuje na tvorbu projektů v Unreal Development Kitu, především pak na
jejich programování v doprovodném jazyce UnrealScript. Jsou zde stručně probrány ná-
stroje, které jsou v UDK integrovány pro tvorbu scén a obsluhu jejich vnitřní logiky, a
dále pak významnější z tříd UnrealScriptu pro práci s herní kamerou, HUDem, obsluhou
uživatelských vstupů a jiné. Závěrem je připojeno i srovnání UnrealScriptu s některými
programovacími jazyky, využitelnými pro tvorbu uživatelských rozhraní a vyhodnocení uži-
vatelských testů, provedených nad výsledným projektem v UDK.
Abstract
This work is focused on the creating of projects in Unreal Developement Kit, mainly on
their programming in language UnrealScript. There are shortly discused tools, integrated
into UDK for creating scenes and operating their inner logic, same as some more signi-
ficant classes of UnrealScript for work with game camera, HUD, elaborating user inputs
and others. In the end, there is joined comparasion between UnrealScript and some other
languages, usable for creation of user interfaces and evaluation of user tests, executed on
final project in UDK.
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Již po desítky let jsou počítačové hry neodmyslitelnou součástí softwarového průmyslu a
různé vývojářské společnosti se předbíhají v dokonalosti ztvárnění svých virtuálních světů,
ať již po stránce grafické, fyzikální, či v jejich živosti skrze stovky současně vykreslovaných
postav, které i se svými denními cykly mají za účel dotvořit zdánlivou realičnost světa,
který je před hráče předkládán.
Vývoj her je náročnou, dlouhodobou záležitostí (na pracích se podílí značné množství
vývojářů po dobu několika let), a proto byly s postupem času hledány způsoby, jak tento
proces zrychlit, ulehčit a stále dokola se od začátku nezaobírat již dříve řešenou proble-
matikou. Řešením se stal tzv. herní engine [1], sloužící jako snadno rozšiřitelný framework,
spojující v sobě většinu pro vývojáře potřebných komponent.
V současné době existuje celá řada používaných herních enginů (ze známějších lze zmínit
například Unreal, Frostbite, Source, Creation, Anvil, Cry engine, Unity, . . .) a právě Unreal
enginem, přesněji pak prací v jeho volně dostupném vývojovém prostředí UDK (Unreal
Development Kit) a programováním v jemu doprovodném jazyce UnrealScriptu, se budu v
rámci této práce zaobírat. Důvodem pro jeho užití je především skutečnost, že UnrealScript
umožňuje snadno a rychle dosáhnout výrazných změn ve funcionalitě projektu bez nutnosti
zásahu do jádra samotného Unreal enginu (což je možné až s plnou licencí) a v rámci jeho
vývojového prostředí (UDK) je současně i jediným obsáhleji uplatnitelným způsobem, neb
pouhá funkcionalita nástrojů UDK je z hlediska programování značně omezená a externě
připojené DLL jsou určeny spíše jen pro drobná rozšíření.
V kapitole 2 popíši UDK a některé jeho nástroje pro tvorbu scén, částicových efektů,
animací a interní logiky scény, zatímco kapitola 3 stručně rozvede práci s UnrealScriptem,
hierarchii jeho tříd, syntaktickou strukturu a uvede význam některých významnějších tříd
využívaných k zobrazování herních informací, k interakci s hráčem, práci s kamerou a
jiné. Kapitola 4 obsahuje některé zajímavější implementační detaily herních principů k této
práci přiloženého projektu PuzzleRun a jednotlivých jeho miniher a v kapitole 5 lze nalézt
srovnání UnrealScriptu s dalšími jazyky, využitelnými pro tvorbu uživatelských rozhraní a
výsledky a vyhodnocení uživatelských testů, které byly na projektu PuzzleRun provedeny.
Hlavním účelem této práce je zasvěcení neznalého člověka do nástrojů a principů UDK
a UnrealScriptu, doplněné o rozbor výstupů projektu PuzzleRun a jeho testování. Nelze na
ni tedy nahlížet jako na refenční příručku, ani na podrobného průvodce hrou.
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Kapitola 2
UDK a Unreal engine 3
Unreal Development Kit (dále již jen UDK) je, jak již název napovídá, vývojovým prostře-
dím pro tvorbu her a módů v Unreal enginu. Tento herní engine byl vytvořen firmou Epic
games, původně pro hru Unreal, která pracovala na první verzi z roku 1998.
Unreal engine si na poli herního, ale i filmového průmyslu rychle nalezl své uplatnění
a objevil se tak v nespočtu titulů pro PC i na konzolových platformách (Bioshock, Mass
effect, Gears of War, Borderlands, MMORPG Tera a mnoho dalších). V současné době je
aktuální verzí enginu verze tři, nad níž je postaveno i samotné UDK a Unreal engine 4 se
blíží datu svého vydání.
Mimo oblast her byl Unreal engine využit i k tvorbě několika simulačních a vizualizač-
ních projektů v oboru medicíny, astronomie a architektury a v roce 2011 byly nové možnosti
Unreal enginu (potažmo i UDK) představeny na real-time demu zvaném Samaritan, jehož
účelem bylo předvést přidanou podporu zobrazení v rozhraní DirectX 11 [2] (oproti původ-
nímu, v UDK stále plně dostupnému, DirectX 9 [3]), nabízejícímu mimo jiné i hardwarovou
tessellaci a Shader Model 5 [4].
2.1 Unreal Development Kit
UDK je komplexním nástrojem, využívajícím technologií již zmíněného Unreal engine 3
(dále jen UE3) a dávajícím možnost tvorby vlastních projektů nejenom společnostem se
zakoupenou licencí, ale i malým studiím a rozsáhlé moderské komunitě. Pro nekomerční
užití je UDK poskytováno zdarma, licencovat si je pak je možné za cenu 99$ a 25% výdělku
nad celkovou částku 50 000$. UDK standardně podporuje vývoj pro platformy PC a IOS
[5], pro které nabízí již Frontendem (bude zmíněn v kapitole 2.3) přednastavené konfigurace.
Vývojové prostředí UDK se v mnohém neliší od tradičních programů pro modelování ve
3D. Jeho jádrem jsou tři ortogonální náhledy dle jednotlivých os X,Y,Z a jeden volný, které
tvůrci společně umožňují scénu prohlížet a upravovat. Náhledy nabízejí hned několik režimů
zobrazení, jako je wireframe, lit (s přihlédnutím k nasvícení), unlit, zobrazení v reálném čase
a další. Scéna je pak tvořena jako součet použité geometrie, terénu a tzv. Assetů (objektů
scény), což mohou být například zvuky, materiály, částicové efekty a objekty typu Mesh,
které existují jak statického, tak i dynamického charakteru (mohou se ve scéně za jejího
běhu pohybovat, objevovat se, mizet, či dokonce zaměnit svůj model a kolize). Zvláštním
případem tohoto objektu je pak tzv. SkeletalMesh, který navíc obsahuje kostru, určenou
k animacím modelů, jako jsou postavy, apod.
Pro simulaci herní fyziky [6] UDK užívá technologie NVIDIA PhysX [7], která byla do
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UE3 plně integrována. Každý ovlivnitelný objekt scény musí mít nastaven svůj kolizní model
(jednoduchý kolizní model lze vytvořit odpovídajícím nástrojem přímo uvnitř prostředí
UDK), skrze který je následně propočítávána interakce s ostatními objekty scény (srážky
objektů a jiné). Základním typem fyzikálního objektu je objekt typu Rigid body-pevné
těleso, na něž je nahlíženo jako na ideální, tedy neměnící svůj tvar, hmotnost, ani povrch
na základně působení vlivů prostředí. Méně typickým je pak tzv. Soft body, který tyto
podmínky ideálního tělesa nesplňuje (a v konečném důsledku je tak jeho simulace dalece
náročnější na výpočetní výkon). Dalšími fyzikálními modely jsou pak simulace látek (Cloth
objects) a vodního povrchu (Fluid Surface Actor).
UDK také nabízí velké množství nástrojů, usnadňujících tvorbu scén a obsluhu jejich
vnitřní logiky, o kterých se zmíním v dalších podkapitolách. K větším zásahům do principů
hry (odvozených od Unreal Tournamentu) je zapotřebí užít možností jazyka UnrealScript,
který podrobněji popíši v kapitole 3.
2.2 Vybrané nástroje UDK
V této části se zaměřím na jednotlivé nástroje UDK a jejich užití při tvorbě scén, obsluhy
jejich vnitřní logiky, animacích, ozvučení, apod. S ohledem na jejich reálné množství uvedu
pouze některé z nich.
2.2.1 Terrain mode
Nástroj pro vytváření jednoduchých venkovních ploch. Nověji přidaným nástrojem pro
tvorbu terénu je Landscape editor, který krom vytahování, snižování a zvrásnění umožňuje
například i hydraulické a přirozené eroze a detailnější vymodelování vytvořené plochy. Na-
místo deco layerů lze vegetaci a jiné objekty, požadované pro náhodné rozmístění po terénu
u ladscapů, využít s landscape editorem přidaný nástroj zvaný Foliage mode.
2.2.2 BSP brush
Nástroj pro vytváření geometrie scény, schopný pracovat jak v additivním, tak subtrak-
tivním režimu. UDK obsahuje několik základních přednastavených tvarů (krychle/kvádr,
kužel, koule, válec, dlaždice, schody,. . .). Jestliže žádný z tvarů neodpovídá našim poža-
davkům, UDK umožňuje vytvářet své vlastní (případně upravovat stávající, již vložené do
scény) pomocí nástroje Geometry mode.
2.2.3 Volumes
Svazky různého významu, vytvářené pomocí nástroje BSP. Mezi svazky patří například:
PostProcess (motion blur, depth of field, mid tones, . . . ), Gravity volume (změny gravi-
tace), Ladder volume (po objektech uvnitř svazku lze lézt jako po žebříku), Water volume
(uvnitř svazku je na postavu nahlíženo jako by byla pod vodou) a mnoho dalších. K nejvý-
znamnějším patří LightmassImportance volume, který vymezuje prostor, ve kterém bude
Lightmass systém provádět výpočet globálního osvětlení.
2.2.4 Material editor
Nástroj přímo integrovaný v UDK, jehož účelem je tvorba materiálů z importovaných tex-
tur, normálových map, apod. (na CSG-geometrii levelu-lze nanášet pouze materiály, nikoliv
4
textury jako takové). Krom textury a normálové mapy je možno v editoru materiálu na-
stavit jeho světelnou odrazivost, průhlednost, ale i různé efekty, jako je posun textury, její
rotace, prolínání a další. Obrázek 2.1 zobrazuje síť pro materiál jednoduché cihlové zdi,
složené z textury a jí příslušející normálové mapy. Zmínit veškeré možnosti material editoru
by vydalo na samostatnou, obsáhlejší kapitolu a nebudu se jí tedy nyní hlouběji zaobírat.
Obrázek 2.1: Unreal Material editor
2.2.5 StaticMesh editor
Slouží k modifikaci vlastností Mesh assetů, importu/exportu světelných map, generování
LOD (level of detail) a jednoduchých kolizních modelů.
2.2.6 PHAT a AnimTree editor
PHAT je do UDK integrovaný nástroj, vytvořený pro manipulaci s fyzikálními vlastnostmi
SkeletalMesh objektů. AnimTree pak slouží pro animaci SkeletalMesh objektů.
2.2.7 Kismet
Systém, určený především pro
”
programování“ interní logiky dané scény. Její tvorba v
Kismetu odpovídá jednoduchému propojování uzlů s herní funkcionalitou, které mohou být
parametrizovány. Uzly s novou funkcionalitou je možno utvářet skrze třídy UnrealScriptu (v
příslušné kapitole budou vysvětleny uzly typu SequenceAction a SeqAct Latent). Existuje
celkem pět typů propojitelných uzlů:
• Proměnné: jednoduché datové typy (integer, string, . . . ) i objekty (např. objekty
scény)
• Podmínky: porovnání aktuálního stavu hráče, hodnot proměnných, . . .
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• Akce: uzly provádějící funkcionalitu danou zdrojovým kódem UnrealScriptu
• Události: spouští se po načtení levelu, konzolovém příkazu, aktivaci triggeru, . . .
• Mantinee: speciální uzel systému Unreal Mantinee
Na obrázku 2.2 je zachycen jednoduchý obvod, říkající, že po aktivaci triggeru 0 má Kismet
porovnat hodnotu proměnných A a B (předpokládejme například, že A je pevně danou
hodnotou a B je proměnné v průběhu hry) a při správné hodnotě provede otevření dveří
(přehraje Mantinee sekvenci), zatímco při nesprávné tuto skutečnost hráči oznámí a text
zobrazuje po dobu pěti sekund.
Obrázek 2.2: Unreal Kismet editor
2.2.8 Cascade
Nástroj určený pro tvorbu částicových efektů za užití tzv. emitorů (částice jsou generovány v
určitých bodech a odtud vystřelovány do prostoru). Emitory jsou označovány jako Sprites
(čtverec/obdélník v rovině) a jejich nejběžnějšími typeData moduly jsou Mesh (generuje
StaticMesh objekty), Beam (mezi dvěma body), Trail (částice za sebou tvoří stopu), Fluid
(simulace kapalin přes PhysX) a Ribbons (zanechává stopu, např. kulka).
2.2.9 Mantinee
Systém určený pro tvorbu animací dynamických objektů scény, případně ke změně někte-
rých parametrů (např. u světel) a přehrávání zvuků v přesně vymezeném časovém intervalu.
Skrze Mantinee je možné například naanimovat otevření skřípajících dveří po stisknutí je
ovládajícího tlačítka nebo i vytvořit složitější videosekvence pomocí tzv. director group,
která umožňuje práci s kamerou, zvukem a filmovými efekty. Na obrázku 2.3 je zobrazena
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animovaná sekvence osmi vysouvacích bodců a jejich zvukový doprovod v rámci director
group.
Obrázek 2.3: Unreal Mantinee
2.2.10 Unreal Swarm Agent
Systém navržený pro distribuované výpočty na více stanicích v síti, sloužící k propojení
UE3 a Unreal Lightmass (řešení globálního osvětlení metodou photon mapping, které
nahradilo původní koncept globálního osvětlení skrze tzv. Skylight).
2.3 Unreal FrontEnd
Frontend je samostatně stojící nástroj UDK balíčku (není součástí vývojového prostředí
editoru), který slouží ke kompletaci herního obsahu do jednoho celku na základně parametrů
zadaných mu skrze konfigurační soubory UDK (pracuje vždy pouze s defaultními soubory,
proto je zapotřebí veškeré úpravy provést v konfiguračních souborech bez UDK v názvu,
které si UDK vytváři při spuštění a jejich úprava by tak práci Frontendu nijak neovlivnila).
Použití Frontendu:
• kompilace kódu v UnrealScriptu do výsledného souboru s příponou .u
• tzv. Cooking, kdy Frontend prohledá k
”
převaření“ určené scény společně s balíčky
scriptů, zadaných konfiguračními soubory a ze složky Content (modely, textury, zvuky,
mapy, . . . ) vybere pouze vše ve scénách a scriptech potřebné a tento zredukovaný
obsah převede do optimalizované podoby (balíčky .upk)
• packaging, tedy zabalení výše vytvořeného obsahu do jediného spustitelného .exe sou-
boru, který je možné snadno přenést k dalšímu uživateli a z tohoto setupu projekt na




UnrealScript je doprovodným scriptovacím jazykem pro UE3 uzpůsobeným tak, aby bylo
možno přistupovat k funkcionalitě enginu, napsanému v C++, bez nutnosti zasáhnout do
jeho samotného jádra, k němuž běžnému uživateli UDK není dovolen přístup.
3.1 Hierarchická struktura jazyka
Jedná se o objektově orientovaný jazyk, vycházející z jazyku Java, bez možnosti vícená-
sobné dědičnosti. Veškerá funkcionalita je psána v rámci tříd, přičemž každá třída musí
být potomkem některé již dříve definované a společně s ostatními tak vytváří stromovou
strukturu, odvozenou od kořenové třídy Object. Na obrázku 3.1 je zakreslena ukázka malé
výseče třídního stromu.
Obrázek 3.1: Stromová struktura tříd
Reálná stromová struktura v UDK již předdefinovaných tříd několikanásobně překračuje
rozsah zakreslené struktury (především do šířky). Mezi nejvýznamnější třídy patří Actor,
zahrnující v sobě krom zmíněných i další stěžejní třídy, jako je Pawn (rodičovská třída
pro entity ovládané hráčem, či UI), KActor (fyzikální objekty), Light (světla) a mnoho
dalších, o některých z nichž se zmíním později. Druhou z tříd, na níž se v této kapitole
zaměřím podrobněji, je pak třída ScriptAction, která umožňuje vytvářet nové uzly do
výše uváděného nástroje UDK-Kismet.
3.2 Rozdílnosti a zásady jazyka
Jak již bylo zmíněno, UnrealScript vychází z jazyků Java (zabudován je i vlastní Garbage
collector) a C/C++, jejichž syntaxi i s klíčovými slovy do značné míry přebírá. Na rozdíl od
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Javy je však case-insensitive jazykem, a přestože podporuje přetěžování operátorů, přetěžo-
vání metod již nikoliv a dovoleno je tak pouze jejich rozlišení skrze nepovinné parametry.
Třída v UnrealScriptu má pevně danou svou strukturu i umístění a pro její přijetí
interpreterem je nezbytné dodržovat několik pravidel:
• třídy odpovídají souborům v poměru 1:1
• soubor s příponou .uc je stejného názvu jako třída v něm definovaná
• třídy jsou umístěny v balíčcích
• cesta k třídě: instalace UDK/Development/Src/balíček/Classes/Třída.uc
• balíček je zaveden v konfiguračním souboru (v opačném případě je ignorován)
3.3 Struktura třídy
Na obrázku 3.2 je zachycena třída a její vnitřní struktura. Jak si můžeme povšimnout, třída
v UnrealScriptu se skládá celkem ze čtyř částí, které mimo první mohou být vynechány,
avšak jejich posloupnost musí zůstat zachována (po uvedení první metody již nelze definovat
žádnou třídní proměnnou). Jednotlivé části budou i s příklady rozebrány níže.
Obrázek 3.2: Struktura třídy
3.3.1 Dědičnost
Každá nová třída dědí vždy právě od jednoho rodiče (původního, či uživatelem již dříve
vytvořeného). Potomek od rodiče přejímá veškeré metody a proměnné, včetně jejich inicia-
lizovaných hodnot. Metody je možno předefinovat, proměnným lze změnit hodnotu v rámci
sekce Default properties. Příkaz dědičnosti musí být vždy prvním řádkem programu
(předcházet mohou pouze komentáře).
class BC GamePC extends Playe rCont ro l l e r
DLLBind( SaveLoad ) c o n f i g ( DataStore ) ;
Uvedený úsek kódu interpreteru říká, že třída jménem BC GamePC (název souboru, v nemž
je tato třída uložená, je tedy BC GamePC.uc) je potomkem třídy PlayerController. Za tímto
bodem lze příkaz ukončit středníkem, či jej dále rozšířit. V uvedeném případě interpreteru
sdělujeme, že třída bude pracovat s uživatelskou dynamickou knihovnou SaveLoad a bude
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načítat, případně ukládat, vybrané proměnné do konfiguračního souboru DataStore. Exis-
tují i jiné třídní specifikátory, jako je native, abstract, či placeable, kterými se však v této
kapitole nebudu zaobírat. Kompletní výčet specifikátorů lze nalézt v příslušném UDN [8].
3.3.2 Proměnné
V UnrealScriptu existují dva typy proměnných:
• třídní proměnné (klíčové slovo var), které jsou viditelné ve všech metodách dané třídy
a je nezbytné je deklarovat za příkazem dědičnosti (před hlavičkou první metody)
• lokální proměnné (klíčové slovo local), které jsou viditelné pouze v metodě, kde byly
deklarovány a musí být v metodě uvedeny jako první (po zapsání prvního příkazu již
jejich deklarace není možná)
• za klíčové slovo (týká se především třídních proměnných) lze přiřadit jeden nebo
více specifikátorů: přístupnost (private, protected, . . . ), config (proměnná se při
spuštění scriptu načítá z konfiguračního souboru uvedeného v příkazu pro dědičnost
a je do něj ukládána), native (načítáno/ukládáno přes C++ kód), pointer a další.
Kompletní výčet lze nalézt v příslušném UDN [9].
• klíčové slovo var lze zapsat jako var(), čímž se proměnná stává přístupná z property
window ve vývojovém prostředí editoru
UnrealScript nabízí většinu primitivních datových typů (byte, integer, bool, float), ře-
tězce (string) a výčtový typ (enumeration). Práce s řetězci se v UnrealScriptu podobá
běžným scriptovacím jazykům. Řetězce lze konkatenovat znakem $, porovnávat běžnými
operátory <, >, = a odečítat znaménkem mínus. Definována je i řada metod, jako je Split,
Repl (replace) a JoinArray (spojí pole do jednoho řetězce). Seznam i s příklady lze opět
nalézt v UDN [9].
Mimo jednoduchých datových typů lze v UnrealScriptu užít i datových struktur a polí.
Struktura je vytvářena klíčovým slovem struct. Její syntaktický zápis odpovídá jazyku C a
deklaruje se zpravidla před zápisem třídních proměnných. Pole rozlišujeme v UnrealScriptu
dvojího typu:
• statické (var datový typ jméno[počet]): pevně daný počet prvků, jsou rychlejší
• dynamické (var Array<datový typ>jméno): libovolný počet prvků, pomalejší, exis-
tují nad nimi metody pro vkládání a odebírání prvků, třídění, vyhledávání, atd.
3.3.3 Metody
Metody tvoří funkcionální základ třídy. Žádný kód, vyjma deklarací struktur a třídních
proměnných, nemůže stát mimo tělo metod. Metody přejaté dědičností mohou být předefi-
novány. Podoba jejich syntaktického zápisu je následovná:
[ s p e c i f i k á to r ] f unc t i on [ ná vratový typ ] jméno ( parametry ){ // t ě l o metody ; }
Specifikátor metody: metodám UnrealScriptu je možné přiřadit množství specifiká-
torů, z nichž významnějšími jsou:
• static: příměr ke globální funkci v C. Lze ji volat i bez objektu dané třídy.
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• singular: brání v rekurzivním volání funkce (odstraňuje riziko zacyklení)
• native: říká, že metoda je volána z UnrealScriptu, ale její implementace je psána v
C++
• exec: metoda spustitelná svým jménem jako příkaz konzole
• iterator: může procházet listem objektů typu Actor příkazem foreach
• private, protected: přístupová práva
• simulated: může být spuštěna na straně klienta
• latent: vrátí se po určitém časovém intervalu
• a jiné (možno dohledat v příslušném UDN [10])
• speciálním případem je specifikátor event, nahrazující klíčové slovo function. Jedná
se o metody spustitelné z nativního C++ kódu.
Návratový typ: nepovinný. Metody mohou vracet jednoduché i složené datové typy.
Parametry: zadávány jsou ve formátu [specifikátor] typ hodnota (bez klíčového
slova var) a od sebe oddělovány čárkou. Pro parametry metod existují tři druhy specifiká-
torů:
• out: odpovídá předávání parametru odkazem (nevytváří se lokální kopie předávané
proměnné a změny, provedené v rámci metody, se projeví i na původní proměnné)
• optional: volitelný parametr. Přiřazením lze nastavit defaultní hodnotu, v opačném
případě je defaultní hodnotou 0, ””, false, None (dle datového typu parametru)
• coerce: vnucení datového typu (předaná proměnná je převedena na požadovaný da-
tový typ bez ohledu na svůj vlastní). Lze využít například pro automatický převod
mezi stringem a číselnými typy.
3.3.4 Defaultní nastavení
Uzavírá třídu. Lze v něm nastavit implicitní hodnoty třídních proměnných, či vytvořit nové
objekty a inicializovat jejich parametry.
3.3.5 Příklad
Uvedený kód způsobuje posun krabice po scéně pokaždé, když je stisknuto tlačítko myši.
Při stisknutí levého tlačítka se posune na místo, na něž hráč právě ukazuje myší, při pravém
se pouze posune o deset bodů ve směru osy X.
// t ř í da MouseInput PC děd í po P laye rCon t ro l l e r
class MouseInput PC extends Playe rCont ro l l e r ;
// t ř í dn í proměnné
var bool LMBPressed ;
var bool RMBPressed ;
var vec to r Pos i t i onVector ;
var ac to r c r a t e ; //proměnná odkazuj í c í na o b j e k t sc ény
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//metoda , mapuj í c í s t l a čen í myš i ( v původn ím UT vý s t ř e l )
exec func t i on S ta r tF i r e ( op t i ona l byte FireModeNum){
LMBPressed = FireModeNum == 0 ; // l e v é t l a č í t ko
RMBPressed = FireModeNum == 1 ; // prav é t l a č í t ko
i f (LMBPressed ){
//TraceCoordinates j e proměnnou c i z í t ř í dy MouseInterfaceHUD
c r a t e . SetLocat ion (MouseInterfaceHUD (myHud) . TraceCoordinates ) ;
}
else i f (RMBPressed ){
Pos i t i onVector = c ra t e . Locat ion ; // z í sk án í aktu á ln í po z i c e bedny
Pos i t i onVector .X += 10 ; //posun v X−ov é sou ř adn i c i
c r a t e . SetLocat ion ( Pos i t i onVector ) ; //změna poz i c e bedny ve sc éně
}
}
De fau l tPrope r t i e s { // d e f au l t n í nastaven í
//změna t ř í dy , o b s l uhu j í c í v s tup od hráč e
InputClass = class ’ MouseInter facePlayer Input ’
LMBPressed = fa l se
RMBPressed = fa l se
Pos i t i onVector = (X = 0 , Y = 0 , Z = 0)
}
3.4 Základ projektu v UnrealScriptu
Každý projekt v UnrealScriptu zpravidla sestává z pěti základních tříd-GameInfoClass,
PlayerController, HUD, Camera a Pawn, na něž se v následujícím textu zaměřím
podrobněji a v další podkapitole připojím i dvojici tříd, sloužících k tvorbě nových Kisme-
tových uzlů.
3.4.1 GameInfo class
GameInfo je základní (nezbytnou) třídou každého nového projektu, jejímž jménem se pro-
jekt odkazuje v konfiguračních souborech a od níž se vše ostatní odvíjí. Jejím hlavním
účelem je sdružovat a v jednom místě definovat veškeré programové součásti našeho pro-
jektu. Jedná se tedy o určitý typ manažera, který interpreteru předává odkazy na ostatní
z významných tříd.
V uvedeném příkladu je znázorněna třída BC GameInfo, vytvářející nový herní typ na
základě již v UDK předdefinovaného typu UTDeathmatch (vychází ze standardního režimu
Deathmatch hry Unreal Tournament), s využitím vlastních tříd Pawn, HUD a PlayerController.
class BC GameInfo extends UTDeathmatch ;
d e f a u l t p r o p e r t i e s {
// ř í ká , ž e kód se v z t ahu j e pouze na mapy s pre f ixem BC
MapPrefixes (0)=”BC”
DefaultPawnClass=Class ’BC GamePawn ’ //měn í r e f e r e n c i ke t ř í dě Pawn
HUDType=class ’BC GameHUD ’ //měn í r e f e r e n c i ke t ř í dě HUD
//měn í r e f e r e n c i ke t ř í dě P l aye rCon t ro l l e r
Playe rCont ro l l e rC l a s s=class ’BC GamePC ’




HUD je zodpovědný za zobrazování herních informací uživateli, ať už se jedná například
o titulky k dialogům postav, ukazatel zdravotního stavu postavy, nábojů v zásobníku, či
zobrazení minimapy a cílů mise. Rozsah HUDu není v UnrealScriptu nijak omezen a lze jej
dynamicky obměňovat.
HUD je v UnrealScriptu zobrazován jako Canvas nebo Scaleform GFX, který na rozdíl
od Canvasu umožňuje připojení animované grafiky z Adobe Flash (je tedy oproti Canvas
systému pomalejší). Znázorněný příklad v Canvasu vykresluje jednoduchý textový řetězec
s počátkem ve středu obrazovky. Scaleformem se v rámci této práce zabývat nebudu.
class BC GameHUD extends HUD;
func t i on drawHUD(){
//b í l á barva ( 4 . hodnota j e a lpha channel )
Canvas . SetDrawColor (255 , 255 , 255 , 255 ) ;
//už i v a t e l s k ý f on t
Canvas . Font = Font ’BCMenu. Fonts . Invento ryT i t l e3 ’ ;
// nastaven í po z i c e zobrazen í
Canvas . SetPos (Canvas . ClipX /2 , Canvas . ClipY /2 ) ;
//vý p i s t e x t u
Canvas . DrawText ( ”He l lo world ! ! ! ” ) ;
}
De fau l tPrope r t i e s {}
Metoda drawHUD je základní předdefinovanou metodou třídy HUD, která je automaticky
volána při vykreslování každého nového snímku (při třiceti FPS se každou sekundu její
provedení zopakuje třicetkrát, což při větší složitosti této funkce může mít neblahý vliv na
výkon). Některé další vykreslovací metody:
• DrawIcon: vykreslení obrázku (2D textury) na určené X, Y souřadnici
• DrawRect: vykreslení vyplněného čtyřúhelníku
• DrawBox: čtyřúhelníkový útvar bez výplně
• Draw2DLine, DrawTextureLine, DrawTextureDoubleLine: kreslení čar
• DrawTile: vykreslení textury na aktuální pozici
3.4.3 PlayerController class
Uvnitř této třídy by mělo být definováno, jakým způsobem jsou zpracovávány vstupy od
hráče, a jak se projeví na logice hry. Může v sobě zahrnovat pohyb postavy, reakci na stisk-
nutí tlačítka, na posun kurzoru myši, či interakci s objekty scény (např. hráč míří pohledem
na nějaký významný předmět ve scéně – obslužná rutina k Trace Actor). Jedná se tedy
o řídící mechanismus, zpracovávající chování hráče a předávající informace do ostatních
tříd. K lepšímu řízení hráčského vstupu lze užít jednu z vnitřních tříd PlayerControlleru –
PlayerInput class.
3.4.4 Pawn class
Je třídou určenou pro reprezentaci hráče, či postav ovládaných herní UI. Její součástí je
výběr a nastavení 3D modelu, jeho kolizí, animací, ozvučení a fyzikálních vlastností. Skrze
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Pawn class lze nakonfigurovat i velké množství detailů, jako je délka kroku, rychlost otáčení,
výška skoku, poloha očí (má vliv na perspektivu hráče) a jiné. Pawn class může být dále pro-
vázán s třídou Controller, zasluhující se například o kontrolu již zmiňované UI. Uvedený
příklad je definicí nové postavy Captain Hadron, převzatý z knihy Unreal Game Develop-
ment [11].
class FMPawn extends UTPawn p l a c eab l e ;
De f au l tPrope r t i e s {
Cont r o l l e rC l a s s=class ’FMod. FMPlayerControl ler ’
DefaultMesh=Skeleta lMesh ’ CaptainHadron .Mesh . CaptainHadron mesh ’





Skeleta lMesh=Skeleta lMesh ’ CaptainHadron .Mesh . SK CH BaseMale Physics ’
AnimTreeTemplate=AnimTree ’ CaptainHadron . Anims . CaptainHadron AnimTree ’
AnimSets [0 ]=AnimSet ’ CaptainHadron . Anims . CaptainHadron Anims ’
AnimSets [1 ]=AnimSet ’ CaptainHadron . Anims . CaptainHadron Anims ’
Trans la t i on=(X=0.0 ,Y=0.0 ,Z=0.0)
Scale3D=(X=1.0 ,Y=1.0 ,Z=1.0)
End Object
DefaultTeamMaterials [0 ]= Mat e r i a l I n t e r f a c e ’ CaptainHadron .Mat . Face Mat ’
DefaultTeamHeadMaterials [0 ]= Mat e r i a l I n t e r f a c e ’ Captainhadron .Mat . CapHad Mat ’
}
3.4.5 Camera class
Touto třídou je možné v UnrealScriptu ovlivnit, jakým způsobem bude v našem projektu
uživatel nahlížet na herní svět. Kameru lze různým způsobem natáčet, posouvat, fixovat,
či plynule přepínat mezi několika různými kamerami a hráči nabídnout několik odlišných
perspektiv (third-person, first-person, ptačí perspektivu, . . . ).
Uvedená výseč kódu uvádí příklad stavu (o stavech se zmíním v závěru této kapitoly),
v němž je hráči odebrán volný pohyb kamery a náhled hry se zafixuje na zorné pole získané
kamerou, která byla jako objekt typu CameraActor uložena do proměnné ActCamera.
s t a t e FixedCamera{
f unc t i on UpdateViewTarget ( out TViewTarget OutVT, f loat dt ){
i f (ActCamera != none ){
OutVT.POV. Locat ion = ActCamera . Locat ion ; // l okace
OutVT.POV. Rotation = ActCamera . Rotation ; //nato čen í
OutVT.POV.FOV = ActCamera . FOVAngle ; // zorn ý ú he l kamery
}




3.5 Kismet a UnrealScript
Jak jsem již dříve naznačil, UnrealScript slouží mimo jiné i k programování nových uzlů
nástroje UDK-Kismetu. Tyto uzly jsou potomky tříd SequenceEvent pro sledování událostí
(událostí může být např. spuštění triggeru) a SequenceAction pro přidání funkcionální
logiky. V této části se zaměřím na druhý ze zmíněných, přesněji SequenceAction a jeho
latentní odrůdou SeqAct Latent.
3.5.1 SequenceAction
Je rodičovskou třídou pro tvorbu uzlů prováděných na popředí okamžitě po jejich spuštění.
Po přivedení signálu na vstupní pin uzlu se vykoná kód v těle metody Activated() a po
jeho dokončení se automaticky aktivují piny výstupní (k automatické aktivaci nedojde v
případě, kdy je proměnná bAutoActivateOutputLinks v defaultproperties třídy nastavena
na false, čehož lze využít v případě, kdy uzlu nastavíme více výstupních pinů a potřebujeme
aktivovat jen některé z nich na základě výsledku provedení předešlých operací). Jestliže se
kód prováděný v metodě Activated(), případně v některé z metod z této volaných, zacyklí,
dojde k zamrznutí a pádu celého programu.
3.5.2 SeqAct Latent
Rodičovská třída SeqAct Latent nám slouží pro případy, kdy si nepřejeme, aby kód uzlu byl
vykonán okamžitě (respektive aby nedošlo k aktivaci výstupů okamžitě, ale až po určitém
časovém úseku, či události, což by u tradičního SequenceAction způsobilo zamrznutí) a po
svém spuštění tak uzel poběží na pozadí až do doby, kdy je z výsledku vykonávání aktivován
některý z jeho výstupů. Klíčovou metodou je zde metoda zvaná Update(), která opakuje
své provádění tak dlouho, dokud její návratová hodnota není false.
3.5.3 Příklad třídy SequenceAction
Níže uvedený příklad je (zjednodušená) třída definující Kismetový uzel Pick Item, která při
svém provádění volá jednu z metod PlayerControlleru. Uzel slouží k uložení údajů o zís-
kaném předmětu a je k němu možno připojit čtyři parametry, zapsané ve VariableLinks.
Z uzlu vede pouze jeden automaticky aktivovaný výstupní pin a tedy není nutné jej ni-
jak definovat (výstupy lze do uzlu přidávat obdobným způsobem jako parametry do pole
zvaného OutputLinks). Obrázek 3.3 znázorňuje podobu daného uzlu v Kismetu.
Obrázek 3.3: Uzel BC PickItem v Kismetu
15
class BC PickItem extends SequenceAction ;
var int I Id ;
var s t r i n g IName ;
var s t r i n g ITexture ;
var s t r i n g IDesc ;
event Act ivated ( ){
l o c a l BC GamePC PC; // i n i c i a l i z a c e P laye rCon t ro l l e ru
PC=BC GamePC(GetWorldInfo ( ) . GetALocalPlayerContro l l er ( ) ) ;
PC. i n s e r t I t em ( IId , IName , IDesc , ITexture ) ; // vo l án í metody c on t r o l l e r u
}
De fau l tPrope r t i e s {
ObjName=”Pick Item” //jméno uz lu
ObjCategory=”BCNodes” // za ř azen í do k a t e g o r i e v Kismetu
HandlerName=”PickItem” //jméno v k a t e g o r i i
Var iab leL inks . Empty ; // parametry uz lu
Var iab leL inks (0)=(ExpectedType=class ’ SeqVar Int ’ , bWriteable=false ,
LinkDesc=”ID” , PropertyName=IId )
Var iab leL inks (1)=(ExpectedType=class ’ SeqVar Str ing ’ , bWriteable=false ,
LinkDesc=”Name” , PropertyName=IName)
Var iab leL inks (2)=(ExpectedType=class ’ SeqVar Str ing ’ , bWriteable=false ,
LinkDesc=”Texture” , PropertyName=ITexture )
Var iab leL inks (3)=(ExpectedType=class ’ SeqVar Str ing ’ , bWriteable=false ,
LinkDesc=”Desc” , PropertyName=IDesc )
}
3.6 Stavové programování v UnrealScriptu
V mnohých případech potřebujeme, aby se určitá třída chovala odlišně na základě situace,
v níž se hráč právě nachází (např. při prohlížení inventáře se hráč nemůže pohybovat,
zobrazujeme odlišný HUD a pohyb myší se namísto otáčení postavy promítá do podoby
výběrového kurzoru), přičemž požadavky na chování metod se v různých situacích mohou
značně odlišovat a snažit se docílit rozličného chování v rámci jedné metody podmínkami
by vedlo k její nepřehlednosti a vyšší výpočetní náročnosti při jejím provádění.
Elegantním řešením, jak výše popsaného chování dosáhnout, jsou v UnrealScriptu tzv.
stavy, utvářené jeho jménem a klíčovým slovem State. V každém stavu lze definovat metody
identického jména se zcela odlišným tělem a mezi stavy dle potřeby jednoduše přecházet
voláním GotoState(stav). Vhodné užití stavů je například u opakovaně prováděné metody
drawHUD, čímž snížíme její rozsah a výpočetní náročnost. Ukázka stavu pro práci s kamerou




V této kapitole se zaměřím na některé implementační detaily svého projektu, přesněji na
techniky použité při tvorbě miniher a doprovodných součástí, jako jsou dialogy, inventář,
titulky, hlavní menu a časování. Scény byly vystavěny především z assetů dodávaných s
UDK, doplněných o volně stažitelné modely a materiály od Nobiaxe, Gaze661 a několika
vlastních. Autorem části zvukové stopy je Jeremy Soule.
4.1 Návrh
Základem každého projektu v UDK jsou kromě tříd UnrealScriptu také i scény, na nichž
je jeho funcionální složka prezentována. Pro tento účel byly navrženy a posléze vytvořeny
čtyři tematicky odlišně ražené scény, jedna menší jako podklad pro hlavní menu a zbylé pro
ukázku naprogramovaných miniher (scéna v textu odpovídá kapitole).
4.1.1 Hlavní menu
Záměrem hlavního menu mého projektu bylo vystavět jednoduché menu nad 3D scénou,
která by přímo utvářela jednotlivé jeho položky. Základem menu se tak stal jednoduchý Ca-
nvas, jehož účelem bylo informovat hráče o akutální položce a případně poskytovat i další
rozšíření (tipy v submenu Hlavní hry, návrat k defaultnímu nastavení, Extras v submenu
ukončení hry). Mezi významnými objekty scény, představujícími položky menu, hráč pře-
chází pohyblivou kamerou, k jejíž animaci jsem použil nástrojů UDK Mantinee a Kismet a
základní třídy Camera v UnrealScriptu. Animovaný přesun mezi významnými objekty má
pro hráče působit živějším dojmem, a také jej zafixovat přímo do důležitého bodu, namísto
slepého bloudění po 3D scéně.
V menu existují celkem čtyři hlavní položky, každá se svým vlastním submenu:
• Nová hra: započne novou hru dle nastavení (submenu s tipy pro nezasvěcené hráče)
• Nejlepší score: výsledková tabule s nejlepšími časy hráčů (submenu slouží k jejímu
promazání)
• Nastavení: umožňuje nastavit jméno hráče, zapnout/vypnout herní nápovědu a
hudbu a změnit citlivost kurzoru myši (submenu pro návrat k defaultnímu nasta-
vení)
• Ukončení: opuštění hry (submenu zobrazí Extras s informacemi o projektu)
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4.1.2 Kapitola první
Přednostně slouží jako tutorial pro hráče, během kterého by se měl naučit pohybovat v
prostoru, všímat si a vhodně reagovat na významné objekty ve scéně, vyzkoušet si práci
s inventářem (sběr předmětů a jejich použití). Závěrem byla připojena i první z miniher,
využívající UnrealScriptem programovaný dialogový systém.
4.1.3 Kapitola druhá
K již zmíněnému přidává jednoduché, z velké části pouze Kismetem a Mantinee vytvářené
pasti (vysouvací bodce, vystřelovací šipky, . . .), které mohou hráče usmrtit a vrátit jej tak
zpět na začátek a trojici miniher, jejichž principy po programové stránce uvedu podrobněji
v implementační části této kapitoly. Jedná se o minihry typu:
• Kulička: minihra s jednoduchou fyzikou (využívá KActor), jejímž účelem je pomocí
správného nastavení plošin dostat kutálející se kuličku z bodu A do bodu B
• Mozaika: jedná se o obdobu hry devítka, ale se šestnácti poli a obrázkem namísto
čísel. Obrázek tedy sestává z patnácti čtverců a jednoho volného pole a úkolem hráče
je posunem čtverců přes volné pole rozházený obrázek znovu sestavit. Minihra je
naprogramovaná tak, aby výchozí rozložení čtverců bylo s každým spuštěním hry
odlišné od předchozího.
• Šachovnice: hra zaměřená na pohyb objektů po šachovnici a doplněná o primitivní
umělou inteligenci nepřítele. Úkolem hráče je svou koulí vyřadit všechny ostatní a
sám přitom nebýt vyřazen.
4.1.4 Kapitola třetí
Uzavírající kapitola, která předešlé principy rozšiřuje o další trojici principielně jednodu-
chých miniher. Těmi jsou:
• Kódový zámek: hráč je nucen na ovládacím panelu zadat správnou číselnou kom-
binaci pro otevření dveří.
• Nastavení laseru: prostřednictvím Canvasu minihra simuluje jednoduchý počíta-
čový systém, skrze nějž je konfigurován laboratorní laser. Konfigurace je provedena
formou jednoduchého vědomostního testu.
• Obvod: úkolem hráče je vytvořit z daných hradel takový logický obvod, který by
z daných vstupních hodnot dokázal na výstupní uzly přivést požadované hodnoty
výstupní. Pro tento účel jsou hráči dány k dispozici hradla pro sčítání a odečítání
hodnot a dále děličky a násobičky dvěma. V implementační části kapitoly bude de-
tailněji popsáno užití Trace systému a dynamického Spawnu objektů, které byly při
tvorbě této minihry použity.
Po dokončení třetí kapitoly probíhá vyhodnocení celkového času, za který zmíněné tři
kapitoly hráč absolvoval a v případě dosažení dobrého výsledku je jeho jméno i s časem




Detailnější rozvedení celého projektu by s ohledem na jeho rozsah bylo značně obsáhlé,
a proto v tomto oddílu stručně popíši pouze některé ze zajímavějších esenciálních částí
projektu a jejich užití v rámci miniher i základní herní mechaniky jako takové.
4.2.1 Trace trigger
Problém: UDK nabízí hned několik využitelných spouštěcích mechanismů. Běžnými typy
událostí jsou Touch (hráč se dotkne kolizního modelu) a Used (stisk akčního tlačítka při
míření na objekt), méně častými jsou pak například Destroyed, Take Damage, Hit Wall, či
Anim Notify (vztažené k animovaným sekvencím). Všechny zmíněné varianty lze přiřadit
jak k samotným triggerům (imaginární, ve scéně neviditelný objekt s vlastním kolizním
válcem), či přímo k fyzicky existujícím objektům scény. Co když ale potřebujeme událost
de/aktivovat pouhým zacílením pohledu (jeho odkloněním) na některý z předmětů scény?
Konkrétněji, aby hráč byl o významnosti předmětu, na který se právě dívá, obeznámen
skrze herní HUD, který by mu krom jména předmětu napověděl, jaké interakce s ním může
provést a na základě stisknutí určitého tlačítka by se jedna z nabízených interakcí (sebrání
předmětu, dialog, bližší průzkum pro další informace o něm, . . .) provedla.
Řešení: Jak již z popisu problému vyplývá, implementace si vyžádá dvoustupňový
trigger, jehož první stupeň bude zjišťovat, na co se hráč právě dívá (na jaký objekt míří
střed obrazovky) a nastavovat informace o objektu pro vykreslení v HUDu, zatímco druhý
stupeň bude kontrolovat stisknutí kláves, jimiž hráč vybírá některou z povolených interakcí.
K realizaci první části poslouží tzv. deprojekce, tedy metoda, promítající dvourozměr-
nou plochu obrazovky do prostoru 3D scény a následně metoda Trace, která na základě
kolizí zjišťuje trojrozměrný vektor, ekvivalentní k určitému bodu na obrazovce. Proces de-
projekce je znázorněn na obrázku 4.1. Zeleně zobrazen je prostor scény, červeně zorné pole
hráče a ”trasa projektilu”modře. Trasování představuje projektil, letící v určitém směru
od obrazovky do scény, který se zastaví o první kolizní model a souřadnici dopadu označí
jako výsledek své trasy. Metoda Trace navíc jako svou návratovou hodnotu vrací i instanci
objektu, o nějž se zachytila, případně WorldInfo Actor, pokud jako první narazil kolizní
vektor na CSG (geometrii levelu). Uvedená metoda getTraceActor je ukázkou použití me-
tody Trace, která na základě vstupních parametrů (souřadnic X, Y na obrazovce) vrací
objekt scény, na nějž tyto parametry ukazují.
Obrázek 4.1: Promítání roviny do prostoru [12]
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f unc t i on Actor getTraceActor ( f loat sX , f loat sY){
l o c a l Vector2D MousePos ;
l o c a l Vector WorldOrigin , TraceNormal , WorldDirection , TraceLocation ;
//mus í e x i s t o v a t hráč a Canvas kvů l i d e p r o j e k c i
// ( bez Canvasu ne l z e prov é s t d e p r o j e k c i )
i f ( PlayerOwner != None && Canvas != None){
MousePos .X = sX ;
MousePos .Y = sY ;
// depro j ekce do sou ř adnic sv ě ta a smě ru vek toru
Canvas . DeProject (MousePos , WorldOrigin , WorldDirect ion ) ;
// vyhodnocen í k o l i z n í ho vek toru
return Trace ( TraceLocation , TraceNormal , WorldOrigin +





Obdobná metoda je jednou z nejvýznamnějších metod projektu, nalézající uplatnění
nejen v právě řešeném uživatelském triggeru, ale i ve většině miniher, kde hráč prostřednic-
tvím kurzoru myši nějak interaguje s objekty scény (výběr objektu, jeho přesunutí, logické
spojení s dalším objektem a jiné).
Obtíží takto navrženého triggeru je skutečnost, že metodě Trace nezáleží na tom, jak
daleko ”projektil”poletí a mohlo by se tak stát, že s čistým výhledem by hráč mohl začít
interagovat s předmětem na opačném konci mapy, jakéžto chování lze z logického hlediska
hry považovat za nesprávné. Nejjednodušším způsobem, jak této chybě zabránit, je spočí-
tat vzdálenost mezi souřadnicí aktuální polohy hráče a koncového bodu kolizního vektoru
z Trace, v uvedeném příkladu uloženém v proměnné TraceLocation (matematická úloha
vzdálenosti dvou bodů v prostoru) a výsledek porovnat s námi určenou maximální vzdále-
ností (pro počítání s vektory je UnrealScript vybaven vlastní matematickou bází). Jestliže
je vzdálenost větší, pak výstup metody Trace ignorujeme, v opačném případě projdeme se-
znam významných objektů scény, a pokud najdeme shodu, oznámíme hráči tuto skutečnost
přes herní HUD. Canvas a třída HUD byly již dříve rozebírány v kapitole 3.4.2
Poté, co jsme identifikovali zaměřovaný objekt a skrze Canvas hráči nabídli několik
možností k interakci s ním, je třeba obsloužit jeho volbu a promítnout ji do herní mechaniky.
V UnrealScriptu lze stisknutí určité klávesy ověřit metodou Find podtřídy PressedKeys
ve třídě PlayerInput (viz. 3.4.3), ale jak tuto obsluhu provést, pokud například potřebuji
zvolením interakce ”Stisknout tlačítko”spustit animaci v Mantinee (animace pohybu dveří),
jestliže Mantinee sekvence nejsou z UnrealScriptu spustitelné? Řešením je převést obsluhu
této elementární problematiky na nový uzel do nástroje UDK-Kismetu.
Pro programování uzlu jsem využil chování latentního obvodu (SeqAct Latent, kapitola
3.5.2), který je v Kismetu aktivován ihned po načtení levelu a v podobě démona běží na
pozadí po celou délku trvání hry. Uvažovány jsou tři druhy interakcí: minihra/dialog/pou-
žití/ sebrání předmětu (pod klávesou ”E”), prozkoumání objektu pro získání dodatečných
informací (pod klávesou ”Q”) a aplikace vybraného předmětu z inventáře (pod klávesou
”I”). Pro každý typ je v uzlu veden jeden výstupní pin, které se po dobu jednoho impulzu
aktivovávají na základě stisknutého tlačítka a dále je k uzlu trvale připojena číselná pro-
měnná, identifikující objekt, na nějž hráč ve scéně právě nahlíží (nejedná-li se o významný
objekt, hodnota této proměnné je záporná). K výstupním pinům jsou v Kismetu připojeny
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různé obslužné rutiny, jimž předchází operace porovnání identifikace rutiny s hodnotou k
uzlu připojené proměnné a spuštěna je tak vždy pouze ta, které uživatelův výběr inter-
akce náleží. Obdobným způsobem bylo řešeno i přecházení mezi položkami hlavního menu,
kdy přechod kamery byl obsluhován Mantinee sekvencí v Kismetu, zatímco vstup uživatele
zpracovával program v UnrealScriptu.
Uvedený kód znázorňuje popsaný latentní obvod v UnrealScriptu:
class BC InteractDaemon extends SeqAct Latent ;
var P laye rCont ro l l e r Player ;
var int intEventNum ;
event bool Update ( f loat DeltaTime ){
l o c a l BC GamePC PC;
i f ( Player != none ){
PC = BC GamePC( Player ) ;
i f ( InputLinks [ 0 ] . bHasImpulse ) // i n i c i a l i z a c e po spu š t ěn í démona
PC. Inte rac tCho i c e = −1;
else i f (PC. In t e rac tCho i c e != −1){ // kon t ro l a s t i s k n u t í t l a č í t ka
ActivateOutputLink (PC. In t e rac tCho i c e + 2 ) ; // ak t i v a c e vý stupn í ho pinu
intEventNum = PC. ActTRIndex ; //zaznamenán í , na co se hráč d í vá







ActivateOutputLink ( 5 ) ;
return fa lse ;
}
}
De fau l tPrope r t i e s {
ObjName=” In t e r a c t Daemon”
ObjCategory=”BCNodes”
HandlerName=”InteractDaemon”
bCal lHandler=fa l se
Var iab leL inks . Empty
Var iab leL inks (0)=(ExpectedType=class ’ SeqVar Object ’ , LinkDesc=”Player ” ,
bWriteable=true , PropertyName=Player ) // i d e n t i f i k a c e hráč e
Var iab leL inks (1)=(ExpectedType=class ’ SeqVar Int ’ , LinkDesc=”EventNum” ,
bWriteable=true , PropertyName=intEventNum) // i d e n t i f i k a c e o b j e k t u
OutputLinks . Empty
OutputLinks (0)=( LinkDesc=”NotUsed” , bHidden=true ) // piny 0 a 1 nevyu ž i t y
OutputLinks (1)=( LinkDesc=”NotUsed” , bHidden=true ) // d e f au l t n ě nastaveny
OutputLinks (2)=( LinkDesc=”EBut” ) // s t i s k nu t o E
OutputLinks (3)=( LinkDesc=”XBut” ) // s t i s k nu t o Q
OutputLinks (4)=( LinkDesc=”IBut” ) // s t i s k nu t o I




Canvas systém disponuje metodami pro práci s textem, jako je například WrapStringToArray
(dělí řetězec do pole dle zadané délky) a DrawTextJustified (textbox dané velikosti), avšak
první zmíněné nelze určit scaling fontu a druhá provádí oříznutí. Z tohoto důvodu jsem vy-
tvořil dvojici vlastních. Základem obou metod je v Canvasu již implementovaná metoda
Strlen, která na základě vybraného fontu a zadaného textu vypočítá jeho délku a výšku po
zobrazení.
První z naprogramovaných metod je určená k předzpracování nadpisů, u nichž před-
pokládáme, že nebudou děleny na více řádků. Tato metoda tak tedy pouze mění velikost
písma (parametrem metody je mimo jiné i maximální velikost, od níž bude metoda písmo
postupně zmenšovat, dokud se nadpis nevejde do vymezené oblasti) a počítá odsazení textu
od počátku vymezené oblasti v případě, kdy nadpis i při maximální velikosti písma nepře-
kračuje oblast a potřebujeme tak provést centrování na střed. Pracuje tak, že metodou
Strlen spočítá délku textu v zadaném fontu s násobitelem jedna, následně je tato délka
násobena maximálním násobitelem fontu z parametrů metody a srovnána s velikostí textu
určené oblasti. Jestliže je rozsah textu po vynásobení maximálním násobitelem menší, než
rozsah oblasti, je spočteno jeho odsazení od okraje jako (velikost oblasti - velikost textu)/2,
v opačném případě je násobitel cyklicky snižován, dokud velikost textového okna pro něj
není plně dostačující. Metoda samotná neprovádí vykreslování, pouze nastaví třídní pro-
měnné pro pozicování a scaling textu, kterých lze využít jako parametrů v metodě Canvasu
DrawText.
Druhá metoda pracuje obdobným způsobem, pouze neřeší zvětšování/zmenšování textu
a daný text rozdělí po slovech (podle mezer), která následně spojuje do úseků, které svou
délkou nepřesáhnou textu určenou oblast. Každý úsek je ukládán jako samostatný řetězec
do pole řetězců v proměnných třídy, odkud lze opět čerpat metodou Canvasu DrawText.
Velikost textu metoda určuje s násobitelem zadaným jako jeden z jí zadaných parametrů
(násobitel není v metodě zmenšován). Tato metoda je určená pro běžné dělení textu do
vysvětlivek k předmětům v inventáři, dialogům, titulkům a nápovědám, které se zpravidla
nevejdou na jediný řádek vymezené oblasti.
4.2.3 Práce s kamerou
V řadě herních situací (minihry, dialogy, hlavní menu) potřebujeme, aby hráči byl odebrán
volný pohyb kamery, a aby jeho pohled byl zafixován do námi vybraného bodu, či abychom
sami určili, jakým způsobem se pohled kamery bude pohybovat. S nástrojem Mantinee
lze po dobu přehrávání videosekvence s kamerou přes director group libovolně manipulo-
vat, avšak pouhá fixace kamery není při minihrách naším jediným požadavkem (uživatel
musí také minihru nějak řídit) a již existující uzel Kismetu pro aktivaci Cinematic módu
by zafixoval kameru z pohledu očí hráče bez možnosti polohu a zorné pole kamery dále
nastavovat.
V UnrealScriptu je řešením herní třída Camera, vysvětlená i s příkladem v kapitole
3.4.5, v níž jsem vytvořil dvojici stavů - jeden pro kameru odpovídající standardnímu stavu
PlayerWalking (volný pohyb hráče, first-person kamera) a druhý pro kameru fixovanou,
přesněji přenesenou od hráče na některý z CameraActor objektů ve scéně. Mezi těmito
dvěma stavy lze libovolně přepínat ve třídě definovanou metodou. K určení CameraActoru,
na jehož zorné pole se hráčova perspektiva přepne ve stavu fixované kamery jsem vytvořil
jednoduchý Kismetový uzel LoadCamera, jehož parametrem je vybraný CameraActor scény.
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4.2.4 Inventář, dialogy, titulky a nápověda
Všechny tyto části projektu byly postaveny nad dynamickým Canvas systémem, několika
metodami pro obsluhu vstupů od uživatele a Kismetovými uzly pro propojení herní logiky
s UnrealScriptem.
Inventář: Práce s inventářem sestává ze tří základních úkonů - sebrání předmětů, jejich
použití a listování mezi nimi. K zobrazení inventáře posloužil standardní Canvas systém,
doplněný o metody pro předzpracování textu uvedené výše a listování mezi nimi uživatel
obsluhuje klávesami ”W”, ”A”, ”S”, ”D”, jejichž zpracování již bylo naznačeno v kapitole
4.2.1. Pro přidání nového předmětu do inventáře jsem vytvořil nový Kismetový uzel PickI-
tem (příslušející script uveden v kapitole 3.5.3), kterým je možno novému předmětu nastavit
kromě jména a identifikačního čísla také jeho informační popis a ikonu, pod kterou bude v
inventáři zobrazován (uzel PickItem lépe vyhovuje požadavkům na inventář hry, než stan-
dardní v UnrealScriptu existující PickUp factory a třídy pro práci s inventářem, vytvořené
pro účely Unreal Tournamentu). Stiskem klávesy ”E”lze akutálně vybraný předmět použít,
k čemuž slouží latentní Kismetový uzel UseItem a uzel ItemPass pro zrušení předešlého. Po
funkční stránce je implementace uzlů navržená tak, aby poté, co hráč zacílí pohledem na
nějaký významný objekt, na nějž lze použít některý z předmětů inventáře (viz. trace trigger
v kapitole 4.2.1), byl v Kismetu aktivován latentní uzel UseItem s číselným parametrem
identifikujícím předmět, který by měl být v tomto bodě použit. Po stisknutí klávesy ”E”(za
předpokladu, že inventář je otevřen - klávesa ”I”), je parametr uzlu porovnán s identifika-
čním číslem aktuálně vybraného předmětu a na základě výsledku porovnání je aktivován
jeden z výstupních pinů uzlu (správný/nesprávný předmět), na které je v Kismetu možno
navázat další logiku hry. Pokud je v Kismetu aktivován uzel ItemPass, běh uzlu UseItem
na pozadí je zrušen s aktivací třetího výstupního pinu - passed.
Dialogy: Dialogový systém jsem vystavěl nad jednoduchým Canvasem a rozsáhlejším
latentním uzlem, který umožňuje na každý úsek dialogu hráči odpovědět některou z jedné
až deseti možností. Jeden uzel představuje jeden úsek dialogu ve formě promluva druhé
osoby/odpověď hráče a v Kismetu je tak možno vytvářet libovolně dlouhé rozhovory (s
omezením na maximálně deset odpovědí hráče) bez nutnosti zásahu do zdrojového kódu.
Ke každému uzlu lze v Kismetu jako parametr připojit proměnnou s jménem mluvčího,
jeho promluvou a až deset textových proměnných s odpověďmi hráče, jimž odpovídá deset
výstupních pinů, k nimž lze připojit odlišné pokračování dialogu v závislosti na předešlých
odpovědích. Druhou možností implementace by bylo například vytvořit konfigurační soubor,
z nějž by si script v UnrealScriptu načítal potřebná data pro části dialogu a zpracování by
tak probíhalo bez přispění Kismetu.
Titulky a nápověda: Obojí je programováno podobným způsobem přes Canvas a la-
tentní uzel Kismetu pouze s tou odlišností, že uzel pro titulky aktivuje svůj výstupní pin po
uplynutí určitého (v parametru uzlu nastaveného) času, zatímco uzel nápovědy reaguje na
stisknutí levého tlačítka myši. Latentní uzel byl využit pro situace, kdy například budu chtít
napojit za sebe celou sérii titulků a po uplynutí času určeného pro první uzel se automa-
ticiky aktivuje druhý s pokračováním textu předešlého. Pokud bychom využili standardní
SequenceAction, všechny za sebou řazené uzly by byly aktivovány takřka současně a uži-




Tato minihra byla vytvořena jako jednoduchá ukázka práce s fyzikou a pohybu dynamických
objektů scény využitím UnrealScriptu. Minihra je kromě kuličky, která je ve scéně nastavena
jako fyzikální objekt Rigid body (KActor), tvořena dvěma kontrolními body (pozicí startu
a cíle) a třemi dynamickými objekty, sloužícími jako rampy, jimiž hráč může manipulovat
a ovlivňovat pád kuličky od počátečního bodu.
Pro ovládání ramp a spuštění/restart kuličky jsem vytvořil grafický panel v Canvas
systému a Kismetový uzel pro načtení ramp i kuličky do UnrealScriptu (uzel je podobný
například již výše zmíněnému uzlu pro načtení kamery a objekty jsou tak k uzlu připojo-
vány jako jeho parametry). Po načtení objektů do UnrealScriptu jimi lze ve scéně libovolně
pohybovat metodami SetLocation (absolutní pozice) a Move (relativní posun od současné
pozice), případně měnit jejich rotaci metodou SetRotation, která namísto tradičního tří-
rozměrného vektoru jako parametr přijímá strukturu zvanou Rotator. Struktura Rotátoru
odpovídá parametrům rotace v Unreal editoru (Pitch, Yaw, Roll), avšak narozdíl od něj
se v Rotátoru požadovaný úhel nenastavuje ve stupních, nýbrž v číselné hodnotě od -32768
do 32767 pro rozmezí od -180 do 180 stupňů nebo od 0 do 65535 pro rozmezí 0-360 stupňů a
do tohoto rozsahu je zapotřebí požadovaný úhel nejprve přepočítat. Pro tyto účely Unreal-
Script obsahuje velké množství zavedených konstant, například RadToUnrRot pro převod z
radiánů (odpovídá přibližné hodnotě 10430) a DegToUnrRot pro převod ze stupňů (přibližně
182). Existují také konstanty pro převod obráceným směrem a mezi stupni a radiány.
Poslední potřebnou metodou je metoda SetPhysics, sloužící ke změně fyzikálních mo-
delů objektů. Kulička je totiž ve scéně umístěna na vyvýšeném místě, avšak není žádoucí,
aby se svévolně začala pohybovat dříve, než jí k tomu dá uživatel kliknutím na ovládací
panel znamení. Při inicializaci (a po každém restartu) je tedy potřebné její fyzikální mo-
del vypnout (PHYS NONE) a znovu jej aktivovat až při požadavku na spuštění simulace
(PHYS RIGIDBODY). Při resetu lze kuličku navrátit do výchozí pozice metodou SetLocation,
avšak ještě předtím je třeba vynulovat její rotaci, neboť pivot nemusí být umístěn v jejím ge-
ometrickém středu a v takovém případě by SetLocation (řídící se pivotem) mohl způsobit
drobných odchylek.
4.2.6 Minihra šachovnice
Hra se odehrává na ”šachovnici”8x6 polí a jejím účelem je s vlastní jednotkou vyřadit
nepřátelské a nenechat se vyřadit. Hráč má k dispozici jednu kouli, schopnou posunu přes
tři pole šachovnice (pouze přes hrany, nikoliv rohy), nepřítel pak jednu se třemi tahy, dvě se
dvěma a tři, schopné posunu o jediné pole. K vyřazení dojde stejně jako v šachu přesunem
koule na pole, které je již obsazeno nepřítelem. Každé pole je objektem scény, a na které se
přesunout hráč volí kliknutím na něj (viz. metoda Trace v kapitole 4.2.1).
Nepříteli jsem implementoval primitivní umělou inteligenci, pracující tak, že nepřátelské
jednotky prohledají koncové body všech cest, které se svými pohybovými body mohou
vykonat, a jestliže hráčova jednotka je na některém z nich, zaútočí. V opačném případě
vykonají náhodný akceptovatelný tah. Akceptovatelným tahem je takový, na nějž mají
dostatek pohybových bodů a v cestě, případně v koncovém bodě, již není umístěna jiná
(spojenecká) jednotka.
Pro kalkulaci cest jsem použil IDS algoritmus pro hledání nejkratší cesty, prohledávající
vždy čtyřokolí aktuálně zpracovávaného pole a postupně navyšující maximální počet překo-
naných polí až do počtu daného pohybovými body určité jednotky. Z dalšího rekurzivního
zpracování jsou vždy vyřazeny ty cesty, které se vrací na již dřívejší cestou zachycené pole
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(cesta je tak vždy nejkratší možná) a dále ty, které jsou blokovány jednotkou stejného hráče.
Cesty končící nepřátelskou jednotkou jsou poznamenány jako útočné a umělá inteligence
tak na ně nahlíží jako na prioritní. Uživatel a nepřátelská UI se v tazích pravidelně střídají
a nepřítel vždy táhne se všemi svými jednotkami během jediného tahu.
4.2.7 Minihra obvod
Podstatou této hry je s pomocí základních matematickýh hradel (sčítání, odečítání a ná-
sobenní/dělení dvěma) vytvořit obvod, který z náhodně generovaných vstupních hodnot
vypočítá požadované hodnoty výstupní (rovněž generovány), k čemuž krom dříve zmíně-
ných postupů slouží i jeden nový, a tím je tzv. Spawn, tedy vložení nového objektu do scény
za běhu hry s užitím implementovaných metod UnrealScriptu.
Při minihře je kamera fixována na ”základní desku”, na níž lze obvod vytvářet a jed-
notlivá hradla jsou vkládána jako nové fyzické objekty scény, zatímco spoje mezi nimi jsou
znázorněny pouze virtuálně Canvasem a ve scéně tak žádnou změnu nezpůsobí. Jestliže chci
v UnrealScriptu vložit nový objekt do scény, musím tento objekt nejdříve definovat. Pro
tento účel lze vytvořit novou třídu, děděnou od DynamicSMActor Spawnable (dynamický
Actor) a v této třídě nastavit požadované parametry objektu, jako je jeho grafický model
a měřítko. Dále je pro něj třeba vytvořit a nastavit DynamicLightEnvironmentComponent
(jinak by objekt nereagoval na osvětlení scény), a protože hráč potřebuje s objektem ve
scéně dále interagovat, musíme ho být také schopni zaměřit metodou Trace. K tomu je
nezbytné vytvořit objektu vlastní kolizní model, například jednoduchý válec, jemuž určíme
rádius a výšku. Takto definovaný objekt je možno následně vložit dynamicky do scény vo-
láním metody Spawn, jíž lze současně předat vektor pro pozici a rotátor pro natočení do
scény nově vloženého objektu.
V možnostech panelu nástrojů je přemístění již vloženého objektu na jinou pozici na
desce, jeho natočení o devadesát stupňů, jeho smazání, či vyčištění od již přivedených spojů.
Objekt, nad kterým se má daná operace provést, je určený metodou Trace. Spojování hradel
probíhá tak, že hráč klikne postupně na obě spojovaná hradla, přičemž pozice kliknutí je ve
scriptu ukládána a následně jsou tyto dva body na obrazovce spojeny čárou Canvas systému
(čára je rozdělena na tři kolmé úseky tak, aby čára propojení nebyla nikdy vedena šikmo).
Hodnoty se v obvodu přenášejí ve směru kliknutí, tedy hodnota na prvním označeném
hradlu je vstupem pro hradlo druhé. Ke každému hradlu lze přivést pouze jeden (u násobení
a dělení dvěma), či dva (součet, rozdíl) vstupní spoje a odvést z něj libovolný počet výstupů.
Vyhodnocení obvodu spočívá v cyklické kontrole všech vložených hradel. Hradla jsou
postupně procházena a jejich hodnota je spočítána na základě jejich matematické operace
a k nim přivedeným vstupům. Jestliže vstupy hradel mají dosud nedefinovanou hodnotu,
jejich zpracování je odloženo až do dalšího cyklu, a pokud k hradlu nebyl přiveden ma-
ximální počet vstupů, chybějící vstupy jsou nahrazeny za nulovou hodnotu, která je dále
již považována za definovanou. Vyhodnocení končí ve chvíli, kdy je hodnota všech hradel
nastavena jako definovaná a z algoritmu vyplývá, že vykoná tolik cyklů, kolik je úrovní hra-
del za uzly se vstupními hodnotami (navýšeno o jeden cyklus, kdy jsou již všechna hradla
vyhodnocena a probíhá vyhodnocení hodnot výstupních uzlů) a pořadí vyhodnocení hradel
závisí na nejvyšším počtu hradel, které předcházejí některému z jeho vstupů. Korektnost
obvodu je následně ověřena porovnáním hodnoty nastavené u výstupních uzlů s hodnotou
hradla, které je k nim připojeno. K výstupnímu uzlu lze připojit pouze jedno hradlo, počet
vývodů vstupního uzlu není nijak omezen.
25
4.2.8 Kódový zámek, Mozaika, Nastavení laseru
Tyto minihry byly vytvořeny jako modifikovaná kombinace některých již zmiňovaných tech-
nik. Základem kódového zámku je metoda Trace, kde jednotlivá tlačítka jsou touto metodou
zaměřitelné objekty scény a minihra Nastavení laseru je ukázkou rozsáhlejšího využití Ca-
nvas systému.
Mozaika (vycházející ze hry devítka) je rovněž vystavěna nad metodou Trace (každý
z patnácti kousků skládačky je zaměřitelný objekt) a metodou Move pro přesun čtverců
skládačky o relativní souřadnici. Za zajímavost této minihry je možno uvést algoritmus,
který při startu každé nové hry změní počáteční rozložení dílků mozaiky o 50-100 náhodně
vybraných kroků a dále metodu, která po kliknutí na některý ze čtverců zkontroluje jejich
čtyřokolí, automaticky provede regulérní tah (pokud existuje nějaký možný) a vyhodnotí,
zda byla tímto tahem minihra vyřešena (zda všechny čtverce jsou správně umístěny).
4.2.9 Časomíra a konfigurace hry
V projektu je implementováno měření času, za nějž hru uživatel dokončil a nejlepší časy
jsou zobrazovány na výsledkové tabuli. Informace o výsledcích, nastavení hry (jméno uživa-
tele, zapnutí/vypnutí hudby a nápovědy, citlivost myši) a také aktuální dosažený čas právě
probíhající hry je však zapotřebí nějakým způsobem ukládat a zase načítat mezi jednotli-
vými levely hry (scripty se při načtení nového levelu restartují a hodnoty proměnných tak
nejsou zachovány), a také je žádoucí, aby se konfigurace hry a dosažené výsledky uchovaly
po jejím vypnutí.
Jednoduchým způsobem, jak toho dosáhnout, jsou uživatelské konfigurační soubory,
se kterými lze pracovat jejich přidáním do hlavičky třídy (viz. příklad v kapitole 3.3.1).
Script, v jehož hlavičce je uvedeno config(DataStore) se po svém spuštění pokusí vyhledat
uvedený konfigurační soubor DataStore a načíst z něj v něm uvedené hodnoty proměnných.
Pokud takový soubor neexistuje, uloží do nich nulové hodnoty. Proměnné určené k práci s
konfiguračními soubory nesou specifikátor config. Načtení hodnot z konfiguračního souboru
probíhá automaticky po spuštění scriptu, uložení všech takto označených proměnných pak
provede volání metody saveConfig().
Velkým problémem konfiguračních souborů je jejich zabezpečení, neboť jsou volně přís-
tupné a údaje v nich mohou být kdykoliv přepsány. Řešením tohoto problému by mohlo být
vytvoření DLL, které by importováno do UnrealScriptu nahradilo chybějící práci se soubo-
rovým systémem a umožnilo tak data ukládat do sofistikovanějšího (například binárního)
formátu, avšak spolupráce DLL a UnrealScriptu bývá často nespolehlivá a se základní licencí
UDK nelze uživatelská DLL přibalit jako součást FrontEndem vytvářeného instalátoru.
4.2.10 Svítilna
Do hry jsem implementoval i jednoduchou přenosnou svítilnu, spínanou klávesou ”F”, pro
niž jsem vytvořil novou třídu, odvozenou od SpotLightMovable (kužel světla), nastavil
dosah a rádius světelného kuželu a následně provedl Spawn světla do scény dle souřadnic a
rotace hráče. Pokud je svítilna aktivována, tyto dva parametry jsou aktualizovány společně
s hráčovým pohybem. Problém působila skutečnost, že hráčova rotace je zaznamenávána
pouze v souřadnicích X a Y. Úhel náklonu svítilny v ose Z jsem dopočítal s užitím metody
Trace tak, že jsem vykonstruoval pravoúhlý trojúhelník mezi hráčovou pozicí a bodem, na
nějž se dívá a úhel náklonu dopočítal pomocí goniometrických funkcí.
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4.2.11 Realizační náhled
Několik náhledů na výslednou podobu projektu PuzzleRun:
Obrázek 4.2: Od levého horního rohu: hlavní menu (nastavení), inventářový systém, dialogy,




V této kapitole shrnu některé poznatky, nastřádané během práce s UnrealScriptem, provedu
srovnání UnrealScriptu s některými dalšími jazyky, použitelnými pro tvorbu uživatelských
rozhraní a závěrem připojím i výsledky uživatelských testů a hodnocení projektu.
5.1 Srovnání jazyků
V jednotlivých podkapitolách ukáži úseky kódu pro výpis textu do okna Canvasu, který
bude rozdělen do několika částí, uložených v poli a stisknutím levého tlačítka myši bude
možno tímto textem listovat. Stejná funkčnost bude postupně zachycena v UnrealScriptu,
Pythonu a Javě.
5.1.1 UnrealScript
Abych dodržel logickou strukturu oddělení funkčních celků, rozdělím potřebné metody do
dvou herních tříd - PlayerController a HUD.
PlayerController
exec func t i on S ta r tF i r e ( op t i ona l byte FireModeNum){
i f ( actPage < 9)
actPage += 1 ;
else
actPage = 0 ;
}
HUD
f unc t i on drawHUD(){
l o c a l BC GamePC PC;
PC = BC GamePC(PlayerOwner ) ;
Canvas . Font = Font ’BCMenu. Fonts . T i t l e ’ ;
Canvas . SetPos (Canvas . ClipX /2 , Canvas . ClipY /2 ) ;
Canvas . SetDrawColor (255 ,255 , 255 , 255 ) ;
Canvas . DrawText (PC. r e tF i e l d [PC. actPage ] , , s ca l e , s c a l e ) ;
}
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Uvedeny byly pouze metody, nezapouzdřené do standardního obalu třídy. Předpokladem
pro funkci uvedeného kódu je existence třídní proměnné actPage a pole řetězců retField
o deseti prvcích v PlayerControlleru. Výsledkem bude v tomto případě textový řetězec,
vypsaný v bílé barvě a ve vybraném fontu přímo do Canvasu hry, jehož počátek bude ve
středu obrazovky a jeho zalomení dáno jejím okrajem. Pro úhlednější zpracování textu lze
užít například metodu DrawTextJustified, která vytváří textbox, dle jehož okrajů je text
zalamován a přetékající přes dolní okraj je zahozeno.
5.1.2 Python
Uvedený kód je identickou ukázkou výše popsané funcionality, tentokrát popsané ve scrip-
tovacím jazyce Python, konkrétně v knihovně pro jednoduchá grafická rozhraní TKinter,
obsah jehož grafické smyčky lze dynamicky měnit například v rámci událostí, nikoliv však
přímo uvnitř smyčky, jak tomu bylo u UnrealScriptu v těle metody DrawHUD.
Po aktivaci hlavní smyčky (root.mainloop) jsou do Canvasového okna zobrazeny gra-
fické prvky, které její aktivaci předcházely se zadanými ”defaultními”parametry. Pomocí
bind lze spojit klávesu s obslužnou rutinou a v ní přímo přepsat obsah grafického ele-
mentu okna. Změnit pouze data v proměnné by na zobrazované okno nemělo žádný efekt,
neb hlavní smyčka by tato změněná data již nenačetla. Stejně jako v předešlém příkladu
je předpokládána proměnná actPage a seznam řetězců retField. Vytvořené okno bude
odpovídat velikosti potřebné pro zobrazení daného řetězce.
def onCl ick ( event ) :
global actPage
global r e tF i e l d
i f actPage < 9 :
actPage += 1 ;
else :
actPage = 0 ;
showText . c on f i g ( t ext=r e tF i e l d [ actPage ] )
root = Tk( )
showText = Label ( root , t ex t=r e tF i e l d [ 0 ] )
showText . pack ( )
root . bind ( ’<Button−1> ’ , onCl ick )
root . t i t l e ( ”Main window” )
root . mainloop ( )
5.1.3 Java
Třetí variace kódu s identickou funkčností, tentokrát implementovanou ve vyšším programo-
vacím jazyce Java s využitím grafických elementů z knihovny Swing a zpracování událostí
z knihovny awt.
Rozdílem od Pythonu je zde možné snadno přepsat obsah labelu i po jeho zobrazení
(v Pythonovské knihovně TKinter toho lze po zavolání hlavní smyčky dosáhnout pouze
obsluhou událostí) a náhradou za bind lze použít například MouseListener, sloužící k
zachycení stisknutí tlačítka myši a následnému provedení vytvořené obslužné rutiny.
Předpokladem pro správnou funkci uvedeného příkladu je jeho umístění do třídy s ini-
cializovanou třídní proměnnou actPage a polem řetězců retField.
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public stat ic void main ( St r ing [ ] a rgs ){
MouseListener mouseListener = new MouseAdapter ( ) {
public void mousePressed (MouseEvent mouseEvent ) {
i f ( actPage < 9)
actPage ++;
else
actPage = 0 ;
lab . setText ( r e tF i e l d [ actPage ] ) ;
}
} ;
l ab = new JLabel ( r e tF i e l d [ 0 ] ) ;
JFrame frame = new JFrame ( ”Main window” ) ;
frame . add ( lab ) ;
frame . addMouseListener ( mouseListener ) ;
frame . pack ( ) ;
frame . s e tDe fau l tC loseOperat i on (JFrame .EXIT ON CLOSE) ;
frame . s e tV i s i b l e ( true ) ;
}
5.1.4 Souhrn
Jak již bylo uvedeno v kapitole 3, UnrealScript je interpretovaným jazykem, odvozeným
především po syntaktické, ale i funkcionální (Garbage collerctor) stránce od jazyka Java.
Většina řídících prvků (cykly for a while, podmínky if-elfe if-else, práce s proměnnými, . . .)
Javě zcela odpovídá a člověku znalému programování ve vyšších programovacích jazycích
by tak nemělo činit obtíž do základů UnrealScriptu proniknout.
Hlavní změnou oproti Javě je v UnrealScriptu jeho třídní strom, který je základem
dědičnosti pro vývoj každého nového projektu a ukládá tak programátorovi praktickou
povinnost implementovat nový GameInfo class, kterým by svůj projekt oddělil od původ-
ního Unreal Tournamentu, a pravděpodobně dále podědit a přeimplementovat třídy HUD,
PlayerController a Pawn, jestliže se má nový projekt od Unreal Tournamentu nějakým
způsobem odlišovat. Výjimku tvoří například potomci odvození od tříd pro programování
nových Kismet uzlů (SequenceAction, SeqAct Latent, . . .), které mohou stát samostatně
bez nutnosti jejich provázání s GameInfo class.
Srovnání s Pythonem jsem připojil především proto, že i přes příbuznost a podobnost
s Javou je UnrealScript stále scriptovacím jazykem a jako většina scriptovacích jazyků je
uzpůsoben pro co nejrychlejší vývoj s vysokým množstvím již předdefinovaných metod a se
správou paměti přenesenou od programátora plně do režie interpreteru. Jeho součástí je tak
značné množství pro vývoj her potřebných tříd (HUD, práce s kamerou, . . .), ze kterých je
možné dědit a rozsáhle je redefinovat dle potřeb projektu bez nutnosti zasáhnout do jádra
samotného UE3.
5.2 Uživatelské testy
Součástí každého herního projektu je tvorba jeho uživatelského rozhraní, které by mělo
být vždy samo o sobě dostatečně vypovídající o svém účelu a způsobu použití. ”Výřeč-
nost”rozhraní se však v očích různých uživatelů může značně odlišovat, a proto je zapo-
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třebí otestovat jej na co největším možném vzorku, odlišujícím se od sebe věkem, pohlavím
a především zkušenostmi s projekty obdobného typu.
V následujícím textu znázorním rozdíly mezi hráči v jednotlivých kategoriích, a to jak v
rychlosti adaptace na prostředí a principy miniher, tak i v úspěšnosti jejich řešení s řežimem
s nápovědou a bez ní. Z výsledků testů posléze vyhodnotím kritické body, které hráčům
činily největší obtíže a závěrem připojím i krátký dotazník.
5.2.1 Statistika uživatelů
Cílová kategorie vytvořeného projektu byla hráčská populace v rozmezí 15 - 35 let, čemuž
přibližně odpovídají i hodnoty uvedené v tabulce testovaných uživatelů. Největší počet sub-
jektů pocházel z věkového rozmezí 20 - 25 let, majících malé povědomí o obdobných typech
projektů, jejich mechanice a způsobu ovládání. Uživatelé byli před zahájením testování
rozděleni do jedné ze tří ustanovených kategorií:
• Začátečník: Nemá žádné nebo jen minimální zkušenosti s projekty podobného typu
a testování na dané osobě začíná na první iteraci
• Zasvěcený: Vyzná se ve hrách podobného typu a s projektem již dříve přišel nějakým
způsobem do styku (shlédl jej, částečně odehrál, . . .)
• Zkušený: Hráč zkušený ve hrách podobného typu a dobře seznámený s principy a
etapami projektu PuzzleRun. Zkušeným uživatelem se subjekt stává až po prvním,
či několikanásobném dokončení hry v závislosti na jeho počátečním statusu a jeho
pokroku mezi jednotlivými iteracemi
Tabulka zachycuje aktuální stav uživatelů při zahájení testování a nezohledňuje jejich
kategorické zlepšení v průběhu jednotlivých testů.
pod 20 let 20 - 30 let nad 30 let
muži ženy muži ženy muži ženy
Začátečník 1 2 4 1 2 2
Zasvěcený 1 0 2 1 0 0
Zkušený 0 1 1 0 1 0
5.2.2 Výsledky testů
Jako výstup uživatelských testů bylo nejdůležitější vyhodnotit rozdíly v procentuální úspěš-
nosti dokončení hry mezi jednotlivými iteracemi a dále doba trvání jejího průchodu v režimu
start - cíl ve všech testovaných kategoriích. Druhým významným faktorem byla textová ná-
pověda, zobrazovaná uživateli před zahájením každé z miniher. Pro polovinu uživatelů byla
nápověda plně k dispozici, pro ostatní byla deaktivována. Rozdíly průměrných časů mezi
těmito dvěma skupinami určuje výřečnost nápovědy pro uživatele, která je dle očekávání
nejdůležitější pro nezkušené hráče a postupem času klesá k nule. Pro zkušeného uživatele je
nápověda naopak zdrojem zdržení (zkušený hráč nápovědu již nečte, ale je nucen se skrze
ni proklikat) a je tak radno ji deaktivovat v položce Nastavení hlavního menu hry.
Na prvním z uvedených grafů (graf 5.1) jsou znázorněny rozdíly průměrné hrací doby
mezi začátečníkem, zasvěceným a zkušeným hráčem, a to jak se zobrazováním nápovědy, tak
i bez ní. Data zachycená v grafu vždy odpovídají první iteraci dané kategorie (která je na
základě zkušeností hráče značně relativní), a jak již bylo zmíněno, nejmarkantnějšího roz-
dílu lze dosáhnout u hráčů s nulovou nebo velmi mizivou zkušeností s projektem PuzzleRun
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Obrázek 5.1: Závislost zkušenosti hráče na herní dobu (s nápovědou a bez ní)
Obrázek 5.2: Zlepšení hráče během iterací Obrázek 5.3: Chybovost hráče
během iterací
a hrami podobného typu. U těchto hráčů může přítomnost nápovědy snížit dobu potřeb-
nou pro dokončení jednoho průchodu až o třicet procent. Dále již rozdíly nejsou natolik
významné.
Graf 5.2 znázorňuje pokles doby, potřebné pro dokončení hry během jednotlivých ite-
rací jejího testování a měřené u začátečníků s povolenou nápovědou. Problémem tako-
vého měření je skutečnost, že pravděpodobnost hráčova neúspěchu při snahách o dokončení
průchodu hrou je značně vysoká, a pokud bychom vyhodnocení prováděli až z úspěšných
pokusů, jednalo by se již o hráče zkušeného, nikoliv začátečníka, který je pro měření rele-
vantní. Vyhodnocení jsem tedy prováděl tak, že při neúspěchu hráče (smrti postavy) jsem
zaznamenal čas a místo selhání a v měření znovu pokračoval až v době, kdy se hráč při
dalším pokusu dostal do předešlého koncového bodu, přičemž čas potřebný na dokončení
již jednou splněné části byl zaznamenán do iterace druhé. S každým hráčovým neúspěchem
tak byla hra rozdělena na úseky, kde měření probíhalo samostatně a doba potřebná na do-
končení úseku vždy byla přičtena do tolikáté iterace, kolikrát již hráč daný úsek absolvoval.
Graf 5.3 zobrazuje míru průměrné chybovosti hráčů během jednotlivých iterací, tedy
pravděpodobnost, s jakou se hráči (začátečníkovi s nápovědou) nepodaří během dané iterace
hru úspěšně dokončit. Během první iterace je pravděpodobnost neúspěchu extrémně vysoká,
u zkušeného hráče se pak pohybuje okolo patnácti až dvaceti procent.
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5.2.3 Kritické body
Z hlediska selhání: ve hře existuje celkem pět míst, kde hráčova postava může být usmr-
cena a aktuální průchod tak skončí selháním. Jedná se o:
• Výběr dveří: po ukončení dialogu jsou hráči doporučeny jedny ze tří dveří, avšak
doporučení je jen tak správné, jako hráčovy odpovědi. Volba špatných dveří znamená
smrt, správné průchod do další kapitoly. Většina hráčů se poprvé pokusí odpovídat
naslepo a následně vstoupí do dveří, které jsou jim napovězeny (pravděpodobnost
úspěchu 1:256). Podruhé se již ale zpravidla pokoušejí poohlédnout po nápovědách a
ve zkoušce uspějí.
• Vysouvací bodce: tradiční past, kdy hráč musí projít určitým úsekem a nedotknout
se přitom ze země se vysouvajících bodců. Tato past je častým zdrojem neúspěchu a
poprvé nebývá zdolána dříve, než se třetí až pátou iterací.
• Sekery: čtveřice seker, kývajících se na závěsu. Pro hráče znalé této pasti z jiných
her nebývá obtížné jimi proklouznout, začátečníci se pak napoprvé pokusí překonat
je všechny současně bez zastavení a neuspějí.
• Šipky: šlápnutí na dlaždici vypustí salvu šipek, které hráče při zásahu usmrtí. Největší
množství hráčů si šipek povšimne až s třetí iterací.
• Šachovnice: neúspěch v minihře hráče usmrtí. Většina hráčů nemá s vyřešením mi-
nihry (po přečtení nápovědy) velkou obtíž a neúspěchy jsou spíše náhodné.
Z hlediska času: ze všech miniher hráčům největší obtíž činí minihra typu Obvod a
Mozaika, kde čas potřebný k jejich vyřešení přesahuje i několik minut. U minihry Obvod
tento čas výrazně poklesne při dalších iteracích (až pod jednu minutu), skládání Mozaiky
je oproti tomu i pro zkušené hráče mnohdy až pětiminutovou záležitostí.
5.2.4 Dotazník
Závěrem testování byl uživatelům předložen krátký dotazník, jehož otázky i souhrn odpo-
vědí je obsahem tohoto oddílu kapitoly.
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Co vám při prvním průchodu hrou činilo největší problém?
Pasti v katakombách, počáteční orientace, místy hledání dalšího postupu.
Která z miniher pro vás byla nejobtížnější?
Obvod v principech, Mozaika svou náročností.
Která minihra byla naopak příliš jednoduchá?
Zámek a Kulička.
Byla přítomnost nápovědy pro řešení miniher dostatečně nápomocná?
Většinou ano.
Bylo pro vás náročné zžít se s ovládáním hry?
S ovládáním ne, spíše s uvědoměním si, co vlastně dělat dál.
Co bylo podle vás největší slabinou hry?
Délka a nemožnost načítat ji.
V čem vás hra naopak mile překvapila?
Minihrami a grafickým ztvárněním.
Co vám na hře chybělo? Co by jste v ní ocenili?
Ukládání hry a možnost zpětného vyvolání nápovědy.
Bylo její grafické rozhraní dostatečně názorné?
Většinou ano.
Seřaďte dle důležitosti: hratelnost, grafické ztvárnění, intuitivnost, délka herní
doby, principy hry.
Grafické ztvárnění, hratelnost, intuitivnost, principy hry, délka herní doby.
Znáte nějaké podobné hry? Vyjmenujte je.
Ne, ale některé její minihry jsou běžnou součástí jiných her.
5.3 Vyhodnocení
V tomto oddílu shrnu osobní dojmy, nastřádané při práci s UnrealScriptem, statistiky z
vývoje, výsledky a obtíže, které se při vývoji projektu objevily.
5.3.1 Osobní dojem
Jakožto člověku uvyklému na práci se scriptovacími jazyky mi nečinilo obtíž proniknout
do syntatických základů jazyka, jakmile jsem pochopil strukturu i účel tříd a překonal
prvotní komplikace při snahách o propojení UnrealScriptu se scénami, kdy bylo zapotřebí
upravit řadu konfiguračních souborů a specifikovat prefixy map, na něž mají být dané
scripty uplatněny.
Práce v UnrealScriptu není příliš obtížná, a jako u ostatních scriptovacích jazyků, které
programátorovi umožňují se plně soustředit pouze na implementaci algoritmů bez nutnosti
řídit správu paměti a podobně, jsem si jej rychle oblíbil. Značné množství herní proble-
matiky je již vyřešeno v rámci některé z předdefinovaných tříd, které programátor může
podědit, upravit a rozšířit dle libosti, namísto toho aby od základu například sám řešil práci
s kamerou. Největší nástrahou se tak i pro mne stala rozsáhlost samotného UnrealScriptu
a dlouhý čas potřebný na studia, neboť v UnrealScriptu nelze programovat bez alespoň
částečné znalosti základních tříd a jejich potomků.
34
5.3.2 Vyvstalé problémy
Kromě zmíněného propojení UnrealScriptu se scénami a následného zabalení kompletního
projektu do souboru instalátoru, kdy bylo opět zapotřebí doplnit a přepsat některé údaje
v konfiguračních souborech UDK, se naskytl zásadní problém s načítáním a ukládáním
hry, přesněji s DLL, skrze které měla být tato funkcionalita v souborovém systému OS
obsluhována.
V UnrealScriptu neexistují žádné metody pro práci se soubory a adresáři souboro-
vého systému (vyjímku tvoří nezabezpečené konfigurační soubory) a tuto funkcionalitu,
je-li požadována, je tak třeba do UnrealScriptu doplnit importem C++ kódu přes DLL.
K tomuto účelu existuje v UnrealScriptu tzv. DLLBind a následný dllimport metod z něj.
Vytvořil jsem proto dynamickou knihovnu pro načítání dat ze souboru a ukládání do něj
a v UnrealScriptu napsal několik metod, které tuto knihovnu obsluhovaly. Obtíž nastala v
okamžiku zabalení hry do instalátoru a jejím nainstalování, neboť Unreal FrontEnd neza-
balí DLL jako součást instalátoru a nevytvoří adresář (tedy ani cesty k němu), kam by bylo
možno DLL po instalaci ručně uložit. V projektu tak bylo načítání a ukládání zrušeno a
kód zakomentován. K odstranění problému instalátoru by bylo zapotřebí vlastnit základní
licenci na UDK, která již připojení DLL souborů do instalátoru plně umožňuje.
5.3.3 Statistiky
Několik statistik z vývoje a výsledků projektu PuzzleRun.
• Doba vývoje: 3 - 4 měsíce
• Počet souborů scriptu: 50
• Počet řádků kódu: 6253 (bez komentářů)
• Počet scén: 4
• Počet miniher: 6
• Doprovodné součásti: 6 (menu, inventář, dialogy, nápovědy, titulky, Trace trigger)
• Doba průchodu - začátečník: 30 - 60 minut
• Doba průchodu - seznámený: 15 - 35 minut




Záměrem této práce bylo čtenáři představit UDK a jeho nástroje pro tvorbu scén a interní
herní logiky, především pak jeho doprovodný jazyk UnrealScript, na kterém jsem předvedl
jeho strukturu, třídní strom a některé z významnějších tříd, sloužících jako základ všech
nových projektů. V teoretické části jsem tak představil třídy GameInfo, PlayerController,
HUD, Pawn a Camera, utvářejících implementační jádro pro zobrazení virtuálního světa,
orientaci hráče v něm, zpracování vstupů a obsluhu provedených interakcí. V kapitole určené
implementaci jsem pak podrobněji popsal využití deprojekce a metody Trace, využitelné
v řadě situací, kdy hráč potřebuje interagovat se světem skrze zacílení pohledu (kurzoru
myši) na určitý z objektů scény, a připojil jsem i stručný popis implementovaných miniher
a programátorských problémů, které se během vývoje vyskytly, a možné způsoby jejich
řešení. V závěru práce jsem srovnal UnrealScript s dalšími jazyky, využitelnými pro tvorbu
uživatelských rozhraní a vyhodnotil projekt z hlediska uživatelských testů.
Po přečtení této práce by měl být čtenář stručně obeznámen s nástroji, integrovanými
do prostředí UDK a účely jejich využití při tvorbě scén, dále pak s významnými třídami
UnrealScriptu a prací s nimi, a s některými ze zajímavějších metod, které byly při tvorbě
projektu využity. Tato práce tudíž neslouží jako referenční příručka a pro hlubší poznání
veškerých nabízených možností UnrealScriptu a UDK, jejichž objem výrazně převyšuje roz-
sah tohoto textu, je tak zapotřebí uchýlit se k online dokumentaci na UDN [13], odpovídající
odborné literatuře (Unreal Mastering [14] [15], UnrealScript [16] [17]), případně k někte-
rému z mnoha volně dostupných tutoriálů, zaobírajících se zpravidla vždy jednou vybranou
problematikou.
Oproti původnímu návrhu projektu byly splněny veškeré jeho body s výjimkou sys-
tému načítání/ukládání, který je ve finální verzi hry deaktivován. Výstupem práce je plně
funkční, spustitelná aplikace s hrou, krátký demonstrační trailer a kompletní walkthrough,
zachycující průběh hry od hlavního menu až po její úspěšné dokončení.
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Na přiloženém DVD lze nalézt:
• instalační soubor s hrou
• adresář se zdrojovými kódy UnrealScriptu
• walkthrough video s kompletním průchodem hrou
• krátký trailer na hru PuzzleRun
• manuál a readme
• plakát




Po instalaci a spuštění hry se zobrazí hlavní menu, mezi jehož jednotlivými položkami
se lze pohybovat klávesami Left a Right, případně kliknutím myší na šipky po stranách
panelu hlavního menu. Výběr dané možnosti lze potvrdit klávesou Enter nebo kliknutím
do středové části panelu. Pohyb a veškerá interakce s herním světem je ovládána pohybem
a tlačítky myši (orientace v prostoru, kurzor při minihrách) a vybranými klávesami.
• W: pohyb dopředu/posun dialogu vzhůru/posun popisu v inventáři vzhůru
• S: pohyb vzad/posun dialogu dolů/posun popisu v inventáři dolů
• A: úkrok vlevo/předešlý předmět
• D: úkrok vpravo/následující předmět
• E: interakce/výběr předmětu
• Q: průzkum objektu
• F: zapnout/vypnout svítilnu
• I: otevřít/zavřít inventář
• Enter: výběr možnosti dialogu
• Space: výskok
• ESC: vyvolání in-game menu (návrat do hlavního menu, ukončení hry)
Doporučení: Hra byla primárně vyvíjena pro rozlišení 16:9 a od něj se odvíjí i scaling
jednotlivých grafických elementů a jimi zobrazovaných textur. Odlišný poměr obrazovky,
případně úmyslná deformace herního okna by mohly zapříčinit narušení koordinace prvků
HUDu s PlayerControllerem a vybočení textu z jim určeného okna. V případě poměrů stran
4:3 tedy doporučuji hru nepřepínat do fullscreen režimu a ponechat ji běžet v okně, v němž
byla automaticky spuštěna.
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