Given a set of points in the Euclidean plane, the Euclidean δ-minimum spanning tree (δ-MST) problem is the problem of finding a spanning tree with maximum degree no more than δ for the set of points such the sum of the total length of its edges is minimum. Similarly, the Euclidean δ-minimum bottleneck spanning tree (δ-MBST) problem, is the problem of finding a degree-bounded spanning tree for a set of points in the plane such that the length of the longest edge is minimum. When δ ≤ 4, these two problems may yield disjoint sets of optimal solutions for the same set of points. In this paper, we perform computational experiments to compare the accuracies of a variety of heuristic and approximation algorithms for both these problems. We develop heuristics for these problems and compare them with existing algorithms. We also describe a new type of edge swap algorithm for these problems that outperforms all the algorithms we tested.
Introduction
Spanning tree problems are some of the most well-studied problems of combinatorial optimisation. They arise in a multitude of practical settings including computer and telecommunication networks, transportation, plumbing, and electrical circuit design [10] . In graph theoretic terms, a typical spanning tree problem involves finding a subgraph G of a given graph G = (V, E), such that the vertex set of G is V , G is connected, and G has |V | − 1 edges. We will focus on the Euclidean versions of spanning tree problems, where the nodes of our network correspond to a set of points P in the Euclidean plane such that our input graph is the complete graph for P . In this way, we can assign lengths to each of the edges in the graph, where the length of the edge is given by the Euclidean distance between its endpoints.
In this paper, we will consider two separate types of spanning tree problems; the classic minimum spanning tree, and its bottleneck version. In the minimum spanning tree (MST) problem, we require that the sum of lengths of the edges between nodes of our spanning tree is minimum. In the bottleneck spanning tree problem, we require that the length of the longest edge in the network is minimum. Both of these spanning tree problems can be solved efficiently using polynomial time algorithms (see Kruskal [16] , Prim [24] for the MST problem, and Camerini [5] for the MBST problem), and in fact every algorithm for the MST problem can be used to solve the MBST problem since every MST is a MBST.
For particular applications of spanning trees, additional constraints are required for a feasible spanning tree. The constraint we explore in this paper is the degree bound constraint, which is a requirement that the degrees of all nodes in the spanning tree be at most some constant. We denote this constant by δ and we refer to the constrained versions of the MST and MBST problems as the δ-MST problem and δ-MBST problem respectively. For the Euclidean versions, it is known that no vertex in an MST has degree greater than 6 and that there always exists an MST in which no vertex has degree greater than 5 [19] . Hence when δ ≥ 5, a solution to the MST problem for a given point set will also be a solution to both the δ-MST and δ-MBST problems. As such, we will only consider degree constraints in which 2 ≤ δ ≤ 4. It was shown by Papadimitriou and Vazirani [21] that the δ-MST problem is NP-hard for δ = 2 and 3, and it was later shown by Francke and Hoffman [9] to also be NP-hard for δ = 4. For the δ-MBST problem, it has been shown that the problem is NP-hard for δ = 2 and 3 [2] , but determining complexity of the case where δ = 4 remains an open problem. Approximation algorithms for the Euclidean δ-MST problem have been developed by Khuller et. al. [14] and Chan [6] and their approximation ratios for the δ-MBST problem were explored in [2] . Heuristics for the general version of the δ-MST problem have been explored by numerous authors including Narula and Ho [20] , Knowles and Corne [15] , and Bui and Zrncic [4] .
For the special case of δ = 2, the 2-MST problem is equivalent to the path version of the famous travelling salesman problem (TSP). The TSP has been well studied throughout the history of combinatorial optimization, and there are many algorithms for the problem that have been proposed and tested throughout the literature. There are numerous approximation and heuristic algorithms that have been proposed for the metric and Euclidean versions of the problem, with the more famous ones including Christofides algorithm [7] , the LinKernighan algorithm [18] , and Arora's PTAS [3] , among others [25] , [17] . Whilst the ever-expanding literature on the TSP is incredibly vast, we will restrict our attention to algorithms that can be effectively applied to the path version of the TSP (TSP-path problem). The TSP-path problem has received significantly less attention than the usual cycle version, although there still various algorithms in the literature [11] , [1] , [27] . On the other hand, the 2-MBST problem is equivalent to the TSP-path problem with the bottleneck objective. An efficient 2-factor approximation for the metric TSP with bottleneck objective has been given by Parker and Rardin [22] , however there has been little work done on specific algorithms for the Euclidean bottleneck TSP-path problem.
In this paper we survey existing algorithms and introduce a number of new algorithms for both the δ-MST and δ-MBST problems. We then perform computational testing of heuristics and approximation algorithms for the Euclidean δ-MST and δ-MBST problems in order to test their performances with respect to both the total weight objective criterion of the δ-MST and the bottleneck length objective of the δ-MBST problem. Our goal for this investigation was to answer the following three research questions.
1. Should different algorithmic approaches be employed for the different degree bounds when it comes to solving the Euclidean δ-MST and Euclidean δ-MBST problems, or is it preferable to use a single algorithm or its generalisation for all δ?
2. Should different algorithmic approaches be employed for the Euclidean δ-MST problem as opposed to the Euclidean δ-MBST, or is it preferable to use a single algorithm for both objective criteria?
3. For any particular δ, are there any algorithms that stand out as being suitable candidates for efficiently solving either the Euclidean δ-MST or δ-MBST problems?
In regards to the to third question, our focus is less on the finding the "best" algorithm for a specific problem variant, and more on identifying an algorithmic framework that seems to fare better at exploiting the structure of the problem and its instances. Our hope is that after seeing which frameworks are more effective, in the future we will be able to develop more sophisticated algorithms based upon the more successful frameworks. As such, we will only implement a select number of interesting existing algorithms within the vast array of approximation and heuristic algorithms available in the literature. Furthermore, we will favour approaches that are designed specifically for the problems we are analysing, such as approximation algorithms, over more general meta-heuristics.
Our results: In order to have a sufficient set of algorithms for comparison, we describe a number of existing algorithms for the δ-MST and δ-MBST problems, and we develop a set of new edge swap algorithms for solving the δ-MST and δ-MBST problems based upon the ideas of local search. These new algorithms serve as benchmark comparisons for the other algorithms and as potential proof-of-concept algorithms. Since degree four and five nodes are relatively uncommon in MST's on uniformly distributed random point sets, we also develop an algorithm for producing test instances in which the MST's are guaranteed to have nodes of high degree. After performing our computational experiments and comparing the results of the various algorithms, our answers to the research questions are as follows.
1. There are algorithms that outperform all others for specific δ but not for other degree bounds.
2. For certain degree bounds there are algorithms that outperform all others for the δ-MST problem, but not for the δ-MBST problem. This occurred particularly for the case when δ = 2.
3. For the 2-MBST, the Cube2 algorithm (Section 6) clearly outperformed all others tested, the δ-Prim's algorithm (Section 5.1) outperformed the other tested algorithms for the 3-MBST problem, the Chan4 algorithm (Section 3.
2) outperformed the other tested algorithms for the 4-MBST problem, and our newly created DNLS algorithm (Section 4.3) outperformed all the others tested for the 3-MST and 4-MST problems. Although the DNLS algorithm's time complexity may disqualify it as a suitable candidate for practical use, it does demonstrate a successful proof of concept for this kind of approach and it may be modified in future to make it more efficient.
Test Instances
Throughout this paper, we denote the degree bound of our problems by δ, where δ is always assumed to be 2, 3 or 4, and we let n denote the number of input points in an instance. In order to test the performance of our algorithms with some degree of accuracy, we must have a sufficient number of instances upon which our algorithm can be tested. These test instances are lists of points in the Euclidean plane, where the number of points in a list is a pre-determined parameter n. A simple way of generating such instances would be to choose a random set of n points in the plane using a bounded uniform distribution. Such an approach is suitable for the problems with δ = 2, however complications arise when considering degree bounds of three or four. This is due to the very low frequency of degree four and five vertices that naturally occur in MST's for random point sets in the plane. Therefore when δ = 4 or 5, unless n is very large, it is likely that an MST for a random point set in the plane will be a δ-MST. Steele, Shepp and Eddy [26] show that if the distribution of the points has no singular part, then as n → ∞, the expected proportion of nodes of a given degree D in the MST for the point set approaches some constant β(D). In addition, the authors show experimentally that for uniformly distributed points in the plane with large n, on average approximately 0.7% of the vertices in MST for the point set will be of degree four, whereas vertices of degree five are even more rare and do not usually appear in instances. Thus, since we want to avoid most instances in which an MST is a δ-MST, we opt for crafted instances in which we can be guaranteed certain numbers of degree four or five vertices. Our approach for forcing vertices of degree D = 4 or 5 in the MST is to generate a set of D + 1 point in the planes, which we refer to as star points, such that the MST for a set of star points is a star graph S D , i.e., a tree with a single vertex of degree D and D leaves. As long as all other generated points lie outside a certain region with respect to a given set of star points, the MST for the full point set will contain the star S D as an induced subgraph of the given star points. Hence the MST for the full point set will contain a vertex of degree D. In the following sections, we describe our chosen process for generating star points in a way that allows our crafted instances to be as random as possible whilst still ensuring vertices of specified degree.
Star Points
In this section, we give the necessary conditions for a star on a point set S in the plane to be an MST for S, where either |S| = 5 to give the star S 4 , or |S| = 6 to give the star S 5 . For the S 4 case, we let
be a star on a set of five points in the plane, where v is the vertex of degree four, and v 1 , v 2 , v 3 , v 4 are the leaf vertices in clockwise order. Let θ 1 , θ 2 , θ 3 , θ 4 be the angles between the edges incident to v as shown in Figure 1a . The notation for the S 5 case is similar and is given by Figure 1b . We refer to the point v as the centre point and the other points as radial points.
(a) An example of a star S4 in the plane. Let d(x, y) denote the Euclidean distance between the point x and the point y. For G to be an MST, we must satisfy the following necessary and sufficient conditions.
where i = j and D = 4 or 5. This is due to to the fact that the addition of any edge to the star creates a 3-cycle, and so we require that any new edge (which can only be between two radial points) be no shorter than both the other edges in the cycle. Another way to say this is that for the angle θ i , the side opposite θ i must be at least as long as both sides adjacent to θ i . For these conditions to hold, we require that each of the angles θ i is at least 60
• . If any θ i is at least 90
• , then the side opposite θ i will be strictly longer than both of the sides adjacent to θ i . In order to allow angles strictly less than 90
• in our stars whilst still satisfying the conditions, we will make use of the following lemma. Lemma 1. Let x, y, z be side lengths of a triangle with θ as the angle between the sides of length x and y, where 60
Lemma 1 will be useful in the following section as it will allow us to choose appropriate side lengths for the star, assuming the angles are fixed.
Algorithm to Generate Star Points
To make our test cases as general as possible, we wish to have an algorithm that can generate any possible set of star points whose MST is S 4 or S 5 . In this section we describe such an algorithm, where the inputs to our algorithm are a length L and an integer D = 4 or 5, and the output is a random set of D + 1 points such that the MST of the points is a star S D whose longest edge is of length L. The algorithm consists of four stages. In the angle stage, we randomly allocate the angles θ 1 , . . . , θ D such that
• , and each θ i ≥ 60
• . After this stage, we have a set of D radial points distributed around a centre point according to the allocated angles, where each radial point is of unit distance from the centre point. These points satisfy the conditions of being star points and hence the MST of these points is the star S D . The augmentation stage involves increasing or decreasing the distance of each radial point from the centre point one at a time such that after each change of distance, or augmentation, the resultant points are still star points. The scaling stage involves scaling the distances of the radial points from the centre point by a constant factor (this will ensure that the longest edge in the star is of length L) and the rotation stage rotates all radial points around the centre point by a random angle. To ensure that after each augmentation we are still left with star points, we use Lemma 1 to give an allowable range of distances for each radial point from the centre point. For i = 1, . . . , D, the left range of the radial point v i is the interval
• and the set R + otherwise, where we let
• and the set R + otherwise, where we let v D+1 = v 1 . The allowable range of v i is the intersection of its left range and right range. By applying Lemma 1, it can be seen that the allowable range of v i is the largest possible set of distances that v i can be from the centre point whilst ensuring the conditions of being star points are satisfied, maintaining all angles, and keeping the distances of its neighbouring radial points from the centre point fixed. In a single augmentation, a radial point is moved within its allowable range of distances from the centre point whilst keeping all angles fixed. A round of augmentation is complete after each radial point in clockwise order has been augmented. Our algorithm will repeat this process so that it will use D − 2 rounds of augmentation. It can be seen that no stage of the algorithm will have the points violating the star point conditions, hence the output of the algorithm will be a valid set of star points. What remains to be shown is that the algorithm can generate every possible set of star points such that the longest edge in the MST of the points is of length L. Suppose we had an arbitrary star G = S D embedded in the plane, where D is either 4 or 5. We show that G can be obtained as an output of our algorithm. Let θ 1 , . . . , θ d be the angles of the star G. Clearly, star points with these angles can be obtained via the angle stage and the orientation of the angles can be set to match those of G via the rotation stage. Hence, if we let v 1 , . . . , v D be the radial points of G, then we can obtain via the algorithm a set of star points S, such that the radial points of S correspond to the radial points of G and corresponding angles are equal. To show that the distances of the radial points of G from the centre point can be matched by applying the augmentation and scaling stages to S, we will show the reverse; that by applying the augmentation and scaling stages to the points of G, we can obtain a set of star points whose radial distances are all unitary.
Lemma 2. Given an arbitrary set of D + 1 star points S * , where D is either 4 or 5, a set of corresponding star points S can be obtained through D − 2 rounds of augmentation and an application of the scaling stage such that each radial point of S is of unit distance from the centre point.
Proof. Clearly, if we can apply the augmentation stage to S * to obtain a set of star points S such that the radial distances of S are uniform, then we can use the scaling stage to obtain S from S . Hence we will show that we can obtain S from S * via augmentations. Also note that not changing the distance of a radial point is considered to be a valid augmentation. Given a set of star pointsŜ, let LŜ max denote the length of the longest distance between a radial point and the centre point inŜ and let LŜ min denote the length of the shortest distance between a radial point and the centre point inŜ. Assume that v 0 = v D and v D+1 = v 1 . For a radial point v i , its clockwise neighbour v i+1 , and its anti-clockwise neighbour v i−1 , we describe three different states in which we will perform an augmentation of v i . See Figure 2 for an illustration of these states.
, whereŜ is the current set of star points, then we augment
Note that these augmentations are valid as v i remains within its allowable range after being augmented. Our procedure for transforming S * into S is as
(a) The first state for augmentation. follows. First, augment one at a time each v i ∈ {v 1 , . . . , v D } that is in the first or second state, according to the augmentation rules described above, and let S 1 be the resultant set of star points after a single round of augmentation. Note that after this round of augmentation, no v i should be in the first or second state as augmenting some v i according to the augmentation rules should not not cause some v j to be in the first or second state if it was not in that state previously. Also note that after this round of augmentation, there will be at least two consecutive radial points whose distances from the centre point are both L Figure 3) . Thus we will have a radial point v i in the third state and we can perform the corresponding augmentation, after which v i+1 will be in the second state and so we can perform another augmentation. After both these augmentations, the distances of all radial points from the centre point will be L S 1 min and hence we have arrived at S after two rounds of augmentation. If there are two of these points, then similar to the case described above for D = 4, we perform the augmentation of the third state on the first of these points and the augmentation of the second state on the second point, resulting S (see Figure 4a ). If there are three points whose distance is L S 1 max , then we perform the augmentation of the third state on the first two points in order, and the augmentation of the second state on the last point, to obtain S (see Figure 4b ). Finally, suppose there is a radial distance in
max . Hence we have two radial points of distance L Our test instances, which we refer to as special instances, were created by generating star points such that approximately 10% of the vertices of an instance were centre points of of a generated S 4 , and approximately 5% were centre points of a generated S 5 . These proportions were chosen so that there would be enough points of high degree to make the instances interesting, whilst also most likely maintaining the ranking order of the most frequently occurring degrees, i.e., we would expect that the number of points of degree 4 be less than the number of points of degree 1,2, and 3 respectively, and we would expect the number of points of degree 5 be less than the number of points of degree 1,2,3, and 4 respectively. Our approach to placing the star points was to randomly construct an empty square subgrid within a 10000x10000 grid and then generate a star such that the length of the longest edge in the star was strictly less than half the length of the subgrid. The star points are then placed within the subgrid such that the centre point lies at the centre of the subgrid, and then the subgrid is "blocked out" so that no more points can be positioned within it. This ensures that the star points will induce the appropriate star in the MST. The next star is placed in a square subgrid in the remaining space and this process continues until all star points have been generated and placed. Finally, the remaining points are placed uniformly randomly in the remaining space. Although the special instances are somewhat contrived, they do ensure that the MSTs of the point sets have a relatively significant number of points of high degree and so can be used to test algorithms for δ = 3 and 4.
Local Edge Swap Approximation Algorithms
A local edge swap algorithm for the δ-MST problem is any edge swapping algorithm in which the swaps are performed in a way such that the edge being swapped in will always share a common vertex with the edge being swapped out. In this section we will outline the local edge swap algorithms for the δ-MST problem given by Khuller, Raghavachari and Young [14] and Chan [6] . Unlike most of the other algorithms that we implemented, these algorithms are approximation algorithms with known upper bounds for their performances. Another advantageous feature of these algorithms are their running times, which are O(n log n) in the worst case.
Khuller, Raghavachari and Young 1.5-factor 3-MST Algorithm
Of the three local edge swap algorithms we explored, the algorithm of Khuller, Raghavachari and Young [14] is easiest to describe. The algorithm, which we refer to as the KRY algorithm, is able to produce a 3-MST for any point set in a metric space such that the total weight of the edges in the output tree is no worse than 1.5 times the total weight of an MST for the point set. It works by starting with a rooted MST T for the input point set in the plane, to which it recursively applies local edge swaps in the following manner. If v is the current root of T with children v 1 , v 2 , . . . , v k , then the edges (v, v 2 ), . . . , (v, v k ) are replaced by a path through the vertices v 1 , v 2 , . . . , v k . It then recursively applies the algorithm to each of the subtrees rooted at v 1 , v 2 , . . . , v k in turn, which we denote by T v1 , T v2 , . . . , T v k respectively. See Figure 5 for an illustration. Let w(T ) denote the total weight of the tree T , and let w(u, v) denote the weight of the edge (u, v). We describe the KRY algorithm as Algorithm 1. Although Algorithm 1 uses a permutation of the children of v that minimises the total weight of the path through the children, we also consider a version of the algorithm that minimises the bottleneck length of the path instead. We denote this bottleneck version of the KRY algorithm as the KRY-B algorithm. For both algorithms, the length of the longest edge in the outputted tree will be no worse than twice that of the MST [2] .
Chan's 1.1381-factor 4-MST Algorithm
Another recursive local edge swap approximation algorithm is Chan's 4-MST algorithm which produces a 4-MST for a point set in the Euclidean plane such Algorithm 1 : KRY Input: A rooted tree T over a point set P with root v and a partially built solution T * .
if v has at least one child Let the children of v be v 1 , . . . , v k , where k is the number of children of v, such that
Perform Algorithm 1 with T := T vi+1 as input. [6] .
that the total weight of the outputted tree is no worse than 1.1381 times the total weight of the MST [12] , and the longest edge in the outputted tree is no worse than 1.7321 times that of the MST [2] . Chan's algorithm works in a similar fashion to the KRY in that it performs local edge swaps recursively over rooted subtrees, however the edge swaps do not create a path over the child vertices of the current root as they did with KRY. The recursive steps of the algorithm are illustrated in Figure 6 . Choosing a good permutation of the children is necessary to achieve the 1.1381 bound and the details of the algorithm can be found in [6] . We refer to this algorithm as the Chan4 algorithm.
Chan's 1.402-factor 3-MST Algorithm
Chan also gives a 1.402-factor approximation algorithm for 3-MST problem in the Euclidean plane which uses similar local edge swap ideas as the previous algorithm for the 4-MST, although the algorithm itself is considerably more complicated. As such, we will omit any description of the algorithm. We refer to this algorithm as the Chan3 algorithm. 
Generalised MST Edge Swap Algorithms
In this section we wish to generalise the 3-MST algorithm of Khuller et al [14] and the 3-MST and 4-MST algorithms of Chan [6] to a general edge swap algorithm framework. Before we describe this approach, we first define some concepts. Given a graph G = (V, E) and an edge e whose endpoints are in V , we let G + e denote the graph (V, E ∪ {e}), i.e, G + e is the graph obtained by adding the edge e to G. Similarly, we let G − e denote the graph (V, E \ {e}), i.e, G − e is the graph obtained by removing the edge e from G. Let T = (V, E ) be a spanning tree for a graph G = (V, E), where E ⊂ E. Let u be an edge in E that is not in T . Hence the graph T + u will contain a unique cycle C. Let v be an edge of C such that v = u. Hence if we remove v from T to obtain the graph T := (T + u) − v, then T will be a spanning tree distinct from T . We say that any T obtained this way from T is a neighbour of T , and we let N (T ) denote the set of all neighbours of T , which we refer to as the neighbourhood of T . An edge swap is the operation that transforms any spanning tree T into one of its neighbours (T + u) − v, and we say that v is the edge that is swapped out from T and that u is the edge that is swapped in. If u and v are both incident to a common vertex, then we say that the edge swap is local. The following lemma gives us a bound for the size of a neighbourhood of a spanning tree.
Proof. The total number of edges that can be swapped into T is |V |(
. After an edge e is swapped into T , the number of edges in the unique cycle of T + e is O(|V |). Hence the total number of neighbours of T is O(|V | 3 ).
The aforementioned algorithms of Khuller et al and Chan both start with an MST and use a sequence local edge swaps to eventually obtain a feasible δ-MST. Furthermore, these algorithms have additional rules for choosing swaps so that it can be guaranteed that the algorithm obtains a feasible δ-MST whose total weight is within some constant factor of that of the initial MST. For our approach we will incorporate the core idea of these algorithms, however we will not restrict ourselves to local edge swaps and instead shall consider arbitrary edge swaps. Given a complete graph G for a given point set in the plane whose cardinality is at least three, we can outline our procedure as follows.
1. Find an MST T for G.
2. Let T := a neighbour of T (T will have a non-empty neighbourhood since T = G).
3. Repeat the previous step until a desired feasible solution is obtained.
This outline omits much of the detail required for a functioning algorithm as we have not given specific termination criteria, nor a way of ensuring that the method will not infinitely cycle through a sequence of neighbours. There are multiple ways of addressing these details and we will describe some approaches in the subsequent sections.
Feasibility Local Search
The idea of the following algorithm is to have an algorithm that prioritises feasibility above all other criteria when searching through neighbours. As such, when it comes to choosing the next neighbour of the current spanning tree, this algorithm will choose a neighbour that is the closest to being feasible of all trees in the neighbourhood. We will refer to this algorithm as the feasibility local search algorithm due to its connection to the local search optimisation algorithm. In order to describe this algorithm, we must have some measure of feasibility. Let d G (v) denote the degree of the vertex v in the graph G. Given a spanning tree T = (V, E) and degree bound δ, we let f (T ) be the feasibility error of T , where
Hence the spanning tree T is feasible if and only if it has a feasibility error of 0, and having such an error will be the stopping criteria of our algorithm. To ensure that the algorithm does not cycle through a sequence of neighbours, the algorithm will only choose a neighbour which has a feasibility error that is strictly less than the current spanning tree. We prove that such a neighbour always exists for every iteration in the following lemma.
Lemma 4. Let T be spanning tree with f (T ) > 0. There exits a spanning tree
If we remove an edge e incident to v, then the resultant graph T −e has two connected components, denoted T 1 and T 2 . Both of these connected components are trees, and hence have leaves (vertices of degree one). Let v 1 be a leaf of T 1 , let v 2 be a leaf of T 2 and let e = (v 1 , v 2 ). Note that v = v 1 and v = v 2 since δ ≥ 2. If we add the edge e to the current graph, then the resultant graph T = T − e + e is a spanning tree. Moreover f (T ) < f (T ) since we removed an edge incident to v to decrease its degree, and the degrees of v 1 and v 2 in T are both 2 which is no more than δ.
Algorithm 2 : FLS
Input: A complete graph G and degree bound δ.
Let T be an MST for G. while f (T ) > 0, Let T ∈ N (T ) be the neighbour of T such that f (T ) is minimum.
We describe the feasibility local search algorithm (FLS) as Algorithm 2. Let G be the input graph with n vertices. The maximum number of times the while loop will be executed is f (T ), where T is the initial MST. Since T is in the Euclidean plane, we know that the degree of every vertex of T is at most 6, hence f (T ) = O(n). Note that to obtain a neighbour of T with less feasibility error than T , we must remove an edge from a vertex in T with degree stricty greater than δ. Hence there are O(n) possible edges to delete since the degree of each vertex is constant. Removing an edge separates the graph into two subtrees T 1 and T 2 . To minimise the feasibility error of the new tree, after removing an edge we should then add an edge between T 1 and T 2 such that the endpoints of this edge have degree strictly less than δ in their respective subtrees. We can search the subtrees using a depth-first-search to find such a pair of vertices in O(n) time. Using the fact that an MST can be found in under cubic time [23] , we can obtain the complexity of the algorithm.
Lemma 5. For an input graph with n vertices, the complexity of Algorithm 2 is O(n 3 ).
Algorithm 2 does not take into account the weight of the neighbours it searches through; it merely greedily chooses the neighbour that is the best in terms of feasibility. We can easily modify Algorithm 2 so that of the neighbours with smaller feasibility error, the one with the smallest weight is chosen. This modification is presented as Algorithm 3, which we refer to as the feasibility weight local search algorithm (FWLS). The worst-case time complexity of the algorithm is given in the following lemma.
Lemma 6. For an input graph with n vertices, the complexity of Algorithm 3 is O(n 4 ).
Proof. As mentioned previously, f (T ) = O(n). Combining this with Lemma 3 and the fact that given the weight of T , we can determine the weight of a neighbour of T in constant time, we obtain a worst-case complexity for Algorithm 3 of O(n 4 ).
Note that we can alter Algorithm 3 to focus on bottleneck length by replacing w(T * ) with b(T * ), where b(T ) denotes the length of a longest edge in the tree T . We refer to this modified version of FWLS as FWLS-B. Also note that for both of FLS and FWLS, we are requiring that the next chosen neighbour must have a feasibility error strictly smaller than that of the current spanning tree.
Algorithm 3 : FWLS
Let T be an MST for G.
Algorithm 4 : BCLS
Whilst this condition helps to ensure that the algorithm will terminate at a feasible solution, it is not a necessary condition in order to have a practical edge swap algorithm. In fact, neither the 3-MST algorithm of Khuller et al., nor the 4-MST algorithm of Chan have this condition. In the next two sections, we describe algorithms which also do not require this condition.
Bi-Criteria Local Search
The bi-criteria local search algorithm (BCLS) is similar to FWLS with one key exception; whilst FWLS searches for the smallest weight neighbour of the current tree T from the neighbourhood N := {T ∈ N (T ) : f (T ) < f (T )}, BCLS searches for the smallest neighbour from the neighbourhoodN := {T ∈ N (T ) : f (T ) ≤ f (T )}. Clearly, a local search using such a neighbourhood may reach a point in which the current tree T has non-zero feasibility error but the smallest weight neighbour of T inN has the same weight and feasibility error as T , which may result in the algorithm being stuck in an infeasible local minimum. In order to mitigate this, whenever the smallest weight neighbour T * inN has weight equal to w(T ), with f (T * ) = f (T ), we replaceN with N ; the neighbourhood from FWLS with the strict inequality. Thus the feasibility error will be reduced in the next iteration, after which we can go back to usinĝ N again. The details of BCLS are given in Algorithm 4.
Diminishing Neighbourhood Local Search
In this section, we describe an edge swap algorithm such that the sequence of neighbours it chooses may not be non-increasing in terms of feasibility error. As such, we will need additional rules to ensure that such an algorithm will eventually reach a feasible solution within a reasonable amount of time. The motivation of this approach is to have some way of generalising the edge swapping methods seen in the previously described constant factor approximation algorithms, namely KRY and Chan4, into a less restrictive local search algorithm. One observation of the KRY and Chan4 algorithms is that once a node is"visited", i.e., becomes the root of a subtree, its feasibility error is never increased in any subsequent iterations, whereas nodes that are not yet visited may have their feasibility increased in a future iteration. With that observation in mind, we developed the following rule to be used by our new algorithm; once a node has had its feasibility error decrease as the result of an edge swap, its feasibility error may not increase in any future iterations. We will show that this rule is sufficient to create an edge swap algorithm that terminates at a tree of zero feasibility error using polyhedral description of such an algorithm. First we define an integer programming formulation for the MST. For a set of vertices S ⊆ V , let E(S) denote the set of edges in E that have both endpoints in S, i.e., E(S) = {(e 1 , e 2 ) ∈ E : e 1 , e 2 ∈ S}. For a vertex v ∈ V , let E(v) denote the set of edges in E that have v as an endpoint, i.e., E(v) = {(v, e 1 ) ∈ E : e 1 ∈ V }. For each e ∈ E, let x e be a binary decision variable that is unit valued when the edge e is in the spanning tree, and zero otherwise. The integer program for the MST problem is minimise e∈E w(e)x e (4)
x e ∈ {0, 1} ∀e ∈ E
Note that the integrality conditions of the above formulation can be omitted since the linear programming relaxation will always yield an integer optimal solution [8] . In fact, all basic feasible solutions are integer valued and hence represent spanning trees. Moreover, there is a bijection between the set of basic feasible solutions for the formulation and the set of spanning trees of the input set. By adding degree constraints to the integer program, the δ-MST problem can be formulated as follows.
s.t.
Unlike the MST formulation, the linear programming relaxation of the δ-MST problem may yield fractional optimal solutions. Let A be the polytope determined by the convex hull of feasible solutions to 4 -7, and similarly, let B be the polytope determined by the convex hull of feasible solutions to 8 -12. Thus we have that B ⊆ A. The integer optimal points on the boundary of B will be basic feasible solutions to 4 -7, hence these boundary points of B are also contained in the boundary of A.
Our goal to is to add successive cutting planes to A to find an extreme point of B, where the cutting planes come from relaxations of the constraints 11. We outline the approach as follows.
1. Let x be an integer optimal solution to the IP formulation F := 4 -7.
2. If x is on the boundary of B then finish, otherwise let x be a basic feasible solution of F that is adjacent to x on the boundary of A.
3. Add the constraint e∈E(v ) x e ≤ δ + c to F , for some v ∈ V and c ∈ Z + such that x is still feasible in F , but now x is infeasible in F .
Let x := x and go to
Step 2.
The final x will be our desired solution to the δ-MST formulation. Extreme points of A that are contained in B will also be extreme points of B since B ⊆ A. Hence, due to the stopping criteria, the above approach will eventually result in a basic feasible solution to the δ-MST problem. The connection between this polyhedral algorithm and edge swapping algorithms can be seen by identifying the fact that if T and T are neighbouring spanning trees, i.e., T ∈ N (T ), then basic feasible solutions representing T and T are adjacent in the polyhedron A. For a solution X in A, let X(x e ) denote the value of x e in X. Let X 1 and X 2 be two neighbouring basic feasible solutions in A. Thus there exists f, g ∈ E such that X 1 (x g ) = 1, X 2 (x g ) = 0, X 1 (x f ) = 0, X 2 (x f ) = 1, and X 1 (x e ) = X 2 (x e ) for all e = f, g. Let T 1 and T 2 be the trees represented by X 1 and X 2 respectively. Then T 2 can be obtained from T 1 in a single edge swap by deleting the edge g and adding the edge f , hence T 2 ∈ N (T 1 ). Thus the polyhedral algorithm we described can be realised as an edge swap algorithm where we constrain the edge swaps we consider as the algorithm progresses.
We describe one way of realising of this polyhedral approach as an edge swap algorithm. The chosen approach here is to restrict the set of vertices whose degrees can be increased by an edge swap. The set of such vertices decreases
Algorithm 5 : DNLS
Input: A complete graph G = (V, E), degree bound δ. Let T := (V, E ⊆ E) be an MST for G. Let L := {}, U := {V }, S := {} be the locked, unlocked, semi-locked vertices respectively. while T is not a feasible δ-MST, Let N = {T ∈ N (T ) : T is obtained through a single edge swap that decreases the degree of a vertex with positive feasibility error but does not increase the degree of any locked vertex or semi-locked vertex with degree δ }. Let T * be the tree in N such that w(T * ) is minimum.
as the algorithm progresses until the algorithm arrives at a feasible solution. Hence we refer to our algorithm as the diminishing neighbourhood local search (DNLS). Our algorithm works by partitioning the vertices of the input graph into locked, semi-locked and unlocked vertices. Initially there is a single locked vertex, and all vertices are unlocked. A vertex only becomes locked if its current degree is strictly greater than δ + 1 and if its degree is then decreased after the algorithm performs an edge swap for the current iteration. Once a vertex is locked, its degree cannot be increased by any edge swap until its degree is no bigger than δ, at which point it becomes semi-locked. A semi-locked vertex's degree can be increased again, but only while its degree is strictly less than δ. A locked or semi-locked vertex can never become unlocked at a later stage of the algorithm. To avoid cycling, we require that every edge swap must reduce the degree of a locked vertex or create a new locked vertex from an unlocked one. We present this algorithm as Algorithm 5.
It can be seen from Algorithm 5 that a locked vertex must have positive feasibility error and that the degree of locked vertices never increases as the result of an edge swap. Hence, in order to show that the algorithm terminates at a feasible δ-MST solution, we prove the following. Proof. Suppose that we perform an edge swap that does not decrease the degree of a locked vertex. By the definition of N , the edge swap must decrease the degree of a vertex v with positive feasibility error. Since semi-locked vertices have a feasibility error of 0, this implies that v is an unlocked vertex. As a result of this swap, v will become locked and since unlocked vertices are never created as a result of edge swaps, the total number of unlocked vertices will decrease.
Since locked and unlocked vertices are the only possible vertices with positive feasibility error, and the maximum feasibility error of a vertex is bounded by a constant, Lemma 7 implies that the total feasibility error of T will eventually decrease to 0 in O(n) iterations of the while loop. Since N ⊆ N (T ) we know from Lemma 3, that |N | = O(n 3 ). If a list of the degrees of each vertex is maintained, one can verify if an element of N (T ) is an element of N in constant time. Similarly, the updating of the sets U, L and S can be performed in constant time. Thus the time complexity of Algorithm 5 is also O(n 4 ). We now show that the DNLS algorithm is a realisation of the aforementioned polyhedral approach. The algorithm first starts with an MST T for the point set and so we begin with an integer optimal solution as in Step 1. of the outline. Next, assuming T is not already a δ-MST, we peform an edge swap on T , which is equivalent to moving to a neighbouring basic feasible solution on the boundary of the polyhedron A, as in Step 2. Finally, note that each edge swap must reduce the degree of a vertex with positive feasibility error. Let v be such a vertex for a given edge swap and let d > δ be its degree before the swap. Thus its degree becomes d − 1 after the swap. Since v had positive feasibility error before the swap, it must have been either a locked or unlocked vertex. Hence after the swap, v will be a locked vertex. The rules of the algorithm will now prohibit the use of any edge swap that will increase the degree of v above d − 1 ≥ δ, which is equivalent to the using the constraint e∈E({v}) x e ≤ d − 1 as in Step 3. Thus the DNLS algorithm can be seen as a valid realisation of the polyhedral approach.
δ-Prim's and the Multistart Hillclimbing Procedure
The algorithms in this section are based upon the approach of Knowles and Corne [15] . Starting with a modification of Prim's algorithm, known as δ-Prim's, the authors describe a technique which they call the randomised primal method (RPM), which allows for the use of metaheursitcs to influence the edge choices of δ-Prim's. In the following subsections, we describe δ-Prim's algorithm as well as a use of RPM in conjunction with a multistart hillclimbing procedure as the metahueristic.
δ-Prim's Algorithm
This modification of Prim's algorithm was first introduced by Narula and Ho [20] . The conventional Prim's algorithm starts with a tree T that contains a single vertex and during each iteration, the cheapest edge e is chosen, where exactly one endpoint of e is in T . The edge e is added to T and this process is repeated until T is a spanning tree. δ-Prim's algorithm operates in the same way but with the extra requirement that the endpoint of e that is in T must have degree strictly less than δ. In this way we ensure that the final spanning tree satisfies the degree bound. We describe δ-Prim's in Algorithm 6.
RPM and MHC
The randomised primal method described by Knowles and Corne works in a similar way to δ-Prim's, with the exception that the new edges added to the tree are not necessarily chosen greedily, but instead they are chosen according to a predefined table of values. Using the parlance of genetic algorithms, such a table is referred to as a tabular chromosome. For a graph G = (V, E) with vertices labelled 1, . . . , n and a degree bound δ, a tabular chromosome for G will have n rows and δ columns. For each i ∈ [1, n], j ∈ [1, δ], the entry in row i and column j is assigned an allele value a(i, j) ∈ [1, n]. The allele values indicate which edges the RPM version of δ-Prim's considers in the following way: for each i ∈ [1, n] let L i be the list of edges (i, j) ∈ E − E T , j = i sorted by weight. During each iteration, the algorithm only considers the edges (i , j ) to add to the current tree T , where i ∈ V T , d T (i ) < δ and (i , j ) is the a(i , d T (i ))-th edge in L i . In the case where the a(i , d T (i )) is greater than |L i |, then the algorithm uses the last edge of L i instead of the a(i , d T (i ))-th edge. Hence the tabular chromosome provides a methodology for choosing edges during each iteration. We describe RPM in more detail as Algorithm 7.
Algorithm 7 : RPM
Input: A labelled graph G = (V, E), degree bound δ, chromosome a.
Note, that if we set all the allele values in the tabular chromosome to one, then Algorithm 7 is equivalent to δ-Prim's. By applying small local changes to a chromosome, a neighbourhood of chromosomes can be produced, where the value of each chromosome is given by the weight of the spanning tree output by the algorithm when given the chromosome as input. This allows for the application of metaheuristics in order to iteratively search chromosome neighbourhoods so that a low weight spanning tree can be found. For our analysis, we chose the multistart hillclimbing (MHC) algorithm described by Knowles and Corne as one such algorithm. A traditional hillclimbing algorithm is a local search technique that starts with an initial solution and then chooses a member of the solution's neighbourhood and evaluates it. If the evaluated solution is better than the current solution, then it becomes the new current solution. This greedy process is repeated until some stopping criteria are met. The MHC algorithm is similar except that the search process can be occasionally restarted from a new solution when no improvements are made after a specified number of evaluations. The algorithm then continues in the same fashion until the stopping criteria are met, with the best solution found amongst all restarts of the algorithm being the final output.
Our specific approach to MHC is given by Algorithm 8, where RPM(a, G, δ) is the output to Algorithm 7 with chromosome a, graph G and degree bound δ as inputs. The initial chromosomes and neighbouring chromosomes are found using the exponential probability distribution described by [15] and we set m and r to be 5000 and 250 respectively. Note that our approach uses half of the number evaluations used by Knowles and Corne. This is because the repeated calls to the RPM algorithm make MHC computationally expensive for a large number of evaluations. We therefore chose a number of iterations that made the running time of MHC comparable to that of the other heuristics we examined.
Approximation Algorithms using Eulerian and Hamiltonian Supergraphs of an MST
In this section we describe three approximation algorithms for the 2-MST/2-MBST that that are not based upon edge swaps. Instead, each of these algorithms starts with an MST of the point set, but adds edges to the tree to create either an Eulerian or Hamiltonian supergraph of the MST. The output of each of these algorithms is a Hamiltonian path of the point set that is obtained by traversing the supergraph.
An Approximation Algorithm using Tree Edge Doubling
A widely known 2-approximation algorithm for the metric TSP is the so-called double tree algorithm [25] . Given a set of points P in a metric space, the double tree algorithm works by duplicating every edge in an MST T of P . This results in a spanning Eulerian multigraph T 2 , since the degree of every vertex in T 2 is even. An Eulerian circuit C can than be found in T 2 , which can be reduced to a Hamiltonian cycle C * by short-cutting. The short-cutting process naively 
Reset a to an initial tabular chromosome.
removes any duplicates of vertices from C to convert the Eulerian circuit into a Hamiltonian cycle C * . We describe a modified version of the double tree algorithm for the 2-MST problem, which we refer to as the DT algorithm, as follows.
1. Find an MST for P , denoted T .
2. Duplicate every edge in T to create a new graph T 2 .
Find an Eulerian circuit
4. Apply short-cutting to C to create the Hamiltonian cycle C * .
5. Delete the longest edge in C * to create the Hamiltonian path P * . This is the desired approximation.
By applying the triangle inequality, one can see that the total weight of C * is no greater than the total weight of C, the Eulerian circuit which contains every edge in T 2 . Hence the total weight of P * is no more than twice the total weight of the starting MST, hence the DT algorithm is a 2-factor approximation algorithm for the 2-MST problem. Note that the short-cutting process may result in C * having a longer bottleneck edge than C, and so we do not have the same performance guarantee for the the 2-MBST problem.
Christofides Algorithm
Another approximation algorithm which uses an Eulerian supergraph of an MST is Christofides' 3 2 -approximation algorithm for the metric TSP [7] . The algorithm works by starting with an MST T of the point set P as in the double tree algorithm. A supergraph T M of T is created by finding a minimum weight perfect matching M of the odd degree vertices of T and adding the edges of M to T . Note that the degree of every vertex in T M is even, so T M is Eulerian. The algorithm then proceeds in the same way as the tree double algorithm. To convert the Hamiltonian cycle version of the algorithm into a Hamiltonian path version, Hoogeveen [11] provides a modification of Christofides algorithm which maintains the 3 2 performance guarantee. Let V odd be the set of odd vertices of the initial MST T . Let u 1 and u 2 be new dummy vertices, and for each vertex v ∈ V odd , join v to u 1 and join v to u 2 by edges of zero length. Now instead of finding a minimum weight perfect matching for the vertices in V odd , we instead find a minimum weight perfect matching M of V odd ∪ {u 1 , u 2 }. We then add all edges of M which do not have dummy vertices as endpoints to T to obtain T M . The graph T M will contain exactly two vertices, v 1 and v 2 , of odd degree and will thus contain an Eulerian trail P between v 1 and v 2 . After applying short-cutting to P , we obtain the Hamiltonian path P * whose total weight is at most 3. Find a Hamiltonian path in T 3 . This is the desired approximation.
Assuming that P lies within a metric space, one can apply the triangle inequality to show that the both the total weight and bottleneck length of the approximation is no worse than three times those of the MST for P . We refer to this algorithm as Cube2.
Results
We present the results of our computational experiments by graphing the average performances of the algorithms in terms of total weight and bottleneck lengths. For clarity, the graphs have been separated into the best and worst performers given by the results for the case when n = 100. The full tables of results can be found in the appendices, including the average running times of the algorithms in seconds. Note that we treat the running times of the algorithms as secondary considerations and so we do not claim that the implementations of the algorithms we tested are optimal with respect to time efficiency. With the exception of the uniformly random instances for δ = 3, the results are given as averages over 30 test instances for each value of n ∈ {10, 20, . . . , 100} for uniformly random instances and n ∈ {11, 20, . . . , 100} for our special instances. Our tests were performed on a Dell PowerEdge R820 with four Xeon E5-4650 2.7GHz CPU's and 256GB of RAM.
Degree bound δ = 2
For δ = 2 it was sufficient to test uniformly random instances, as points of degree three were very common in the MSTs. The results are as follows. From Figure 7 , the DNLS, FWLS and BCLS algorithms were fairly close in terms of total weight with BCLS being the best performer for n = 100. BCLS mostly outperformed FWLS, but DNLS was at times the better performing algorithm for certain point values of n. After n = 30, 2-Prim's was outperformed by the other three algorithms. Figure 9 shows that Cube2 is the clear winner in terms of bottleneck length with a fairly consistent performance. The other algorithms seem to worsen in Table 1 : Number of uniform instances tested for δ = 3. n  Instances Tested  10  2  20  17  30  14  40  20  50  30  60  32  70  40  80  50  90  43  100  59 performance as n increases, with DNLS and Christofides being the most variable in performance. The DT algorithm had the second best overall performance. FLS was clearly the worst performing algorithm in Figure 10 with FWLS-B and BCLS being relatively close in performance in comparison.
Degree bound δ = 3: Uniform Instances
For δ = 3, we tested the algorithms on both the uniformly random instances and the special instances. In this section we present the results for the uniform instances with the results for the special instances in the next section. The uniform instances tested here were found by searching through a set of 100 instances for each n ∈ {10, 20, . . . , 100} and selecting and testing only those instances whose MSTs contained points of degree 4 or 5. As such, the number of instances tested for each n varied, with the number of instances increasing as n increased. We give the number of instances tested for each n in Table 1 . It can bee seen from Figure 12 that MHC performs well initially but performs increasingly worse as n increases. The other algorithms perform reasonably consistently with no clear stand outs other than surprisingly FLS which performed the best in the group. The 3-Prim's algorithm is the clear winner for bottleneck in Figure 13 , achieving an average value consistently close to that of the MST. DNLS also had a value close to the MST for n = 100, but with very variable performances for the other values of n. MHC was the third best performer with KRY and KRY-B each having very close performances. All algorithms in Figure 14 perform similarly with BCLS being the best performer in the group. The KRY-B and MHC algorithms had fairly close performances in Figure 16 and FWLS-B performed reasonably consistently. The Chan3 algorithm was the clear best performer in Figure 18 with a fairly consistent performance whilst the other algorithms seemed to worsen in performance as n increased.
Degree bound δ = 4
Since points of degree 5 or more are very rare in MST's of uniformly random point sets in the plane, for δ = 4 , we only tested our special instances. The results are shown below. DNLS was the winner in Figure 19 , followed by Chan4 (after n = 70) and 4-Prim's, although all algorithms gave trees of similar weights to MSTs. From Figure 22 , it can be seen that the MHC algorithm perfomed consistently well, whereas the performances of the other algorithms seemed to worsen as n increased.
Results Discussion
We will give a brief summary of results of each algorithm separately.
DT
For the total weight objective, the DT algorithm fairly average in its performance compared to the other algorithms tested for δ = 2. It was however, the second best algorithm in terms of bottleneck, beaten only by the Cube2 approximation algorithm which has performance guarantees for the bottleneck objective. The DT algorithm's success in the bottleneck objective compared to other algorithms could be due to the edge duplicating step not increasing the length of the bottleneck edge. It is only during the short-cutting process in which the bottleneck value can increase.
Christofides
Christofides algorithm performed similarly to FWLS-B for the min-sum objective, although both algorithms had a fairly average performance in comparison to the more successful algorithms. As expected, Christofides did outperform DT, although not by much. In terms of bottleneck objective, Christofides had a similar performance for n = 100 to 2Prim, MHC and DT, although the performance of Chirstofides seemed to vary a lot more than these other algorithms.
Cube2
For the bottleneck objective when δ = 2, this algorithm clearly outperformed all other algorithms tested and was fairly consistent in performance. However, it was of the worst performing algorithms for total weight, which is not hugely uprising as it was mostly intended as bottleneck algorithm. Because of its performance with the bottleneck objective and its time efficiency (see Table 7 ), this makes it the most suitable for solving the Euclidean bottleneck travelling salesman path problem.
KRY and KRY-B
Both these algorithm seemed to perform better relative to other algorithms when given the special instances rather than uniform instances. This is likely due to the fact that the local search algorithms can perform a small number of iterations when the feasibility error of an instance is low, whereas the recursive local edge swap algorithms must iterate over the entire tree. As would be expected, KRY-B outperformed KRY in bottleneck value (although not by much), whereas KRY outperformed KRY-B for total weight. KRY was outperformed by Chan3 in terms of total weight but the opposite seemed to be the case for the bottleneck length. However, both KRY and KRY-B were clearly outperformed by the DNLS and 3-Prim's algorithms in both criteria.
Chan3
Like KRY and KRY-B, this algorithm performed better on the special instances than uniform instances. It outperformed the KRY algorithms in total weight but not bottleneck, however it was beaten in both criteria by DNLS and 3-Prim's.
Chan4
This algorithm performed exceptionally well in terms of bottleneck value on the special instances for δ = 4, achieving the MST's value in all cases. It was also the second best performer for total weight, beaten only by the significantly more computationally expensive DNLS algorithm.
FLS
With the surprising exception of average total weight of uniform instances for δ = 3, this algorithm was the clear worst performer in both criteria out of all algorithms tested. This is to be expected since it is a search algorithm which only takes feasibility error into consideration, not edge lengths of swapped edges. As such, it was meant to be used merely as a benchmark to which the other algorithms are compared.
FWLS and FWLS-B
Even though FWLS-B was intended as the bottleneck version of FWLS, it only outperformed its counterpart in either criteria for the uniform instances when δ = 3 in which it only slightly outperformed FWLS in bottleneck length. FWLS had a similar performance in both criteria to BCLS although was usually outperformed, with the exception being for bottleneck for δ = 2 in which FWLS was still outperformed by four other algorithms. With the exception of its performance with respect total weight for δ = 2, FWLS was of the least effective algorithms for both criteria.
Bi-Criteria Local Search
As mentioned previously, BCLS performed similarly to FWLS in both objective criteria, although BCLS tended to do slightly better than FWLS. For δ = 3 and 4, BCLS was always outperformed by DNLS and δ-Prim's, however it was the best performing algorithm in terms of total weight for δ = 2.
Diminishing Neighbourhood Local Search
With the exception of the total weight objective for δ = 2, in which it was still competitive, DNLS was clearly the best performing of the local search algorithms. It was the best performing algorithm (for n = 100) in terms of total weight for δ = 3 (both sets of instances) and δ = 4, and the second best performing algorithm for these degree bounds in terms of bottleneck length. Its main competitor for performance was the δ-Prim's algorithm which it performed similarly to. One factor that sets DNLS apart from δ-Prim's however is running time (see tables 6, 12, 18, 6) as DNLS had the longest running time of all algorithms, whereas δ-Prim's was of the best (see tables 7, 13, 19, 7) . Another distinction is that while both algorithms were overall fairly consistent their performance for the various values of n, DNLS tended to be a slightly more variable in performance than δ-Prim's.
δ-Prim's
The δ-Prim's algorithm was one of the better performing algorithms overall for both criteria and the best performing algorithm (for n = 100) in terms of bottleneck for δ = 3 (both sets of instances) and second best performing for δ = 4. In addition, it was second only to the similarly performing DNLS algorithm in terms of total weight for δ = 3, and third behind Chan4 and DNLS for δ = 4. It was also one of the more time efficient algorithms among those tested (see tables 7, 13, 19, 7).
MHC
For δ = 2, the MHC algorithm was among the worst performing algorithms for total weight, but was very close to being the second best algorithm for bottleneck length (for n = 100). For δ = 3, the algorithm was again outperformed by others in terms of total weight, but was third overall for bottleneck length for n = 100 behind the similarly performing DNLS and 3-Prim's algorithms. For δ = 4, the algorithm was fourth overall for n = 100 in terms of both total weight and bottleneck length behind the 4-Prim's, Chan4, and DNLS algorithms. Overall, the algorithm seemed to perform relatively better for the bottleneck objective compared to the total weight objective and its performance in terms of total weight seemed to worsen as n increased.
Conclusion
There are many conclusions that one can infer from the results presented in this paper, some of which may motivate further investigation. One such conclusion is that 2-MST problem has a significantly different structure to the 3-MST and 4-MST problems in the Euclidean plane (and similarly for the bottleneck versions). This is evidenced by the fact that the algorithms that were the best performing when δ = 3 or 4 did not achieve the same success when δ = 2. For instance, DNLS and δ-Prim's consistently outperformed the other algorithms in terms of weight for δ = 3 and 4, but were beaten by both BCLS and FWLS when n = 100 for δ = 2. Typically, the BCLS and FWLS local search algorithms were not among the better performing algorithms for δ = 3 and 4, and yet appear to be of the betters options for accuracy in terms of total weight for δ = 2. Also, whereas DNLS and δ-Prim's were the best performing algorithms for δ = 3 and beaten only by the similarly performing Chan4 algorithm for δ = 4, both DNLS and 2-Prim's were outperformed in terms of bottleneck length for δ = 2 by MHC, DT and the Cube2 approximation algorithm, none of which are edge swap algorithms. These results seem to indicate that the algorithmic approach to solving the problem when δ = 2 should use different methodologies then the approach to solving the general Euclidean bounded degree spanning tree problem. Furthermore, since it can be seen that there is no algorithm that came close to outperforming all others in both objective criteria for δ = 2, the results would indicate that the approach to solving the bottleneck version of the problem should also be different to that of the conventional total weight version for this degree bound. In terms of the total weight objective for δ = 2, no algorithm in particular seems to stand out among from the others, however the success of BCLS and FWLS suggest that an edge swap local search approach may be an appropriate methodology for solving the problem. However, for the 2-MBST problem, the Cube2 algorithm quite clearly outperformed all others. Due to it also being quite time efficient (see Table 7 ), the Cube2 algorithm appears to be suitable choice for practical use for the 2-MBST problem. Since the algorithm is relatively simple, it is possible that a more sophisticated algorithm based upon similar principles could be developed in the future. Another observation that can be made is the difference in performance of the approximation algorithms for δ = 3 (KRY, KRY-B, and Chan3) when applied to the set of uniform instances compared to the set of special instances. Whilst the approximations were among the worst performing in terms of total weight for the uniform instances (even being worse than FLS), they consistently managed to outperform the BCLS and FWLS algorithms for the special instances. This is mostly likely due to the fact that the approximation algorithms recursively apply edge swaps to the entire MST rather than just the initial nodes of high degree. Since the uniform instances have relatively small number of nodes of degree 4, this may be an inefficient strategy compared to the local search algorithms which only perform edge swaps that decrease feasibility error and thus would involve fewer edge swaps overall. Since the special instances have many nodes of degree 4 and 5, these local edge swap algorithms lose their advantage over the approximation algorithms, which is reflected by the results. Another observation is that the δ-Prim's algorithm was one of the better performing algorithms for δ = 3 and 4, being the best performing algorithm in terms of bottleneck for δ = 3 when n = 100. This results seems almost counterintuitive as the δ-Prim's algorithm is merely a naive modification of Prim's algorithm for the MST and lacks the sophistication of some of the other approaches. This could be a consequence of the Euclidean MST sharing a large number of edges with an optimal 3-MST/MBST or 4-MST/MBST and may warrant further investigation. The Chan4 algorithm happened to be the best performing algorithm for the 4-MBST problem. Whilst this may have some relation to the relatively small approximation ratio of the algorithm, this result was also most likely contributed to by the fact that the special instances for δ = 4 had that all points of degree 5 were not incident to any edges of bottleneck length. As such, the algorithm capitalised on this and was able to produce 4-MBSTs whose bottleneck values were the same as that of the MST. It is still worth noting that it was the only algorithm amongst those tested that was capable of achieving this for every test instance. Finally, the DNLS algorithm appeared to be a very successful algorithm for δ = 3 and 4 as it was the best performing algorithm for n = 100 in terms of weight and competitive as a δ-MBST algorithm for both these degree bounds. Whilst its time complexity was much greater than that of δ-Prim's and Chan4 and may make it impractical, it does demonstrate a successful proof-of-concept of the diminishing neighbourhood approach and the idea of generalising the recursive edge swap algorithms through similar means. It would certainly be worth investigating in future in order to find a modification of DNLS or another realisation of its polyhedral description that is more time efficient, as the current results look promising. 
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