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Deze syllabus is in ecrste instantie bedoeld om te gebruiken bij de 
cursussen ALGOL 60, die het Mathematisch Centrum organiseert. In deze 
cursussen worden de karaktertrekken van ALGOL 60 aan de hand van vol-
ledige programma 's besproken. 
De lezer zij gewaarschuwd dat hierdoor veel begrippen in hoofdstuk I en 
II wat losjes worden 1ngevoerd en dat zij pas later grondig worden 
bosproken. 
Alle programma's uit de syllabus zijn gedraaid op de XS onder het 
MC-ALGOL 60 systeem. 
Het vermenigvuldigprocede van deze syllabus (fo to-offset) laat meerdere 
representaties van een programma toe. Een progranuna getypt met een 
I.B.M. schr1jfmach1ne vindt men b.v. op blz. 9. Een afdruk van een 
programma met behulp van een flexowriter vindt men b.v. op blz. 17, 18, 
64. Een afdruk door het MC-ALGOL 60 systeem, zoals die gegeven wordt 
als het programma ter executie wordt aangeboden vindt men b.v. op 
blz. 73 en 74. 
Voor een instructeur die niet over het MC-ALGOL 60 systeem beschikt 
is een map van alle programma's voorzien van output verkrijgbaar. 
De schrijver wil zijn erkentelijkheid uitdrukken voor de vele op- en 




1. algorithmc, programma, ALGOL 60, MR 81 
2. ponsband, getallenband, executie, analyse 
3. assignment statement, input, output 
4. for statement , compound statement, if statement 






5. block, scope, procedure 
III. Syntax en Semantiek 
l. algemeen 
2. metalingu!stische variabele, metalingufstische formule, 
terminale productie, identifier 
3. Syntax als middel om de Semantiek te verkorten 
4. naam, basic symbol, ALGOL 60 progranuna 
5. spreken over ALGOL 60 
IV. Elcpressies 
l. algemeen 
2. arithmet1sche expressie 
3. Boolean expressie 
4. designational expressie 
V. Statements 
l. overz1cht, basic statement 
2. conditional statement 





























l. eenvoudige procedures, overzichtelijkheid en inzicht in 
de werking van het programma, call by name 
2. call by value of call by name?, Jensen's device, function 
designator 
3. overzicht actuele parameters 
4 . bij het formeel-actueel vervangingsmechanisme gaat het natuur-
lijke boven het letterlijke, omsluiting met haakjes, conflicten 
tussen identifiers 











1. algorithme, programma, ALGOL 60, MR 81 
Vele problemen zijn te herleiden tot de vraag hoe te manipuleren met 
zekere getallen . Het antwoord op deze vraag wordt gegeven in de vorm 
van een recept - een zgn. algorithrne. 
Een taal, waarin een algorithme zo duidelijk kan worden beschreven 
dat de uitvoering van h~~ algorithme - he~ eigenlijke manipuleren - aan 
een rekenautomaat kan worden overgelaten heet een progranuneertaal. Een 
beschrijving van een algorithme in een programmeertaal noemt men een 
programma. 
Wil men een programma, dat in een bepaalde programmeertaal geschreven 
is, door een rekenautomaat laten uitvoeren, dan moet men over een 
"implementatie" van die bepaalde programmeertaal op die rekenautomaat 
beschikken. Een probleem oplossen met behulp van een rekenautomaat 
houdt dus zowel de keuze van een programmeertaal als van een implemen-
tatie in. 
In deze syllabus is als programmeertaal ALGOL 60 gekozen en als imple-
•) mentatie het MC-ALGOL 60-systeem voor de X8 . 
ALGOL 60 is gedefinieerd in het Revised Report on the Algorithmic 
~nguage ALGOL 60, kortweg Revised Report genaamd. 
Een programma ter verwerking aangeboden aan het MC-ALGOL 60-systeem 
voor de XS, moet voldoen aan de regels beschreven in: 
"Het MC-ALGOL 60-systeem voor de XS, voorlopige programmeurshandleiding" 
in het vervolg aangeduid met MR 81. 
Wil men voor een ander systeem (implementatie) in ALGOL 60 programmeren, 
dan heeft men een andere handleiding nodig, die - zoals MR 81 voor het 
MC-ALGOL 60-systeem voor de XS doet - de specifieke eigenschappen en 
functies van dat systeem beschrijft. 
De bedoeling van deze syllabus is, dat de lezer door het bespreken van 
eenvoudige programma's leert programmeren in ALGOL 60. Deze opzet leidt 
onvermijdelijk tot confrontatie met de regels uit MR 81. Waar dit ge-
•) De grens tussen s pecifieke implementatie en rekenautomaat wordt in deze 
syllabus niet aangegeven. Deze grens valt samen met die tussen hardware 
(rekenautomaat) e n software. Software omvat meer dan de specifieke im-
plementatie, is nl. alles wat geprogrammeerd wordt. 
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beurt zal dit zoveel mogelijk vermeld worden, teneinde verwarring van 
ALGOL 60 regels met specifieke computer~restricties te vermijden . 
2. wijze van behandeling van programma's, ponsband, getallenband, execu-
tie, analyse 
In deze syllabus worden verschillende progranuna's bebandeld. Bij de behan-
deling van een programma hebben we enerzijds te maken met de vorm - de 
tekst, zoals afgedrukt - anderzijds met de betekenis. Om onderdelen van 
het programma eenvoudig aan te kunnen geven zal soms een regelnummer, 
dat met bet programma zelf niets te maken heeft, vooraan de regel afge-
drukt worden. De betekenis zal of uitgelegd worden met zinnen als "de 
rekenautomaat doet di t of dat" of met zinnen als "er wordt di t of dat 
gedaan". Di t laatste om te benadrukken dat de betekenis van een ALGOL 60 
programma niet afbangt van een rekenautomaat en daarom ook geschikt is 
als communicatiemiddel tussen mensen onderling. 
Opgemerkt zij dat er in deze syllabus sprake is van "de rekenautomaat 
doet di t of dat" er - tenzij anders vermeld - van ui tgegaan wordt, dat 
de rekenautomaat al onder controle van het programma werkt. De fase, 
waarin de verwerking van bet programma door een rekenautomaat dan ver-
keert, beet executie . Hieraan vooraf gaat een analyse van de aangeboden 
tekst. Alleen als de tekst opgevat kan worden als een ALGOL 60 program-
ma, zal de rekenautomaat na analyse overgaan tot executie van het pro-
gramma (bet programma uitvoeren). 
Bij de oplossing van een probleem met behulp van een rekenautomaat 
wordt onderscbeid gemaakt tussen het programma en indien aanwezig de 
data (gegevens of getallen), die door het programma verwerkt worden. 
Beide moeten zij via een ponsband *) (of een ander medium) in de reken-
au tomaat worden ingebracbt. Pas als het programma in executie is zal de 
rekenautomaat op de data reageren. 
*) 
Het ponsen van een programmaband of getallenband is mogelijk met behulp 
van een flexowriter. Men kan zich een flexowriter bet beste voorstellen 
als een typemac~ine, waaruit behalve een afdruk ook een ponsband komt, 
waarvan de gaatJespatronen (bv . volgens de MC-flexowritercode) infor-
matie representeren. 
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In de praktijk noemt men de ponsband, die de data bevat, de getal-
lenband. Voor de te bespreken programma's is het nuttig een getallen-
band te zien als een ding, dat een rij getallen bevat; de getallen van 
deze getallenband kunnen door de rekenautomaat onder controle van het 
programma een voor een verwerkt worden. 
Bovengenoemde rij heeft de volgende eigenschappen: 
1. ~r is een eerste getal. 
2. Op het laatste na heeft ieder getal een opvolger. 
3. Zolang de rekenautomaat de getallenband verwerkt is er steeds 
een getal aan de beurt. 
Als de getallenband in de rekenautomaat gelegd wordt, houdt dat in, dat 
bet eerste getal aan de beurt komt . 
3. assignment statement, Input, Output 
We bekijken een programma dat een getal van een getallenband leest en 
daarna afdrukt. 





Elk ALGOL 60 programma heeft een begin en een end symbool, die aangeven 
waar het programma begint en waar het ophoudt. 
Na begin mag willekeurig commentaar toegevoegd worden tussen comment en 
puntkomma. Dit commentaar heeft geen invloed op de werking van het pro-
gramma en is bestemd voor de menselijke lezer. Het is een goed gebruik 
in het commentaar tenminste te vermelden: 
a opdrachtnummer 
b naam van de auteur 
c onderwerp . 
We gaan nu over tot de bespreking van de betekenis van het programma. 
We zien in het programma "read" stann. Dit is een aanroep van een functie 
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die tijdens executie bewerkstelligt dat 
1. de waarde van het getal, dat aan de beurt is op de getallenband 
wordt afgeleverd; 
en 2. als er een volgende getal is, dit aan de beurt komt. 
Is er geen volgende getal dan is de getallenband geheel verwerkt; wat er 
als de band geheel verwerkt is gebeurt als het programrna toch weer read 
aanroept, hangt af van de implementatie. (In bet MC-ALGOL 60-systeem 
wordt een foutmelding gegeven en de verwerking van het programma afge-
broken . ) 
Onder punt 1 is sprake van het afleveren van een waarde, aan wie dan wel? 




a wordt read). 
"a:= read" heet in ALGOL 60 een assignment statement. De werking van een 
assignment statement is: de waarde afgeleverd door de expressie recbts 
van bet := teken toekennen aan de drager links van het wordt-teken. 
Het is in ALGOL 60 verplicht een drager, voordat hij gebruikt wordt, 
door middel van een declaratie (zoals real a) te introduceren d.w . z. 
zijn naam en functie te noemen. De naam van de drager is a, zijn func-
tie is dat hij waarden van het type real (dat zijn gehele of decimale 
getallen als 2, 2 . 5 en -3.14) kan dragen. Behalve in de assigrunent 
statement "a:= read" wordt a ook gebruikt in de procedure statement 
"print(a)". 
In de ene statement wordt het getal ingelezen, in de andere wordt het 
geprint. 
ALGOL 60 eist dat statements onderling gescheiden worden door een punt-
komma. Om het programma goed te kunnen overzien staat elke te behandelen 
eenheid op een aparte regel. Voor de betekenis van een ALGOL 60 program-
ma tellen overgang op een nieuwe regel en spaties (tenminste buiten 
strings, waarover later meer) niet mee. Het programma kan dus ook als 
volgt worden geschreven: 
"begin real a; a:= read; print(a) end". 
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MR 81 e1st dat 2 woord-del1miters (scheiders die een onderlijnd woord 
zijn, zoals real, begin) onderling gescheiden worden door een spatie, 
"overgang op een nieuwe regel" of een "tabulatie" (dat is een teken 
in de ponsband, dat bij afdrukken van de band de positie op de regel 
tot de eerstvolgende tabulatorstop opschuift) en voorts dat na het 
laatste end nog een flexowritersymbool volgt, bij voorkeur overgang 
op een nieuwe regel. 
In het algemeen zal een programma uit statements en declaraties bestaan. 
In de statements wordt het e1genl1jke proces beschreven, terwijl in de 
declaraties verteld wordt welke functies de grootheden vervullen, die 
door de in de statements voorkomende namen worden aangegeven. 
Men zal zich wellicht afvragen of read en print dan geen namen zijn en 
zo ja waarom ze dan niet gedeclareerd worden. Het antwoord hierop is 
dat read en print inderdaad namen zijn, maar dat deze namen zonder meer 
aan het MC-ALGOL 60-systeem voor de X8 bekend zijn. 
Van dit soort namen zijn er nog meer en de meeste houden verband met de 
Input (zoals read) en Output (zoals print); dit komt omdat een input of 
outputproces nooit geheel in ALGOL 60 beschreven kan worden. De werking 
van read zoals boven uitgelegd staat dan ook 1n MR 81, waar al deze 
procedures vermeld staan. 
Men dient zich goed te realiseren, dat in een ander systeem in plaats van 
read iets anders gebruikt moet worden; wat dat is hangt a£ van de spe-
cifieke implementatie, waarmee men werkt. 
4. for statement, compound statement, if statement 
Een iets algemener programma dan bet vorige is: 
begin comment 1739, N. van de Auteur (MC), druk 100 getallen af; 
real a; integer i; 
end 
for i:= l step l ~ 100 do 
begin a:= read; print(a) end 
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We herkennen in het programma de twee statements uit I-3 
nl. de assignment statement: "a:= read" 
en de procedure statement "print(a)" 
Deze twee statements zijn, door het begin symbool ervoor en het ~ sym-
bool erachter, aaneengesmeed tot een statement: een zogenaamde compou nd 
statemen t. (Een compound statement is een rij statements onderling ge-
sche1den door puntkomma's en omsloten door begin en end.) 
De teksten "real a" en "integer 1" zijn declaraties. Zij geven aan dat 
er dragers zijn met de naam "a" resp. "1", die waarden van het type 
real reap. integer (dat zijn gehele getallen als O, 1, 2 en -3) kunnen 
dragen. De for clause: 
for i== l step l until 100 do 
geeft aan, dat bij executie van het programma, de statement na do steeds 
weer moet worden uitgevoerd, zolang de waarde van 1 de 100 niet over-
schrijdt, beginnende met aan 1 de waarde 1 te assigneren en vervolgens 
elke keer, nadat de statement is uitgevoerd, de waarde v a n i met 1 te 
verhogen . Daar in de compound statement de waarde van i n~et wordt aan -
getast (vaak zal dat juist wel bet geva l zijn) zal de compound state-
ment 100 keer uitgevoerd worden. 
De tekst for 1 := 1 step 1 until 100 do begin a:= read; print( a) end 
vormt weer een statement - een zogenaamde for statement. 
Na een for clause mag een willekeurige statement staan. D~t statement 
kan zeer gecompliceerd zijn, zoals in onderstaand programma het geval is . 
begin comment 1739, N. van de Auteur (MC), dit programma drukt de kwadra-
ten van 1 tot 1000 af in een tabel van 20 pagina ' s met elk 10 b l ok-
ken van 5 kwadraten; 
integer pagina, blok, regel, argument; 
argument := 1; 
for pagina == 1 step 1 until 20 ~ 
begin 1f pagina ~ 1 ~ NEWPAGE; 
for blok ·- 1 step 1 ~ 1 0 do 




for regel := l step l until 5 do 
begin .!_! regel /, l then NU:R; 
print(argument); 
print(argument t 2); 
argument := argument + 1 
Voor een gedetailleerde beschrijving van de betekenis van NLCR en NEWPAGE, 
die overgang op een nieuwe regel resp. nieuwe bladzijde regelen, zij ver-
wezen naar MR 81. Bij bestudering van bet programma zal het duidelijk 
zijn dat de statements 
"print(argu.ment); print(argument t 2); argument :=argument+ 1 11 
1000 maal worden uitgevoerd. Hierdoor worden de volgende twee acties be-
werkstelligd: 
1. het argument gevolgd door zijn kwadraat wordt afgedrukt 
2. bet argument wordt met l verhoogd. 
Daar het argument op l gefnitialiseerd wordt, worden de eerste 1000 ge-
tallen en hun kwadraten afgedrukt. 
Dat deze tabel ook een nette lay-out heeft, wordt verzorgd door de 
if statements als 
_!! pagina /, l then NEWPAGE 
Bij de executie beeft dit statement tot gevolg dat de procedure NEWPAGE 
wordt uitgevoerd als pagina ~ l is, terwijl als pagina de waarde l draagt 
er niets gebeurt. 
Hoe moeten we ons de werking van de assignment statement 
argument := argument + l 
voorstellen? 
De expressie rechts van het wordt-teken is nu iets ingewikkelder geworden. 
Er spelen zich een aantal processen in onderstaande volgorde af: 
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1. Links van het wordt-teken wordt uitgemaakt wie de drager is. 
2. Rechts van het wordt-teken wordt gevraagd naar de waarde van de ex-
pressie. De expressie bestaat ui t een + teken met 2 operanden. De 
waarde van de expressie is de som van de operand lin ks en de operand 
rechts. De linker operand is een drager; staat een drager als ope-
rand dan is de waarde van de operand de waarde die de drager op dat 
moment draagt. Recbts van het plusteken staat een getal; staat een 
getal als operand dan is de waarde van de operand juist de waarde , 
die dat getal in de "gewone wiskunde" representeert. 
3. De waarde van de expressie afgeleverd als antwoord op de vraag in 
punt 2 wordt geassigneerd (toegekend) aan de drager, die daardoor 
die waarde gaat dragen. 
Resultaat: 
Door de assignment statement "argument := argument + l" wordt er bij de 
waarde, die door de drager "argument" gedragen wordt, 1 opgeteld. 
5. conditional statement 
Naast een taalstructuur als de for statement, die ervoor zorgt dat een 
statement meerdere malen wordt uitgevoerd, beschikt ALGOL 60 over een 
taalstructuur, die - afbankelijk van een conditie - uit twee statements 
een selecteert en uitvoert. 
We bekijken een programma dat de 10 getallen a1 , a 2 , al.O van een 
getallenband leest en de getallen en hun d1fferenties volgens onderstaand 
patroon afdrukt: 
al 
82 - al 
a2 
89 
810 - 89 
alO 
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real a, vorige; 
for i:= l step 1 ~ 10 do 
begin a:= read; 
end 
if i = l then begin print(a); vorigA :=a And 
else begin NLCR; SPACE(lO); print(a - vorige); 
NI.CR; print(a); vorige :=a 
Voor de betekenis van de procedure statement SPACE(lO), die de pos1t1e op 
de regel met 10 verhoogt, zij verwezen naar MR 81. 
We herkennen de structuur op regel 5 t/m 11 als een for statement. 
Ten gevolge van de for clause op regel 5 wordt tijdens e:xecutie de compound 
statement op regel 6 t/m 11 tien maal uitgevoerd. 
De uitvoering van de compound statement houdt in: 
1. Er wordt een getal gelezen en afgeleverd aan de drage:r "a". 
2. De conditional statement op regel 7 t/m 10 wordt uitgevoerd. 
Dit houdt, wanneer 1 de waarde 1 draagt (i = 1), in d~t de (compound) 
statement tussen then en else wordt uitgevoerd en anders dat de (com-
pound) statement na else wordt uitgevoerd. In het ene geval wordt al-
leen het onder punt 1 ingelezen g~tal afgedrukt en afgeleverd aan de 
drager "vorige", in bet andere geval wordt de differ entie van het in-
gelezen getal met het vorige afgedrukt en vervolgens bet ingelezen 
getal zelf. Het patroon wordt verzorgd door de procedure statements 
"NI.CR" en "SPACE(lO)". 
Opmerking: Dit probleem kan ook opgelost worde n met een if statement. 
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11. Declaraties 
l. guanti ty 
ALGOL 60 kent tweeeerlei symbolen: 
1. symbolen, die voor zichzelf staan, zoals +, - en end en 
2. symbolen of rijtjes symbolen - namen -, die iets anders aanduiden, 
naar een ander object - een quantity - refereren; 
WeJ.ke quantity en van wat voor ~ou .«L di"' quantity is, blijkt pas uit de 
context: de structuur van het hele programma . 
lets analoogs vinden we in de "gewone Wiskunde" bij 
ax
2 
+ bx+ c = 0, 
waar uit de context moet blijken of a, b, c staan voor zekere getallen 
en x voor een te bepalen getal of dat de wortels x1 en x 2 gegeven zijn 
en gevraagd wordt a, b en c te bepalen; onafhankelijk biervan hebben 
+, =en 0 hun zelfde vaste betekenis. 
Namen in ALGOL 60 kunnen nu de volgende soorten objecten - quantities -
aanduiden: 
l. een drager - een integer, real of Boolean - die een waarde - value -
kan dragen. 
2. een aanwijzer - label - die een statement in het programma aanwijst. 
3. een legertje dragers - array. 
4. een legertje aanwijzers - switch. 
5. een proces - procedure. 
Namen dienen ervoor de quantities, die in het rekenproces een rol spelen, 
van elkaar te onderscheiden. 
De relatie tussen een quantity en zijn naam wordt voor simpele variables, 
arrays, switches en procedures gevestigd door een declaratie in een 
block head •) 
•) Net zoals geneste for statements kent ALGOL 60 ook geneste blocks. De 
voorzichtige formulering maakt dat we er ook na behandeling van gecom-
pliceerde taalregels nog naar kunnen verwijzen. 
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Een declaratie zoals real a geeft bij executie aanleiding tot de volgende 
acties: 
l. Er wordt een nieuwe quantity - van de soort aangegeven door de decla-
rator (real) - gecreeerd, die weer ophoudt te bestaan als het block 
in welks head de declaratie staat verl aten wordt. 
2. Er wordt een naam (a) aan gehecht. 
3 . Bestaat de declaratie uit een decl arator gevolgd door een rijtje 
namen (bv. integer pagina, blok, regel, argument zoals in het pro-
gramma op blz. 6) dan worden 1. en 2. voor elke naam afzonderlijk 
gedaan. 
De relatie tussen een label en zijn naam bestaat krachtens het voorkomen 
van zijn naam, gevolgd door een dubbele punt, voor een statement . 
Een dergelijk voorkomen van een naam geeft aan: 
l. In bet kleinste block, dat deze statement omvat, bestaat een quantity 
van de soort label (daarbuiten uiteraard niet). 
2. Binnen bet onder 1 vermelde block geeft bovengenoemde naam de onder 1 
vermelde label aan. 
Quantities, die binnen een block bestaan en erbuiten niet, beten locaal 
ten opzicbte van dat block. ALGOL 60 eist dat de namen gehecht aan de 
localen van een block alle verschillend zijn. 
2. label 
Labels scheppen de mogelijkheid statements, die in de tekst van het 
progranuna niet op elkaar volgen, tijdens executie wel achter elkaar te 
laten uitvoeren. Men zij gewaarschuwd, dat een overdadig gebruik van 
labels de overzichtelijkheid niet ten goede komt. 
We bekijken het volgende programma: 
begin comment 1739, N. van de Auteur (MC), druk getallen af; 
real a; 





Dit programma is een block . Tijdens de executie begint de rekenautomaat 
na kennisname van de declaratie real a met de uitvoering van: 
opnieuw: a:= read. 
"opnieuw" is hier (een naam die gehecht is aan) een label en is voor 
de werking van deze statement niet van belang. Daarna wordt de waarde, 
die door de drager "a" gedragen wordt, afgedrukt in de procedure 
statement "print(a)". Vervolgens wordt de goto- statement 
goto opnieuw 
uitgevoerd. 
De uitvoering van een goto-statement omvat de volgende acties: 
1. De waarde van de designational expressie na go:o wordt bepaald. 
(De waarde van een designational expressie is een label, hier "opnieuw" .) 
2. De executie wordt voortgezet bij de statement, die door die waarde aan-
gegeven wordt. 
In di t programma wordt steeds weer een getal gelezen en a:fgedrukt. In de 
praktijk zal dit altijd spaak lopen, omdat de getallenband niet oneindig 
lang is. Het MC-ALGOL 60-sys teem voor de XS gee ft dan ook vroeg of laa t 
foutmelding 998 met de betekenis: het programma is afgebroken wegens 
het gebrek aan verdere Input. 
3. array 
Een probleem, dat als vanzelf tot het gebruik van een array noodt, is 
het opmaken van scores behaald bij een multiple choice test. 
Het programma op blz . 17 beschrijft een algorithme voor het nakijken 
van een test bestaande uit 60 vragen met elk 4 alternatieven, waarvan 
slechts een als goed gehonoreerd wordt. Naast de score van elke student 
levert uitvoering van bet programma ook infonnatie over de vragen zelf. 
Er wordt nl. voor elk alternatief bepaald hoe groot het percentage stu-
denten is, die het gekozen hebben. 
De getallenband bevat achtereenvolgens: 
l. de sleutel d.w.z. 60 getallen tussen l en 4. 
13 
2. voor iederc student: zijn volgnununer gevolgd door zijn antwoordcn 
(bij geen antwoord een 0). 
3. een O ter afsluiting. 
TIJdens de executie zal de kennis van de steutel steeds weer vereist 
zijn. Er moeten dus 60 dragers gefntroduceerd wordcn om de sleutcl te 
onthouden. 
In de voorafgaande programma's had elke drager zijn eigen naam. Deze 
naam werd expliciet in bet progrannna genoemd. Een array declaratie zoals 
integer array sleutel[l : 60) op regel 3 van het hier behandelde pro-
gramma, introduceert meerdere dragers (hier 60) onder een naam; deze 
dragers kunnen in het programma worden aangeduid door: 
sleutel[l], sleutel[2], ... , sleutel[60] 
d.w.z. door middel van een naam en een gehele waarde tussen l en 60, 
of in het algemeen door: 
sleutel[subscript expression] 
waar de subscript expression een arithmetische expressie is, die een 
gehele waarde eventueel na afronding aflevert tussen de lower bound 
(hier 1) en de upper bound (hier 60). 
In de assignment statement 
sleutel[v): = read 
spelen weer 3 processen, die in onderstaande volgorde worde:n uitgevoerd: 
1. het klaarzetten van een drager; welke dat is hangt af van de 
waarde die de subscript expression aflevert; 
2. bet bepalen van de waarde van de expressie rechts; 
3. bet toekennen van de onder 2 bepaalde waarde aan de onder l 
klaargezette drager . 
Opmerking. Dat het precies vastleggen van de volgorde zin beeft moge 
blijken uit een assignment statement als sleutel[read]:= read. 
De declaratie 
integer array frequentie(l: 60, 0 : 4) 
declareert een twee-dimensionaal array - in ALGOL 60 mag een array net 
zoveel dimensies hebben als het probleem eist. Hier worden door middel 
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van een naam 60 x 5 = 300 dragers gefntroduceerd. In de statements van 
het programma wordt een individuele drager aangegeven door: 
frequentie[ v, a] 
waarb1j de waarden van v en a tussen de corresponderende lower en 
upper bounds moeten liggen. De functie van dit array in het programma 
is uiteraard te tellen hoe vaak een bepaald alternatief bij een bepaal-
de vraag gekozen is. 
Als we bet programma lezen, zien we dat de namen iets suggereren over de 
rol van hun variabele in bet proces. 
Voor de betekenis van NI.CR, PRINTTEXT en ABSFIXT zij verwezen naar MR 81 . 
Kort gezegd zorgt NI.CR voor overgang op een nieuwe regel, PRINTTEXT voor 
. 111.u uJ_u ABS afdrukken van het stukJe tekst tussen t en f en FIXT voor bet 
afdrukken va.n de absolute waarde van de 3e expressie tussen de haakjes 
volgens een lay-out bepaalde door de eerste 2 expressies a l daar. 
Het is aanbevelenswaard om MR 81 op deze procedures na te l ezen, ener-
zijds om de te verkrijgen informatie zelf, anderzijds om nog eens goed 
te beseffen dat, als men niet voor het MC- ALGOL 60-systeem voor de X8 
programmeert, men een dergelijke handleiding moet hebben die informatie 
over het systeem, waar men voor programmeert, verschaft . 
Op regel 13 t/m 28 zien we een voorbeeld van een for statement nu eens 
niet met een ~until element maar met een while element . 
Tijdens de executie omvat de uitvoering van deze for statement de 
volgende acties: 
1. De assignment achter for wordt uitgevoerd. 
2. De waarde van de Boolean expressie achter while wordt bepaald. 
3. Is deze waarde false dan wordt de uitvoering van de for statement 
beeindigd, anders wordt de statement achter do uitgevoerd en daarna 
verder gegaan bij 1 . 
Het programma heeft ten aanzien van de executie de volgende delen: 
1. Een gedeelte dat de sleutel inleest en de telvariabelen op nul zet 
(regel 6 t/m 11). 
2. Een gedeelte dat de score van iedere student telt en afdrukt (regel 
15 
17 t / m 22), bijhoudt welk alternatief hij kiesl (regel 18) 
en "aanta l stude n ten" steeds met een verhoogt (regcl 14). 
3. Een gcdcelte dat voor elke vraag afdrukt: 
a . het nummer van d e vraag (regel 32) 
b. het juiste alternatief (regel 32) 
c. voor elk alternat1er blj de vraag: hoe groot het percentage 
s tudenten , die het gekozen h ebben , is (regel 34). 
4 . switch 
Door het array begrip kan men met behulp van slechts een naam met meer-
dere dragers, die in het programma eenze lfde soort rol vervullen, handig 
manipuleren. 
l ets dergelijks kan men ook met labels doen met behulp van een switch. 
Men zal in het algemeen dan een switch in zijn programma inlassen als 
het probleem een strooisprong over een veld van mogelijkheden eist. 
Stel dat de opgave bij het nakijken van de multiple choice test niet is 
het geven van de score, maar het geven van een beoordeling in de vorm 
van uitmuntend, goed, voldoende, etc., dan kan dit opgelost worden door 
het programma (zie blz. ) als volgt te wijzigen: 
a. Inlassing op regel 5 van de declaratie: 
switch beoordeling: = 0, l, 2, 3, 4, 5, 6, 7, 8, 9, 10; 
b. Vervanging op regel 21 van ABSFIXT(6,0,score) door: 
l :PRINTTEXTcf 
3 :PRINTTEXTcf 
5 :PRINTTEXT ( { 
goto beoordeling[(score;. 6)+(if score-score-0 6 ><6 >3 then 2 else 1) ); 
zeer slecht h ;goto e;2 :PRINTTEXT cf slecht h ;goto e; 
matig h ;goto e ;4 :l>RINTTEXT(heslist onvoldoencteh; go to e; 
onvoldoende h; goto e; 6 :PRIN'ITEXTcf voldoende h; go to e; 
7:PRINTTEXT({ruim voldoendef);goto 
9:PRINTTEXT<t zeer goed f ) ;goto 
e ; s:PRINTTEXT({ goed f ); goto e; 
e;lO:PRINTTEXT({uitmuntendf);goto e; 
O:PRINTTEXT(t nul f ) ;e. 
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zouls we onder a. zien bestaat een switchdeclaratie uit: 
een swi tchdeclarator ~ gevolgd door zijn naam (hi er beoordeling) 
gcvolgd door een wordt-teken , gevolgd door een rijtje designational 
expressies onderling gescheiden door een komrna. (Als de termen d imensie, 
lower on upper bound bij een »witch gebruikt zouden kunnen worden, dan 
konden we zeggen dimensie en lower bound altijd l, upper bound is aantal 
designational expressies.) 
We kunnen nu spreken, tellend van links naar rechts, van de eerste, 
twcede, etc. designational expression. (Hier i s de eerste expressie de 
integer label 0, de tweede de integer label l etc.). 
Bij uitvoering van de goto-statement 
goto beoordeling[(score76)+(if score-score+6x6>3 then 2 else 1 ) ) 
gebeurt het volgende: 
l. De waarde van de indexexpressie tussen [ en] wordt uitgerekend. 
2. Zij p de waarde gevonden in l. dan wordt de waarde bepaald van de 
pe designational expressie in de switchdeclaratie; deze laatste waarde 
is een label. 
3. De executie wordt voortgezet bij de statement die gelabeld wordt door 
de in 2 bepaalde label. 
De operatie aangegeven door het teken + beet helen. l>eze operatie is in-
gevoerd omdat bij deling van de ene integer door de andere niet altijd 
een resultaat van het type integer behoeft te ontstaan. Bij heling - de 
integerdeling - is dat wel zo. Bovendien is bet resultaat gelijk aan bet 
resultaat bij gewone deling wanneer de laatste een integer op l evert. De 
heling p t q levert als resultaat op het getal a zodanig dat p = qa + b 




































1739, N . van de Auteur(MC), nakijken multiple choice test 
van 60 vragen met elk 4 alternatieven; 
integer array sleutel[l :60], frequentie[l:60, 0:4]; 
integer v,a, score, antwoord, volgnummer, aantal studenten; 
aantal studenten := 0; 
for v:= 1 step 1 ~ 60 do sleutel[v] := read; 
for v:= 1 step 1 ~ 60 22, 
for a:= 0 step 1 until 4 do 
frequentie[v ,a]:= 0; 
for volgnummer:= read while volgnummer + 0 do 
begin NLCR; score:= O; aantal studenten:= aantal studenten + 1; 
for v:= 1 step 1 ~ 60 do 
end; 
begin antwoord:= read; 
.!!_ antwoord = sleutel[v] ~ score:= score + 1 ; 
frequentie[v,antwoord]:= frequentie[v,antwoord] + 1 
end; 
ABSFIXT{6,0,volgnummer); 
ABSFIXT (6 ,0 ,score); 
NLCR; PRINTTEXT(f informatie over de vragen zelft); 
for v:= 1 step 1 ~ 60 do 
begin NLCR; 
end 
ABSFIXT(3,0,v); ABSFIXT(6,0 ,sleutel[vD; 




~_!!lent 1739, N. van de Auteur(MC), nakijken multiple choice test 
van 60 vragen met elk 4 alternatieven; 
integer ~ sleutel[l :60 ], frequentie[l :60, 0:4 ]; 
Integer v,a , score, antwoord, volgnummer, aantal studenten; 
~ beoordeling := 0,1,2,3,4,5,6,7 ,8 ,9,10; 
aantal studenten := 0; 
for v:= 1 step 1 until 60 do sleutel[v] := read; 
for v :: 1 step 1 until 60 do 
for a:= 0 step 1 until 4 do 
frequentie[v ,a]:= 0; 
for volgnummer:= read while volgnummer + 0 do 
begin NLCR; score:= O; aantal studenten:= aantal studenten + l; 
for v:= 1 step 1 until 60 do 
~ antwoord:= read; 
.!.!_ antwoord = sleutel[v] ~ score:= score + 1 ; 
frequentie[v,antwoord]:= frequentie[v,antwoord] + 1 
end; 
ABSFIXT(6,0,volgnummer); 
goto beoordeling[(score.:_?) +( .!!_score - ((score_.:.?)x6) > 3 then 2 elsel )]; 
1: PRINTTEXT(f zeer slechtj.); goto e; 2: PRINTTEXT<{:: slechtj.); ~ e; 
3: PRINTTEXT(i: matig\.); goto e; 4: PRINTTEXT(.P,eslist onvoldoende~); ~ e; 
5: PRINTTEXT(f onvoldoende:\>); ~ e; 6: PRINTTEXT<{:: voldoende}); ~ e; 
7: PRINTTEXT(truim voldoende}); ~ e; 8: PRINTTEXT(i: goedj.); ~ t 
9: PRINTTEXT(i: zeer goed}); goto e;l O: PRINTTEXT(i: uitmuntend!»; e e 
0: PRINTTEXT<t nu!.}); e: 
end; 
NLCR; PRINTTEXT(~ informatie over de vragen zeltj.); 





~ a:= O step 1 ~ 4 do 
ABSFIXT(4,2,frequentie(v ,a}<lOO/aantal studenten) 
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5. block, scope 
De in het voorafgaande behandelde programma's waren alle een block en dat 
block was ook het enige block van het programma. Dit geldt niet voor elk 
ALGOL-60 programma. 
Een ALGOL 60 statement kan nl . zelf weer een block zijn zodat programma ' s 
een geneste blockstructuur kunnen hebben analoog aan geneste forstatements. 
Moet men bv. een programma schrijven voor het nakijken van een multiple 
choice test met een willekeurig aantal vragen, dan kan men op voordelige 
wijze gebruik maken van de blockstructuur. 
We behandelen een eenvoudiger probleem, dat even instructief is: 
Gegeven: een band met daarop 2 getallenrijen, voorafgegaan door een getal 
dat aangeeft hoelang deze rijen zijn. 
Gevraagd:schrijf een programma, dat de overeenkomstige elementen optelt 
en de sommen afdrukt. 
Oplossing: 














for i:= l step 1 until n do a[i]:= read; 
for i:= l step 1 until n do prinf(a[i] +read) 
end 
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Als gevolg van de declaratie ~ array a[l : nJ wordt tijdens de execu-
tie een aantal dragers gecreeerd. Hoe groot dit aantal is hangt af van 
de waarde, die de arithmetische expressie, die de upper bound vormt, 
aflevert; deze waarde is de waarde die de drager n draagt en dat is 
(regel 3) de waarde van het eerste getal op de band. 
Voor een array declaratie geldt: 
1. De expressies in de bounds worden een keer blJ het binnenkom~n van 
het block uitgerekend; deze grenzen liggen dan vast tot het verlaten 
van het block, waarop alle gecreeerde dragers ophouden te bestaan. 
2. Is een bovengrens kleiner dan zijn corresponderende ondergrens dan 
.. d •) 
worden er geen dragers gecreeer . 
3. Nam.en, die in de expressies van de bounds voorkomen, moeten in een 
omvattend block gedeclareerd zijn. 
De blockstructuur biedt de mogelijkheid om op verschillende niveau ' s 
quantities te introduceren. 
Zoals reeds in paragraaf 1 vermeld is,eist ALGOL 60 dat de namen gehecht 
aan de localen van eenzelfde block verschillend zijn. 
De programmeur heeft echter de vrijheid dezelfde naam in meer dan een 
block te declareren . 
Tijdens de executie heeft een declaratie van - een al in een omvattend 
block gebruikte - narun het volgende effect: 
l. De naam wordt losgemaakt va.n de oude quantity en gehecht aan de nieuw 
in te voeren quantity. 
2. De quantity, waaraan deze naam buiten dit block gehecht was, kan binnen 
dit block niet meer worden aangeduid. (Noch de waarde kan worden ge-
vraagd noch kan er aan geassigneerd worden.) 
3. Bij het verlaten van het block wordt de naam weer aan de oude quantity 
gehecht en is deze weer bereikbaar. 
•) 
Bij het MC-ALGOL 60-systeem voor de X8 wordt de executie beeindigd onder 
opgave van foutnwruner 501 (zie MR 81) . 
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De output van het programma op blz. 17 begint voor elke student op een 
nieuwe regel. Doen er veel studenten mee, dan zal de output meerdere 
pagina's beslaan. Weliswaar zorgt een implementatie, als het MC-ALGOL 60-
systeem voor de X8, voor het voordraaien van een nieuwe pagina, maar het 
zou kunnen zijn dat men boven elke pagina een kopje: "Uitslag tentamen 
18 juli 1968" wenst . Een programma dat di t doet staat op blz. 23; het 
is letterlijk het oude programma met regel l t/m 11 ervoor en een end 
erachter. Daar het oude programma een block was en een statement in 
een programma zelf weer een block mag zijn, is dit zonder meer geoorloofd. 
We merken op dat de betekenis van regel 12 t/m 43 in het nieuwe program-
.. 
ma niet meer dezelfde is als van de tekst in het oude programma. 
Dit komt door de declaratie: 
procedure NI.CR; 
begin a:= a+ l; 
if a = 51 then begin a:= l; NEW PAGE; 
PRINTTEXT(tuitslag tentamen 16 juli 196St) 
PRSYM(nlcr) 
end; 
Deze procedure declaratie bestaat uit een declarator (procedure) gevolgd 
door een procedure identifier (NI.CR) gevolgd door een puntkomma (;), die 
samen de procedure heading (procedure NI.CR;) vormen; de statement hierna 
is de zogenaamde procedure body (in dit geval een compound statement). 
Door de procedure declaratie van·"NI.CR" wordt overal in het block, dat 
begint op regel l (i.e. het hele programma), de betekenis van de proce-
dure statement "NI.CR": het ui tvoeren van de procedure body op regel 5 
t/m 10. 
Door deze procedure declaratie van "NI.CR" is de aan het systeem bekende 
procedure "NI.CR" onbereikbaar geworden. Het effect van de aan het sys-
teem bekende procedure "NI.CR" kan echter nog wel door PRSYM(nlcr) bereikt 
worden, mits "nlcr" een · drager is, die de waarde 119 draagt; · (zie regel 11). 
Krijgt PRSYM nl. als waarde 119 aangeboden, dan is het effect overgang 
op een nieuwe regel (zie MR 81) . 
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Door inbedding van het oude programma in het nieuwe veranderde de bete-
kenis van "NI.CR". De naam "a", die op regel 3 gedeclareerd wordt, komt 
ook in het oude programma voor. Dit is precies het geval behandeld op 
blz. 20. De quantity door de declaratie integer a op regel 3 gecreeerd 
is derhalve binnen het block van regel 12 t/m 43 onbereikbaar. Dat deel 
van het progro..auna, wnnr de naam van een quantity ook inderua:ad aan die 
quantity gehecht is (waar de quantity bereikbaar is), beet de "scope 
van die quantity". 
Zo is de scope van de quantity 
en niet verder. 
" tf a gecreeerd op regel 3: regel l t/m 11 
fl 
Executie van het programma houdt in dat na de 4 statements op regel 11 
gewoon het oude programma wordt uitgevoerd met d1en verstande dat bij 
aanroep van 11 NI.CR11 : 
1. de waarde van de drager 
wordt. 
" " a ' geintroduceerd op regel 3 met een verhoogd 
2. als "a" (van regel 3) hierna de waarde 51 draagt, overgegaan wordt 
op een nieuwe pagina, de waarde l aan "a" (van regel 3) geass1gneerd 
wordt en vervolgens het kopje afgedrukt wordt. 
3. een regelopvoer gegeven wordt. (Het kopje staat dus apart op de eerste 














































~.!!1~ R 1739, N. van de Auteur(MCl. naldjken multiple choice test 
met elke pagina output voorzien van een kopje; 
integer a , nlcr; 
procedure NLCR; 
begin a:= a + 1; 
if a= 51~~ a:= l; NEWPAGE; 
PRINTTEXT(i;uitslag tentamen 16 Juli 1968:\» 
PRSYM(nlcr) 
end; 
nlcr:= 119; a := 1; PRINTTEXT(putslag tentamen 16 jull 196B:t-l; NLCR; 
~.!!l~R 1739, N . van de Auteur(MC). na.kijken multiple choice test 
van 60 vragen met elk 4 altematieven; 
integer array sleutel(l:60). frequentie[1:60, 0:4); 
integer v ,a . score, antwoord, volgnummer, aantal studenten; 
aantal studenten := O; 
for v:= 1 step 1~60 do sleutel(v) ,. read; 
for v:= 1 step 1 until 60 do 
for a:= 0 step 1 until 4 do 
frequentie[v,a]:= O; 
~ volgnummer:= read while volgnummer + 0 ~ 
begin NLCR; score:= O; aantal studenten:= aantal studenten + l; 
for v:= 1 step 1 until 60 ~ 
end; 
begin antwoord:= read; 
end; 
.!!. antwoord = sleutel(v] ~ score:= score + 1 ; 
frequentie[v ,antwoord ],. frequentle[v,antwoord] + 1 
ABSFIXT(6 ,0, volgnummer); 
ABSFIXT(6,0,score); 
NLCR; PRINTTEXT({: informatle over de vragen zelf}l; 
for v:= 1 step 1 until 60 do 
begin NLCR; 
end 
ABSFIXT(3,0. v); ABSFIXT(6,0,sleutel[vD; 
for a := O step 1 ~ 4 do 
ABSFIXT(4,2,.frequentie[v,a)<l00/aantal studenten) 
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III. Syntax en Semantiek 
l . algemeen 
Een progranuna roept de volgende vragen op: 
l. I s het inderdaad een ALGOL 60 programma? 
2. zo ja, wat doet het, wat betekent het? 
De eerste vraag kan beantwoord worden met behulp van de Syntax, de tweede 
met behulp van de Semantiek. 
De Syntax bestaat uit een geformaliseerd gedeelte en een niet-geformali-
seerd gedeelte. Het geformal iseerde gedeelte is opgebouwd uit een aantal 
regels, zgn. metalinguistische formules (zie lil-2); deze formules zijn 
geschreven in de zgn. BACKUS' NORMAL FORM. Het niet-geformaliseerde 
gedeelte bestaat uit een aantal opmerkingen her en der verspreid in het 
Revised Report, die iets over de vorm van een programma zeggen (zie 111-3). 
De Semantiek bestaat uit zinnen - soms gegroepeerd onder "semantics" -
in het Revised Report, die de betekenis van een ALGOL 60 programma vast-
leggen. De grens tussen Syntax en Semantiek is daardoor moeilijk aan te 
geven. 
Toch zijn het werkzame begrippen, temeer als men zich realiseert hoe een 
programma met behulp van een rekenautomaat verwerkt wordt. Daar de 
Syntax de vorm van het programma vastlegt, wordt tijdens de analysefase 
eigenlijk gecheckt of het progranuna aan de Syntax voldoet. Men spreekt 
daarom van een syntactische analyse en van een syntact1s«lte foutmeld1ng. 
Tijdens de analysefase werkt de rekenautomaat onder control e van de 
"specifieke implementatie" en wordt tevens geprobleerd een vertaling te 
maken van ALGOL 60 naar instructies , die voor de machine begrijpelijk zijn, 
in de zgn. machinecode; men noemt het onderdeel van het systeem dat in 
deze fase werkzaam is dan ook wel: de compiler of vertaler. 
Tijdens de executiefase worde.n indien nodig ook foutmeldingen gegeven 
bijv. bij uitvoering van a[i):~ 10 als de waarde van i buiten de bounds 
van het array blijkt te liggeri. Deze fout heeft niets te maken met de 
vorm van het progranuna. De syntactische foutmeldingen, die het MC-ALGOL 60-
systeem kan geven, staan op blz. 17, 18, 19 en 20 van MR 81. Op blz. 20 
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staan ook de fouten genoemd, die op kunnen treden tijdens de executie-
fase. Wordt het programma in executie genomen, dan weet men dus zeker 
dat het een ALGOL 60 programma is; of het ook dat programma is, dat 
ons probleem oplost, blijft de vraag. 
2. metalinguistische variabele, metalinguistische formule, terminale 
productie, identifier 
Het geformaliseerde gedeelte van de Syntax bestaat uit metalinguistische 
formules. In een metalinguistische formule onderscheiden we: 
l. woorden omsloten door een haakjespaar < > 
de zgn. metalinguistische variabelen; 
2. metalinguistische verbindingstekens te weten 
: := (spreek uit: wordt gedefinieerd als) 
en J (spreek uit: of); 
3. karakters - zgn. basic symbols - uit bet ALGOL 60 alfabet. 
Voorbeeld: 
<identifier>::= <letter> l< identifier><letter>J<identifier><digit> 
<letter>::= a JbJc JdleJf JgJbJi l jJkllJm JnloJplqlrJslt l ulv JwJxJyJzl 
AJBJcJnJEIFJGJHJIIJJK JLIMJNJo lPIQ IRJs lT JulvJ wlx lYlz 
<digit>::= 0!1 !213l4lsl6 l7 18J9 
In deze 3 formules komen voor de metalinguistische variabelen: 
<identifier>, <letter> en <digit> en de basic symbols a, b, c, . .. , Z 
en 0, l, ... , 9. 
De bedoeling van deze formules is, dat hiermee de verzameling van iden-
tifiers geheel beschreven wordt, doordat iedere identifier voort te 
brengen is uit <identifier> door bij berhaalde toepassing van een van 
deze formules steeds een specifieke keuze te doen. 
Voordat we dit verder duidelijk kunnen maken, merken we bet volgende op: 
l. In een metalinguistiscbe formule komt juist een ::= teken voor, dat 
de formule spli tst in een linker- en rechterlid. · 
2. In het linkerlid staat slechts een metalinguistische variabele. 
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3. Het rechterlid wordt door I tekens - indien aanwezig - gesplitst in 
een nantal delen, die zelf geen I tekens meer bevatten. 
4. Een zo'n deel, dat zowel metalinguistische variabelen als basic 
symbols mag bevatten, heet een directe productie van de metalingurs-
tische variabele in het linkerlid. 
Het voortbrengen van een identifier uit de metalinguistische variabele 
'identifier> gaat op de volgende wijze: 
a. Vervang de metalinguistische variabele (bier dus <identifier>) door 
een van zijn directe producties. 
b. Vervang in bet resultaat elke metalingufstische variabele, indien 
aanwezig, door een van zijn directe producties. 
c. Herhaal b tot alle metalingutstische variabelen verdreven zijn. 
Een volgens bovenstaand algorithme uit een metalingufstische variabele 
verkregen resultaat heet een terminale productie van de metalingurstische 





3. Syntax als middel om de Semantiek te verkorten 
Ter verdediging van de gecompliceerde structuur van de Syntax kan men 
aanvoeren: 
1. dater zeer compact van een groot aantal rijen basic symbols wordt 
uitgemaakt dat het geen programma's zijn; 
2. dat, hoewel er oneindig veel ALGOL 60 programma's zijn door betrek-
kelijk weinig regels aan alle een betekenis wordt toegekend. 
Ter toel1chting van punt 2 diene de volgende vergelijking: 
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Stel, men wil een telefoonboek maken voor een stad met minder dan 999 
straten elk met minder dan 999 huisnumrners. Structureert men de "tele-
foonnummers" dan kan het telefoonboek aanzienlijk dunner warden dan 
anders. 
Dit zou bijv. met behulp van de volgende Syntax kunnen: 
<telefoonnununer>::= <straat><huisnununer> 
< hui snummer> . ·- <drie cijfers> 
<straat> . ·- <drie cijfers> 
<drie cijfers> . ·- <digi t><digi t><digi t> 
<digit> . ·- 0!1!213l4ls lal7ls l9 
In het telefoonboek hoeft men nu voor een abonnee slechts zijn naam 
en telefoonnummer op te geven. Hoe uit bet "telefoonnummer" kan worden 
afgeleid, wat "straat" en "huisnummer" van de telefoonbezitter zijn 
moet in de inleiding vermeld worden. Dit kan bijv. als volgt: 
De eerste "drie cijfers" van het telefoonnummer" bepalen een ingang 
in een tabel waar de naam van de "straat" is af te lezen. 
De tweede "drie cijfers" bepalen het "huisnummer". 
Doordat de metalinguistische variabelen een suggestieve naam hebben, 
is eenvoudig uit te leggen hoe een adres uit een telefoonnummer bepaald 
wordt. We zien dus dat het telefoonboek - de Semantiek - aanzienlijk 
bekort wordt door invoering van een structurering - een gecompliceerde 
Syntax. 
4 . naam, basic symbol, ALGOL 60 programma 
De metalinguistische variabelen zijn zo gekozen dat het woord binnen 
de haakjes iets suggereert van de semantische of syntactische eigenschap-
pen van de terminale producties van de metalinguistische variabelen. 
Willen we over een terminale productie van <identifier> spreken, dan 
mogen we die aanduiden met: een identifier. Zo kunnen we zeggen: 
"Een identifier in ALGOL 60 is een letter gevolgd door een willekeurig 
lange rij letters of digits." 
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Voor de beschrijving van identifiers maken we alleen gebruik van de ge-
formaliseerde Syntax. Anders wordt het b.v. bij de metalingufstische 
variabele <block>. We zullen uiteraard onder "een block" alleen een 
tenninale productie verstaan, die ook aan de niet-geformaliseerde 
Syntax voldoet, m.a.w. 
"begin intes:er a; real a; ~" is geen block, maar 
"begin intes:er a; real b; end" wel. 
In het voorafgaande hebben we het woord "naam" zonder meer gebruikt. 
We preciseren nu: 
1. Namen van simple variables, arrays, switches en procedures moeten 
identifiers zijn. 
2. Namen van labels moeten identifiers of unsigned integers zijn. 
Hoofdstuk 2 van het Revised Report geeft de metalinguistische formule 
voor de metalingufstische variabele <basic symbol>. 
Hierdoor is vastgelegd wat basic symbols zijn. 
•) In het algemeen kan men basic symbols ook als volgt herkennen: 
Staat lets in een metalingutstische formule uit het Revised Report en 
1. is het geen metalingutstlsche variabele 
en 2. ls het geen ::= teken of I teken 
dan is het een basic symbol. 
Een rij basic symbols is een ALGOL 60 programma als zij: 
•) 
1. een terminale productie is van <program>; 
en 2. voldoet aan de 3 zogenaamde context-condities: 
a. Iedere identifier moet worden gedeclareerd; · 
b. De localen van een block moeten alle een verschillende naam 
hebben; 
c. Staat een identifier ergens niet in een declaratie, dan moet 
de functie ·van de quantity die hij representeert, overeenstem-
met ui tzondering van de combinatie ": (" in de regel: 
<parameter delimiter>::=, j ) < l etter string>:( 
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men met de functie vermeld in de declaratie, waar die 
quantity gefntroduceerd wordt. 
en 3. niet in strijd . is met verbodsregels zoals: 
een label in een goto-statement mag niet leiden binnen een 
block, waar de goto-statement buiten staat. 
Opmerking ad 2c: begin Boolean b; b:= 3 end is geen programma. 
In het Nederlands zou men terminale producties van <program> , die ook 
aan de niet-geformaliseerde Syntax voldoen - evenals bij identifier 
aan moeten geven met programs. Uiteraard spreekt men van programma ' s 
in plaats van programs. Gelukkig geldt de algemene definitie van 
"programma" in I-1 als beschrijving van een algori thme ook voor een 
ALGOL 60 programma. 
Welk probleem het algorithme oplost is helaas niet altijd duidelijk. 
Dit blijkt in de praktijk dikwijls wanneer men een programma van een 
ander zonder begeleidend commentaar moet lezen. 
Opgaven 
In de volgende opgaven zijn de volgende productieregels gegeven: 
<program>::= <block>l<compound statement> 
<block>::= <unlabelled block>l<label>:<block> 
<compound statement>::= <unlabelled compound>l<label>:<com.pound statement> 
<unlabelled block>::= '<block head>; <compound tail> 
<unlabelled compound>::= begin <compound tail> 
<block head>:: = begin ·<declaration>l<block head>;<declaration> 
<compound taft>: == <statement> end I <statement> ;<compound tail> 
en is gegeven dat 
1. real a en integer i terminale producties zijn van <declaration> 
2. a:= read en en print(a) terminale producties zijn van <statement> 
(tussen de woordjes "en" en "en" uit bovenstaande zin staat de zgn. 
empty string een rij van 0 symb6len) 
Verifieer nu dat de volgende rijtjes symbolen te genereren zijn uit 
<program>: 
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l. begin end 
2. begin r eal a· 
' 
end 
3. begin real a; a:= read; print(a) end 
4. begin real a· 
' 
; end 
5. begin real a· 
' 
print(a); a:= read end 
Opmerking: 
Bij een implementatie als voor de XS kan men het verifieren of het pro-
gramma syntactisch correct is aan de machine overlaten. Zijn er syntac-
tische fouten dan geeft de machine foutmeldingen, die meestal voldoende 
informatie verschaffen om de fouten te verbeteren. In ieder geval weet 
men wanneer bet programma in executie genomen wordt vrijwel zeker dat 
bet syntactisch correct is . 
5. spreken over ALGOL 60 
Hoe kan men in bet gewoon Nederlands spreken over ALGOL 60? 
Zodra men over een bepaald ALGOL 60 programma spreekt, heeft men het 
over een rij basic symbols bv.: 
begin end 
Deze rij is met behulp van de metalingufstische formules gegeven in bet 
Revised Report uit de metalingufstische · variabele <program> te genereren 

















Gezien de afspraken in III-4 is het duidelijk wat we bedoelen met: 
"Het programma begin end beeft geen declaraties en bestaat alleen 
uit een dummy statement omsloten door de 2 basic symbols begin en~-" 
De opmerking: "begin bestaat uit de letter b gevolgd door de letters 
e, g, i, n onderlijnd door een zwarte streep" is in gewoon Nederlands 
juist. Spreekt men echter over ALGOL 60 en bedoelt men met "begin" en 
"letter" de abstracties die overeenkomen met het basic symbol begin 
resp. de metalingurstische variabele <letter> en met "bestaat uft" 
een syntactisch verband, dan is deze opmerking niet juist (begin is 
nl. een basic symbol dus net zo'n onverbreekbare eenheid als of 
";" of ";="). 
We concluderen dat als men over ALGOL 60 spreekt er een onderling begrip 
tussen de sprekers moet zijn of hun woorden bun betekenis ontlenen aan 
ALGOL 60 Of niet. 
Behalve dat de woorden binnen de haakjes van een metalinguistische 
variabele gebruikt worden om de terminale producties zelf als onder-
deel van de tekst van het programma aan te duiden, worden ze ook ge-
bruikt om die dingen, die door de terminale producties worden aange-
duid, aan te duiden. 
Zeggen we bijv. : 
"In het programnia begin integer a; a:= 3 end staat een identifier 




"In het p:r'ogramma begin integer a; a:= 3 end wordt aan de simple variable 
a de waarde 3 geassigneerd, dan bedoelen we uiteraard niet dat aan de 
letter a de waarde 3 geassigneerd wordt, maar bedoelen we dat aan de 
drager (quantity), geintroduceerd door de declaratie integer a, de 
waarde 3 geassigt>.eera ·wordt. 
Iets dergelijks heeft men in bet Nederlands ook bij zinnen als: 
"Parijs is een mooie stad" en "Parijs heeft 5 letters". 
Dat de keus van de woorden in de metalinguistische variabelen mede door 
een dergelijk doel bepaald is, moge blijken uit de bespreking van het 
volgende programma: 
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begin~ a; a:= read; print(a) end 
Hoe dit programma uit <program> voort te brengen is, wordt getoond op 
blz.33 met behulp van een zgn. derivatieboom. 
We merken op dat het progrBlDIDa een block is, dat bestaat uit een decla-
ratie gevolgd door twee statements onderling van elkaar gescheiden 
door een puntkOlllllla. De declaratie "~ a" introduceert (II-1) een 
•) 
vnrinbelc , die waarden van bet type.!!.!! kan dragen. DA u itvoering 
van de assignment statement "a::: read" houdt in dat de waarde afgeleverd 
door de arithmetische expressie geassigneerd wordt aan de drager (bier 
een simple variable) "a". 
Voortdurend gebruiken we bij de behandeling van een programma dus be-
grippen, die hun definitie vinden in de Syntax van ALGOL 60. 
Verder willen wij erop wijzen, dat de Semantiek de dingen ook efficient 
uitlegt. Begrijpt men b.v. wat uitvoering van a:= read inhoudt, dan zal 
men ook van a:= 3.14 of a:= 3.14 x 2 de betekenis inzien . 
We merken op dat we een derivatieboom getekend bebben, die erop gericht 
is precies ooze oorspronkelijke tekst te genereren. 
Ket bebulp van bet schema kan men evengoed 
begin ~ a; b:= read; print(c) end 
genereren, maar dat is dan geen ALGOL 60 programma overeenkomstig onze 
definitie in III-4. 
•) 
Om didactische redenen spreken we in de syllabus vaak van drager. Het 
is wellicht goed op te merken dat hiermee hetzel fde bedoeld wordt als 
met bet begrip variabele. 
< p:rogl"8Ill > 
I 
< block > 
I 
/~ 
eaci> 0 /com ound tail> 
\ · ~<compound tail> 
..:o.ecl.ara.i::ion > <state?nent> 0 / I I <statement> 
<type declaration> <unconditional. statement> <uncondit~onal 
~I. I I 
<local. or ovn type> <type list> <basic statement> <basic statement > 
< t~ > < sLni,le variable > I I ~ < vtriable identifier>< unl abell ed statement > <unlabelled basic statement , 
Q < identif'ier > I I 
< l~r > <assignment statement > <procedure statement > 
a 7 ./.~ <procedure identlfie>:> ~~ 
< "" 1 "-<> < ~j"'""" . .,m•«>• , CJ~·,,., 1
1 
e.rameter list , C2) 
< lef't part > < simple arithmetic expression 
<varl~> e < term '1> <actual parameter > 
< simple variable > < exp. r[sio. n > 
< ve.riablL identifier> < fac. tlr > 
. I . . t . 
< ine,tifier > < e.rit e ic expression> 
< "(~)' : :r:: ""''°""" .!~.,, "'pmoi= > 
<procedure 11.~r~~eter part <tej> <factor> J 
< identifi~ > < e ty > < identi(ier > <primary> 
< id~ifi~ < le0er > < identifi~ < l(btex" < v1iable > <id~ificr ><let0\> d id~ifi~<letter > t <simple variable> 
<identifier> < l~ter > a <id~ifier ><l•+ter >0 < ~a~ia~l~ identifier> 
-.let!er > ~ <idj'tifier ><leltter >fi\ <identifier> 




Een expressie is een regel voor het bepalen van een waarde . 
Men onderscheidt: 
1. Arithmetische expressies, die een getalwaarde afleveren. 
2. Boolean expressics, die een logische waarde (~of false) aflcveren. 
3. Designational expressies, die een label afleveren. 
Toegestane bestanddelen van expressies zijn: 
1. variables, function designators, switch designators en labels 
2. getalwaarden of logische waarden (bijv. l, 2, l.5 true of false) 
3. arithmetische operatoren: +, -, x, /, T of t 
4. relationele operatoren: <, 5_, =, ~. > of ~ 
5. logische operatoren: :, ~ v,A of 1 
6 • .!..!. then else constructies 
7. haakjes: (en) 
De waarde, die door een expressie bepaald wordt, is afhankelijk van: 
l. de waarden door de erin voorkomende variables en function designators 
gedragen resp. afgeleverd. 
2. het effect en de prioriteit van de afzonderlijke operatoren. 
2. arithmetische expressie 
Een arithmetische expressie dient om een nieuwe getalwaarde te berekenen 
uit een aantal bekende getalwaarden. Dit is iets dat in de "gewone 
Wiskunde" ook vaak gedaan wordt, alleen zijn de conventies die daar gel-
den niet zonder meer overgenomen in ALGOL 60; de oorzaak hiervan ligt 
in het feit dat een variabele in ALGOL 60 een naam van meerdere letters 
mag hebben (x:= A2 betekent niet x gaat een waarde, die gelijk is aan 
tweemaal de waarde van A, dragen). Ben expressie zal in h0t alg~meen bc-
staan uit een rij getallen of namen (eventueel gefndiceerd of "geparame-
triseerd") onderling gescheiden door operatoren. 
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ne vonn, waaraan een expressie in ALGOL 60 moet voldoen, wordt gegeven 
door de volgende syntactische regels: 
<adding operator>::=+ I -
<multiplying operator>:== x I I I + 
<primary>:== <Unsigned number>l<variable>l<function designator> I 
(<arithmetic expression>) 
<factor>::= <primary>l<factor>t<primary> 
<term>:== <factor>l<term><multiplying operator><factor> 
<simple arithmetic expression>::= <term>l<adding operator><term>I 
<Simple arithmetic expression><adding operator><term> 
<if clause>:== if <Boolean expression> ~ 
<arithmetic expression>::= <simple arithmetic expression> I 
<if clause>< Simple arithmetic e.xpression> else <arithmetic expression> 
Hieruit kan men afleiden: 
a. Twee operatoren kunnen nooit naast elkaar voorkomen (a:= 2t - 3 is 
geen ALGOL 60) . 
b. Een primary kan weer een arithmetische expressie omsloten door haakjes 
zijn; dit houdt b.v. in dat a:= 2+(-3) wel correct is en dat , zoals 
bij de statements het then - if verbod opgevangen kan worden door 
gebruik van begin en end, het hier kan door het zetten van haakjes. 
c. Als operatoren zijn alleen toegelaten: 
+, -, x, I, ten T 
0pmerking: Optellen (+), aftrekken (-}, vermenigvuldigen (x), delen (/) 
en machtsverheffen (+) hebben de gebruikelijke betekenis. 
•) 
•) 
Voor de betekenis van de operator helen (+) zij verwezen 
naar blz. 16. 
De bewerkingen in een expressie worden, indien mogelijk in 
onderstaande volgorde naar prioriteit uitgevoerd: 
De operator "helen" wordt in het MC-ALGOL 60-systeem gepresenteerd als _ 
d.w.z. als een onderstreepte dubbele punt. 
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l. dat wat binnen de haakjes staat moet worden opgevat als een geheel. 
2. 
3. " I , 1 
4. +, -
Bij operatoren van gelijke prioriteit geeft bovenstaand schema 
geen uitsluitsel. In dat geval geldt dat de meest linkse ope-
rator het eerst wordt toegepast. 
d. Een expressie kan nooit beginnen met x , +, I of T; dit zijn zgn. dya-
dische operatoren. 
e. De operatoren + en - kunnen zowel monadisch als dyadisch zijn. 
De waarde van de arithmetische expressie wordt nu als volgt bepaald: 
Als de arithmetische expressie de vorm: 
"it <3oolean expression > then <simple arithmetic expression> ~ 
<arithmetic expression>" 
heett, wordt de "simple arithmetic expression" of de "arithmetic expression" 
op grond van de ui tkomst van de "Boolean expression" geselecteerd en ui tge-
voerd. 
Anders heeft de arithmetische expressie de vorm: 
een aantal termen minstens een, gescheiden door + of - tekens eventueel 
voora!gegaan door een +of - teken (gedurige som). Nu worden eerst alle 
termen geevalueerd en vervolgens de inversie, optellingen of aftrekkingen 
van links naar rechts ui tgevoerd. Blke term bestaat ui t een of meer 
factoren, gescheiden door x, I of+ tekens. Alle factoren worden geevalu-
eerd en vervolgens de inversie, vermenigvuldigingen, delingen of helingen 
van links naar rechts uitgevoerd. 
N.B. a / bx c is (a/b) x c en n1et a/(b x c ) . 
Elke factor bestaat uit een of meer primaries gescheiden door t tekens. 
Alle primaries worden geevalueerd en de machtsverheffingen van l inks naar 
rechts uitgevoerd. lAls 2 + 3 t 4 = (2 + 3) + 4 en niet 2 + (3 + 4). 
De waarde van een primary is: 
a. voor een "unsigned number" - de waarde, die het representeert 
b. voor een "var iable" of "drager" - de waarde, die hij op dat moment 
draagt 
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c. voor een "function designator" - de waarde, die bepaald wordt uit 
de procedure-body van zijn declaratie (zie hoofdstuk VI) 
d. voor een "arithmetische expressie omsloten door haakjes" - de 
waarde van de arithmetische expressie. 
Behalve in de waarde van het resultaat van de uitwerking van een expressie, 
zijn we tevens gernteresseerd in het type van het resultaat. 
Wat de monadische operatoren betreft, liggen hier geen moeilijkheden, 
want het type van een monadische operator gevolgd door een operand is 
hetzelfde als het type van de operand. 
Bij de dyadische operatoren +, -, x, I en + kan men het type van bet 
resultaat van 
A operator B 
aflezen in de volgende tabel: 
A B A+B A-B AXB Ala A+B 
~ real real real real real ongedefinieerd 
~ integer real real real real ongedefinieerd 
integ:er real real real real ~ ongedefinieerd 
integ:er integer integ:er integ:er integ:er real integer 
Is A t B gedefinieerd dan is het type van het resul taat integer als 
1. A en B van het type integ:er zijn en 
2. B ~ 0 is; 
In alle andere gevallen, waar A t B gedefinieerd is, is bet type van het 
resultaat ~· 
i t (b a:= read") Waartoe dient deze kennis? Wel denk eens aan een ass gnmen v. 
van de algemene gedaante: 
<variable>== <expression~ 
daar speelden zoals in het voorafgaande vermeld 3 processen: 
1. het klaarzetten van de drager(s} 
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2. het berekenen van de waarde van de expressie 
3. het assigneren van de waarde onder 2 aan de drager(s) onder l; 
I s het resultaat onder 2. van een ander type dan de drager 
onder 1. kan dragen dan wordt dit type automatisch aangepast 
aan de drager d.w.z. een real wordt afgerond tot een integer 
of een integer wordt tot real gemaakt; zijn er meerdere 
dragers dan moeten die alle waarden van hetzel:fde type kunnen 
dragen (Revised Report 4.2.4). 
In het programma: 
begin integer a; a:= 3.14; print(a) end 
zal zoals uit het bovenstaande valt af te le1den de waarde 3 geprint 
worden. Behalve in een assigrunent statement kan een expressie ook voor-
komen als subscript, maar ook daar hebben we het begr1p assignment 
nod1g. 
Zo zal in het programma: 
"begin real array a ( l:lO]; real b; b:= 3.14; a [b]:= bend" 
a[3) de waarde 3 krijgen, daar volgens het Revised Report 3 . 1.4.2 iedere 
subscript positie zich gedraagt als een variabele van het type integer 
en de berekening van deze expressie aequivalent is met een assignment 
aan deze fictieve variabele. Hetzelfde geldt voor expressies in de 
"bounds" van een array, bij activering van een block. 
3. Boolean expressie 
*) Boolean expressies vertonen een grote analogie met arithmetische ex-
pressies. In het algemeen wordt ook bij uitvoering van Boolean expressies 
eerst een simple Boolean expression geselecteerd met behulp van een if 
~ else geraamte. 
Afgaande op de prioriteit van de logische operatoren worden nu de consti-
tuerende delen van deze simple Boolean expression geevalueerd. 
*) 
George Boole (1815-1864) is een van de grondleggers van de formele logica. Hij schreef o.a. "An investigation of the Laws of Tilought". 
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Dit proces loopt altijd uit op de vraag naar de waarde van zekere Boolean 
primaries. Een Boolean primary kan nu behal ve e en logische waarde, een 
variabele , een function designator of een Boolean expressie omsloten 
door haakjes ook nog een relatie zijn. 
Een relatie bestaat uit twee simpele arithmetische expressies als ope-
randen en een dyadische relationele operator ertussen. 
Wordt nu tijdens de executie de logi sche waal'de van een t"elA.tie gevraagd, 
dan levert hij true af als de overeenkomstige relatie tussen de getal-
waarden, die de arithmetische expressies afleveren, - zoals we in de 
"gewone Wi skunde" zeggen - geldt, anders ~. 
De waarde bepaald door een logische waarde, een variabele of een 
function designator is - zoals bij arithmetische expressies - de waarde, 
die hij representeert, draagt resp. aflevert. Een Boolean variabele 
noemt men een Boolean. 
Daar er maar 2 verschillende logische waarden zijn, kan men het effect 
van een operator vastleggen door alle mogelijkheden op te sommen. Dit 
kan met behulp van een zgn. waarheidstafel: 
a b aAb avb 1a 
true true true ~ ~ 
--
true false false ~ false 
false true false ~ true 
false false false ~ true 
Daar de operatoren v en A symmetrisch zijn kan men hun werking ook als 
volgt samenvatten: 
De operator A levert true af als beide operanden true afleveren 
false. 
De operator v levert ~ af als beide operanden ~ afleveren 
anders true. 
anders 
true af als de operand _false is anders De monadische operator 1 levert 
false. 
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voor de meeste programma's zijn A, v en 1 toereikend; ALGOL 60 kent nog 
twee operatoren te weten ":: " en "::> ", die echter zelden gebruikt worden. 
Het effect van deze operatoren is echter eenvoudig te vinden uit de 
waarheidstafel in paragraaf 3.4.5 van het Revised Report. 
De prioriteitsregels zijn: 
1. Bepaal de waarde van de arithmetische expressies. 




Ook hier geldt dat bij gelijke prioriteit volgens bovenstaande regels, 
de meest linkse operator het eerst wordt toegepast. 
4. designational expressie 
Designational expressies vertonen weinig overeenkomst met de andere ex-
pressies door het ontbreken van operatoren op labels. 
De enige componenten van designational e:Kpressies zijn: labels, switch 
designators, haakjes en if then else constructies. We la ten hierbij dus 
de Boolean expressies tussen if en then en arithmetische expressies 
als index buiten beschouwing. 
De waarde van een designational expressie wordt nu als volgt bepaald: 
Als de designational expressie de vorm: 
"if <Boolean expression> then <simple designational expression> 
else <designational expression> 
heeft, wordt op grond van de ui tkomst van de "Boolean expression", de 
"simple designational expression" of de "design.a tional expression" gese-
lecteerd en uitgevoerd. Anders is het een simple designational expres-
sion. De waarde van een simple designational expression is: 
voor een label, die label 
voor een designational expression omsloten door haakjes, de waarde van 
die designational exp~ession 
voor een switch designator de waarde van de designational expression, 
die in de met switch designator corresponderende switch declaratie door de 
subscript expression wordt aangewezen. 
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v. Statements 
1. overzicht, basic statement 
De statements zijn als het ware de "werkwoorden" in ALGOL 60. Dit hoofd-
stuk is gewijd aan een overzicht van de verschillende statements en hun 
betekenis. Theoretisch is dit overzicht in de vorm van metalingufstische 
formules in het Revised Report gegeven, practisch is onderstaand over-
zicht handiger. De reden hiervan is dat ellce statement gelabeld mag wor-
den, maar niet overal waar een statement staat een willekeurige andere 
statement mag staan. 
Laten we begrippen als "unlabelled block", "unlabelled compound" en 
"unlabelled basic statement" buiten beschouwing, dan kunnen we de state-













<if clause> unconditional 
<if clause> for statement 
<if clause> uncond1 tional statement ~ statement 
Op pagina 
(4.1). 
gaven we de volgende Syntaxregels uit het Revised Report 
<program>:== <b1ock> I <Compound statement> 
<block>::= <Unlabelled block> I <label> :<block> 
<Unlabelled block>::= <block head> ;<cOl!lpound tail> 
<compound tail>=== <statement>~ l<statement>;<compound tail> 
<Compound statement>::= <unlabelled compound>l<label>:<compound 
<unlabelled compound>:: = begin <compound tail> 
statement> 
l k men de volgende conclu-Ui t bet schema en bovengenoemde syntaxrege s an 
sies trekken: 
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1. In elk programma staat minstens een basic statement . 
2. De basic statement's doen "het eigenlijk e werk". 
Zelfs in het programma begi n end staat een basic statement nl. de 
dummy statement; de uitvoering hiervan houdt in dat er niets gebeurt. 
(bijv . om uit een for statement te springen als op blz . 50). 
Als we sprongen in het programma buiten beschouwing laten, gebeurt er 
dus alleen iets als er een assignment statement of een procedure state-
ment ui tgevoerd wordt . Zoals we in hoofdstuk VI zullen zien is het ui t-
voeren van een procedure statement, wann eer de procedure body in ALGOL 
60 geschreven is , te herleiden tot de uitvoering van andere basic state-
ments . 
Generaliserend kunnen we dus zeggen dat het er bij de executie van een 
programma, afgezien van niet in ALGOL 60 geschreven procedures bodies, 
om gaat in welke volgorde de assignment statements van het progranuna 
worden uitgevoerd. 
Deze volgorde wordt bepaald: 
1 . expliciet door een goto statement 
2 . impliciet door een for statement of conditional statement 
en anders door de volgorde in de tekst over het programma. 
Een label afgeleverd door de designational expressie van een goto state-
ment bepaalt de statement die na de goto statement zal worden uitgevoerd. 
Kan dat elke statement uit het programma zijn? 
Hiervoor geld t; 
Oaar elke statement van het programma tijdens de executie een - weliswaar 
oeperkte - kennis van de voorgeschiedenis van bet rekenproces veronder-
;tel t, mag de label alleen die statements aanwijzen , waarvan de voorge-
chiedenis bekend is of niet terzake doet. 
t principe is uitgewerkt in: 
Revised Report 4 . 3.4. 
Staat een goto statement buiten een block dan mag hij geen labels be-
vatten, die locaal zijn ten opzichte van dat block (relevante voorge-
schiedenis is kennisname declaraties van dat block) . 
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2. Revised Report 4.6.6. 
Staat een goto statement buiten een for statement en bevat hij een 
label, die een statement binnen die for statement aanwijst, dan is 
de betekenis van die goto statement ongedefinieerd (relevante voor-
geschiedenis is de assignment direct na for). 
3. Revised Report 4.3.4. 
Staat een goto statement buiten een compound stateme nt en bevat hij een 
label , die een statement binnen die compound statement aanwijst, dan 
wordt de aangewezen statement tijdens de executie direct na de goto 
statement uitgevoerd (relevante voorgeschiedenis i s {begin} end). 
4. Revised Report 4.5.4. 
Voor de betekenis van een goto statement die een label bevat die leidt 
in een conditional statement zie V-2 (relevante voorgeschiedenis is 
de waarde van de Boolean expressie) . 
2. conditional statement 
Een voorbeeld van een conditional statement vinden we in het volgende 
programma dat een tekst afdrukt, waarin alle hoofdletters vervangen 
worden door de corresponderende kleine letters. De getallenband, die 










co111111ent 1739, N. van de Auteur (MC), afdrukken .van een tekst, 
waarin alle hoofdletters vervangen worden door de corresponderen-
de kleine letters; 
integer a, bandafsluiter; 
bandafsluiter:= 76; 
for a:= RESYM while a ~ 76 do 
if a > 35 A a < 63 ~ PRSYM(a - 27) else PRSYM(a) 
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We zien op regel 6 en 7 een for statement, die bestaat uit een for 
clause op regel 6 en een conditional statement op regel 7. 
De werking of - zo men wil - de betekenis van statements wordt, wanneer 
zij meer gecompliceerde structuren voorstellen, b.v. de for statement 
en de conditional statement, uitgelegd in termen van constituerende delen. 
Wil men dit begrijpen, dan moet men de structuur, hier de conditional 
state~ent, syntactisch herkennen . 
Hiervoor is het nodig dat men de volgende syntaxregels (Revised Report 
4.5.l) kent: 
<conditional statement>::= <label>:<conditional statement>! 
<if statement>! 
<if clause><for statement>! 
<if statement> else <statement> 
<if statement>::= <if clause><unconditional statement> 
<if clause>::: if <Boolean expression> then 
Als we in het programma een conditional statement herkennen, moeten we 
een structuur ontwaren van de gedaante: 
if Boolean expression then unconditional statement 
of 
if Boolean expression then for statement 
of 
if Boolean expression then unconditional statement ' else statement 
Krachtensdeze herkenning spreken we bij de uitleg over zijn Boolean ex-
pressie, zijn if, then en else (indien aanwezig). Er kunnen nog wel meer 
basic symbols if in voorkomen, maar die bedoelen we niet als we bet over 
zijn if hebben. 
De werking van een conditional statement is: 
1. Vraag de waarde van zijn Boolean expression (reken hem uit). 
2. Is deze ~. dan is de werking: het uitvoeren van de unconditional 
statement of for statement na zijn ~· 
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Is deze false dan is de werking: indien zijn else aanwezig is het 
uitvoeren van de statement na ~anders beperkt de uitvoer1ng 
zich tot punt 1. 
Soms wordt niet de hele conditional statement, maar slechts een gedeel-
te uitgevoerd. Een voorbeeld hiervan vinden we in het volgende programma. 
1 begin comment 1739, N. van de Auteur (MC), nfdrukkcn vnn con tekst, 
2 waarin alle hoofdletters vervangen worden door de corresponderen-
3 de kleine letters (hoe het niet moet); 







9 loop: .!! symbol > 35 " symbol < 63 
10 then begin symbol : = symbol - 27; 










~ g symbol ~ bandafslui ter then goto l ~ goto klaar; 
goto loop; 
In dit programma is steeds, wa.nneer de door "loop" gelabelde statement 
moet worden uitgevoerd, begrip van de werking van de conditional 
statement vereist. 
Het is duidelijk wat bet effect van de statement 
"goto 111 
moet zijn: achtereenvolgens worden de statements PRSYM(symbol) en 
symbol:= RE.SYM uitgevoerd. Maar wat gebeurt er daarna? 
Compound statement, is volgens V-1 geoor-Een goto, die leidt binnen een 
loofd. Het end levert dus geen moeilijkheden op. 
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Het effect van de delimiter else is dat de uitvoering van de conditional 
statement, die dat else als zijn else heeft, als beeindigd wordt be-
schouwd. 
In dit geval zal de executie voortgezet worden bij de label 111, die 
alleen om instructieve redenen in de tekst van bet programma is op-
genomen (in wezen dus niet fout maar wel overbodig) . 
Tot slot merken we op dat we uit het schema op blz. 41 <~n eveneens 
uit de syntax) kunnen afleiden: 
1. ~ mag niet direct gevolgd worden door if (dit is bet zgn. then if 
verbod dat ook in expressies geldt). 
2. na de combinatie then for mag geen else volgen, dat met then corres-
pondeert. 
3. for statement 
We gaan bet volgende probleem oplossen: 
In een tekst die bestaat uit identifiers, moeten de frequenties geteld 
worden, waarmee die identifiers in de tekst voorkomen. Het komt er 
dus op neer dat er een getallenband - de tekst - gelezen moet worden 
en dat de erin voorkomende identifiers alsmede hun frequenties moeten 
worden afgedrukt. 
De getallenband moet aan de volgende voorwaarden voldoen: 
1. Hij moet beginnen met een of meer "nieuwe regels" of spa ties. 
2. Identifiers moeten onderling worden gescheiden door een of meer spaties 
Of eeD Of meer nieuwe regels (binnen identifiers zijn er dus geen 
spaties of overgangen op een nieuwe regel). 
3. De tekst moet worden afgesloten door een of meer spaties of een of 
meer nieuwe regels gevolgd door het 1 symbool. 
Het programma op blz. 50 dat dit probleem oplost, zit in grote lijnen 
als volgt in elkaar: 
De statement op regel 10 t/m 37 wordt onder controle van de for clause 
op regel 11 steeds weer opnieuw uitgevoerd, zolang er nog een identifier 
op de band staat; deze statement valt uiteen in 4 logische stukken: 
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1. Regel 12 - 13; de scheiders tussen de identifiers worden gelezen. 
2. Regel 16 - 19; er wordt een identifier ingelezen en achter na de 
vorige identifier in "lijst" gezet. 
3. Regel 23 - 26; de identifier wordt in "lijst" opgezocht, beginnende 
bij het begin van de lijst. 
4. Regel 29 - 36; wordt de identifier gevonden op de plaats, waar hij 
ender punt 2 is neergezet (m.a.w. kwam hij teen nog 
niet in de lijst voor) dan wordt de frequentie op l 
gezet; wordt hij eerder aangetroffen dan wordt daar 
ter plaatse de frequentie met l verhoogd en de plaats 
waar de identifier zojuist is neergezet blijft be-
schikbaar voor de volgende identifier. 
In de statement op regel 39 t/m 46 wordt de inhoud van "lijst" met de 
gevonden frequenties afgedrukt. 
Voor een goed begrip is bet misschien goed te weten dat na inlezen 
van de tekst: 
"de man deed de zaak" 
het eerste stuk van het array "lijst" als volgt gevuld meet zijn: 
~~~6C0C:F*1r\~~~'w® , 1 
1234 5 678910 12 14 16 18 20 22 24 26 28 30 
Hierbij tekenen we het volgende aan: 
1 . Een identifier wordt in "lijst" afgesloten met -l (zie lijst [ 5) • 
lijst [11], lijst [18) en lijst [25]). 
2. De index die aangeeft waar de plaats van een identifier in "lijst" 
" " d begint, wordt in bet programma steeds aangeduid met pointer ; e 
eerste letter staat in lijst[pointer + 2). 
3. Is lijst[pointer] ~ O dan houdt dat in dater minstens nog een iden-
t t Tevens geeft de waarde van lijst( pointer) aan, tifier in lijst s aa . 
di l.'dentifier begint·, in bovenstaande tekening waar de plaats van e 
wordt dit benadrukt door de "pijlen". 
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4. In lijst[pointer + 1) staat de frequentie van de identifier behorende 
bij pointer. 
5. De waarde van endpointer geeft steeds het einde van de laatste van de 
tot nu toe verwerkte en verschillend bevonden identifiers aan. Na 
het verwerken van een identifier geldt: lijst[endpointer] = 0. 
Bevat de tekst zeer veel verschillende woorden dan zal op regel 17 
tijdens inlezen een foutmelding gegeven worden en is al het werk voor 
niets geweest. Er is kennelijk van uitgegaan dat een array met 10.000 
elementen ruimschoots voldoende is. In het voorafgaande hadden alle 
for statements slechts een for list element. Volgens het Revised Report 
(4 . 6.1) mag een "tor list" ook uit meerdere "for list elements" bestaan . 
Regel 16 van ons programma bevat een dergelijke "for-list": 
for a· - endpointer + 2, a + 1 ~ symbol ~ 38 do 
De betekenis van een for statement met een dergelijke for list is: 
Eerst wordt de assignment a:= endpointer + 2 uitgevoerd en daarna de 
statement achter do. Vervolgens wordt a steeds met l verhoogd en de 
statement achter do uitgevoerd zolang symbool < 38 is. 
Voor een zeer precieze beschrijving van de for statement verwijzen we 
naar het Revised Report (4.6.4), waar de werking van de for statement 
in primitieve - voor ons nu begrijpelijke - statements wordt uitgelegd. 
Dit betekent onder meer dat in plaats van for statements aequivalente 
constructies met behulp van goto statements gemaakt kunnen worden (aan 
de raden is dit uiteraard niet). 
We merken verder op: 
1. De expressies behoeven niet af te hangen van de variabele die direct 
na for genoemd wordt - de zgn. controlled variable (b.v. while true 
op regel 23). 
2. Is de for list "exhausted" dan is de waarde van de controlled variable 
ongedefinieerd; de waarde van 
19 is dus ongedefinieerd . 
1t " a na de for statement op regel 16 t/m 
3. Wordt een for statement met een goto verlaten dan is de waarde van de 
controlled variable wel gedefinieerd. Tijdens executie kan dit b.v. 
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voorkomen op regel 25 - er worden dan zelfs twee for statements tege-
lijk verlaten. De controlled variable "pointer" wijst aan, waar de 
identifier zich in "lijst" bevindt, de controlled variable 
de lengte van de identifier plus 3. 
tt " a gee ft 
Over het programma zij tot slot opgemerkt, dat bet niet nagaat of de 
getallenband inderdaad aan de gestelde voorwaarden voldoet. 
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1 begin ~,!!lent 1739, N. van de Auteur(MC) frequenties van identifiers; 
2 integer array ltjst[l :10000 l; 
3 integer a, symbool, pointer, endpotnter, space, nlcr, 
4 banda!sluiter; 
7 space:= 93; nlcr:= 119; bandafsluiter:= 76; 
s endpointer:= 1; 
9 
10 eerste letter: 
11 ~ symbool:= RESYM ~ symbool f bandafsluiter ~ 
12 ~ .!!.. symbool = nlcr V symbool = space 
13 then goto eerste letter; 
16 ~ a:= endpointer + 2 , a+ 1 ~ symbool < 38 ~ 
17 ~ ltjst[a] := symbool; lljst[a+l] := -1; 
18 symbool:= RESYM; 
























for pointer:= 1, Ujst[pointer] ~true~ 
~ a:=2,a+l ~ Ujst[pointer+a}:lijst[endpointer+a] ~ 
.!!_ lijst[pointer + a}= -1 ~ goto honoreer identifier; 
honoreer identifier: 
.!!. pointer = endpotnter 
then ~ endpointer := endpointer + a + 1; 
end 
ltjst[potnter) := endpolnter; 
ltjstfpotnter + 1 ]:= 1; 
UJst[endpointer ]:= O; 
~ Ujst[pointer + 1]:= Ujst(pointer + 1] + 1 
end tekst is nu geheel gelezen; 
for pointer:= 1, Ujst[pointer] ~ ltjst[pointer] f 0 do 
begin NLCR; 
~ a:= pointer + 2 , a+ 1 while ltjst[alf -1 do 
PRSYM(lljst[a]); 
TAB; PRINTTEXTC{:komt voor}>; AB.SFIXT(6,0,Ujst[pointer + 1 D; 
p RINTTEXT C{:maat\» 
end alle woorden met bun frequenties zijn nu afgedrukt; 
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VI. Procedures 
1. eenvoudige procedures, overzichtelijkheid en inzicht in d e we rki ng 
*> van het programma, call by name 
We hebben een soort quantity - een grootheid, waar een identif ier aan 
gehecht kan worden - nog niet uitvoerig behandeld nl. de procedure. 
De funktie van een procedure in een programma is het beschri j ve n van 
een bepaald deelproces. Dit deelproces wordt beschreven in een a t at .. e n t 
- de procedure body - , welke een onderdeel vormt va.n de procedure-
declaratie. De werking van dit deelproces kan befnvloed worden door 
eventueel aanwezige parameters. 
Enkele motieven voor het gebruik van procedures zijn: 
1 . bekorting van het programma door afkorting van een stuk t e kat, dat 
anders op meerdere plaatsen in bet programma voluit h e rhaa l d had 
moeten worden; 
2. vergroting van het inzicht in de werking en de structuur van bet 
programma; 
3. verbetering van de communicatie tussen programmeurs, die aan het-
zelfde programma werken; 
4 . oplossing van een op natuurlijke wijze recurs1ef t e f ormuleren pro-
bleem. 
Een eenvoudige toepassing van procedures vindt men in het procr ... a °" 
blz. 56. De executie van di t programma met de getalle nband van bl~ · !)'4 
levert o.a. het titelblad van deze syllabus. 
Een procedure-declaratie heeft de vorm : 
•) - arameter o f een naae-paraaeter, af-Een formele parameter is een value Pvalue-lijst i s opge n01aen of niet . 
hankelijk van het feit of hij in de aramo t c r a Value-par .. •-
De formele parameters in VI-1 zijn nlle name-p . 
ters worden behandeld in VI-2. 
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procedure <procedure heading><procedure body> 
In het bedoelde programma is overal de formule toegepast: 
<procedure body::-::= <statement> 
Di t statement kan een block zijn zoals op regel 26 t/m 29 bij "horizon-
taal" of een - meestal gecompliceerde - statement. 
De procedure A gedeclarecrd in regel 6, wordt alleen op regel 49 een 
keer gebruikt. De procedures A, L, Gen 0 zijn gerntroduceerd om het in-
zicht in de werking van het programma te bevorderen. Waren we hier niet 
in gernteresseerd dan hadden we regel 6 t/m 8 kunnen schrappen en 
kunnen vervangen door 
(*) if regel = l v regel 
A(regel) 
4 then horizontaal(regel,letterbreedte) 
else verticaal(regel,true) 
De output van het programma zou dan exact hetzelfde geweest zijn. (We 
zouden een volledig aequivalent programma hebben gekregen.) 
We hebben echter aan overzichtelijkheid verloren, terwijl we aan tekst 
nauwelijks hebben gewonnen (3 symbolen - maar in basic symbols geteld, 
zelfs verloren'.) . 
De procedure L wordt op regel 49 twee keer gebruikt en bekort dus inder-
daad het programma. 
Komt de rekenautomaat aan de uitvoering van A(regel) toe, dan moet men 
zich voorstellen dat hij eerst een proces uitvoert dat aequivalent is 
met (maar niet gelijk is aan) het vervangen van A(regel) door de 
statement (*) en vervolgens deze statement uitvoert. 
Wanneer de statement (*) wordt uitgevoerd moet weer een andere procedure 
nl. of horizontaal of verticaal worden uitgevoerd. 
We zien dat er kennelijk meerdere actuele parameters mogen zijn, mits ze 
onderling gescheiden worden door een komma. Hierdoor kunnen we ze numme-
ren van links naar rechts. In de procedure statement moet nu het aantal 
actuele parameters even groot zijn als het aantal formele in de procedure-
declara tie. Een formele parameter, called by name, is een identifier die 
53 
niet gehecht is aan een quantity, maar in de tekst slechts een plaats 
openhoudt voor een actuele paramete r. Hij wordt dus ook nergcns gedecl a -
reerd. 
Wordt de proce dure uitgevoerd en zijn het zoals in dit programma a llemaa l 
" ,, e 
name -parameters dan wordt de i formele ove ral in de body ve rvange n 
door de ie actuele. 
Soms wil men wel eens iets vertellen over de actuele parame t er die me n 
van plan is aan te bieden. Dit is mogelijk door middel van e e n zgn. 
specificatie. De syntax geeft gelegenheid voor de specificatie in de 
procedure heading, Een voorbeeld van een specificatie geeft 
Boolean twee (zie regel 30 van het programma). 
De informatie hier verstrekt is: 
Wordt tijdens de executie "verticaal" aangeroepen dan zal de plaats door 
"twee" opengehouden ingenomen moeten worden door ofwel een identifier, 
die gehecht is aan een Boolean variabele ofwel een expressie, die een 
waarde van het type Boolean aflevert (zie ook VI-3). 
In bet progranuna zien we eerst 8 declaraties en dan de statements, di e 
beginnen op regel 37 met een for statement. 
Wat doet nu het pirogramma? 
Het drukt "ALGOL" af als volgt : 
Alle letters zijn even breed en de afstand tussen twee l e t ter s is gelij k 
" l" b d d e eerste uit A 's , aan de lette rbreedte. Er worden 5 rege s opge ouw 
· ' i d i t O' s en de vijfde wtler de tweede uit L's, de derde uit G s, de v e r e u 
uit L's. 
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De dikte van een "regel" kan van t1 telblad tot ti telblad met behulp van 
lijndikte gevarieerd worden. De statements op regel 41 t/m 44 zorgen 
ervoor dat de te varieren gegevens ingelezen worden. Een afdruk van de 
•) getallenband met behulp van de flexowriter geeft: 
algol 
5 20 6 l l 
5 20 6 2 1 
5 20 8 3 l 
5 20 12 3 l 
5 20 10 10 l 
5 20 12 10 l 
5 20 16 10 0. 
Het array "letter" wordt gevuld door de forstatement op regel 37 met 
letters, die op de getallenband staan, nl. "a", "1", "g", "o" en " 1". 
Bij het titelblad was de"beginregel" 5, de "beginpositie" 20, de "letter-
breedte" 8 en de "lijndikte" 4. 
Op regel 46 zien we dat voor 5 waarden van de controlled variable "regel" 
de forstatement op regel 47 t/m 50 tijdens de executie uitgevoerd zal 
worden. 
Zoals in het voorafgaande uiteengezet is de werking van de procedure 
statement A(regel) de uitvoering van de statement die de body vormt van 
de procedure A na vervanging overal van de formele parameter "r" door 
de actuele "regel". Hierbij moeten we ons dan weer afvragen wat de werking 
is van de statement 
horizontaal(regel,letterbreedte) 
als "regel" de waarde l draagt. Men ziet gemakkelijk in dat dan over een 
letterbreedte a's gedrukt worden. 
De procedure "horizontaal" is geintroduceerd om het programma te bekorten. 
Hij wordt dan ook 5 maal gebruikt . 
•) Zie voetnoot I-1. 
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Bij bet afdrukken van een gedeel te van een letter is bet belangrijk dat 
de positie op de regel bij het begin van de volgende letter goed uit-
komt. Dit wordt gegarandeerd door 3 feiten: 
a· In de procedure bodies van A, L, G en 0 wordt eenmaal of "horizon taal" 
of "verti caal" aangeroep en ; 
b · De procedure bodies van "horizontaal" en "verticaal" eindigen beide 
met SPACE(letterbreedte); 
c. Wordt als gevolg van een call van de procedures A, L, G of 0 "borizon-
taal" of "verticaal" aangeroepen, dan zal er voor de ui tvoering van hun 
laatste statement SPACE(letterbreedte) precies een letterbreedte van 
de letter a, 1, g of o geprint zijn. 
0pmerking: De eerste twee kunnen direct aan bet programma afgelezen wor-
den; .£ is te controleren door alle gevallen in de programmatekst na te 
gaan. 
De letters zullen dus goed afgedrukt worden, wanneer er met de A goed 
begonnen wordt (vandaar: NI.CR; SPACE(beginposi tie)) en als het aantal 
aanslagen, dat gelijk is aan 10 x letterbreedte + beginpositie, op 
een regel kan (kleiner 145 is). 
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2. call by value of call by name?, Jensen's device, function designator 
In het voorafgaande hebben we alleen "name"-parameters gebruikt. ALOOL 60 
kent echter ook de zgn. call by va lue. Is een parameter in de value-lijst 
opgenomen dan is het een value-parameter, anders is het een name-parameter. 
Zoals in VI-1 uiteengezet wordt een formele parameter, called by name, 
bij aanroep van de procedure overal in de body door de corresponderende 
actuele vervangen. Formele parameters, called by value, zijn identifiers 
die evenmin als "name "-parameters gedeclareerd worden. Men moet zich 
voorstellen dat ze bij elke aanroep van de procedure in een fictief block, 
dat de procedure body omvat, worden gedeclareerd met het type als gegeven 
in de specificatie en vervolgens gefnitialiseerd op de waarden, die de 
actuele parameters afleveren. 
Strings, non-type procedures en procedures met parameters kunnen uiter-
aard slechts als name-parameter fungeren, omdat bovenstaand proces er 
niet op toegepast kan worden. 
Anders verdient in het algemeen een value-parameter de voorkeur boven 
een name-parameter . Een reden om een parameter niet in de value-lijst 
op te nemen kan zijn: 
a. tijdverlies (bij arrays); 
b. de parameter moet een resultaat naar buiten afleveren {de zgn. output-
parameters); 
c. men wil Jensen's device toepassen (zie eind van deze sect1e). 
Voordelen van het opnemen in de value-lijst zijn: 
a. Een call by value kan dikwijls efficienter afgehandeld worden daD een 
name-replacement; voorbeelden hiervan zijn: 
1. een formele wordt niet onnodig vaak doorgegeven; 
2. een 1ngewikkelde expressie wordt slechts een keer u1tgerekend; 
3. een expressie wordt niet steeds opnieuw uitgerekend. 
b. Men benadrukt in de tekst van bet progranana dat de ui tvoering van de 
procedure (bibliotheekprocedures) de waarde van de actuele parameter 
niet aantast. 
c. Een variabele die alleen binnen de procedure een rol speelt, kan dan 
op verschillende waarden gernitialiseerd worden. 
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1 begin comment 1739, N. van de Auteur (MC), programma voor het zoeken 
2 van een nulpunt van zt3+3xzt2+z+5 en van -zt3+3xzt2+z+5; 
3 real z; 
4 real procedure nulpunt (x, fx, xvanfpos, xvanfneg); 















for x:= (xvanfpos + xvanfneg)/2 
~ abs(xvanfpos - xvanfneg) > i o-8 do 
if fx > 0 then xvanfpos:= x 
~ 
if fx < 0 then xvanfneg:= x 
else ~ klaar; 
klaar: nulpunt:= (xvanfpos + xvanfneg)/2 
~; 
NI.CR; 
PRlNTTEXTC{een oplossing van zt3+3xzt2+z+5=0 is z =l); 
print(nulpunt(z, ((z+3)xz+l)xz+5,0,-5); 
NI.CR; 
PRINTTEXT({een oplossing van -zt3+3xzt2+z+5 = 0 is z =l); 
print(nulpunt(z, ((-z+3)xz+l)xz+5, O, 5) 
20 ~ 
We gaan nu over tot de behandeling van bovenstaand progranuna, dat 
3 2 3 2 een nulpunt zoekt van f(z) = z + 3z + z + 5 en van f(z) = - z + 3z + 
+ z + 5. 
•) Het algorithme - beschreven in "nulpunt" - volgens h~twelk bet nul-
punt bepaald wordt, is: 
1. Ga uit van 2 punten: xvanfpos dat is een argumentwaarde, waarvoor de 
funktie positief is en xvanfneg dat is een argumentwaarde, waarvoor de 
funktie negatief is. 
2. Bepaal het midden x van xvanfpos en xvanfneg. 
•) Opgemerkt zij dat deze procedure verre van efficient is en ook n1et be-
trouwbaar. Aan deze eisen voldoet b.v. wel de procedure ZERO van het 
Mathemat1sch Centrum (opgenomen in de A.P. serie). 
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3. Is f(x) 0 dan is het proces afgelopen en is x een nulpunt, 
is f(x) > 0 dan xvanfpos := x en anders xvanfneg:= x . 
4. Herhaal 2 en 3 zo vaak tot xvanfpos en xvanfneg minder dan 108 ver-
schillen of tot de funktie in het midden nul is. 
M -8 en heeft dan met een fout van 10 een nulpunt gevonden van f(z). Di t 
algori thme werkt a1leen voor funkties f(z), die de eigenschap hebben 
dat tussen een z-waarde, waar f(z) positief is en een z-waarde, waar 
f(z) negatief is, een nulpunt van f(z) ligt. Di t geldt met name voor 
continue funkties als z 3 + 3z2 + z + 5. 
De procedure nulpunt staat op regel 4 t/m 13 en heeft 2 value- en 2 na.me-
parameters. Tijdens de executie wordt "nulpunt" voor bet eerst aangeroe-
pen op regel 16 in de procedure statement: 
print(nulpunt(z,((z + 3) x z + l) x z + 5),0,-5) 
De actuele parameter van print wordt gevormd door een expressie, die be-
staat uit een function designator . De declaratie van deze function 
designator geeft ons het recept hoe de waarde die afgele·verd wordt, 
bepaald wordt. Moest men zich bij een procedure statement (denk aan 
A(regel) uit VI-1) voorstellen dat eerst het programma gewijzigd werd 
en vervolgens doorgegaan werd in het gewijzigde programma, bij een 
function designator moet men zich voorstellen dat de rekenautomaat even 
"op een kladje" deze waarde berekent met de kennis van ~et programma 
die hij op dat moment heeft. De waarde, die "nulpunt" aflevert, is de 
waarde als laats te geassigneerd aan "nulpunt" bij de ui tvoering van 
onderstaand statement . 
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1 begin real xvanfpos,xvanfneg; 
2 
3 xvanfpos := O· 
' 
4 xvanfneg:= -5; 
5 begin for z:= (xvanfpos + xvanfneg)/2 
6 while abs (xvanfpos - xvanfneg) ~ io -s do 
7 if (((z + 3) x Z T 1) 
" 
z + ~) > 0 then xvanfpos := (z) 
8 else 
9 if (( (z + 3) x z + 1) )( z + 5) < 0 then xvanfneg:= (z} 
10 ~~ klaar; 
11 klaar: nulpunt:= (xvanfpos + xvanfneg)/2 
12 !.!!5! 
13 end 
We zien dat regel 5 t/m 12 van dit statement wel gelijkenis vertoont met 
regel 6 t/m 13 uit het oorspronkelijke programma . Bij de "name"-parameters 
is alleen de formele parameter (na omsluiting met haakjes zie VI-3) ver-
vangen door de corresponderende actuele parameter. Is de ene actuele para-
meter een funktie van de andere dan spreken we van Jensen ' s device. We 
merken nog op dat de drager z alleen in "nulpunt" gebruikt wordt. (Jensen's 
device eist een buiten de procedure gedeclareerde variabele.) 
3. overzicht actuele parameters, vervanging formele parameter door actuele 
parameter 
Een actuele parameter (Revised Report 4.7.1) kan zijn: 
1. een string 
2. een expressie, d.w.z. een Boolean of een arithmetische o~ 
designational expressie (zie hoofdstuk IV) 
3. een array identifier 
4. een switch identifier 
5 . een procedure identifier 
Wat betreft value parameters merken we op: 
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a· Strings en switch identifiers kunnen niet optreden als value par8111eters. 
b. Een procedure identifier kan alleen value zijn, als hij op zichzelf 
een complete expressie vormt (b.v. read). 
c. Wanneer een expressie optreedt als value parameter moet het type van 
de waarde, die hij aflevert in overeenstemming te brengen zijn met 
zijn specificatie (zonodig wordt een real afgerond tot een integer). 
d. Bij .,.,n array idenl:ifier aangeboden als value-parameter moeten we on.s 
voorstellen dat: 
l. in het fictieve block om de procedure body een array gedeclareerd 
wordt met dezelfde dimensie en grenzen als het aangeboden array 
maar van het type als gegeven in de specificatie; 
2. iedere subscripted variable van dit array gefnitialiseerd wordt 
op de waarde (zonodig afgerond) van de subscripted variable met 
dezelfde indices van het aangeboden array. 
Hebben we te maken met ee.n "name"-parameter, dan moet de vervanging 
correct ALGOL 60 opleveren. Consequenties hiervan zijn o.a.: 
a. Wordt er aan de parameter geassigneerd dan moet de expressie ui t een 
variabele bestaan. 
b. Een string wordt doorgegeven aan een volgende procedure of aan een 
procedure, waarvan de body niet in ALGOL 60 geschreven is (b. v. 
PRINTTEX:T) . 
4. bij bet formeel-actueel vervangingsmechanisme gaat het natuurl1Jke 
boven bet letterlijke, omsluiting met haakjes, conflicten tuaaen 
identifiers 
Over bet formeel-actueel vervangingsmechanisme merken we op: 
d Vervanging moeten we ons voorstellen (Revised a. Bij het proces van e 
Report 4.7.3.2) dat de rekenautomaat de formele identifier, waar 
kj Zet. Is f een formele identifier in mogelijk eerst tussen haa es 
Worden door x + 4 dan wordt het resul-3 x f + 2 en moet f vervangen 
taat 3 x (x + 4 ) + 2 {en niet 3 x x + 4 + 2}. De vervan1inc is bier-
door meer natuurlijk dan letterlijk. 
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b. In het programma op blz. 64 zien we dat de identifier a zowel op 
regel 4 als op regel 28 gedeclareerd wordt; drukletter(b) moet nu 
tijdens de executie vervangen worden door r e gel 7 t / m 13. Is de a, 
die dan gebruikt wordt, gehecht aan de quantity gerntroduceerd op 
regel 4 of aan de quantity geintroduceerd op regel 28? 
We kunnen de situatie als volgt weergeven: 
1 begin integer a; andere declaraties; 
2 procedure identifier (formelen); 
3 begin localen 






als; a:= 3; 
begin <declaraties> ; integer a; 
begin integer a; 
call (actuelen) 
De verzameling van de identifiers van de actuelen duiden we aan met I. 
We moeten ons nu voorstellen dat: 
1. de rekenautomaat tijdens de executie de identifiers van alle formele 
parameters en locale quantities indien nodig zo verandert dat er 
geen identifier van een formele of locale in I voorkomt (Revised 
Report 4.7.3.2); 
2. als de call "outside the scope" van een der niet localen staat (b.v. 
a regel 1) de rekenautomaat aan de andere quantity(ties) (a regel 10 
en a regel 12) die met dezelfde identifier worden aangeduid, een 
nieuwe identifie r geeft die nog niet in bet programma voorkomt 
(Revised Report 4.7.3.3). 
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Dit houdt voor het progranuna op blz.64 enerzijds ten gevolge van 
punt l in: 
ls de procedure statement "drukletter(b)" een maal uitgevoerd voor 
b = l dan is na de executie de actuele parameter "b" nog steeds l en 
anderzijds tengevolge van punt 2: 
De "a", die op regel 8 gebruikt wordt, is gehecht aan de quantity 
gerntroduceerd op regel 4. 
Na het programma is direct de getallenband afgedrukt. We zien dat de 
getallenband ingewikkelder is geworden en het programma korter. Een 
bewering uitspreken over de output van het programma zoals in VI-1, 
die alleen aan de hand van de tekst te verifieren is, kan nu niet meer. 
Een kort programma is dus geen doel op zichzelf, want ook het program-
ma 
begin L: PRSYM(RESYM); goto L ~ 
levert bij passende getallenband het gevraagde titelblad. Deze getallen-
band is nu waarschijnlijk zo ingewikkeld geworden, dat er een program.ma 
voor nodig is om hem te ponsen . 
1 
'I 
camient 1739 K.K. Kok.sma., ander ;program:aa 
voor-eidrukken titelblad; 
integer beg1.nregel, beg1.nposit1e, 11.jndikte, a,b, c; 
fnteger ~ letter[1:5), layout[1:5, 1:5, 1:3]; 
§eallrecriik.1.etter( r); 
n-arb; 
ietter[a] ) ; 
SPACE(layout[a, r, 1]); 
for b: .. 1 alp 1 until layout[a, r, 2] !!2 
mYM(letter a));---
SPACE(leyout[a, r, 3)) 
!2! a:= 1 ~E 1 ~ 5 22 letter[a] :• RESYM; 
volgende t1telblad: 
beginregel:= read; 
beginposi tie :• read; 












6, t ,8 
0,7,8 
6, 1, 8 
0 
for a::s 1 ste..,E 1 until 5 do 
ror: b:- 1 sieE , iintrr 5 ~ 
~ c:• 1 iteE 1 ~n 3 ~ layout[a, b, c): .. read; 
!2!: a:= 1 !~ l ~!! beg1.nregel ~ lfLCR; 
for a:= 1 te~E l until 5 do 
tie&!~ ~r aT""- -
lor a:• l ·~ l until lijndikte do bei!E nCR; SPACitbeginpoaitie )T 
for b :e l a~ 1 until 5 do 
!riiklettertbJ- ----- ~ 
end 
end; -
Irread 4 0 then 
1>eg!n NEWPAGf; ~ vol.gende ti telblad ~ 
5,0,6 0,5,6 0,5,6 o,o,o 
5,0,6 4, 1,6 4, 1,6 o,o,o 
5,0,6 5,0,6 4, 1,6 o,o,o 
5,0,6 2,3,6 4, 1,6 o,o,o 
o, 5,6 0,5,6 0,5,6 0,5,6 
7,0,8 0,7,8 0,7,8 o,o,o 
7,0,8 6,t,8 6, 1,8 0,0,0 
7,0,8 7,0,8 6, 1,8 o,o,o 
7,0,8 4,6,5 6, 1 ,8 o,o,o 
0,7,8 0,7,8 0,7,8 0,7,0 
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5. principe van de volledige inductie, recursieve procedures 
Voor een goed begrip van de werking van recursieve procedures is de 
kennis van het principe van de volledige inductie vereist. 
Het principe van de volledige inductie zegt: 
Een uitspraak E(n) a!hangend van een natuurlijk getal n is geldig 
voor iedere n als: 
1) hij g~luig is voor n = 1 
2) uit de geldigheid van E(n-1) de geldigheid van B(n) volgt. 
Een voorbeeld hiervan is de stelling: 
n 
De ui tsp raak E(n) : l k 
k=l 
1 
2 n(n + 1) geldt voor iedere n > 1. 
bewijs: 
1) E(l) is waar want 
1 1 l k = 1 en . (1 + 1) = 1. 
k=l 2 
n-1 1 
2) Stel E(n - 1) is waar :. l k =2 (n - l)n. 
k=l 
Tel nu links en rechts n erbij: n n 





n{2 (n-1)+1} = 2 n(n+l) 
Bet volgende programma geeft een eenvoudig voorbeeld van een recursieve 
procedure : 
begin comment 1739, N. van de Auteur (MC), berekening van nfaculteit; 
integer a, resultaat; 
end 
integer procedure nfaculteit(r); ~ r; integer r; 





Hier wordt een procedure nfaculteit gedeclareerd waarvan de naam erop 
wij s t dat hier n! (spreek uit: enfaculteit, dit is het gedurig product 
van all e gehele getallen .::_ 1 en ~ n, waarbij l! = 1) wordt uitgerekend. 
Hoe kunnen we nu aan de tekst van het programma zien dat nfaculteit dit 
ook inderdaad doet? Dit kunnen we inzien met behulp van volledige in-
ductie, we kunnen nl. de volgende uitspraak E(n) doen: 
Levert de actuele parameter van nfaculteit de waarde n af, dan levert 
nfaculteit de waarde n! af. 
bewijs: 1. E(l) geldt, want 
wordt een actuele parameter met de waarde 1 aangeboden dan 
wordt de waarde, die nfaculteit aflevert, bepaald in onder-
staand statement: 
begin integer r; 
r:= l; 
nfaculteit:= if r 1 then 1 else r >< nfacul tei t (r-1) 
end 
De waarde die nfaculteit aflevert, wordt dus 1 = l! 
2. Stel E(n-1) geldt, nu te bewijzen E(n) geldt. 
Wanneer "a" de waarde n draagt (n geheel en groter 1) dan 
wordt nfaculteit(a) berekend in de statement: 
begin integer r; 
r:= a; 
nfaculteit:= if r = 1 then 1 else r >< nfaculteit(r-1) 
end 
De relatie r = 1 levert de waarde false af. 
:. De waarde die nfacul tei t(a) aflevert, is: r >< nfacul tei t(r-1). 
Nu draagt r de waarde n. 
~De expressie r-1 levert de waarde n-1 af. 
:. nfacul tei t (r-1) levert de waarde (n-1) ! af (gegeven). 
~nfaculteit(a) levert de waarde n! af. 
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Opgemerkt zij dat dit progranuna alleen diende als eenvoudig voorbeeld 
voor recursief gebruik van een procedure. Het progranuna is nl. zeer 
tijdrovend en behalve dat zal de integercapaciteit vrij gauw over-
schreden zijn. Heeft men in een programma op meerdere plaatsen n! nodig 
dan doet men er goed aan een keer deze waarden uit te rekenen en op 
te bergen in een array, dat men later kan raadplegen. 
We gaan nu een ingewikkelder probleem recursief programmeren en wel het 
bepalen van een zet in het spel Boter, kaas en eieren. Het spel wordt 
gespeeld op een bord met 9 vakken door 2 spelers. In het begin zijn 
alle vakken leeg. De ene speler mag all een kruisen zetten de andere 
alleen cirkels . De speler die alleen kruisen mag zetten , begint . 
Wanneer een speler aan zet is, dan mag hij een teken in een leeg vak 
zetten. Komen daardoor 3 van zijn tekens op een rij, op een kolom of 
op een diagonaal te staan, dan heeft hij gewonnen en is het spel uit. 
I s dit niet het geval, maar is het bord vol dan is h et spel ook uit en 
hebben geen van beide gewonnen. In alle andere gevallen gaat het spel 
voort en komt de andere speler aan zet. 
De vakken van het bord zullen we nummeren als in onderstaande tekening. 
1 2 3 
4 5 6 
' 
7 8 9 
Een vak bezet door een kruis geven we aan met +1, door een cirkel met -1 
en een leeg vak met een 0 (zie blz . ). 
Bij de behandeling van bet programma gebruiken we de volgende begrippen: 
1. Een zet in een spel is bet vullen van een leeg hokje met een cirkel 
o f kruis, zolang er nog geen partij gewonnen heeft. 
2 . Een zet heet winnend als of door de zet een rijtje van drie gecomple-
teerd wordt, of er minstens een tegenzet is en alle tegenzetten tot 
verl ies leiden. 
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3 . Een ze t heet verliezend als er minstens een tegenzet is, die tot winst 
leidt . 
Dear het aantal lege vakken in het spel begrensd is (nl. ~ 9), is het 
duidelijk dat we di t zowel in de def i nities als in het programma impli-
c i et zullen terugvinden. 
In grote lijnen werkt het programma als volgt: 
1. Het leest 9 getallen in, die de stand van het spel bepalen 
(-1 = cirkel, 1 = kruis, 0 vrij) . 
2. Het controleert of dit een stand is, die in het spel kan optreden. 
3. Het bepaalt wie aan zet is. 
4. Het programma analyseert de stand en wanneer er een zet mogelijk is 
die winnend of anders niet-verliezend is, dan drukt het die zet af, 
anders geeft het de partij gewonnen. 
5. Staat er nog een stand op de getallenband dan gaat het programma voort 
met l anders is het klaar. 
De kern van het programma wordt gevo:nnd door de procedure Winst en Ver lies. 
Waarom werken deze correct? 
We gaan de geldigheid van de uitspraak E(n) (met 0 < n < 9, n geheel) 
bewijzen. 
E(n) luidt: Wanneer er nog n lege hokjes zijn in "sp~l" dan levert 
enerzijds 
a. Winst(n , teken,Spel,p) de waarde true af als de zet "teken" 
op het (lege) hokje met hokjenummer p wint en anders ~ 
en anderzijds 
b. Verlies(n,teken,Spel,p) de waarde true af als de zet "teken" 
op het (lege) hokje met nummer p verliest en anders false. 
Bewijs: We nemen aan dat de function designator "drie(teken,Spel ,p)" de 
waarde true aflevert wanneer we een"drietje" kunnen maken door 
op hokjenummer p in Spel teken te zetten. 
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Het eigenlijke bewijs berust op volledige inductie en verloopt als 
volgt: 
1. E(l) geldt want: 
Bij een aanroep van "w1nst" met 1 als actuele waarde van "j" zien we 
op regel 32 dat als drie(teken,Spel,p) true aflevert - d.w.z. dat we 
direct kunnen winnen door op hokjenummer p "teken" te plaatsen -
Winst ~ wordt en de procedure verlaten wordt. Is dit niet het geval 
(daar er nog maar een leeg hokje was, kunnen we dUS niet Winnen) dan 
wordt de statement op regel 34 t/m 43 uitgevoerd; daar de eerste 
actuele parameter (aantal lege vakjes) = l wordt "Winst" false en 
wordt de procedure verlaten. Hiermee is E(l)a bewezen. 
Ingevolge de definitie van een verliezende zet kunnen we als er nog 
maar een bokje is niet verliezen, daar er na onze zet geen tegenzet 
meer is. Verlies(l,teken,Spel,p) moet dus false afleveren. We zien 
inderdaad op regel 48, dat als de eerste actuele parameter l is 
"verlies" false wordt en we de procedure verlaten. Hiermee is E(l)b 
dus E(l) bewezen. 
2. Wanneer E(n-1) geldt, dan geldt E(n) want: 
Als we door op hokjenummer p "teken" te zetten direct een gewonnen 
spel verkrijgen dan garandeert regel 32 dat "Winst" true wordt en de 
procedure verlaten wordt. Is dit niet zo, dan wordt daar de eerste 
actuele parameter~ 1, bet block op regel 35 t/m 43 uitgevoerd. In 
dit block wordt eerst de zet "teken" op hokjenummer p in "spel" ge-
daan. Het array "Spel" is dus nu anders dan het array "spel" bij 
binnenkomst. 
Vervolgens wordt uitgevoerd de forstatement: 
for i:= 1 step 1 until 9 do 
if zet(i,Spel) then 
begin if ""'Verlies(j-1,-teken,Spel,i) 
then begin Winst:= false;~ end end; 
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Hoe 111oeten we ons dit nu voorstellen? "Spel" is een value array. :.Na 
eventuele aanroep van "verlies" met "verlies(j-1,-teken,Spel ,i)'' is 
"Spel" nog steeds hetzelfde array en alle elementen hebben nog steeds 
dezelfde waarde. Hetzelfde geldt voor j, i en teken omdat aan geen 
van drieen noch in de body van "Verlies" noch in de body van "w1nst" 
noch in de body van "drie" geassigneerd wordt. Volgens de inductieaan-
name geldt l!(n-1). :. Verlies (j-1,-teken,Spel ,1) levert ~ a:r als de 
zet "-teken" op het lege hokje met nWDJDer 1 verliest en anders false. 
Dit houdt in dat als er maar een mogelijke tegenz.et niet verliest 
"Winst" false wordt (regel 40) en de procedure verlaten wordt. Indien 
alle mogelijke tegenzetten verlies opleveren dan wordt de volgende 
statement (regel 42) uitgevoerd. Dit houdt in dat "w1nst" true wordt 
en de procedure verlaten wordt. Hie:rmee is E(n)a bewezen. Het bewijs 
voor E(n)b gaat met een analoge redenering. 
De statement op regel 68 t/m 109 kunnen we in grote lijnen als volgt 
verdelen: 
71- 79 leest een stand in en checkt of er wel alleen +l, -1 of 0 als 
teken wordt aangeboden. 
82- 85 checkt of de stand in het spel kan optreden. 
92 bepaalt wie aan zet is. 
93- 97 gaat na of er een winnende zet is, zo ja ga naar 106. 
99-104 gaat na of er een niet-verliezende zet is, zo ja ga naar 106 . 
105 geeft bet spel gewonnen. 
106-107 drukt de gevonden zet at. 
We merken op dat een winnende zet niet ook zo snel mogelijk winnend behoeft 
te zijn. Het programma controleert uitgebreid of de databand correct is. 
Het is nl. zo dat "w1nst" en "verlies" alleen goed werken als ze met de 
goede actuele parameters worden aangeroepen. Door dit vooraf te checken 
worden de resultaten van het progr&11111a betrouwbaarder. Het zou wellicht 
aanbeveling verdienen na regel 92 eerst nog het array "spel" at te laten 
drukken. Men kan dan controleren of programmeur en programm.a de getallen-
band op dezelfde wijze interpreteren. Het programma gedraagt zich op 
deze manier net zo ten opzichte van de getallenband als het MC-ALGOL 60-
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systeem zich gedraagt ten opzichte van h et programma. Ieder programma 
is dus in dit licht bezien als het ware een "compiler" voor zijn 
getallenband. 
Bieden we aan de getallenband: 
1 1, -1, 1, -1, 1, -1, 1, o, 
2 1, -1, -1, -1, 1, 1 , 1, -1, 
3 1, -1, 0, o, 1, -1, -1, 1, 
4 -1, 1, 1, 1, -1, -1, -1, 1, 
dan gee ft de xa als output: 
1 spel is ui t niet gespeeld 
2 win door +1 op hokjenummer 9 





4 verlies niet door +l op hokjenummer 9 
In plaatjes: 
~00~0 mxx 0 x x x 0 x 0 x 0 0 x 0 x 
NIET GESPEELD WIN OOOR WIN DOOR VERLIES NI ET 
X OP HOKJE 9 X OP HOKJE 9 DOOR X OP 
HOKJE 9 
Bij de getallenba.nd: 
l 1, o, o, 0, -1, o, 1, o, -1 
2 1, 0, o, o, -1, -1, 1, o, -1 
3 1, o, -1, 0, -1, o, 0, 0, 1 
4 0, 0, o, o, o, o, o, o, 0, 






win door +l op hokjenummer 2 
win door +l op hokjenummer 4 
win door +l op hokjenummer 7 
verlies niet door +l op hokjenummer 1 
WIN DOOR 
X OP HOKJE 2 
Hij wint das 
niet zo snel 
mogelijk 
WIN OOOR WIN DOOR VERLIES NIET 


























































cc~~E~I R 171U. M,M.MOKSMA • VOORBEELV VA N RECU ~S l lVE 
PROCEDURE eOTER,K AAS EN E I EREN; 
l ~IE~EB ABBAY 9PEL[1:9J; ! ~!~~t8 TEKEN , AANTAL LE EG, HOKJENUMMER, CON TROL E, 
TELLER, CHECKER; 
BC OLEA~ ACCEPTED; 
9CQL.Ea~ ~~Q,EQ~~E 0 R 1f ( TE<E N, S~ EL , P ) ; !~!E~E~ 8~~a~ • PEL• 
'"'T EGER TEKEN P · ~E~1tl SWlif~ I NSPECrEER :;-1:z:3,•,5,6:7:o,9; 
BQQL.EQ!j o; 
~~Q,~Q~~~ f; ~Q!Q END; 
IOOLE6li eBo,~QUBE G( A,B ); 
~:: &PE L [A) : TEKEN ~ gP~L[6) TEKCN; 
~g!Q I NSP[CTEER[P J ; 
1: O:: G[5,9 ) v G(2,J ) v G( 4,7 ) ; f; 
2: O:: G(l,J) v G(~,8 ) ;f; 
3: Ol: G(l,2) v G(],5) v G(6,9); fl 4: O:: Gl1,7l v G<5,6)l ~; 
5: o:= G<1,9l y G(,S,7) y G<4,6l .. G<2,a >: f ; 
o: o·- G(3,9l v G( 4,5); f; 
7: o:= G<5,3l y G<1,4> y G<8,9l: f! 
a: o:: G<2,5> v G(],9li fl 
9: o:= G<1,s> y G<7,8> y G<3,6l; r: 
ENO: 0 R1E:so 
EOIQ; 
1coL.Ea!j eBo,EQ~Bt w1NsT< J ,TEKEN,,PEL,P>1 YaL.~E &PEL: !~!'~~B A~96Y &PEL1 BE~!~ !t oR I E [ TE~EN , iPEL, P ) !~t~ WI NST:: !~~E LSE . 
l[ J 2 1 !~Eli w• Nsr:: te~st 
f~~f ~~~!~ !~I~~kB I : 
IPfL[P ) ::: TEKEN; 
1 
EQB 1:= 1 ~rce 1 Y~I!~ 9 QQ 
J.E: ZET( I dlPEL ) It:!Eel 







V£RL I ES( J ,TEKEN,9PEL,P ) J ~AL.UE IPEL; 





.LCIH!i'B I I 
'PEL. CP I !: TEKEf'd 
~2B I :: 1 ~!if l ~~!l~ 9 QQ 








63 S!;QL.E~tl ~~Ql;EQ~~E ZET( 1 ,6PEL); 
e'I ZC:T:: &PE L.[ IJ: (): 
6:.i 
66 
6 7 E:,8 T:LL.ER :: READ ~~l L.E TELL.ER * 0 QO 
6d ~ ~~ l U NwCR; 
6y AC CEP TED: : !8U~: CONT~OLE:; o; AANT AL LEF.G:: Q; 
71.l Aiii'+M 'l' c3, O, TELLER); 
7~ EQB HOKJENUMM ER:: 1 ~IEE 1 ~~ll~ 9 QQ 
7~ ~E~ltil TEKE N;: READ; 
73 CQNTROLE: • CONTROL!': + TE KE N; 
74 1E TEKEN • 0 !~Etj AANT AL LEEG! : AANTAL LEEG - 1; 
7'.:, ! f ABS(T EKC:NJ : l .., TEKEN : 0 
76 !~El:il iPEL IHOK.JENUMMERl: : TEKEN 
(7 EL.SE 
7tl flEG.Li:I ACCEPTt::D:=E:&L.SEI PR+M:P•liiM'l'(tTE Kt:.ll f'U UT?> Ei.JQ 
?Y E~Q; 
RO 1E ABS(CONTROLEl > 1 l~E tj 
81 flEG!til ACCEP TEO:= taL.sE; ~R•M'l''l'~M•(tT~VEEL TEKENSt> E ~Q; 
82 fQB CHECK ER:: 1, ,, 9 QQ 
83 BEGltil TEKE N:: SPEL[CHECKERJ; 
84 it ~z~TC CrlE cKER, iPEL> ADRIECTEKEN,&PEL, CHECKER> 
85 H:IEtj 
86 flEG.l. til ACCEPTED:= E&L.SE; PR+M'l'• iit:P(ti?EL I S U t T•> EtilQ 
87 EtilQ; 
88 l E AAN TAL LEEG= 0 ItiE~ 
89 BEG.l.til ACC(PTEo:=EaL.sE; PR+N'l''l'liilt:P(tALLE ZETTE~ GEDAAN •> E~Ol 
90 1( ~ ACCEPTED ;tiEtil 
91 BEG!til 'l'Ai; PR+lll'l''l'ilt'l' CtNIE T GESPEELD ~); GQIO END ~tilOi 
92 TE KEN:: 1 E CONTROL.E * 0 I~Etj ~ CONTROLE EL.St 1: 
93 EOB HOK.JENUMMER:= 1 s;Ee 1 ~~~lL. 9 QO 
94 1( ZET(HOl<.JENUMMER, 51PEL) 
9 ~ Id t til IEGltil .l.E ~I N ST(AANTAL LEfG, TEKE N, 51PEL, HOK.JENUMMER) 
96 It:!Etj §E~l ~ PR+M••iMf(1WI N OOORt>; GQIO FINISH t~O 
97 EMO; 
98 
99 EOB HOKJENUMMER:: 1 •!te 1 ~~!i~ 9 ao 
100 !E ZET(HOK.JENuMMER, 9PEL ) I~~tj 
lCl aEGltil lE ~ yER L IES (AA NTAL LEEG,TEKEN ,51PEL ,HOKJENU~MER) 
lil2 :>t:tEl:il 
1 0J BtGl~ ~R+ M:P•liiM•(~VERLIES NIE T OOOR~l; GOfQ F I NISH El:ilQ 
104 t~Q; 
1 0 5 PR+M'l'•iWf(tVERLOREN EN GEE F OP.>; GQ!Q ENO; 
1 06 FINIS!-: lo'i-10(3, 0 , TE l(EN)i l>R+M'l''l'liMT(.OP HOKJENUMMERtl: 
107 •e$i•¥+< 3 , U, HOKJfNUMM(R); 
t08 ENO : 
~09 t!:IQ 











<, <,- , >,+ zie relationele operator 
=, zie logische operator 











for list element 
formele parameter 



























call by name 












34 goto statement 12,16 
16, 35 , 36, 37 
25,27 
10, 12 , 20,61 heling 
3,7,8,13,37 ,38 identifier 
24 if statement 7 
1,4,21 41 , 42 
28 






















label 11 , 15 
locaal 11 , 62 
logische operator 39,40 
lover bound 13 
metalinguistische fonnule 25 









35 , 36,37 
1 












































25 , 26 
39 
unconditional statement 41 , 44 
upper bound 
variabele 
vermenigvuldiging 
vaarheidstafel 
vhile element 
voord delimiter 
13 
32 
35,36, 37 
39 
14 
5 
76 
INDEX 
