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Resum 
Es disposa de una microxarxa independent de qualsevol xarxa elèctrica externa, per a la qual, tenim 
una generació de l’energia mitjançant generadors dièsel i per a abaratir costos, disposem de panells 
fotovoltaics i bateries per a emmagatzemar energia. L’objectiu del sistema és optimitzar l’energia 
generada per els panells fotovoltaic, mantenint l’estabilitat del sistema. Per tal de estudiar la 
microxarxa, s’ha dissenyat per part del centre de transferència de tecnologia de la Universitat 
Politècnica de Catalunya CITCEA-UPC, un emulador de la esmenada microxarxa. 
Per a poder visualitzar i analitzar tots els paràmetres necessaris, tals com potencies dels generadors, 
del panells fotovoltaics, cargues de la bateria, demandes d’energia, etc... és presenta en el següent 
document, un programa SCADA dissenyat des de zero, que satisfaig totes les necessites d’estudi de 
gestió de l’energia de la microxarxa. 
Per al disseny del programa en llenguatge C++, s’ha optat per el Framework ‘Qt Creator’, en la seva 
versió per UNIX (Ubuntu), sent el port final amb versions tant per LINUX com per a WINDOWS. 
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Resumen 
Se dispone de una microrred independiente de cualquier red eléctrica externa, para la cual, tenemos 
una generación de la energía mediante generadores diésel y para abaratar costes, disponemos de 
paneles fotovoltaicos y baterías para almacenar energía. El objetivo del sistema es optimizar la energía 
generada por los paneles fotovoltaico, manteniendo la estabilidad del sistema. Para estudiar la 
microrred, se ha diseñado por parte del centro de transferencia de tecnología de la Universidad 
Politécnica de Cataluña CITCEA-UPC, un emulador de la enmendada microrred. 
Para poder visualizar y analizar todos los parámetros necesarios, tales como potencias de los 
generadores, de paneles fotovoltaicos, cargos de la batería, demandas de energía, etc ... se presenta 
en el siguiente documento, un programa SCADA diseñado desde cero, que satisfago todas las necesitas 
de estudio de gestión de la energía de la microrred. 
Para el diseño del programa en lenguaje C ++, se ha optado por el Framework 'Qt Creator', en su versión 
para UNIX (Ubuntu), siendo el puerto final con versiones tanto para LINUX como para WINDOWS.  
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Abstract 
If I have to describe my final degree project, I would say that it is based on an independent microgrid 
of any external power grid. In one hand we have a power generation using diesel generators and in the 
other hand we have solar panels and batteries to store energy. Basically, the aim of the system is to 
optimize the energy generated by photovoltaic panels, while maintaining system stability. In order to 
study the micro, the Transfer Technological Center of the Polytecnic University of Catalonia (CITCEA-
UPC) has designed a microgrid emulator. SCADA software has been designed from scratch with the 
purpose of viewing and analyzing all necessary parameters, such as Powers of generators, power of 
photovoltaic panel, battery charges, energy demand and so on. This software is presented in the 
following document and it satisfies all what is needed to study energy Management of the microgrid. 
For the design of the program in C++, it has been selected the Framework “Qt Creator” in the version 
for UNIX (Ubuntu), being the final port versions for both Linux and Windows.  
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Glossario 
SCADA Supervisory Control And Data Acquisition. 
Unidad de Datos de Aplicación ADU 
Grupo de Trabajo de Ingeniería de Internet de IETF 
IP Protocolo Internet MAC Control de acceso al medio MB MODBUS 
MBAP Protocolo de Aplicación MODBUS 
Unidad de datos del protocolo PDU 
Controlador Lógico Programable PLC 
Protocolo de control de transporte TCP 
BSD Berkeley Software distribution 
Vida máxima del segmento MSL 
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1. Prefacio 
Antes del ingreso en la universidad, estuve trabajando en una empresa llamada CONTROLLI IBERICA, 
que realizaba, entre muchas otras actividades, el control de las instalaciones mediante SCADA. Desde 
el inicio en dicha empresa siempre es algo que me llamaba la atención y a pesar de trabajar en ello, 
quería profundizar en cosas por las cuales mis conocimientos eran insuficientes, ya que siempre me ha 
gustado la idea de saber programar programes útiles para el ordenador y en el caso de los SCADA, ya 
sea en domótica o en la industria, son herramientas prácticamente indispensables a día de hoy. 
1.1. Origen del trabajo 
Mientras cursaba la asignatura optativa ‘Automatización i comunicaciones industriales’ impartida por 
el director del proyecto Eduardo Prieto Araujo, un día después de clase me explico la dedicación de su 
departamento en un proyecto de emulación de microredes y la propuesta abierta de realizar un 
proyecto programando un SCADA de la cual no dudé en aceptar. 
1.2. Motivación 
Siempre ha habido la motivación de querer aprender más sobre sistemas SCADA, incluso mientras 
cursaba los ciclos formativos de grado medio y superior, al ver ejemplos de SCADAs de instalaciones, 
me fascinaba como en algo gráfico fácil e intuitivo, podías tener todo el control de la instalación, sin ir 
midiendo con el ‘tester’ o viendo los manómetros uno por uno. 
1.3. Requerimientos previos 
Teniendo clara la idea de que es un SCADA, solo hacía falta aprender a programar en C++, aprendí 
algunos conocimientos básicos de C# en la universidad, pero hacía falta mucho más y lo sabía, es por 
ello que estuve todo el verano del 2016 estudiando por mi cuenta para aprender a programar en C++.   
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2. Introducción 
Con la obtención de datos del emulador sobre la microred se desea poder visualizar o trabajar con los 
datos proporcionados por la misma. En el caso que nos ocupa de la parte del emulador, para la 
aplicación del programa SCADA, la obtención de datos se realiza mediante el protocolo de 
comunicaciones MODBUS. 
A continuación, se detalla que son los sistemas SCADA, las microredes y el framework Qt. 
El control de supervisión y adquisición de datos (SCADA) es una arquitectura de sistema de control que 
utiliza computadoras, comunicaciones de datos en red e interfaces gráficas de usuario para la gestión 
de alto nivel de supervisión de procesos, pero utiliza otros dispositivos periféricos como controladores 
lógicos programables y controladores PID discretos. Planta o maquinaria de proceso. Las interfaces de 
operador que permiten el monitoreo y la emisión de órdenes de proceso, tales como cambios de punto 
de ajuste del controlador, se manejan a través del sistema informático de supervisión SCADA. Sin 
embargo, la lógica de control en tiempo real o los cálculos del controlador se realizan mediante 
módulos conectados en red a los sensores de campo y actuadores. 
Se entiende como microred eléctrica a aquel "sistema de generación eléctrica bidireccional que 
permite la distribución de electricidad desde los proveedores hasta los consumidores, utilizando 
tecnología digital y favoreciendo la integración de las fuentes de generación de origen renovable, con 
el objetivo de ahorrar energía, reducir costes e incrementar la fiabilidad". Los elementos de los que 
consta una micro red inteligente son:  
 Sistemas de generación distribuida. 
 Sistemas de almacenamiento de energía. 
 Técnicas para la gestión de cargas 
 Sistemas de monitorización y control del flujo de potencia;  
 Técnicas y procedimientos de mantenimiento preventivo.  
Qt es un framework multiplataforma orientado a objetos ampliamente usado para desarrollar 
programas (software) que utilicen interfaz gráfica de usuario, así como también diferentes tipos de 
herramientas para la línea de comandos y consolas para servidores que no necesitan una interfaz 
gráfica de usuario. 
Qt es desarrollada como un software libre y de código abierto a través de Qt Project, donde participa 
tanto la comunidad, como desarrolladores de Nokia, Digia y otras empresas. Anteriormente, era 
desarrollado por la división de software de Qt de Nokia, que entró en vigor después de la adquisición 
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por parte de Nokia de la empresa noruega Trolltech, el productor original de Qt, el 17 de junio de 2008. 
Qt es distribuida bajo los términos de GNU Lesser General Public License y otras. Por otro lado, Digia 
está a cargo de las licencias comerciales de Qt desde marzo de 2011. 
Qt es utilizada en KDE, entorno de escritorio para sistemas como GNU/Linux o FreeBSD, entre otros. 
 
2.1. Objetivos del Trabajo 
El objetivo del trabajo es el desarrollo de una aplicación SCADA para visualizar todos los valores de la 
microred en tiempo real y almacenar un histórico de todos los datos recibidos. 
Los valores de estados se aplican en todos los componentes de la microred. Los diferentes tipos de 
estos son: 
 Estados. 
o Start: Empezando. La máquina empieza a funcionar. 
o Emulator configured: Emulador configurado. El emulador ha sido configurado para la 
arrancada del dispositivo. 
o Getting ready: Preparandose. Se ajustan los valores necesarios para estar preparado. 
o Ready: Preparado. Paso previo para la conexión del componente a la microred. 
o Working: Trabajando. El dispositivo está funcionando correctamente. 
o Error: Error. Ha habido algún problema y el componente se ha parado. 
Para los casos de potencia activa, potencia reactiva y voltaje son comunes en todos los componentes: 
 Potencia activa en Watts. 
 Generadores diésel: Potencia activa generada. 
 Paneles fotovoltaicos: Potencia activa generada. 
 Baterías: Potencia activa de entrada (para carga) y de salida (descarga). 
 Cargas: Potencia activa consumida. 
 Potencia reactiva en Voltamperios. 
 Generadores diésel: Potencia reactiva generada. 
 Paneles fotovoltaicos: Potencia reactiva generada. 
 Baterías: Potencia reactiva de entrada (para carga) y de salida (descarga). 
 Cargas: Potencia reactiva consumida. 
 Frecuencia en Hercios. 
 Generadores diésel: Frecuencia en el punto de conexión del generador diésel. 
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 Paneles fotovoltaicos: Frecuencia de salida del inversor. 
 Baterías: Frecuencia en el punto de conexión de las baterías. 
 Cargas: Frecuencia de la microred. 
 Voltaje en el punto de conexión en Volts. 
 Generadores diésel: Voltaje de salida del generador diésel. 
 Paneles fotovoltaicos: Voltaje de salida del inversor. 
 Baterías: Voltaje en el punto de conexión de las baterías. 
 Cargas: Voltaje de la microred. 
 Valores característicos. Valores fijos de cada componente tales como el ratio máximo de 
potencia que puede subministrar 
 Generadores diésel: ratio máximo de potencia y número máximo de máquinas diésel 
conectadas a la microred. 
 Paneles fotovoltaicos: ratio máximo de potencia. 
 Baterías: ratio máximo de potencia y cantidad de amperios-hora máximos que 
pueden subministrar. 
Cada componente tiene sus propias características, así como sus propios valores: 
 Generador diésel: Cantidad de generadores conectados a la microred. 
 Baterías:  
 State of charge: Estado de carga. Representa el tanto por ciento de carga de las 
baterias. 
 Battery voltage: Voltaje de baterías. Voltaje del circuito interno de las baterías. 
 Battery current: Corriente de baterías. Corriente que circula por el circuito interno de 
las baterías. 
Todos los datos proporcionados anteriormente son los que deben permitir un estudio completo de la 
gestión de la energía de la microred en el laboratorio. 
Finalmente, una vez recibidos todos los datos, estos son almacenados en la memoria del programa 
para su estudio a través de herramientas, tales como gráficos personalizables, donde el usuario puede 
llegar a conclusiones rápidas sobre el funcionamiento de la instalación. 
Para conseguir un aspecto gráfico, se ha moldeado en 3D las diferentes partes para hacer la aplicación 
más clara, intuitiva y agradable a la vista. 
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2.2. Alcance del trabajo 
El alcance del programa es la supervisión y estudio total de la microred a través de una interfaz gráfica, 
tanto en emulación, como para una futura aplicación real de la misma.  
Cabe mencionar, que no solo la microred de estudio es la única compatible con el programa diseñado, 
sino cualquier microred de iguales o parecidas características. El desarrollo de esta aplicación SCADA 
también supone el inicio del conocimiento para llegar a realizar cualquier tipo de microred o red, 
conociendo sus valores proporcionados por el protocolo MODBUS. 
Las diferentes características proporcionadas por la aplicación son: 
  Visualización en pantalla del último valor proporcionado por el emulador. 
 Cada estado contiene un color intuitivo para su interpretación. 
 Los valores dentro de rango de normalidad, son mostrados son el recuadro verde, pudiendo 
de esta manera, detectar rápidamente comportamientos anómalos de la instalación. 
 Ventana principal con estados y valores de potencia generada y consumida. 
 Ventanas secundarias con todos los valores detallados de cada componente. 
  Gráficos históricos: Posibilidad de ver hasta 4 valores diferentes en un mismo gráfico (dos por 
eje), en un intervalo de tiempo y/o datos en un rango determinado. 
 Vista de las alarmas del programa en caso de que algún valor sea anómalo o haya problemas 
al cargar algún archivo. 
 Herramientas para cambiar el destino de los archivos de configuración necesarios para el 
correcto funcionamiento de la aplicación. 
 Diferentes herramientas gráficas para proporcionar un aspecto visual más intuitivo de lo 
sucedido en la microred. 
 Calculadora interna del programa, donde realizar cálculos rápidos. 
 Calendario. 
 Bloc de notas, pudiendo guardar y abrir documentos y editarlos.
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3. Programa SCADA 
El programa ha sido desarrollado en la aplicación QT que se basa en el lenguaje de programación 
C++. Su principal función es leer los datos proporcionados por el emulador y mostrarlos en una 
interfaz visual y analizarlos con la ayuda de diferentes herramientas, para un conocimiento de todo 
lo sucedido en la instalación. 
Para ello se ha trabajado intensamente para obtener los conocimientos necesarios para desarrollar 
el programa en QT, tanto en cuanto al lenguaje C++ y las librerías propias de QT. 
A continuación, se va a hacer una explicación lo más entendible posible sobre las funciones básicas 
que realiza el programa sin entrar en demasiado detalle sobre cuestiones técnicas de 
programación.  
Todo el código fuente del programa adjunto se encuentra en el ANEXO de este documento, en el, 
se encuentran todas las líneas de código con comentarios. 
3.1. Estructura del programa 
La función básica en el desarrollo del programa es la obtención de los datos de la instalación, para 
su posterior visualización, análisis y comprensión. Para ver todos los valores ir a la sección 2.1 de 
este mismo documento. 
La información recibida, primero será sometida a una llamada por parte del programa a través de 
comunicaciones al protocolo MODBUS. Al no disponer aún del sistema de llamada por el protocolo 
MODBUS, se realiza una lectura de un fichero de texto (.txt) que se encuentra en el mismo equipo, 
de donde se van a leer los datos de la instalación. Una vez se disponga de las comunicaciones 
MODBUS, simplemente se debe cambiar la línea que figura como lectura del archivo de texto por 
las comunicaciones MODBUS, de esta manera, se obtiene una apreciación del resultado final 
mientras se terminan de configurar todas las opciones de comunicación o si este no está disponible. 
Con el fin de leer y guardar los datos obtenidos, tanto sea del archivo de texto o del protocolo 
MODBUS, se debe conocer el orden y el formato en el que se presentan los datos para poder 
organizarlos correctamente en los vectores correspondientes en la memoria del programa. Cada 
línea recibida, corresponde a una lectura en un espacio de tiempo y en ella se contiene toda la 
información relativa a la microred.  
La información a leer se estructura de la siguiente manera: 
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at0;at2;at3;at4;…;at43 
Los valores se presentan separados por “;” y corresponde a una línea con 43 columnas, cada 
columna, con cabecera de formato ‘atX’ corresponden a un dato de la instalación. En la siguiente 
tabla se muestra a qué valor corresponde cada valor atX: 
Tabla 1. Valores correspondientes a cada ubicación atX. 
Valor atX Procedencia Tipo dato Valor de la 
microred 
at0 
Battery 
inverter IP 
Status 
and 
measured 
values 
State 
at1 uG Pw 
at2 uG React 
at3 uG Freq 
at4 uG Volt 
at5 SOC bat 
at6 Bat Volt 
at7 Bat curr 
at8 
caract 
max pw 
at9 ah capa 
at10 
Bat emu emulation 
State 
at11 
SOC(estat 
carrega) 
at12 Bat elev control state 
at13 
PV Inverter 
IP 
Status 
and 
measured 
values 
State 
at14 uG PW 
at15 uG React 
at16 uG Freq 
at17 uG Volt 
at18 Bus Volt 
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at19 Char Max_P 
at20 PV emu emu state 
at21 PV elev emu state 
at22 
Diesel Gen 
Set IP 
Status 
and 
measured 
values 
State 
at23 uG PW 
at24 uG React 
at25 uG Freq 
at26 uG Volt 
at27 n_Diesel 
at28 
charact 
Max P 
at29 N total disel 
at30 
Load IP 
Status 
and 
measured 
values 
State 
at31 uG PW 
at32 uG React 
at33 uG Freq 
at34 uG Volt 
at35 ctrl load 1 state 
at36 
Status 
and 
measured 
values 
(house n) 
ctrl load 2 state 
at37 ctrl load 3 state 
at38 ctrl load 4 state 
at39 ctrl load 5 state 
at40 ctrl load 6 state 
at41 ctrl load 7 state 
at42   Battery 
at43   PV_state 
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Observaciones: 
 Cada nueva fila es escrita cada vez que el emulador realiza una nueva lectura. 
 Algunos valores, como at36-at41 han sido guardados para futuras aplicaciones. 
 Cuando una nueva línea es añadida por parte del emulador, el programa almacena esa 
última línea al final de cada vector. 
 
Cuando una nueva línea es leída por el programa, cada valor de cada columna es almacenada al 
final del vector correspondiente. De este modo, se consigue que un único vector contenga toda la 
información relativa a ese dato y cada vez que se dispone de un nuevo valor, este es añadido al final 
del vector, aumentando su tamaño y conservando su historial de valores. 
Para conseguir relacionar los valores leídos con el tiempo, se toma el tiempo para cada nueva línea 
añadida, de esta forma, solo sabiendo el tamaño del vector, se puede saber el tiempo 
correspondiente a cada lectura del mismo. 
En el siguiente esquema, a modo de ejemplo, se muestra como se obtienen los diferentes valores 
proporcionados por el emulador del generador diésel, almacenando cada variable a su 
correspondiente vector. 
 
Figura 1. Esquema de obtención de datos y guardado en vectores double. 
 
Toda la información contenida del emulador es releída cada cierto tiempo, pudiendo ser 
configurado en la ventana principal de MainWindow.cpp. 
Para una mayor optimización de la frecuencia en la que se muestran los valores, el tiempo (en 
milisegundos) debe ser el mismo que el tiempo que escribe una línea el emulador. Para nuestro 
caso, 1000 ms. 
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Para relacionar cada valor con un tiempo, para el caso expuesto anteriormente, si cada lectura se 
realiza en un intervalo de 1000ms, los valores registrados en los vectores, tendrán 1000ms por cada 
campo rellenado y en el caso de graficar dicho valor, los valores del eje horizontal toman el valor de 
1000ms por división.  
Una vez se tienen los vectores con los valores, se envía dicha información, desde la ventana 
principal, a todas las ventanas que lo requieran.  
En el caso de los valores mostrados en los LCDNumber, se muestra el último valor del vector en 
cuestión, en el caso de gráficos personalizados, muestra todos los valores almacenados en dicho 
vector y en las gráficas a tiempo real, pueden ajustarse para mostrar los últimos valores registrados 
por el vector. 
3.1.1. Ventana principal del SCADA 
 
Figura 2. Esquema de obtención de datos y guardado en vectores double. 
 
La ventana principal del SCADA es la que aparece inmediatamente al iniciar sesión en el programa.  
La pantalla principal es la encargada de todo el proceso de lectura de los datos de la instalación, en 
caso de no poder arrancar la ventana principal, ninguna de las funciones del programa pueden ser 
utilizadas. Su ejecución es directa al iniciar el programa y en ello se refleja en la instrucción main, 
simplemente al ejecutar el programa, inicia MainWindow, en su defencto, la ventana principal. 
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En cuanto a aspecto visual, la ventana Home, principal o MainWindow a sido diseñada para que sea 
la ventana mas mostrada, ya que con un simple vistazo se obtien e la información mas relevante de 
la información. Esta información consta de los siguientes puntos: 
 Generador diesel. 
 Estado: Muestra el estado en el que se encuentra los generadores diésel a tiempo 
real. 
 Potencia activa: La potencia generada por todo el conjunto de las generadores 
diesel. 
 Potencia reactiva: Muestra la potencia reactiva generada por el conjunto de 
generadores diesel. 
 Paneles fotovoltaicos. 
 Estado: Muestra el estado en el que se encuentra los paneles fotovoltaicos en el 
momento. 
 Potencia activa: La potencia generada por todos los paneles fotovoltaicos de la 
instalación. 
 Potencia reactiva: Visualizaciónd e al potencia reactiva generada por el conjunto 
de paneles fotovoltaicos. 
 Baterías. 
 Estado: Muestra el estado en el que se encuentra el sistema de baterías a tiempo 
real. 
 Potencia activa: Potencia activa entragada a la microred si esta es positiva o 
potencia activa necesaria para la carga de las baterías si este valor es negativo. 
 Potencia reactiva: Potencia reactiva subministrada o demandante para el sistema 
de baterias. 
 Estado de carga de baterias: Se muestra a través de un objeto gráfico a modo de 
barra de tanto por ciento de color azul la cantidad de carga de la que disponen las 
baterias. 
 Cargas. 
 Estado: Muestra el estado ene l que se encuentra la connexión de las cargas de la 
microred. 
 Potencia activa: Potencia activa de demanda de la microred. 
 Potencia reactiva: Potencia reactiva de demanda de la microred. 
En el caso de que los valores se muestren en verde, como el la figura del punto 3.1.1, representa a 
valores comprendidos en un rango normal del mismo. En el caso de que el color verde no sea el 
presente en dicho valor, corresponde a algun error de lectura o no funcionamiento correcto del 
mismo. 
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3.1.1.1. Transiciones de pantalla 
Para acceder a las diferentes ventanas de cada componente o herramientas propias del programa 
se disponen de uno o varios botones destinados para ese fin. 
Para el caso de los componentes que conforman la microred, se disponen de dos saltos posibles 
para las pantallas desde la ventana principal. Estos saltos pueden encontrarse en la parte superior 
de la representación gráfica del componente de la microred en color morado y por otro lado, el 
mismo salto de ventana puede hacerse desde el menú principal, que se encuentra en la parte 
izquierda de la pantalla. 
Las transiciones entre ventanas de los componentes pueden realizarse entre ellos a través del menú 
izquierdo que más adelante veremos que se encuentra en todas las ventanas, solo que la ventana 
principal, dispone de otras herramientas que no encontramos en ninguna otra pantalla del 
programa. Las transiciones únicas de la ventana principal son: 
 Alarmas: En el caso de que exista algún tipo de alarma, al hacer click en el apartado 
‘alarmas’ una ventana aparece mostrando detalles del error. 
 Calculadora: Siendo el único modo de acceder a esta herramienta desde la ventana 
principal. 
 Calendario: Otro elemento único de la ventana principal. 
 Bloc de notas: También otro elemento único de la ventana principal. 
 Menú herramientas: Despliega varias opciones de configuración del programa. 
 Información: Contiene información sobre versión del programa o de su creador. 
 
3.1.1.2. Alarmas 
A pesar de que, en el diseño de la microred, no existen por parte del emulador alarmas de la 
instalación por ahora, se han añadido un sistema de alarmas que contiene todos los posibles fallos 
relacionados con el programa, pudiendo ser añadidos las alarmas de la microred en un futuro. 
Una vez se registra un problema en la instalación, un código de error es mostrado en la ventana 
principal en la parte inferior-derecha, si el error persiste en el tiempo, cada vez que se encuentre 
dicho error, será mostrado de nuevo en dicho recuadro. Una vez el problema se solventa o deja de 
existir, el error desaparece del cuadro de errores. 
Los tipos de error reconocidos en el programa son los siguientes: 
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 Error al leer el archivo de datos: Este error se muestra cuando el programa no a podido 
acceder al archivo de lectura de los valores de la instalación. Normalmente el error se 
soluciona cambiando la dirección carpeta de destino o cambiando el archivo de datos a su 
sitio correcto. 
 Valores cero o nulo: En caso de que se registre un valor cero o nulo en algunos de los valores 
de lectura y no estén dentro del margen de posibles valores, se mostrará un error y de 
donde procede dicho error. 
 Valores corrompidos o fallo de lectura: Normalmente este tipo de errores anulan 
directamente la posibilidad de arrancar el programa. En algunos casos el programa, no 
puede leer archivos corrompidos, produce un error interno general impidiendo poder 
enviar el informe al usuario. 
 
3.1.1.3. Calculadora 
 
Figura 3. Ventana calculadora. 
Para una interfaz completa, se ha programado una calculadora y se ha incluido en el programa. La 
calculadora realiza las principales funciones matemáticas, tales como sumar, restar, multiplicar y 
dividir. Consiste en una calculadora de dos campos, es decir, solo puede realizar operaciones con 
dos números. 
Una vez introducido el primer valor numérico, se elige la operación a realizar, una vez elegida la 
operación, el valor de la pantalla desaparecerá para dar paso a la introducción del siguiente valor. 
Una vez introducido el segundo valor, al presionar en el icono de igual, se realiza la operación. 
En el caso de un error en la introducción de valores en la calculadora, el botón AC borra el valor en 
pantalla. 
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3.1.1.4. Calendario 
 
Figura 4. Ventana calendario. 
Para conseguir una interfaz completa con acceso a todos los datos posibles, se ha precisado la 
incorporación de un calendario mensual. 
En el calendario los días laborables aparecen en color negro, los fines de semana, sábados y 
domingos, en rojo y las semanas están numeradas desde la semana 1, siendo la primera semana 
de enero, hasta la semana 52, siendo la última semana del año, correspondiendo a la última 
semana de diciembre. 
También se puede cambiar la visualización del mes y del año para ver en días futuros o pasados en 
que día de la semana cae dicho día. 
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3.1.1.5. Bloc de notas 
 
Figura 5. Ventana editora de texto. 
En la ventana de bloc de notas o editor de texto, se incluye un simple editor de texto donde se 
puede escribir notas, abrir notas ya existentes o guardar nuevas notas. 
La finalidad de dicho bloc de notas es poder registrar anotaciones importantes para dejar 
constancia de ello para otros turnos o aclaraciones sobre el funcionamiento del turno. 
Cuenta con un espacio para edición de texto moldeable al tamaño de la ventana y un menú 
desplegable en el que se encuentran las opciones de ‘Abrir’, ‘Guardar’ y ‘Salir’. 
El formato de archivos que se puede leer y guardar son en formato de texto (.txt), siendo imposible 
leer o guardar en formatos diferentes. En el caso de que un archivo contenga texto que quiera ser 
editable desde el bloc de notas del SCADA, deberá modificarse manualmente el tipo de archivo a 
.txt. 
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3.1.1.6. Herramientas 
 
Figura 6. Vista de herramientas. 
Para solucionar el problema del cambio de ubicación del archivo de lectura de los parámetros de 
la microred, se ha habilitado un sistema para cambiar la ruta de destino. 
Una vez pulsado el botón herramientas en la ventana principal, aparece un diálogo donde se 
muestra la ubicación actual registrada por el programa. En el caso que sea necesario el cambio del 
destino, se debe introducir el nuevo destino en el recuadro de texto editable y finalmente apretar 
en “Guardar destino”, una vez el destino es guardado el cuadro de destino y el botón de guardar 
destino desaparecen. 
Por limitaciones de la programación el destino, la ruta de carpetas debe escribirse con “/” en las 
separaciones, la “\” introduce errores ya que el programa la detecta como destinatarios en la 
librería del mismo. 
El destino vario depende de la versión del programa que se utiliza. Para el caso de Linux, el archivo 
de destino debe estar incluido dentro de la carpeta “/home/” y en la compilación para Windows, 
debe además en la ruta de destino, la letra de la unidad de la siguiente forma “C:/home/”. 
En cualquier caso, el nombre y el tipo del archivo (separados por un punto) debe ser incluida al 
final de la ruta del archivo. 
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3.1.2. Ventana de generadores diésel 
 
Figura 7. Ventana generador diésel. 
 
Accediendo a la ventana de generadores diésel, desde el icono morado en la pantalla principal o 
desde cualquier otra pantalla a través del menú izquierdo, se pueden observar todos los detalles 
de los generadores diésel. A continuación, procedemos a la explicación de todos los valores que son 
mostrados en la pantalla. 
Los valores contenidos en la ventana son divididos en dos grupos; por un lado, tenemos los estados 
y valores registrados de las mediciones que son los valores que se muestran en tiempo real y por 
otro lado tenemos los valores característicos de la instalación, que no varían ya que dependen de 
características físicas de la instalación. 
Dentro del grupo de estados y mediciones de valores encontramos: 
 Estados. 
 Potencia activa al punto de conexión. 
 Potencia reactiva en el punto de conexión. 
 Frecuencia en el punto de conexión 
 Voltaje en el punto de conexión 
 Numero de generadores diésel conectados. 
En el grupo de características encontramos: 
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 Ratio máximo de potencia. 
 Número máximo de generadores diésel de la instalación. 
Para cada valor, se muestra la unidad en su lado derecho. 
 
A modo de representación gráfica de la cantidad de generadores diésel funcionando y los 
generadores diésel disponibles, se presenta en la parte inferior-derecha de la pantalla, la cantidad 
total de generadores diésel en la instalación. Debajo de cada icono de generador diésel figura en 
verde los generadores que están funcionando y en rojo, los generadores apagados. La cantidad 
máxima de iconos que se muestra corresponde al número máximo de generadores diésel que 
puede disponer una microred. 
 
Cada valor con historial de datos puede ser mostrado en una nueva ventana con una gráfica a 
tiempo real más detallada en punto de este mismo documento. Los valores disponibles para la 
representación gráfica en tiempo real, para el caso de la ventana de generadores diésel, son: 
 Potencia activa. 
 Potencia reactiva. 
 Frecuencia. 
 Voltaje. 
 Número de generadores diésel conectados. 
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3.1.3. Ventana del sistema fotovoltaico 
 
Figura 8. Ventana sistema fotovoltaico. 
La ventana de sistema fotovoltaico o paneles fotovoltaicos, es accesible desde el botón morado de 
la ventana principal o desde cualquier otro componente, desde el menú derecho del programa. En 
la parte derecha de la pantalla se pueden observar en detalle, todos los valores registrados del 
sistema fotovoltaico. 
Los valores contenidos en la ventana son divididos en dos grupos; por un lado, tenemos los estados 
y valores registrados de las mediciones que son los valores que se muestran en tiempo real y por 
otro lado tenemos los valores característicos de la instalación, que no varían ya que dependen de 
características físicas de la instalación. 
En el grupo de estaos y medición de valores encontramos: 
 Estados. 
 Potencia activa en el punto de conexión. 
 Potencia reactiva en el punto de conexión. 
 Frecuencia en el punto de conexión. 
 Voltaje en el punto de conexión. 
 Voltaje de salida de los paneles fotovoltaicos. 
En el grupo de características encontramos: 
 Ratio máximo de potencia. 
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Para cada valor, se muestra la unidad en su lado derecho. 
Cada valor con historial de datos puede ser mostrado en una nueva ventana con una gráfica a 
tiempo real más detallada en punto de este mismo documento. Los valores disponibles para la 
representación gráfica en tiempo real, para el caso de la ventana de generadores diésel, son: 
 Potencia activa en el punto de conexión. 
 Potencia reactiva en el punto de conexión. 
 Frecuencia en el punto de conexión. 
 Voltaje en el punto de conexión. 
 Voltaje de los paneles fotovoltaicos. 
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3.1.4. Ventana de baterías 
 
Figura 9. Ventana de sistema de baterías. 
La ventana de baterías, es accesible desde el botón morado de la ventana principal o desde 
cualquier otro componente, desde el menú derecho del programa. En la parte derecha de la 
pantalla se pueden observar en detalle, todos los valores registrados de las baterías. 
Los valores contenidos en la ventana son divididos en dos grupos; por un lado, tenemos los estados 
y valores registrados de las mediciones que son los valores que se muestran en tiempo real y por 
otro lado tenemos los valores característicos de la instalación, que no varían ya que dependen de 
características físicas de la instalación. 
En el grupo de estados y medición de valores, encontramos: 
 Estados. 
 Potencia activa en el punto de conexión. 
 Frecuencia en el punto de conexión. 
 Voltaje en el punto de conexión. 
 Estado de carga de las baterías. 
 Voltaje de las baterías. 
 Corriente de las baterías. 
Para cada valor, se muestra la unidad en su lado derecho. 
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3.1.5. Ventana de cargas 
 
Figura 10. Ventana de cargas. 
La ventana de cargas, es accesible desde el botón morado de la ventana principal o desde cualquier 
otro componente, desde el menú derecho del programa. En la parte derecha de la pantalla se 
pueden observar en detalle, todos los valores registrados de las cargas. 
Los valores contenidos en la ventana son los estados y valores registrados de las mediciones que 
son los valores que se muestran en tiempo real. 
En el caso de la ventana de cargas, no tenemos los valores característicos de la instalación, ya que 
la potencia de demanda no es constante. 
En el grupo de estados y medición de valores, encontramos: 
 Estados. 
 Potencia activa en el punto de conexión. 
 Frecuencia en el punto de conexión. 
 Voltaje en el punto de conexión. 
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3.1.6. Ventana de gráficos personalizados 
 
Figura 11. Ventana de gráfico personalizado. 
La ventana de gráficos personalizados, es accesible desde el menú derecho de cualquier otro 
componente. 
En la parte central se encuentra el visualizador de gráficos. El visualizador de gráficos cuenta con un 
eje horizontal donde es representado el tiempo y cuenta con dos gráficos verticales. Hasta cuatro 
gráficas pueden mostrarse a la vez, dependiendo de qué tipo de valores se elijan. Se ha diseñado 
para que el eje vertical derecho, muestre valores grandes, tales como potencias y el eje vertical 
izquierdo, muestre valores más pequeños, como frecuencias o voltajes. 
Valores que se muestran en el eje izquierdo: 
 Generador diésel: Potencia activa y reactiva. 
 Paneles fotovoltaicos: Potencia activa y reactiva. 
 Batería: Potencia activa y reactiva. 
 Cargas: Potencia activa y reactiva. 
Valores que se muestran en el eje derecho: 
 Generador diésel: frecuencia, voltaje y numero de diésel conectados. 
 Paneles fotovoltaicos: frecuencia, voltaje y voltaje de salida de paneles. 
 Batería: frecuencia, voltaje, estado de carga, corriente y voltaje de batería. 
 Cargas: frecuencia y voltaje. 
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Cada gráfico dibujado, para ser distinguidos, se les ha asignado un color, de manera que el azul y el 
rojo corresponden a los dos gráficos posibles de potencias y el verde y el amarillo corresponden a 
los colores verde y amarillo. 
Solo puede elegirse un valor por color. El usuario puede elegir con la botonera de abajo que valores 
y de qué color quiere que se muestren en la pantalla. En el caso de elegir un valor de un color, la 
opción de dibujar el mismo valor en otro color desaparece y aparecen todas las opciones para 
dibujar otro valor de otro color. Si decidimos cambiar de valor, utilizando el mismo color, 
simplemente apretando en otro botón, el anterior es deseleccionado automáticamente y se 
muestra el último valor. 
Si se selecciona el primer gráfico a un valor, luego el segundo gráfico a otro valor y luego, se desea 
cambiar el primer valor, los dos valores introducidos serán borrados. 
Para el caso de las leyendas, en el caso de múltiples valores en un mismo eje, solo se muestra la 
leyenda del último valor añadido. 
Los rangos de las gráficas se ajustan automáticamente del valor mínimo al máximo. En el caso de 
incluir valores negativos, el eje horizontal aparecerá en el valor 0 de los ejes verticales. 
En el caso de querer estudiar una zona concreta, tanto de tiempo como de un rango de valores 
explícito, en la parte derecha de la pantalla se encuentra un ajustador de los diferentes ejes. Una 
vez introducidos los nuevos valores para los ejes, se debe presionar la tecla ‘go’ para guardar los 
cambios. En caso de que el ajuste manual no se consigan los valores deseados, al deseleccionar el 
gráfico en la parte superior y seleccionarlo de nuevo, los parámetros serán reestablecidos. 
Si se cambia de pantalla y hay valores seleccionados, al volver a la pantalla de ‘gráficos 
personalizados’ se guarda el último progreso introducido en la ventana de gráficos, mostrando 
nuevamente el valor analizado. 
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3.1.7. Gráficos en tiempo real 
 
Figura 12. Gráfico en tiempo real. 
En las ventanas de los componentes, tales como los generadores diésel, paneles fotovoltaicos, 
baterías y cargas, disponen de un botón con el icono de una gráfica, dicha gráfica representa la 
apertura en una nueva ventana de ese valor en tiempo real, es decir, la gráfica muestra el historial 
de los últimos valores registrados y se actualiza a medida que nuevos datos son añadidos al 
programa. 
En las opciones de esta ventana encontramos las diferentes visualizaciones: 
 Todo el tiempo. Muestra la gráfica de todos los valores registrados, como podría ser en el 
caso de la ventana de ‘gráficas personalizadas’. 
 Último día. Muestra la gráfica de los últimos valores en las 24h anteriores a la medida. 
 Última hora. Muestra todos los valores contenidos en la última hora. 
 Último minuto. Muestra los valores registrados en el último minuto. 
Cada gráfica anterior se toma como valor máximo de tiempo el último registrado y como valor 
mínimo, el intervalo de tiempo precisado. 
 
 
 
 
 
PROGRAMACIÓN MEDIANTE EL FRAMEWORK QT DE UN SISTEMA SCADA PARA UNA MICRORED DE LABORATORIO 
DESTINADA A EL ESTUDIO DE SISTEMAS DE GESTIÓN DE ENERGIA (EMS)  
  27 
3.2. Diseño gráfico 
Para el diseño de las diferentes ventanas del programa SCADA se ha utilizado el software SketchUp. 
SketchUp (anteriormente Google SketchUp) es un programa de diseño gráfico y modelado en tres 
dimensiones (3D) basado en caras. Para entornos de arquitectura, ingeniería civil, diseño industrial, 
diseño escénico, GIS, videojuegos o películas. Es un programa desarrollado por @Last Software, 
empresa adquirida por Google en 2006 y finalmente vendida a Trimble en 2012. 
 
Figura 13. Vista del diseño de la microred en SketchUP. 
Se ha optado por un diseño en 3D debido a la experiencia previa en este campo, con el que se 
consigue, a través de unas simples capturas del montaje realizado en SketchUP, una inmersión más 
realista de la microred. 
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3.3. Plataformas disponibles 
El programa SCADA ha sido diseñado en base a Ubuntu, con el software ‘Qt Creator’ e inicialmente 
para uso en Linux. 
Una vez finalizado el programa se trabajó en el desarrollo de convertir el programa SCADA en 
multiplataforma para hacerlo accesible para otros sistemas operativos. 
Las versiones oficiales adjuntas en el CD de este proyecto incluyen la versión original de Linux y 
también una versión con el port a Windows. Ambas versiones son de 32bits. 
Para el correcto funcionamiento de la versión de Windows, se requiere la instalación de todas 
versiones de las librerías de ‘Microsoft Visual C++’. 
 
3.4. Changelog 
Se adjunta el historial de las diferentes versiones del programa, con los cambios o fallos ocurridos 
durante la programación del mismo a partir de una versión funcional. 
Versiones anteriores a la 0.6 corresponden a la construcción de las diferentes ventanas y objetos 
que conforman la estructura del programa. 
 
0.6 
* Primera versión estable y funcional del programa. 
* Revisar sistema de gestión de almacenamiento de variables y conectores. 
* Primer intento de realizar una gráfica en tiempo real fallido. 
* Fallos aleatorios que ocasionan que el programa no responda. 
 
 
0.7 
* Nueva estructura para el sistema de gestión para el almacenamiento y conectores de objetos 
(mainwindow ahora tiene todos los conectores) 
* El menú de la izquierda no es totalmente funcional. 
* Arreglados diferentes problemas de estabilidad. 
 
 
0.7.1 
* Todas las transiciones del menú derecho, ahora son funcionales 
* Nuevo intento de realizar una gráfica en tiempo real fallido. 
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0.7.2 
* La gráfica en tiempo real implementada pero no funciona como se esperaba. 
 - El programa se Cierra al cerrar una ventana de RTplot. 
 - Al abrir más de una instancia de RTplot, dibuja solamente la última añadida. 
 
 
0.7.3 
* Nuevas imágenes/iconos con mayor calidad 
* Ajustados nuevos parámetros de rendimiento para mayor fluidez de lectura de datos. 
 
 
0.7.6 
* Añadida calculadora 
* Añadido calendario 
* Mismos problemas de cierre de ventanas que la versión 0.7.2 
 
 
0.7.8 
* Propuesta de solución al problema de cierre con RTplot.  
* Pendiente de probar. 
 
 
0.7.9 
+ Revisión de comentarios en el código; para mayor entendimiento para 3eras personas. 
+ RTplot totalmente funcional. 
+ Añadidas herramientas para cambio de destino del archive txt de lectura. 
* Arreglados algunos fallos de optimización. 
 
 
0.8 
Versión final ESTABLE del programa.  
*Build nativa de UNIX y port para WINDOWS. 
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4. El emulador de la microred 
El emulador de la microred pretende emular una instalación de autoconsumo independiente de la 
red eléctrica. Para ello, disponemos de varios generadores diésel que suponen el sustento base de 
la generación, por otro lado, como soporte y para el ahorro de combustible durante las horas de 
sol, se disponen uno o varios paneles fotovoltaicos y finalmente para almacenar la energía en el 
caso de que la producción de energía sea superior a la demanda, se dispone de un sistema de 
baterías y finalmente las cargas alimentadas por el sistema. 
En la siguiente figura, se puede observar los diferentes sistemas que componen la emulación de la 
instalación, así como sus comunicaciones, componentes electrónicos y sus conexiones eléctricas 
con sus valores nominales. 
 
Figura 14. Esquema MicroRed. 
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4.1. Generador diésel 
Diagrama de estados: 
La máquina de estados siguiente, corresponde a la máquina de estados del conjunto completo y no 
a la de cada convertidor. En este caso la fuente de tensión, deberá ser iniciada manualmente. 
 
Figura 15. GRAFCET generador diésel. 
 
ESTADOS: 
1. Inicio: En este estado el conjunto ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la configuración. 
2. Emulador configurado: En este estado el conjunto ha recibido todos los parámetros 
necesarios para su configuración inicial. 
3. Preparando: Este es un estado transitorio, en este estado el conjunto ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
4. Preparado: El conjunto ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
5. Funcionando: El emulador opera de forma normal. 
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6. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el convertidor ha sufrido un error. 
 
4.1.1. Descripción del mapa de memoria. 
En el mapa de memoria siguiente, desde el punto de vista de los microcontroladores, los objetos 
en color verde son parámetros de entrada, y los objetos en color rosa son de salida. 
Tabla 2. Mapa de memoria, desde el punto de vista de los 
microcontroladores. 
 
Register 
 
Description 
Data 
(bits) 
 
Resol 
Modbus 
Addr 
State State of the states 
machine 
16 N 0x1 
 
uG Power 
Active Power of the 
connection 
point (W) 
 
16 
 
1 
 
0x2 
 
uG Reactive 
Resctive Power at 
the connection 
point (VA) 
 
16 
 
1 
 
0x3 
uG Frequency Frequency at 
connection point 
16 0.01 0x4 
uG Voltage Voltage of the 
connection point 
(V) 
16 0.1 0x5 
n_Diesel Number of 
connected Diesels 
16 1 0x6 
Max_P Maximum power 
rating (W) 
16 1 0x7 
N_total_Diesel Number of 
available Diesels 
16 1 0x8 
      
 
 
 
 
PROGRAMACIÓN MEDIANTE EL FRAMEWORK QT DE UN SISTEMA SCADA PARA UNA MICRORED DE LABORATORIO 
DESTINADA A EL ESTUDIO DE SISTEMAS DE GESTIÓN DE ENERGIA (EMS)  
  33 
4.2. Sistema fotovoltaico 
A continuación, se presenta el funcionamiento del emulador fotovoltaico y sus convertidores 
asociados. 
4.2.1. Descripción del conjunto 
El conjunto se dividirá en 2, el Emulador fotovoltaico, el subconjunto elevador + inversor. 
Diagrama de estados: 
La máquina de estados siguiente, corresponde a la máquina de estados del conjunto completo y no 
a la de cada convertidor. En este caso la fuente de tensión, deberá ser iniciada manualmente. 
 
Figura 16. GRAFCET conjunto fotovoltaico. 
 
ESTADOS: 
1. Inicio: En este estado el conjunto ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la configuración. 
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2. Emulador configurado: En este estado el emulador ha recibido todos los parámetros 
necesarios para definir qué tipo de batería es. 
3. Preparando: Este es un estado transitorio, en este estado el conjunto ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
4. Preparado: El conjunto ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
5. Funcionando: El emulador opera de forma normal. 
6. Parando: El conjunto está descargando. 
7. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el convertidor ha sufrido un error. 
 
4.2.2. Descripción del funcionamiento normal 
El emulador debe funcionar como fuente de tensión y controlar la tensión del bus DC a un valor 
constante. 
4.2.3. Descripción del mapa de memoria 
En el mapa de memoria siguiente, desde el punto de vista del microcontrolador, los objetos en color 
verde son parámetros de entrada, y los objetos en color rosa son de salida. 
Tabla 3. Mapa de memoria, desde el punto de vista del 
microcontrolador. 
Register Description Data (bits) Resol Freq 
(ms) 
Order Orders to manage 
inverter 
16 N 0x1 
State State of the states 
machine 
16 N 0x1 
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4.2.4. Máquina de estados del conjunto elevador + inversor. 
La máquina de estados siguiente, corresponde a la máquina de estados del conjunto completo y no 
a la de cada convertidor. Esta máquina de estados estará gestionada por el inversor. 
 
Figura 17. GRAFCET conjunto elevador + inversor. 
 
ESTADOS: 
1. Inicio: En este estado el conjunto ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la orden de prepararse. 
2. Emulador configurado: Este es un estado transitorio, en este estado el conjunto ha recibido 
la orden de prepararse y está haciendo todo lo necesario para quedar preparado para 
recibir órdenes de iniciar su funcionamiento. 
3. Preparando: Este es un estado transitorio, en este estado el conjunto ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
4. Preparado: El conjunto ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
5. Funcionando: El emulador opera de forma normal. 
6. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el convertidor ha sufrido un error. 
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4.2.5. Descripción del mapa de memoria 
En el mapa de memoria siguiente, desde el punto de vista de los microcontroladores, los objetos 
en color verde son parámetros de entrada, y los objetos en color rosa son de salida. 
 
Tabla 4. Mapa de memoria, desde el punto de vista de los 
microcontroladores. 
Register Description 
Data 
(bits) 
Resol 
Modbus 
Addr 
Status and 
measured values    
State State global 16 N 0x1 
 
uG Power 
Active 
Power of the 
connection 
point (W) 
 
16 
 
1 
 
0x2 
 
uG Reactive 
Reactive 
Power at 
the 
connection 
point (VA) 
 
16 
 
1 
 
0x3 
uG Frequency  Frequency at 
connection 
point 
16 0.01 0x4 
uG Voltage Voltage of 
the 
connection 
point (V) 
16 0.1 0x5 
Bus Voltage PV output 
Voltage (V) 
16 1 0x6 
 
 
Register 
 
Description 
Data 
(bits) 
Range 
/Resol 
Modbus 
Addr 
Order 
elevator 
Orders to 
manage 
elevator 
16 N 0xC8 
State 
elevator 
State of the 
states 
machine 
16 N 0xC9 
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uG 
Frequency 
Frequency 
at 
connection 
point 
16 0.01 n 
 
La potencia reactiva será 0 en todo momento ya que el inversor no recibirá consignas y 
simplemente mantendrá el valor de tensión del bus, aun así, se mantiene el objeto en la tabla de 
objetos por si fuera necesario más adelante. 
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4.3. Conjunto de baterías 
A continuación, se presenta el funcionamiento del emulador de baterías i sus convertidores 
asociados. 
10.2.3.1 Descripción del conjunto 
El conjunto se dividirá en 2, el Emulador de baterías, el subconjunto elevador + inversor. 
Diagrama de estados: 
 
Figura 18. GRAFCET conjunto de baterías. 
 
1. Inicio: En este estado el convertidor ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la configuración. 
2. Emulador configurado: En este estado el emulador ha recibido todos los parámetros 
necesarios para definir qué tipo de batería es. 
3. Preparando: Este es un estado transitorio, en este estado el emulador ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
4. Preparado: El convertidor ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
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5. Funcionando: El emulador opera de forma normal. 
6. Parando: El conjunto está descargando. 
7. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el convertidor ha sufrido un error. 
 
4.3.1. Descripción del funcionamiento normal 
El emulador debe funcionar como fuente de tensión y controlar la tensión del bus DC a un valor 
constante. Debe calcular periódicamente el estado de carga de la batería. 
 
4.3.2. Descripción del mapa de memoria 
En el mapa de memoria siguiente, desde el punto de vista del microcontrolador, los objetos en color 
verde son parámetros de entrada, y los objetos en color rosa son de salida. 
Tabla 5. Mapa de memoria, visto desde el microcontrolador. 
Register Description 
Data 
(bits) 
Resol 
Modbus 
Addr 
Order Orders to manage emulator 16 N 0x1 
State State of the states machine 16 N 0x1 
SOC Estat de càrrega 16 0,01 0xC8 
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4.3.3. Máquina de estados del conjunto elevador + inversor 
La máquina de estados siguiente, corresponde a la máquina de estados del conjunto completo y no 
a la de cada convertidor. Esta máquina de estados estará gestionada por el inversor. 
 
Figura 19. GRAFCET estados del conjunto completo. 
ESTADOS: 
1. Inicio: En este estado el conjunto ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la orden de prepararse. 
2. Preparando: Este es un estado transitorio, en este estado el conjunto ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
3. Preparado: El conjunto ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
4. Funcionando: El conjunto opera de forma normal. 
5. Parando: El conjunto se está parando. 
6. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el conjunto ha sufrido un error. 
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4.3.4. Descripción del mapa de memoria 
En el mapa de memoria siguiente, desde el punto de vista de los microcontroladores, los objetos 
en color verde son parámetros de entrada, y los objetos en color rosa son de salida. 
 
La columna Owner / Productor indica qué convertidor consumirá o producirá el mensaje (I: 
Inversor, E: Elevador). 
Tabla 6. Mapa de memoria, visto desde el microcontrolador. 
Register Description 
Data 
(bits) 
Resol 
Modbus 
Addr 
Status and measured values 
   
State State global 16 N 0x1 
 
uG Power 
Active Power 
of the 
connection 
point (W) 
 
16 
 
1 
 
0x2 
 
uG Reactive 
Reactive 
Power at the 
connection 
point (VA) 
 
16 
 
1 
 
0x3 
uG Frequency Frequency at 
connection 
point 
16 0.01 0x4 
uG Voltage 
SOC_Bat 
Battery 
Voltage 
Voltage of the 
connection 
point (V) 
16 0.1 0x5 
Battery state 
of charge (pu) 
16 0.01 0x6 
Battery 
Voltage 
 
16 
 
1 
 
0x7 
Battery 
Current 
Battery 
Current 
 
16 
 
0.01 
 
0x8 
 
 
  Memoria 
42   
Register Description 
Data 
(bits) 
Range/ 
Reso 
Modb 
us 
Order 
elevator 
Orders to 
manage elevator 
16 N 0xC8 
State 
elevator 
State of the 
states machine 
 
16 
 
N 
 
0xC9 
uG 
Frequency 
Frequency at 
connection point 
16 0.01 n 
 
La potencia reactiva será 0 en todo momento ya que el inversor no recibirá consignas y 
simplemente mantendrá el valor de tensión del bus, aun así, se mantiene el objeto en la tabla de 
objetos por si fuera necesario más adelante. 
 
El estado de carga será 0 en todo momento ya que el elevador no hace una estimación del estado 
de carga de la batería, aun así, se mantiene el objeto en la tabla de objetos por si fuera necesario 
más adelante. 
 
4.4. Cargas 
A continuación, se presenta el funcionamiento del emulador de cargas. 
4.4.1. Descripción del conjunto 
La máquina de estados siguiente, corresponde a la máquina de estados del conjunto completo y no 
a la de cada convertidor. Esta máquina de estados estará gestionada por el inversor lado red 
principal. Para mayor entendimiento del inversor lado red principal le diremos fuente de tensión y 
el inversor lado red emulada le diremos emulador. 
Diagrama de estados: 
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Figura 20. GRAFCET máquina de estados del conjunto completo. 
ESTADOS: 
 
1. Inicio: En este estado el conjunto ha sido iniciado, ha vuelto de un error o se le ha pedido 
que pare, se está esperando la configuración. 
2. Emulador configurado: En este estado el conjunto ha recibido todos los parámetros 
necesarios para su configuración inicial. 
3. Preparando: Este es un estado transitorio, en este estado el conjunto ha recibido la orden 
de prepararse y está haciendo todo lo necesario para quedar preparado para recibir 
órdenes de iniciar su funcionamiento. 
4. Preparado: El conjunto ha finalizado el estado anterior y está esperando que le ordenen 
que empiece a funcionar. 
5. Funcionando: El emulador opera de forma normal. 
6. Err: A este estado se puede llegar desde cualquiera de los estados anteriores (no se ha 
incluido en el GRAFCET para mayor claridad) e indica que el convertidor ha sufrido un error. 
4.4.2. Descripción del mapa de memoria 
En el mapa de memoria siguiente, desde el punto de vista de los microcontroladores, los objetos 
en color verde son parámetros de entrada, y los objetos en color rosa son de salida. 
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Tabla 7. Mapa de memoria, visto desde el microcontrolador. 
Register Description 
Data 
(bits) 
Resol 
Modbus 
Addr 
 
Order 
Orders to 
manage 
inverter 
 
16 
 
N 
 
0x1 
 
State 
State of the 
states 
machines 
 
16 
 
N 
 
0x1 
 
uG Power 
Active Power 
of the 
connection 
point (W) 
 
16 
 
1 
 
0x2 
 
uG 
Reactive 
Reactive 
Power at the 
connection 
point (VA) 
 
16 
 
1 
 
0x3 
 
uG 
Frequency 
Frequency 
at 
connection 
point 
 
16 
 
0.01 
 
0x4 
 
uG 
Voltage 
Voltage of 
the 
connection 
point (V) 
 
16 
 
0.1 
 
0x5 
 
Load 
Power 
Agregation of all 
houses active 
power sent to 
the emulator W 
 
 
16 
 
 
1 
 
 
0x65 
Load 
Reactive 
Power 
Agregation of all 
houses reactive 
power sent to 
the emulator VA 
 
 
16 
 
 
1 
 
 
0x66 
 
 
Register Description 
Data 
(bits) 
Range/Reso 
l 
Modbus 
Addr 
 
Order 
Emulador 
Orders to 
manage 
Emulador 
 
16 
 
N 
 
0xC8 
PROGRAMACIÓN MEDIANTE EL FRAMEWORK QT DE UN SISTEMA SCADA PARA UNA MICRORED DE LABORATORIO 
DESTINADA A EL ESTUDIO DE SISTEMAS DE GESTIÓN DE ENERGIA (EMS)  
  45 
 
State 
Emulador 
State of the 
states 
machine 
emulador 
 
16 
 
N 
 
0xC9 
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5. Comunicaciones 
5.1. DESCRIPCIÓN DEL PROTOCOLO MODBUS 
5.1.1. Arquitectura general de la comunicación 
 
 
Un sistema de comunicación sobre MODBUS TCP / IP puede incluir diferentes tipos de dispositivos: 
 
• Un Cliente MODBUS TCP / IP y dispositivos de servidor conectados a una red TCP / IP 
 
• Los dispositivos de interconexión como puente, enrutador o puerta de enlace para la 
interconexión entre la red TCP / IP y una sub-red de línea serie que permitan 
Conexiones de los dispositivos finales de cliente y servidor Serial Line de MODBUS. 
 
Figura 21. Arquitectura de comunicaciones MODBUS TCP/IP 
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El protocolo MODBUS define una simple Unidad de Datos de Protocolo (PDU) independiente de las 
capas de comunicación subyacentes. El mapeo del protocolo MODBUS en buses o redes específicos 
puede introducir algunos campos adicionales en la Unidad de Datos de Aplicación (ADU). 
 
Figura 22. Marco general MODBUS 
El cliente que inicia una transacción MODBUS crea la unidad de datos de aplicación MODBUS. El 
código de función indica al servidor qué tipo de acción realizar. 
5.1.2. MODBUS en la Unidad de Datos de Aplicación TCP / IP 
Esta sección describe la encapsulación de una petición o respuesta MODBUS cuando se lleva a cabo 
en una red TCP / IP MODBUS. 
 
Figura 23. Petición/Respuesta MODBUS en TCP/IP 
Un encabezado dedicado se utiliza en TCP / IP para identificar la Unidad de Datos de Aplicación 
MODBUS. Se denomina encabezado MBAP (encabezado del protocolo de aplicación MODBUS). 
  
Esta cabecera proporciona algunas diferencias en comparación con la unidad de datos de aplicación 
MODBUS RTU utilizada en la línea serie: 
• El campo MODBUS 'dirección de esclavo' usualmente usado en la línea serie MODBUS es 
reemplazado por un único byte 'Identificador de unidad' dentro del encabezado MBAP. El 
'Identificador de Unidad' se utiliza para comunicarse a través de dispositivos tales como puentes, 
routers y gateways que utilizan una única dirección IP para soportar múltiples unidades finales 
MODBUS independientes. 
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• Todas las peticiones y respuestas de MODBUS están diseñadas de tal manera que el destinatario 
pueda verificar que un mensaje está terminado. Para códigos de función donde la PDU MODBUS 
tiene una longitud fija, el código de función solo es suficiente. Para los códigos de función que llevan 
una cantidad variable de datos en la solicitud o respuesta, el campo de datos incluye un recuento 
de bytes. 
• Cuando MODBUS se transporta sobre TCP, se lleva información de longitud adicional en el 
encabezado MBAP para permitir que el destinatario reconozca los límites de los mensajes incluso 
si el mensaje se ha dividido en varios paquetes para su transmisión. La existencia de reglas de 
longitud explícita e implícita y el uso de un código de verificación de errores CRC-32 (en Ethernet) 
resulta en una probabilidad infinitesimal de corrupción no detectada en un mensaje de solicitud o 
respuesta. 
5.1.3. Descripción de cabecera MBAP 
 
Tabla 8. La cabecera MBAP contiene los siguientes campos: 
Campos Tamaño Descripción Cliente Servidor 
Identificador 
de 
transacción 
2 Bytes Identificación de un 
MODBUS Solicitud / 
Transacción de 
respuesta. 
Inicializado 
por el cliente 
Recopilado por 
el servidor 
desde el 
servidor 
recibido 
solicitud 
Identificador de 
protocol 
2 Bytes 0 = MODBUS 
protocolo 
Inicializado 
por el cliente 
Recopilado por 
el servidor 
desde el 
servidor 
recibido 
solicitud 
Longitud 2 Bytes Número de bytes 
siguientes 
Inicializado 
por el cliente 
(petición) 
Inicializado 
por el 
servidor 
(Response) Identificador de unidad 1 Byte Identificación de un 
esclavo remoto 
Conectado en una 
línea serie o other 
buses. 
Inicializado 
por el cliente 
Recopilado por 
el servidor 
desde el 
servidor 
recibido 
solicitud  
La cabecera tiene 7 bytes de largo: 
 
• Identificador de transacción: se utiliza para el emparejamiento de transacciones, el servidor 
MODBUS copia en la respuesta el identificador de transacción de la solicitud. 
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• Identificador de protocolo: se utiliza para la multiplexación intra-sistema. El protocolo MODBUS 
se identifica con el valor 0. 
 
• Longitud: el campo de longitud es un recuento de bytes de los siguientes campos, incluyendo el 
identificador de unidad y los campos de datos. 
  
 
• Identificador de unidad: este campo se utiliza para el propósito de enrutamiento dentro del 
sistema. Se usa normalmente para comunicarse con un esclavo de línea serie MODBUS + o 
MODBUS a través de un Gateway entre una red Ethernet TCP-IP y una línea serial MODBUS. Este 
campo es establecido por el Cliente MODBUS en la solicitud y debe ser devuelto con el mismo valor 
en la respuesta por el servidor. 
 
Todas las ADU MODBUS / TCP son enviadas vía TCP al puerto registrado 502. 
Observación: los diferentes campos están codificados en Big-endian. 
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5.2. DESCRIPCIÓN FUNCIONAL 
 
La Arquitectura de Componentes MODBUS presentada aquí es un modelo general que incluye 
tanto el Cliente MODBUS como los Componentes Servidor y que se puede utilizar en cualquier 
dispositivo. 
 
Algunos dispositivos sólo pueden proporcionar el servidor o el componente cliente. 
En la primera parte de esta sección se proporciona una breve descripción general de la 
arquitectura del componente de servicio de mensajería MODBUS, seguida de una descripción de 
cada componente presentado en el modelo arquitectónico. 
 
5.2.1. MODBUS COMPONENT MODELO DE ARQUITECTURA 
 
Figura 24. Arquitectura Conceptual en servicio de mensajería MODBUS 
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• Capa de aplicación de comunicación 
Un dispositivo MODBUS puede proporcionar un cliente y / o un servidor de interfaz MODBUS. 
 
Se puede proporcionar una interfaz de MODBUS que permite indirectamente el acceso a objetos  
de aplicación de usuario. 
Cuatro áreas pueden componer esta interfaz: entrada discreta, salida discreta (bobinas), registros 
de entrada y registros de salida. Se debe realizar un pre-mapping entre esta interfaz y los datos de 
la aplicación de usuario (emisión local). 
Tabla 9. Tipos de datos según Entradas/Salidas: 
Primary 
tables 
Object 
type 
Type of Comments 
Entrada discreta 1 bit Solo lectura 
Este tipo de datos puede ser proporcionado por 
un sistema de E / S. 
Bobinas 1 bit Escritura-
lectura 
Este tipo de datos pueden modificarse mediante 
un programa de aplicación. 
Registros de 
entrada 
Palabra 
16-bit 
Solo lectura 
Este tipo de datos puede ser proporcionado por 
un sistema de E / S. 
Registros de 
retención 
Palabra 
16-bit 
Escritura-
lectura 
Este tipo de datos pueden modificarse mediante 
un programa de aplicación. 
 
 
Figura 25. Modelo de datos con bloques 
separados 
Figura 26. Modelo de datos con solo 1 bloque 
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Cliente Y MODBUS 
 
El cliente MODBUS permite a la aplicación del usuario controlar explícitamente el intercambio de 
información con un dispositivo remoto. El cliente MODBUS genera una petición MODBUS a partir 
de un parámetro contenido en una demanda enviada por la aplicación de usuario a la interfaz de 
cliente MODBUS. 
El Cliente MODBUS utiliza una transacción MODBUS cuya gestión incluye esperar y procesar una 
confirmación MODBUS. 
 
Y Interfaz de Cliente MODBUS 
 
La interfaz de cliente MODBUS proporciona una interfaz que permite a la aplicación de usuario 
generar las solicitudes de varios servicios MODBUS, incluido el acceso a objetos de aplicación 
MODBUS. La interfaz de cliente MODBUS (API) no forma parte de esta especificación, aunque se 
describe un ejemplo en el modelo de implementación. 
 
Servidor Y MODBUS 
 
Al recibir una petición MODBUS, este módulo activa una acción local para leer, escribir o para 
realizar otras acciones. El procesamiento de estas acciones se realiza de forma totalmente 
transparente para el programador de aplicaciones. Las principales funciones del servidor MODBUS 
son esperar una petición MODBUS en el puerto TCP 502, para tratar esta petición y luego construir 
una respuesta MODBUS dependiendo del contexto del dispositivo. 
 
Y Interfaz de back-end MODBUS 
 
La interfaz MODBUS Backend es una interfaz desde el servidor MODBUS a la aplicación de usuario 
en la que se definen los objetos de la aplicación. 
 
• Capa de gestión TCP 
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Nota informativa: La discusión de TCP / IP en esta especificación se basa en parte en la referencia 
[2] RFC 1122 para ayudar al usuario en la aplicación de la especificación de protocolo de aplicación 
MODBUS [1] a través de TCP / IP. 
 
Una de las principales funciones del servicio de mensajería es gestionar el establecimiento y 
finalización de la comunicación y gestionar el flujo de datos en las conexiones TCP establecidas. 
 
Gestión de conexiones 
 
Una comunicación entre un módulo MODBUS de cliente y servidor requiere el uso de un módulo 
de gestión de conexión TCP. Se encarga de gestionar las conexiones TCP de mensajería global. 
 
Se proponen dos posibilidades para la gestión de la conexión. Ya sea la propia aplicación de usuario 
gestiona las conexiones TCP o la gestión de la conexión es totalmente realizada por este módulo y 
por lo tanto, es transparente para la aplicación del usuario. La última solución implica menos 
flexibilidad. 
 
El puerto TCP de escucha 502 está reservado para comunicaciones MODBUS. Es obligatorio 
escuchar por defecto en ese puerto. Sin embargo, algunos mercados o aplicaciones pueden requerir 
que otro puerto esté dedicado a MODBUS sobre TCP. Por esta razón, se recomienda 
encarecidamente que los clientes y los servidores den la posibilidad al usuario de parametrizar el 
número de puerto MODBUS sobre TCP. Es importante tener en cuenta que incluso si otro puerto 
del servidor TCP está configurado para el servicio MODBUS en ciertas aplicaciones, el puerto del 
servidor TCP 502 debe estar disponible además de cualquier puerto específico de la aplicación. 
 
Y Módulo de control de acceso 
 
En ciertos contextos críticos, la accesibilidad a los datos internos de los dispositivos debe estar 
prohibida para hosts no deseados. Es por eso que se necesita un modo de seguridad y se puede 
implementar un proceso de seguridad si es necesario. 
 
• Capa de pila TCP / IP 
La pila TCP / IP se puede parametrizar para adaptar el control de flujo de datos, la gestión de 
direcciones y la gestión de conexiones a diferentes restricciones específicas de un producto o de un 
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sistema. Generalmente, la interfaz de socket BSD se utiliza para administrar las conexiones TCP. 
 
• Gestión de recursos y control de flujo de datos 
Con el fin de equilibrar el flujo de datos de mensajería entrante y saliente entre el cliente MODBUS 
y el servidor, el mecanismo de control de flujo de datos se proporciona en todas las capas de la pila 
de mensajes de MODBUS. 
El módulo de gestión de recursos y control de flujo se basa primero en el control de flujo interno 
TCP añadido con un cierto control de flujo de datos en la capa de enlace de datos y también en el 
nivel de aplicación de usuario. 
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6. Análisis de impacto ambiental 
El motor diésel es el más comúnmente disponible en la actualidad, mueven una gran parte de los 
bienes del mundo, siendo la fuente de poder más presente de los equipos del mundo, y como en 
nuestro caso, para generar electricidad de forma más económica que cualquier otra.  
El diésel es uno de los mayores contribuyentes a los problemas de contaminación ambiental en 
todo el mundo, y lo seguirá siendo, con aumentos previstos a nivel de vehículos para la población y 
para el transporte terrestre, que causa cada vez mayores emisiones globales.  
Las emisiones de la combustión diésel, contribuyen al desarrollo de cáncer; efectos sobre la salud 
cardiovascular y respiratorio; la contaminación del aire, agua y suelo; ensuciamiento; reducciones 
en la visibilidad; y el cambio climático global.  
Por ello, con el fin de abaratar costes y reducir el impacto ambiental de los generadores diésel, se 
ha optado por una energía limpia y segura como la energía solar fotovoltaica.
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Conclusiones 
Finalmente, después de casi seis meses de realización del proyecto, se tiene el resultado que se 
esperaba. Incluso un resultado superior a las expectativas. Todos los conocimientos adquiridos a lo 
largo de la carrera han sido puestos a prueba en este proyecto, no solo los diferentes conocimientos 
obtenidos, sino la habilidad de resolver problemas, como en el caso que nos ocupa, el auto-aprendizaje 
de un lenguaje de programación y su aplicación inmediata. 
 
El programa SCADA propuesto cuenta con todos los requeridos exigidos para la realización del 
proyecto, algunos de ellos pactados desde el inicio y otros se han ido hablando entre los diferentes 
directores del proyecto y el realizador del proyecto, para poder incluso mejorar o aportar nuevas ideas, 
tales como el modelado 3D o varios ajustes en el código fuente del programa. 
 
Se espera que el programa, en un futuro no muy lejano, sea objeto para el estudio en el laboratorio de 
la microred e incluso, la aplicación en una microred real de iguales o parecidas características. 
 
Con la conclusión de este proyecto, la microred ya dispone de un software SCADA completo, listo para 
ser utilizado para el análisis en el laboratorio para el estudio de sistemas de gestión de energía.
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Presupuesto y/o Análisis Económico 
Para el cálculo del presupuesto se ha tenido en cuenta el trabajo individual de un profesional graduado 
en ingeniero y el material necesario para la ejecución del mismo, siendo en el caso del programa 
SCADA, un ordenador de gama media. 
El ordenador es un sistema compacto de pantalla de 21”, para minimizar el espacio destinado a su uso. 
Se incluye la licencia del sistema operativo Windows 10, pudiendo ser optativa, ya que el programa 
está disponible para el sistema operativo Linux que es de libre circulación.  
Los precios han sido revisados y comprobados a fecha de enero de 2007. 
 
Cantidad Descripción Valor 
unitario 
Valor 
total 
1 PcCom Basic All In One Enterprise i5-6500 / 8GB / SSD 
480GB 
719 € 719,01 € 
1 Licencia para Microsoft Windows 10 Pro 64Bits OEM 142 € 142 € 
350 Horas de trabajo para  cualificación ingeniero técnico 20 € 7.000 € 
  Subtotal 7.861.01 € 
 IVA 21% 1.650,81 € 
  Total 9.511,82 € 
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Annexo 
Código Fuente: 
Mainwindow.h 
#ifndef MAINWINDOW_H 
#define MAINWINDOW_H 
 
#include <QMainWindow> 
#include <QApplication> 
#include <QtGui> 
#include <QTimer> 
#include <QFile> 
#include <dieselgen.h> 
#include <photovoltaic.h> 
#include <battery.h> 
#include <loads.h> 
#include <customplot.h> 
#include <rtplot.h> 
#include <calc.h> 
#include <calendar.h> 
#include <notepad.h> 
 
 
namespace Ui { 
class MainWindow; 
} 
 
class MainWindow : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit MainWindow(QWidget *parent = 0); 
    ~MainWindow(); 
    DieselGen *diesel; 
    Battery *bat; 
    CustomPlot *cplot; 
    Loads *load; 
    photovoltaic *photov; 
    RTplot *rtplot; 
    RTplot *rtplot1; 
    RTplot *rtplot2; 
    RTplot *rtplot3; 
    Calc *calc; 
    Calendar *calendar; 
    Notepad *notepad; 
    QString data_path; 
 
private: 
    Ui::MainWindow *ui; 
    QTimer *timer; 
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    QStringListModel *model; 
 
public slots: 
    void readData(); 
    //boton home 
    void home(); 
 
    //Functions to call RTPlot 
    //diesel 
    void rtp_ap_die(); 
    void rtp_rp_die(); 
    void rtp_fr_die(); 
    void rtp_v_die(); 
    void rtp_n_die(); 
    //FV 
    void rtp_ap_fv(); 
    void rtp_rp_fv(); 
    void rtp_fr_fv(); 
    void rtp_v_fv(); 
    void rtp_bv_fv(); 
    //BAT 
    void rtp_ap_bat(); 
    void rtp_rp_bat(); 
    void rtp_fr_bat(); 
    void rtp_v_bat(); 
    void rtp_soc_bat(); 
    void rtp_bv_bat(); 
    void rtp_bc_bat(); 
    //LOADS 
    void rtp_ap_load(); 
    void rtp_rp_load(); 
    void rtp_fr_load(); 
    void rtp_v_load(); 
 
 
private slots: 
    void on_commandLinkButton_2_clicked(); 
    void on_commandLinkButton_7_clicked(); 
    void on_commandLinkButton_3_clicked(); 
    void on_commandLinkButton_8_clicked(); 
    void on_commandLinkButton_4_clicked(); 
    void on_commandLinkButton_9_clicked(); 
    void on_commandLinkButton_10_clicked(); 
    void on_commandLinkButton_5_clicked(); 
    void on_commandLinkButton_6_clicked(); 
    void on_commandLinkButton_16_clicked(); 
    void on_commandLinkButton_13_clicked(); 
    void on_commandLinkButton_15_clicked(); 
    void on_commandLinkButton_18_clicked(); 
 
    void on_pushButton_clicked(); 
 
    void on_commandLinkButton_17_clicked(); 
 
    void on_commandLinkButton_14_clicked(); 
 
signals: 
    //Last number of Vector 
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        //diesel 
    void st_gen(double pkt_st_gen); 
    void ap_gen(double pkt); 
    void rp_gen(double pkt1); 
    void fr_gen(double pkt2); 
    void v_gen(double pkt3); 
    void n_gen(double pkt4); 
    void mp_gen(double pkt5); 
    void nt_gen(double pkt6); 
        //PV 
    void st_pv(double pkt_st_fv); 
    void ap_pv(double pkt7); 
    void rp_pv(double pkt8); 
    void fr_pv(double pkt9); 
    void v_pv(double pkt10); 
    void bv_pv(double pkt11); 
    void mp_pv(double pkt12); 
        //BAT 
    void st_batt(double pkt_st_bat); 
    void ap_batt(double pkt13); 
    void rp_batt(double pkt14); 
    void soc_batt(double pkt15); 
    void fr_batt(double pkt16); 
    void v_batt(double pkt17); 
    void bv_batt(double pkt18); 
    void bc_batt(double pkt19); 
    void mp_batt(double pkt20); 
    void ah_batt(double pkt21); 
        //loads 
    void st_loads(double pkt_st_load); 
    void ap_loads(double pkt22); 
    void rp_loads(double pkt23); 
    void fr_loads(double pkt24); 
    void v_loads(double pkt25); 
 
    //Full Vector 
        //Diesel 
    void pass_ap_die(QVector<double> vec1); 
    void pass_rp_die(QVector<double> vec2); 
    void pass_fr_die(QVector<double> vec3); 
    void pass_v_die(QVector<double> vec4); 
    void pass_n_die(QVector<double> vec5); 
        //FV 
    void pass_ap_fv(QVector<double> vec6); 
    void pass_rp_fv(QVector<double> vec7); 
    void pass_fr_fv(QVector<double> vec8); 
    void pass_v_fv(QVector<double> vec9); 
    void pass_bv_fv(QVector<double> vec10); 
        //BAT 
    void pass_ap_bat(QVector<double> vec11); 
    void pass_rp_bat(QVector<double> vec12); 
    void pass_fr_bat(QVector<double> vec13); 
    void pass_v_bat(QVector<double> vec14); 
    void pass_soc_bat(QVector<double> vec15); 
    void pass_bv_bat(QVector<double> vec16); 
    void pass_bc_bat(QVector<double> vec17); 
        //loads 
    void pass_ap_load(QVector<double> vec18); 
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    void pass_rp_load(QVector<double> vec19); 
    void pass_fr_load(QVector<double> vec20); 
    void pass_v_load(QVector<double> vec21); 
 
    //values to read at RTplot to choose plot 
    void ap_die_click(int j); 
    void rp_die_click(int j); 
    void fr_die_click(int j); 
    void v_die_click(int j); 
    void n_die_click(int j); 
 
    void ap_fv_click(int j); 
    void rp_fv_click(int j); 
    void fr_fv_click(int j); 
    void v_fv_click(int j); 
    void bv_fv_click(int j); 
 
    void ap_bat_click(int j); 
    void rp_bat_click(int j); 
    void fr_bat_click(int j); 
    void v_bat_click(int j); 
    void soc_bat_click(int j); 
    void bv_bat_click(int j); 
    void bc_bat_click(int j); 
 
    void ap_load_click(int j); 
    void rp_load_click(int j); 
    void fr_load_click(int j); 
    void v_load_click(int j); 
}; 
 
#endif // MAINWINDOW_H 
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Mainwindow.cpp 
#include "mainwindow.h" 
#include "ui_mainwindow.h" 
#include <QFile> 
#include <QFileDialog> 
#include <QDebug> 
#include <QtMath> 
#include <QMessageBox> 
 
MainWindow::MainWindow(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::MainWindow) 
{ 
    ui->setupUi(this); 
    ui->textEdit->hide(); 
    ui->pushButton->hide(); 
    ui->textEdit->setText("/home/elstak/data.txt"); 
    data_path = ui->textEdit->toPlainText(); 
    MainWindow::readData(); 
    //Read readData fuction every refresh time 
    timer = new QTimer(this); 
    QObject::connect(timer, SIGNAL(timeout()), this, SLOT(readData())); 
    timer->start(2000); //data refresh time 
 
 
    ///ALL CONNECTORS/// 
 
    //SIGNALS/SLOTS FROM/TO BATTERY WINDOW 
    bat = new Battery(this); 
    //connect to rtplot 
    connect(bat, 
SIGNAL(on_commandLinkButton_10_clicked()),this,SLOT(rtp_ap_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_11_clicked()),this,SLOT(rtp_rp_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_12_clicked()),this,SLOT(rtp_fr_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_13_clicked()),this,SLOT(rtp_v_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_14_clicked()),this,SLOT(rtp_soc_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_15_clicked()),this,SLOT(rtp_bv_bat())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_16_clicked()),this,SLOT(rtp_bc_bat())); 
    //left menu 
    connect(bat, 
SIGNAL(on_commandLinkButton_clicked()),this,SLOT(home())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_2_clicked()),this,SLOT(on_commandLinkButton_2
_clicked())); 
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    connect(bat, 
SIGNAL(on_commandLinkButton_3_clicked()),this,SLOT(on_commandLinkButton_3
_clicked())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_5_clicked()),this,SLOT(on_commandLinkButton_5
_clicked())); 
    connect(bat, 
SIGNAL(on_commandLinkButton_6_clicked()),this,SLOT(on_commandLinkButton_6
_clicked())); 
    //last number 
    connect(this, SIGNAL(st_batt(double)),bat,SLOT(st_batt1(double))); 
    connect(this, SIGNAL(ap_batt(double)),bat,SLOT(ap_batt1(double))); 
    connect(this, SIGNAL(rp_batt(double)),bat,SLOT(rp_batt1(double))); 
    connect(this, SIGNAL(soc_batt(double)),bat,SLOT(soc_batt1(double))); 
    connect(this, SIGNAL(fr_batt(double)),bat,SLOT(fr_batt1(double))); 
    connect(this, SIGNAL(v_batt(double)),bat,SLOT(v_batt1(double))); 
    connect(this, SIGNAL(bv_batt(double)),bat,SLOT(bv_batt1(double))); 
    connect(this, SIGNAL(bc_batt(double)),bat,SLOT(bc_batt1(double))); 
    connect(this, SIGNAL(mp_batt(double)),bat,SLOT(mp_batt1(double))); 
    connect(this, SIGNAL(ah_batt(double)),bat,SLOT(ah_batt1(double))); 
 
    //SIGNALS/SLOTS FROM/TO CustomPlot WINDOW 
    cplot = new CustomPlot(this); 
    connect(cplot, 
SIGNAL(on_commandLinkButton_clicked()),this,SLOT(home())); 
    connect(cplot, 
SIGNAL(on_commandLinkButton_2_clicked()),this,SLOT(on_commandLinkButton_2
_clicked())); 
    connect(cplot, 
SIGNAL(on_commandLinkButton_3_clicked()),this,SLOT(on_commandLinkButton_3
_clicked())); 
    connect(cplot, 
SIGNAL(on_commandLinkButton_4_clicked()),this,SLOT(on_commandLinkButton_4
_clicked())); 
    connect(cplot, 
SIGNAL(on_commandLinkButton_5_clicked()),this,SLOT(on_commandLinkButton_5
_clicked())); 
    //connect diesel 
    connect(this, 
SIGNAL(pass_ap_die(QVector<double>)),cplot,SLOT(reci_ap_die(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_rp_die(QVector<double>)),cplot,SLOT(reci_rp_die(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_fr_die(QVector<double>)),cplot,SLOT(reci_fr_die(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_v_die(QVector<double>)),cplot,SLOT(reci_v_die(QVector<double>
))); 
    connect(this, 
SIGNAL(pass_n_die(QVector<double>)),cplot,SLOT(reci_n_die(QVector<double>
))); 
    //connect PV 
    connect(this, 
SIGNAL(pass_ap_fv(QVector<double>)),cplot,SLOT(reci_ap_fv(QVector<double>
))); 
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    connect(this, 
SIGNAL(pass_rp_fv(QVector<double>)),cplot,SLOT(reci_rp_fv(QVector<double>
))); 
    connect(this, 
SIGNAL(pass_fr_fv(QVector<double>)),cplot,SLOT(reci_fr_fv(QVector<double>
))); 
    connect(this, 
SIGNAL(pass_v_fv(QVector<double>)),cplot,SLOT(reci_v_fv(QVector<double>))
); 
    connect(this, 
SIGNAL(pass_bv_fv(QVector<double>)),cplot,SLOT(reci_bv_fv(QVector<double>
))); 
    //connect BAT 
    connect(this, 
SIGNAL(pass_ap_bat(QVector<double>)),cplot,SLOT(reci_ap_bat(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_rp_bat(QVector<double>)),cplot,SLOT(reci_rp_bat(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_fr_bat(QVector<double>)),cplot,SLOT(reci_fr_bat(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_v_bat(QVector<double>)),cplot,SLOT(reci_v_bat(QVector<double>
))); 
    connect(this, 
SIGNAL(pass_soc_bat(QVector<double>)),cplot,SLOT(reci_soc_bat(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_bv_bat(QVector<double>)),cplot,SLOT(reci_bv_bat(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_bc_bat(QVector<double>)),cplot,SLOT(reci_bc_bat(QVector<doubl
e>))); 
    //connect Loads 
    connect(this, 
SIGNAL(pass_ap_load(QVector<double>)),cplot,SLOT(reci_ap_load(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_rp_load(QVector<double>)),cplot,SLOT(reci_rp_load(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_fr_load(QVector<double>)),cplot,SLOT(reci_fr_load(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_v_load(QVector<double>)),cplot,SLOT(reci_v_load(QVector<doubl
e>))); 
 
    connect(cplot, SIGNAL(call_readData()),this,SLOT(readData())); 
 
    //SIGNALS/SLOTS FROM/TO Diesel WINDOW 
    diesel = new DieselGen(this); 
    //left menu 
    connect(diesel, 
SIGNAL(on_commandLinkButton_clicked()),this,SLOT(home())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_3_clicked()),this,SLOT(on_commandLinkButton_3
_clicked())); 
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    connect(diesel, 
SIGNAL(on_commandLinkButton_4_clicked()),this,SLOT(on_commandLinkButton_4
_clicked())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_5_clicked()),this,SLOT(on_commandLinkButton_5
_clicked())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_6_clicked()),this,SLOT(on_commandLinkButton_6
_clicked())); 
    //connect to rtplot 
    connect(diesel, 
SIGNAL(on_commandLinkButton_8_clicked()),this,SLOT(rtp_ap_die())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_9_clicked()),this,SLOT(rtp_rp_die())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_10_clicked()),this,SLOT(rtp_fr_die())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_11_clicked()),this,SLOT(rtp_v_die())); 
    connect(diesel, 
SIGNAL(on_commandLinkButton_12_clicked()),this,SLOT(rtp_n_die())); 
    //last number 
    connect(this, SIGNAL(st_gen(double)),diesel,SLOT(st_gen1(double))); 
    connect(this, SIGNAL(ap_gen(double)),diesel,SLOT(display(double))); 
    connect(this, SIGNAL(rp_gen(double)),diesel,SLOT(rp_gen1(double))); 
    connect(this, SIGNAL(fr_gen(double)),diesel,SLOT(fr_gen1(double))); 
    connect(this, SIGNAL(v_gen(double)),diesel,SLOT(v_gen1(double))); 
    connect(this, SIGNAL(n_gen(double)),diesel,SLOT(n_gen1(double))); 
    connect(this, SIGNAL(mp_gen(double)),diesel,SLOT(mp_gen1(double))); 
    connect(this, SIGNAL(nt_gen(double)),diesel,SLOT(nt_gen1(double))); 
 
 
    //SIGNALS/SLOTS FROM/TO Loads WINDOW 
    load = new Loads(this); 
    connect(load, SIGNAL(on_commandLinkButton_9_clicked()),this,SLOT(rtp_ap_load())); 
    connect(load, SIGNAL(on_commandLinkButton_10_clicked()),this,SLOT(rtp_rp_load())); 
    connect(load, 
SIGNAL(on_commandLinkButton_11_clicked()),this,SLOT(rtp_fr_load())); 
    connect(load, 
SIGNAL(on_commandLinkButton_12_clicked()),this,SLOT(rtp_v_load())); 
 
    connect(load, 
SIGNAL(on_commandLinkButton_clicked()),this,SLOT(home())); 
    connect(load, 
SIGNAL(on_commandLinkButton_2_clicked()),this,SLOT(on_commandLinkButton_2
_clicked())); 
    connect(load, 
SIGNAL(on_commandLinkButton_3_clicked()),this,SLOT(on_commandLinkButton_3
_clicked())); 
    connect(load, 
SIGNAL(on_commandLinkButton_4_clicked()),this,SLOT(on_commandLinkButton_4
_clicked())); 
    connect(load, 
SIGNAL(on_commandLinkButton_6_clicked()),this,SLOT(on_commandLinkButton_6
_clicked())); 
    connect(this, SIGNAL(st_loads(double)),load,SLOT(st_loads1(double))); 
    connect(this, SIGNAL(ap_loads(double)),load,SLOT(ap_loads1(double))); 
    connect(this, SIGNAL(rp_loads(double)),load,SLOT(rp_loads1(double))); 
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    connect(this, SIGNAL(fr_loads(double)),load,SLOT(fr_loads1(double))); 
    connect(this, SIGNAL(v_loads(double)),load,SLOT(v_loads1(double))); 
 
    //SIGNALS/SLOTS FROM/TO PHOTOVOLTAIC WINDOW 
    photov = new photovoltaic(this); 
    //connect to rtplot 
    connect(photov, 
SIGNAL(on_commandLinkButton_9_clicked()),this,SLOT(rtp_ap_fv())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_10_clicked()),this,SLOT(rtp_rp_fv())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_11_clicked()),this,SLOT(rtp_fr_fv())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_12_clicked()),this,SLOT(rtp_v_fv())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_13_clicked()),this,SLOT(rtp_bv_fv())); 
 
    connect(photov, 
SIGNAL(on_commandLinkButton_clicked()),this,SLOT(home())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_2_clicked()),this,SLOT(on_commandLinkButton_2
_clicked())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_4_clicked()),this,SLOT(on_commandLinkButton_4
_clicked())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_5_clicked()),this,SLOT(on_commandLinkButton_5
_clicked())); 
    connect(photov, 
SIGNAL(on_commandLinkButton_6_clicked()),this,SLOT(on_commandLinkButton_6
_clicked())); 
    connect(this, SIGNAL(st_pv(double)),photov,SLOT(st_pv1(double))); 
    connect(this, SIGNAL(ap_pv(double)),photov,SLOT(ap_pv1(double))); 
    connect(this, SIGNAL(rp_pv(double)),photov,SLOT(rp_pv1(double))); 
    connect(this, SIGNAL(fr_pv(double)),photov,SLOT(fr_pv1(double))); 
    connect(this, SIGNAL(v_pv(double)),photov,SLOT(v_pv1(double))); 
    connect(this, SIGNAL(bv_pv(double)),photov,SLOT(bv_pv1(double))); 
    connect(this, SIGNAL(mp_pv(double)),photov,SLOT(mp_pv1(double))); 
 
    //SIGNALS/SLOTS FROM/TO RTPlot WINDOW 
    rtplot=new RTplot(this->diesel); 
    connect(this, 
SIGNAL(ap_die_click(int)),rtplot,SLOT(ap_die_click(int))); 
    connect(this, 
SIGNAL(rp_die_click(int)),rtplot,SLOT(rp_die_click(int))); 
    connect(this, 
SIGNAL(fr_die_click(int)),rtplot,SLOT(fr_die_click(int))); 
    connect(this, 
SIGNAL(v_die_click(int)),rtplot,SLOT(v_die_click(int))); 
    connect(this, 
SIGNAL(n_die_click(int)),rtplot,SLOT(n_die_click(int))); 
    //connect diesel 
    connect(this, 
SIGNAL(pass_ap_die(QVector<double>)),rtplot,SLOT(reci_ap_die1(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_rp_die(QVector<double>)),rtplot,SLOT(reci_rp_die1(QVector<dou
ble>))); 
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    connect(this, 
SIGNAL(pass_fr_die(QVector<double>)),rtplot,SLOT(reci_fr_die1(QVector<dou
ble>))); 
    connect(this, 
SIGNAL(pass_v_die(QVector<double>)),rtplot,SLOT(reci_v_die1(QVector<doubl
e>))); 
    connect(this, 
SIGNAL(pass_n_die(QVector<double>)),rtplot,SLOT(reci_n_die1(QVector<doubl
e>))); 
    //connect PV 
    rtplot1 = new RTplot(this->photov); 
    connect(this, 
SIGNAL(ap_fv_click(int)),rtplot1,SLOT(ap_fv_click(int))); 
    connect(this, 
SIGNAL(rp_fv_click(int)),rtplot1,SLOT(rp_fv_click(int))); 
    connect(this, 
SIGNAL(fr_fv_click(int)),rtplot1,SLOT(fr_fv_click(int))); 
    connect(this, SIGNAL(v_fv_click(int)),rtplot1,SLOT(v_fv_click(int))); 
    connect(this, 
SIGNAL(bv_fv_click(int)),rtplot1,SLOT(bv_fv_click(int))); 
 
    connect(this, 
SIGNAL(pass_ap_fv(QVector<double>)),rtplot1,SLOT(reci_ap_fv1(QVector<doub
le>))); 
    connect(this, 
SIGNAL(pass_rp_fv(QVector<double>)),rtplot1,SLOT(reci_rp_fv1(QVector<doub
le>))); 
    connect(this, 
SIGNAL(pass_fr_fv(QVector<double>)),rtplot1,SLOT(reci_fr_fv1(QVector<doub
le>))); 
    connect(this, 
SIGNAL(pass_v_fv(QVector<double>)),rtplot1,SLOT(reci_v_fv1(QVector<double
>))); 
    connect(this, 
SIGNAL(pass_bv_fv(QVector<double>)),rtplot1,SLOT(reci_bv_fv1(QVector<doub
le>))); 
    //connect BAT 
    rtplot2 = new RTplot(this->bat); 
    connect(this, 
SIGNAL(ap_bat_click(int)),rtplot2,SLOT(ap_bat_click(int))); 
    connect(this, 
SIGNAL(rp_bat_click(int)),rtplot2,SLOT(rp_bat_click(int))); 
    connect(this, 
SIGNAL(fr_bat_click(int)),rtplot2,SLOT(fr_bat_click(int))); 
    connect(this, 
SIGNAL(v_bat_click(int)),rtplot2,SLOT(v_bat_click(int))); 
    connect(this, 
SIGNAL(soc_bat_click(int)),rtplot2,SLOT(soc_bat_click(int))); 
    connect(this, 
SIGNAL(bv_bat_click(int)),rtplot2,SLOT(bv_bat_click(int))); 
    connect(this, 
SIGNAL(bc_bat_click(int)),rtplot2,SLOT(bc_bat_click(int))); 
 
    connect(this, 
SIGNAL(pass_ap_bat(QVector<double>)),rtplot2,SLOT(reci_ap_bat1(QVector<do
uble>))); 
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    connect(this, 
SIGNAL(pass_rp_bat(QVector<double>)),rtplot2,SLOT(reci_rp_bat1(QVector<do
uble>))); 
    connect(this 
,SIGNAL(pass_fr_bat(QVector<double>)),rtplot2,SLOT(reci_fr_bat1(QVector<d
ouble>))); 
    connect(this, 
SIGNAL(pass_v_bat(QVector<double>)),rtplot2,SLOT(reci_v_bat1(QVector<doub
le>))); 
    connect(this, 
SIGNAL(pass_soc_bat(QVector<double>)),rtplot2,SLOT(reci_soc_bat1(QVector<
double>))); 
    connect(this, 
SIGNAL(pass_bv_bat(QVector<double>)),rtplot2,SLOT(reci_bv_bat1(QVector<do
uble>))); 
    connect(this, 
SIGNAL(pass_bc_bat(QVector<double>)),rtplot2,SLOT(reci_bc_bat1(QVector<do
uble>))); 
 
 
    rtplot3 = new RTplot(this->load); 
    connect(this, 
SIGNAL(ap_load_click(int)),rtplot3,SLOT(ap_load_click(int))); 
    connect(this, 
SIGNAL(rp_load_click(int)),rtplot3,SLOT(rp_load_click(int))); 
    connect(this, 
SIGNAL(fr_load_click(int)),rtplot3,SLOT(fr_load_click(int))); 
    connect(this, 
SIGNAL(v_load_click(int)),rtplot3,SLOT(v_load_click(int))); 
 
    //connect Loads 
 
    connect(this, 
SIGNAL(pass_ap_load(QVector<double>)),rtplot3,SLOT(reci_ap_load1(QVector<
double>))); 
    connect(this, 
SIGNAL(pass_rp_load(QVector<double>)),rtplot3,SLOT(reci_rp_load1(QVector<
double>))); 
    connect(this, 
SIGNAL(pass_fr_load(QVector<double>)),rtplot3,SLOT(reci_fr_load1(QVector<
double>))); 
    connect(this, 
SIGNAL(pass_v_load(QVector<double>)),rtplot3,SLOT(reci_v_load1(QVector<do
uble>))); 
 
} 
 
MainWindow::~MainWindow() 
{ 
    delete ui; 
} 
//READ DATA FUNCTION 
void MainWindow::readData() 
{ 
    QFile file(data_path); 
    if (!file.open(QIODevice::ReadOnly)) { 
        qDebug() << file.errorString(); 
        //SHOW ERROR MESSAGE IN ALARM SECTION 
  Annexos 
74   
         //Create model 
            ui->listWidget->addItem("Error reading data file"); 
    } else {ui->listWidget->clear();} 
    bool ok; 
    //VECTORS FOR EACH VALUE 
    //QL bat 
    QVector<double> st_bat; 
    QVector<double> ap_bat; 
    QVector<double> rp_bat; 
    QVector<double> fr_bat; 
    QVector<double> v_bat; 
    QVector<double> soc_bat; 
    QVector<double> bv_bat; 
    QVector<double> bc_bat; 
    QVector<double> mp_bat; 
    QVector<double> ah_bat; 
    //QL FV 
    QVector<double> st_fv; 
    QVector<double> ap_fv; 
    QVector<double> rp_fv; 
    QVector<double> fr_fv; 
    QVector<double> v_fv; 
    QVector<double> bv_fv; 
    QVector<double> mp_fv; 
    //QL diesel 
    QVector<double> st_die; 
    QVector<double> ap_die; 
    QVector<double> rp_die; 
    QVector<double> fr_die; 
    QVector<double> v_die; 
    QVector<double> n_die; 
    QVector<double> mp_die; 
    QVector<double> nt_die; 
    //QL load 
    QVector<double> st_load; 
    QVector<double> ap_load; 
    QVector<double> rp_load; 
    QVector<double> fr_load; 
    QVector<double> v_load; 
 
    //READLINE AND STORAGE DATA INSIDE VECTORS 
    while (!file.atEnd()) { 
        QByteArray line = file.readLine(); 
 
    //GET bat 
        double value0 =line.split(';').at(0).toDouble(&ok); 
            if (ok==true)   { 
                st_bat.append(value0); 
            }    else    {     } 
            double value1 =line.split(';').at(1).toDouble(&ok); 
                if (ok==true)   { 
                    ap_bat.append(value1); 
                }    else    {     } 
            double value2 =line.split(';').at(2).toDouble(&ok); 
                if (ok==true)   { 
                    rp_bat.append(value2); 
                }    else    {     } 
            double value3 =line.split(';').at(3).toDouble(&ok); 
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                if (ok==true)   { 
                    fr_bat.append(value3); 
                }    else    {     } 
            double value4 =line.split(';').at(4).toDouble(&ok); 
                if (ok==true)   { 
                    v_bat.append(value4); 
                }    else    {     } 
            double value5 =line.split(';').at(5).toDouble(&ok); 
                if (ok==true)   { 
                    soc_bat.append(value5); 
                }    else    {     } 
            double value6 =line.split(';').at(6).toDouble(&ok); 
                if (ok==true)   { 
                    bv_bat.append(value6); 
                }    else    {     } 
            double value7 =line.split(';').at(7).toDouble(&ok); 
                if (ok==true)   { 
                    bc_bat.append(value7); 
                }    else    {     } 
            double value8 =line.split(';').at(8).toDouble(&ok); 
                if (ok==true)   { 
                    mp_bat.append(value8); 
                }    else    {     } 
            double value9 =line.split(';').at(9).toDouble(&ok); 
                if (ok==true)   { 
                    ah_bat.append(value9); 
                }    else    {     } 
    //GET PV 
        double value13 =line.split(';').at(13).toDouble(&ok); 
            if (ok==true)   { 
                st_fv.append(value13); 
            }    else    {     } 
            double value14 =line.split(';').at(14).toDouble(&ok); 
                if (ok==true)   { 
                    ap_fv.append(value14); 
                }    else    {     } 
            double value15 =line.split(';').at(15).toDouble(&ok); 
                if (ok==true)   { 
                    rp_fv.append(value15); 
                }    else    {     } 
            double value16 =line.split(';').at(16).toDouble(&ok); 
                if (ok==true)   { 
                    fr_fv.append(value16); 
                }    else    {     } 
            double value17 =line.split(';').at(17).toDouble(&ok); 
                if (ok==true)   { 
                    v_fv.append(value17); 
                }    else    {     } 
            double value18 =line.split(';').at(18).toDouble(&ok); 
                if (ok==true)   { 
                    bv_fv.append(value18); 
                }    else    {     } 
            double value19 =line.split(';').at(19).toDouble(&ok); 
                if (ok==true)   { 
                    mp_fv.append(value19); 
                }    else    {     } 
    //GET diesel 
        double value22 =line.split(';').at(22).toDouble(&ok); 
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            if (ok==true)   { 
                }    else    {     } 
                st_die.append(value22); 
                double value23 =line.split(';').at(23).toDouble(&ok); 
                    if (ok==true)   { 
                        ap_die.append(value23); 
                    }    else    {     } 
                double value24 =line.split(';').at(24).toDouble(&ok); 
                    if (ok==true)   { 
                        rp_die.append(value24); 
                    }    else    {     } 
                double value25 =line.split(';').at(25).toDouble(&ok); 
                    if (ok==true)   { 
                        fr_die.append(value25); 
                    }    else    {     } 
                double value26 =line.split(';').at(26).toDouble(&ok); 
                    if (ok==true)   { 
                        v_die.append(value26); 
                    }    else    {     } 
                double value27 =line.split(';').at(27).toDouble(&ok); 
                    if (ok==true)   { 
                        n_die.append(value27); 
                    }    else    {     } 
                double value28 =line.split(';').at(28).toDouble(&ok); 
                    if (ok==true)   { 
                        mp_die.append(value28); 
                    }    else    {     } 
                double value29 =line.split(';').at(29).toDouble(&ok); 
                    if (ok==true)   { 
                        nt_die.append(value29); 
                    }    else    {     } 
    //GET loads 
        double value30 =line.split(';').at(30).toDouble(&ok); 
            if (ok==true)   { 
                st_load.append(value30); 
            }    else    {     } 
            double value31 =line.split(';').at(31).toDouble(&ok); 
                if (ok==true)   { 
                    ap_load.append(value31); 
                }    else    {     } 
            double value32 =line.split(';').at(32).toDouble(&ok); 
                if (ok==true)   { 
                    rp_load.append(value32); 
                }    else    {     } 
            double value33 =line.split(';').at(33).toDouble(&ok); 
                if (ok==true)   { 
                    fr_load.append(value33); 
                }    else    {     } 
            double value34 =line.split(';').at(34).toDouble(&ok); 
                if (ok==true)   { 
                    v_load.append(value34); 
                }    else    {     } 
    } 
    //SET MAINWINDOW LCD AND LABELS DATA// 
 
    //SZ diesel 
    if (!ap_die.size()==0){ 
        //state 
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    int st_die_sz=st_die.size()-1; 
    QString state_die; 
    if (st_die[st_die_sz]==1){ state_die = "Start"; ui->label_st_die-
>setStyleSheet("color: black");} 
    else if (st_die[st_die_sz]==2){ state_die = "Emulator configured"; 
ui->label_st_die->setStyleSheet("color: orange");} 
    else if (st_die[st_die_sz]==3){ state_die = "Getting ready"; ui-
>label_st_die->setStyleSheet("color: orange");} 
    else if (st_die[st_die_sz]==4){ state_die = "Ready"; ui-
>label_st_die->setStyleSheet("color: green");} 
    else if (st_die[st_die_sz]==5){ state_die = "Working"; ui-
>label_st_die->setStyleSheet("color: green");} 
    else if (st_die[st_die_sz]==6){ state_die = "Error"; ui-
>label_st_die->setStyleSheet("color: red");} 
    ui->label_st_die->setText(state_die); 
        //ap diesel 
    int ap_die_sz=ap_die.size()-1; 
    ui->lcd_ap_die->setPalette(Qt::green); 
    ui->lcd_ap_die->display(ap_die[ap_die_sz]); 
        //rp diesel 
    int rp_die_sz=rp_die.size()-1; 
    ui->lcd_rp_die->setPalette(Qt::green); 
    ui->lcd_rp_die->display(rp_die[rp_die_sz]); 
 
    //SZ fv 
    int st_fv_sz=st_fv.size()-1; 
    QString state_fv; 
    if (st_fv[st_fv_sz]==1){ state_fv = "Start"; ui->label_st_fv-
>setStyleSheet("color: black");} 
    else if (st_fv[st_fv_sz]==2){ state_fv = "Emulator configured"; ui-
>label_st_fv->setStyleSheet("color: orange");} 
    else if (st_fv[st_fv_sz]==3){ state_fv = "Getting ready"; ui-
>label_st_fv->setStyleSheet("color: orange");} 
    else if (st_fv[st_fv_sz]==4){ state_fv = "Ready"; ui->label_st_fv-
>setStyleSheet("color: green");} 
    else if (st_fv[st_fv_sz]==5){ state_fv = "Working"; ui->label_st_fv-
>setStyleSheet("color: green");} 
    else if (st_fv[st_fv_sz]==6){ state_fv = "Stopping"; ui->label_st_fv-
>setStyleSheet("color: orange");} 
    else if (st_fv[st_fv_sz]==7){ state_fv = "Error"; ui->label_st_fv-
>setStyleSheet("color: red");} 
    ui->label_st_fv->setText(state_fv); 
 
    int ap_fv_sz=ap_fv.size()-1; 
    ui->lcd_ap_fv->setPalette(Qt::green); 
    ui->lcd_ap_fv->display(ap_fv[ap_fv_sz]); 
 
    int rp_fv_sz=rp_fv.size()-1; 
    ui->lcd_rp_fv->setPalette(Qt::green); 
    ui->lcd_rp_fv->display(rp_fv[rp_fv_sz]); 
 
    //DZ bat 
    int st_bat_sz=st_bat.size()-1; 
    QString state_bat; 
    if (st_bat[st_bat_sz]==1){ state_bat = "Start"; ui->label_st_bat-
>setStyleSheet("color: black");} 
    else if (st_bat[st_bat_sz]==2){ state_bat = "Emulator configured"; 
ui->label_st_bat->setStyleSheet("color: orange");} 
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    else if (st_bat[st_bat_sz]==3){ state_bat = "Getting ready"; ui-
>label_st_bat->setStyleSheet("color: orange");} 
    else if (st_bat[st_bat_sz]==4){ state_bat = "Ready"; ui-
>label_st_bat->setStyleSheet("color: green");} 
    else if (st_bat[st_bat_sz]==5){ state_bat = "Working"; ui-
>label_st_bat->setStyleSheet("color: green");} 
    else if (st_bat[st_bat_sz]==6){ state_bat = "Stopping"; ui-
>label_st_bat->setStyleSheet("color: orange");} 
    else if (st_bat[st_bat_sz]==7){ state_bat = "Error"; ui-
>label_st_bat->setStyleSheet("color: red");} 
    ui->label_st_bat->setText(state_bat); 
 
    int ap_bat_sz=ap_bat.size()-1; 
    ui->lcd_ap_bat->setPalette(Qt::green); 
    ui->lcd_ap_bat->display(ap_bat[ap_bat_sz]); 
 
    int rp_bat_sz=rp_bat.size()-1; 
    ui->lcd_rp_bat->setPalette(Qt::green); 
    ui->lcd_rp_bat->display(rp_bat[rp_bat_sz]); 
 
    int soc_bat_sz=soc_bat.size()-1; 
    ui->progressBar->setValue(soc_bat[soc_bat_sz]); 
    //ui->lcd_ch_bat->setPalette(Qt::green); 
    //ui->lcd_ch_bat->display(soc_bat[soc_bat_sz]); 
 
    //DZ load 
    int st_load_sz=st_load.size()-1; 
    QString state_load; 
    if (st_load[st_load_sz]==1){ state_load = "Start"; ui->label_st_load-
>setStyleSheet("color: black");} 
    else if (st_load[st_load_sz]==2){ state_load = "Emulator configured"; 
ui->label_st_load->setStyleSheet("color: orange");} 
    else if (st_load[st_load_sz]==3){ state_load = "Getting ready"; ui-
>label_st_load->setStyleSheet("color: orange");} 
    else if (st_load[st_load_sz]==4){ state_load = "Ready"; ui-
>label_st_load->setStyleSheet("color: green");} 
    else if (st_load[st_load_sz]==5){ state_load = "Working"; ui-
>label_st_load->setStyleSheet("color: green");} 
    else if (st_load[st_load_sz]==6){ state_load = "Error"; ui-
>label_st_load->setStyleSheet("color: red");} 
    ui->label_st_load->setText(state_load); 
 
    int ap_load_sz=ap_load.size()-1; 
    ui->lcd_ap_load->setPalette(Qt::green); 
    ui->lcd_ap_load->display(ap_load[ap_load_sz]); 
 
    int rp_load_sz=rp_load.size()-1; 
    ui->lcd_rp_load->setPalette(Qt::green); 
    ui->lcd_rp_load->display(rp_load[rp_load_sz]); 
 
//emits diesel 
 
    double st1_gen=st_die[st_die_sz]; 
    emit st_gen(st1_gen); 
 
    double ap1_gen=ap_die[ap_die_sz]; 
    emit ap_gen(ap1_gen); 
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    double rp1_gen=rp_die[rp_die_sz]; 
    emit rp_gen(rp1_gen); 
 
    int fr_die_sz=fr_die.size()-1; 
    double fr1_gen=fr_die[fr_die_sz]; 
    emit fr_gen(fr1_gen); 
 
    int v_die_sz=v_die.size()-1; 
    double v1_gen=v_die[v_die_sz]; 
    emit v_gen(v1_gen); 
 
    int n_die_sz=n_die.size()-1; 
    double n1_gen=n_die[n_die_sz]; 
    emit n_gen(n1_gen); 
 
    int mp_die_sz=mp_die.size()-1; 
    double mp1_gen=mp_die[mp_die_sz]; 
    emit mp_gen(mp1_gen); 
 
    int nt_die_sz=nt_die.size()-1; 
    double nt1_gen=nt_die[nt_die_sz]; 
    emit nt_gen(nt1_gen); 
 
//emits PV 
 
    double st1_fv=st_fv[st_fv_sz]; 
    emit st_pv(st1_fv); 
 
    double ap1_fv=ap_fv[ap_fv_sz]; 
    emit ap_pv(ap1_fv); 
 
    double rp1_fv=rp_fv[rp_fv_sz]; 
    emit rp_pv(rp1_fv); 
 
    int fr_fv_sz=fr_fv.size()-1; 
    double fr1_fv=fr_fv[fr_fv_sz]; 
    emit fr_pv(fr1_fv); 
 
    int v_fv_sz=v_fv.size()-1; 
    double v1_fv=v_fv[v_fv_sz]; 
    emit v_pv(v1_fv); 
 
    int bv_fv_sz=bv_fv.size()-1; 
    double bv1_fv=bv_fv[bv_fv_sz]; 
    emit bv_pv(bv1_fv); 
 
    int mp_fv_sz=mp_fv.size()-1; 
    double mp1_fv=mp_fv[mp_fv_sz]; 
    emit mp_pv(mp1_fv); 
 
//emits BAT 
 
    double st1_bat=st_die[st_bat_sz]; 
    emit st_batt(st1_bat); 
 
    double ap1_bat=ap_bat[ap_bat_sz]; 
    emit ap_batt(ap1_bat); 
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    double rp1_bat=rp_bat[rp_bat_sz]; 
    emit rp_batt(rp1_bat); 
 
    double soc1_bat=soc_bat[soc_bat_sz]; 
    emit soc_batt(soc1_bat); 
 
    int fr_bat_sz=fr_bat.size()-1; 
    double fr1_bat=fr_bat[fr_bat_sz]; 
    emit fr_batt(fr1_bat); 
 
    int v_bat_sz=v_bat.size()-1; 
    double v1_bat=v_bat[v_bat_sz]; 
    emit v_batt(v1_bat); 
 
    int bv_bat_sz=bv_bat.size()-1; 
    double bv1_bat=bv_bat[bv_bat_sz]; 
    emit bv_batt(bv1_bat); 
 
    int bc_bat_sz=bc_bat.size()-1; 
    double bc1_bat=bc_bat[bc_bat_sz]; 
    emit bc_batt(bc1_bat); 
 
    int mp_bat_sz=mp_bat.size()-1; 
    double mp1_bat=mp_bat[mp_bat_sz]; 
    emit mp_batt(mp1_bat); 
 
    int ah_bat_sz=ah_bat.size()-1; 
    double ah1_bat=ah_bat[ah_bat_sz]; 
    emit ah_batt(ah1_bat); 
 
//emits loads 
    double st1_load=st_load[st_load_sz]; 
    emit st_loads(st1_load); 
 
    double ap1_load=ap_load[ap_load_sz]; 
    emit ap_loads(ap1_load); 
 
    double rp1_load=rp_load[rp_load_sz]; 
    emit rp_loads(rp1_load); 
 
    int fr_load_sz=fr_load.size()-1; 
    double fr1_load=fr_load[fr_load_sz]; 
    emit fr_loads(fr1_load); 
 
    int v_load_sz=v_load.size()-1; 
    double v1_load=v_load[v_load_sz]; 
    emit v_loads(v1_load); 
 
    //emits diesel 
    emit pass_ap_die(ap_die); 
    emit pass_rp_die(rp_die); 
    emit pass_fr_die(fr_die); 
    emit pass_v_die(v_die); 
    emit pass_n_die(n_die); 
    //emits fv 
    emit pass_ap_fv(ap_fv); 
    emit pass_rp_fv(rp_fv); 
    emit pass_fr_fv(fr_fv); 
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    emit pass_v_fv(v_fv); 
    emit pass_bv_fv(bv_fv); 
    //emits bat 
    emit pass_ap_bat(ap_bat); 
    emit pass_rp_bat(rp_bat); 
    emit pass_fr_bat(fr_bat); 
    emit pass_v_bat(v_bat); 
    emit pass_soc_bat(soc_bat); 
    emit pass_bv_bat(bv_bat); 
    emit pass_bc_bat(bc_bat); 
    //emits loads 
    emit pass_ap_load(ap_load); 
    emit pass_rp_load(rp_load); 
    emit pass_fr_load(fr_load); 
    emit pass_v_load(v_load); 
    } 
} 
 
//window transfer 
// diesel 
void MainWindow::on_commandLinkButton_2_clicked() 
{ 
    diesel->showMaximized(); 
    this->hide(); 
    photov->hide(); 
    bat->hide(); 
    load->hide(); 
    cplot->hide(); 
} 
 
void MainWindow::on_commandLinkButton_7_clicked() 
{ 
    diesel->showMaximized(); 
    this->hide(); 
} 
 
//PV 
void MainWindow::on_commandLinkButton_3_clicked() 
{ 
    photov->showMaximized(); 
    this->hide(); 
    diesel->hide(); 
    bat->hide(); 
    load->hide(); 
    cplot->hide(); 
} 
 
void MainWindow::on_commandLinkButton_8_clicked() 
{ 
    photov->showMaximized(); 
    this->hide(); 
} 
 
void MainWindow::on_commandLinkButton_4_clicked() 
{ 
    bat->showMaximized(); 
    this->hide(); 
    diesel->hide(); 
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    photov->hide(); 
    load->hide(); 
    cplot->hide(); 
} 
 
void MainWindow::on_commandLinkButton_9_clicked() 
{ 
    bat->showMaximized(); 
    this->hide(); 
} 
 
void MainWindow::on_commandLinkButton_10_clicked() 
{ 
    load->showMaximized(); 
    this->hide(); 
    diesel->hide(); 
    photov->hide(); 
    bat->hide(); 
    cplot->hide(); 
} 
 
void MainWindow::on_commandLinkButton_5_clicked() 
{ 
    load->showMaximized(); 
    this->hide(); 
} 
 
void MainWindow::on_commandLinkButton_6_clicked() 
{ 
    cplot->showMaximized(); 
    this->hide(); 
    diesel->hide(); 
    photov->hide(); 
    bat->hide(); 
    load->hide(); 
} 
 
void MainWindow::on_commandLinkButton_13_clicked() 
{ 
    calc = new Calc(this); 
    calc->show(); 
} 
 
void MainWindow::on_commandLinkButton_16_clicked() 
{ 
    this->close(); 
} 
 
void MainWindow::home() 
{ 
    this->showMaximized(); 
    diesel->hide(); 
    photov->hide(); 
    bat->hide(); 
    load->hide(); 
    cplot->hide(); 
} 
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void MainWindow::rtp_ap_die() 
{ 
    //rtplot = new RTplot(this->diesel); 
    rtplot->show(); 
    //rtplot->raise(); 
    int ap_die_click1 = 1; 
    emit ap_die_click(ap_die_click1); 
} 
void MainWindow::rtp_rp_die() 
{ 
    rtplot->show(); 
    rtplot->raise(); 
    int rp_die_click1 = 2; 
    emit rp_die_click(rp_die_click1); 
} 
void MainWindow::rtp_fr_die() 
{ 
    rtplot->show(); 
    rtplot->raise(); 
    int fr_die_click1 = 3; 
    emit fr_die_click(fr_die_click1); 
} 
void MainWindow::rtp_v_die() 
{ 
    rtplot->show(); 
    rtplot->raise(); 
    int v_die_click1 = 4; 
    emit v_die_click(v_die_click1); 
} 
void MainWindow::rtp_n_die() 
{ 
    rtplot->show(); 
    rtplot->raise(); 
    int n_die_click1 = 5; 
    emit n_die_click(n_die_click1); 
} 
 
void MainWindow::rtp_ap_fv() 
{ 
    rtplot1->show(); 
    rtplot1->raise(); 
    int ap_fv_click1 = 6; 
    emit ap_fv_click(ap_fv_click1); 
} 
void MainWindow::rtp_rp_fv() 
{ 
    rtplot1->show(); 
    rtplot1->raise(); 
    int rp_fv_click1 = 7; 
    emit rp_fv_click(rp_fv_click1); 
} 
void MainWindow::rtp_fr_fv() 
{ 
    rtplot1->show(); 
    rtplot1->raise(); 
    int fr_fv_click1 = 8; 
    emit fr_fv_click(fr_fv_click1); 
} 
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void MainWindow::rtp_v_fv() 
{ 
    rtplot1->show(); 
    rtplot1->raise(); 
    int v_fv_click1 = 9; 
    emit v_fv_click(v_fv_click1); 
} 
void MainWindow::rtp_bv_fv() 
{ 
    rtplot1->show(); 
    rtplot1->raise(); 
    int bv_fv_click1 = 10; 
    emit bv_fv_click(bv_fv_click1); 
} 
void MainWindow::rtp_ap_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int ap_bat_click1 = 11; 
    emit ap_bat_click(ap_bat_click1); 
} 
void MainWindow::rtp_rp_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int rp_bat_click1 = 12; 
    emit rp_bat_click(rp_bat_click1); 
} 
void MainWindow::rtp_fr_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int fr_bat_click1 = 13; 
    emit fr_bat_click(fr_bat_click1); 
} 
void MainWindow::rtp_v_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int v_bat_click1 = 14; 
    emit v_bat_click(v_bat_click1); 
} 
void MainWindow::rtp_soc_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int soc_bat_click1 = 15; 
    emit soc_bat_click(soc_bat_click1); 
} 
void MainWindow::rtp_bv_bat() 
{ 
    rtplot2->show(); 
    rtplot2->raise(); 
    int bv_bat_click1 = 16; 
    emit bv_bat_click(bv_bat_click1); 
} 
void MainWindow::rtp_bc_bat() 
{ 
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    rtplot2->show(); 
    rtplot2->raise(); 
    int bc_bat_click1 = 17; 
    emit bc_bat_click(bc_bat_click1); 
} 
void MainWindow::rtp_ap_load() 
{ 
    rtplot3->show(); 
    rtplot3->raise(); 
    int ap_load_click1 = 18; 
    emit ap_load_click(ap_load_click1); 
} 
void MainWindow::rtp_rp_load() 
{ 
    rtplot3->show(); 
    rtplot3->raise(); 
    int rp_load_click1 = 19; 
    emit rp_load_click(rp_load_click1); 
} 
void MainWindow::rtp_fr_load() 
{ 
    rtplot3->show(); 
    rtplot3->raise(); 
    int fr_load_click1 = 20; 
    emit fr_load_click(fr_load_click1); 
} 
void MainWindow::rtp_v_load() 
{ 
    rtplot3->show(); 
    rtplot3->raise(); 
    int v_load_click1 = 21; 
    emit v_load_click(v_load_click1); 
} 
void MainWindow::on_commandLinkButton_15_clicked() 
{ 
    calendar = new Calendar(this); 
    calendar->show(); 
} 
 
void MainWindow::on_commandLinkButton_18_clicked() 
{ 
    ui->textEdit->show(); 
    ui->pushButton->show(); 
} 
 
void MainWindow::on_pushButton_clicked() 
{ 
     data_path = ui->textEdit->toPlainText(); 
     ui->textEdit->hide(); 
     ui->pushButton->hide(); 
} 
 
void MainWindow::on_commandLinkButton_17_clicked() 
{ 
    QMessageBox::information(this,"Trabajo final de grado","Oriol 
Portabella Pla"); 
} 
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void MainWindow::on_commandLinkButton_14_clicked() 
{ 
    notepad = new Notepad(this); 
    notepad->show(); 
} 
Dieselgen.h 
#ifndef DIESELGEN_H 
#define DIESELGEN_H 
 
#include <QMainWindow> 
 
namespace Ui { 
class DieselGen; 
} 
 
class DieselGen : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit DieselGen(QWidget *parent = 0); 
    ~DieselGen(); 
    //MainWindow *main; 
 
signals: 
    void on_commandLinkButton_clicked(); 
    void on_commandLinkButton_3_clicked(); 
    void on_commandLinkButton_4_clicked(); 
    void on_commandLinkButton_5_clicked(); 
    void on_commandLinkButton_6_clicked(); 
    void on_commandLinkButton_8_clicked(); 
    void on_commandLinkButton_9_clicked(); 
    void on_commandLinkButton_10_clicked(); 
    void on_commandLinkButton_11_clicked(); 
    void on_commandLinkButton_12_clicked(); 
 
private slots: 
    void on_commandLinkButton_18_clicked(); 
 
private: 
    Ui::DieselGen *ui; 
 
public slots: 
    void st_gen1(double pkt_st_gen); 
    void display(double pkt); 
    void rp_gen1(double pkt1); 
    void fr_gen1(double pkt2); 
    void v_gen1(double pkt3); 
    void n_gen1(double pkt4); 
    void mp_gen1(double pkt5); 
    void nt_gen1(double pkt6); 
}; 
 
#endif // DIESELGEN_H 
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DieselGen.cpp 
#include "dieselgen.h" 
#include "ui_dieselgen.h" 
#include "QDebug" 
 
DieselGen::DieselGen(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::DieselGen) 
{ 
    ui->setupUi(this); 
    ui->widget->hide(); ui->widget_2->hide(); ui->widget_3->hide(); ui-
>widget_4->hide(); ui->widget_5->hide(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
    ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11->hide(); 
ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14->hide(); ui-
>widget_15->hide(); ui->widget_16->hide(); 
    ui->widget_on->hide(); ui->widget_on_2->hide(); ui->widget_on_3-
>hide(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
    ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui->widget_on_11-
>hide(); ui->widget_on_12->hide(); ui->widget_on_13->hide(); ui-
>widget_on_14->hide(); ui->widget_on_15->hide(); ui->widget_on_16-
>hide(); 
    ui->widget_off->hide(); ui->widget_off_2->hide(); ui->widget_off_3-
>hide(); ui->widget_off_4->hide(); ui->widget_off_5->hide(); ui-
>widget_off_6->hide(); ui->widget_off_7->hide(); ui->widget_off_8-
>hide(); 
    ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
} 
 
DieselGen::~DieselGen() 
{ 
    delete ui; 
 
} 
void DieselGen::st_gen1(double pkt_st_gen) 
{ 
    QString state_die; 
    if (pkt_st_gen==1){ state_die = "Start"; ui->state-
>setStyleSheet("color: black");} 
    else if (pkt_st_gen==2){ state_die = "Emulator configured"; ui-
>state->setStyleSheet("color: orange");} 
    else if (pkt_st_gen==3){ state_die = "Getting ready"; ui->state-
>setStyleSheet("color: orange");} 
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    else if (pkt_st_gen==4){ state_die = "Ready"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_gen==5){ state_die = "Working"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_gen==6){ state_die = "Error"; ui->state-
>setStyleSheet("color: red");} 
    ui->state->setText(state_die); 
} 
void DieselGen::display(double pkt) 
{ 
    ui->lcd_ap_gen_2->setPalette(Qt::green); 
    ui->lcd_ap_gen_2->display(pkt); 
} 
void DieselGen::rp_gen1(double pkt1) 
{ 
    ui->lcd_rp_gen->setPalette(Qt::green); 
    ui->lcd_rp_gen->display(pkt1); 
} 
void DieselGen::fr_gen1(double pkt2) 
{ 
    ui->lcd_fr_gen->setPalette(Qt::green); 
    ui->lcd_fr_gen->display(pkt2); 
} 
void DieselGen::v_gen1(double pkt3) 
{ 
    ui->lcd_v_gen->setPalette(Qt::green); 
    ui->lcd_v_gen->display(pkt3); 
} 
void DieselGen::n_gen1(double pkt4) 
{ 
    ui->lcd_n_gen->setPalette(Qt::green); 
    ui->lcd_n_gen->display(pkt4); 
    if (pkt4==1){ 
        ui->widget_on->show(); ui->widget_on_2->hide(); ui->widget_on_3-
>hide(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); 
    } 
    else if (pkt4==2){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>hide(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); 
    } 
    else if (pkt4==3){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
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>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); 
    } 
    else if (pkt4==4){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); 
    } 
    else if (pkt4==5){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); 
    } 
    else if (pkt4==6){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); 
    } 
    else if (pkt4==7){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->hide(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); 
    } 
    else if (pkt4==8){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->show(); 
        ui->widget_on_9->hide(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
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>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
    } 
    else if (pkt4==9){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->show(); 
        ui->widget_on_9->show(); ui->widget_on_10->hide(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); 
    } 
    else if (pkt4==10){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->show(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->hide(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); 
    } 
    else if (pkt4==11){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->show(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->hide(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); 
    } 
    else if (pkt4==12){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->show(); ui->widget_on_5->show(); ui-
>widget_on_6->show(); ui->widget_on_7->show(); ui->widget_on_8->show(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->show(); ui->widget_on_13-
>hide(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
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        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); 
    } 
    else if (pkt4==13){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->show(); ui->widget_on_13-
>show(); ui->widget_on_14->hide(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); 
    } 
    else if (pkt4==14){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->show(); ui->widget_on_13-
>show(); ui->widget_on_14->show(); ui->widget_on_15->hide(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); 
    } 
    else if (pkt4==15){ 
        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->show(); ui->widget_on_13-
>show(); ui->widget_on_14->show(); ui->widget_on_15->show(); ui-
>widget_on_16->hide(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); 
    } 
    else if (pkt4==16){ 
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        ui->widget_on->show(); ui->widget_on_2->show(); ui->widget_on_3-
>show(); ui->widget_on_4->hide(); ui->widget_on_5->hide(); ui-
>widget_on_6->hide(); ui->widget_on_7->hide(); ui->widget_on_8->hide(); 
        ui->widget_on_9->show(); ui->widget_on_10->show(); ui-
>widget_on_11->show(); ui->widget_on_12->show(); ui->widget_on_13-
>show(); ui->widget_on_14->show(); ui->widget_on_15->show(); ui-
>widget_on_16->show(); 
        ui->widget_off->hide(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
} 
void DieselGen::mp_gen1(double pkt5) 
{ 
    ui->lcd_mp_gen->setPalette(Qt::green); 
    ui->lcd_mp_gen->display(pkt5); 
} 
void DieselGen::nt_gen1(double pkt6) 
{ 
    ui->lcd_nt_gen->setPalette(Qt::green); 
    ui->lcd_nt_gen->display(pkt6); 
    if (pkt6==1){ 
        ui->widget->show(); ui->widget_2->hide(); ui->widget_3->hide(); 
ui->widget_4->hide(); ui->widget_5->hide(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->hide(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==2){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->hide(); 
ui->widget_4->hide(); ui->widget_5->hide(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->hide(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
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    else if (pkt6==3){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->hide(); ui->widget_5->hide(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->hide(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==4){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->hide(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>hide(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==5){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->hide(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->hide(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==6){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->hide(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
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>show(); ui->widget_off_6->show(); ui->widget_off_7->hide(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==7){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->hide(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->hide(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==8){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->hide(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->hide(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==9){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->hide(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->hide(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==10){ 
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        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>hide(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->hide(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==11){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->hide(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->hide(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==12){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->show(); ui->widget_13->hide(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->show(); ui->widget_off_13-
>hide(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==13){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->show(); ui->widget_13->show(); ui->widget_14-
>hide(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
  Annexos 
96   
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->show(); ui->widget_off_13-
>show(); ui->widget_off_14->hide(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==14){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->show(); ui->widget_13->show(); ui->widget_14-
>show(); ui->widget_15->hide(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->show(); ui->widget_off_13-
>show(); ui->widget_off_14->show(); ui->widget_off_15->hide(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==15){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->show(); ui->widget_13->show(); ui->widget_14-
>show(); ui->widget_15->show(); ui->widget_16->hide(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->show(); ui->widget_off_13-
>show(); ui->widget_off_14->show(); ui->widget_off_15->show(); ui-
>widget_off_16->hide(); 
    } 
    else if (pkt6==16){ 
        ui->widget->show(); ui->widget_2->show(); ui->widget_3->show(); 
ui->widget_4->show(); ui->widget_5->show(); ui->widget_6->show(); ui-
>widget_7->show(); ui->widget_8->show(); 
        ui->widget_9->show(); ui->widget_10->show(); ui->widget_11-
>show(); ui->widget_12->show(); ui->widget_13->show(); ui->widget_14-
>show(); ui->widget_15->show(); ui->widget_16->show(); 
        ui->widget_off->show(); ui->widget_off_2->show(); ui-
>widget_off_3->show(); ui->widget_off_4->show(); ui->widget_off_5-
>show(); ui->widget_off_6->show(); ui->widget_off_7->show(); ui-
>widget_off_8->show(); 
        ui->widget_off_9->show(); ui->widget_off_10->show(); ui-
>widget_off_11->show(); ui->widget_off_12->show(); ui->widget_off_13-
>show(); ui->widget_off_14->show(); ui->widget_off_15->show(); ui-
>widget_off_16->show(); 
    } 
} 
//window transfer 
void DieselGen::on_commandLinkButton_18_clicked() 
{ 
    this->close(); 
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Photovoltaic.h 
#ifndef PHOTOVOLTAIC_H 
#define PHOTOVOLTAIC_H 
 
#include <QMainWindow> 
 
namespace Ui { 
class photovoltaic; 
} 
 
class photovoltaic : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit photovoltaic(QWidget *parent = 0); 
    ~photovoltaic(); 
 
signals: 
    void on_commandLinkButton_clicked(); 
    void on_commandLinkButton_2_clicked(); 
    void on_commandLinkButton_4_clicked(); 
    void on_commandLinkButton_5_clicked(); 
    void on_commandLinkButton_6_clicked(); 
 
    //void on_commandLinkButton_8_clicked(); 
    void on_commandLinkButton_9_clicked(); 
    void on_commandLinkButton_10_clicked(); 
    void on_commandLinkButton_11_clicked(); 
    void on_commandLinkButton_12_clicked(); 
    void on_commandLinkButton_13_clicked(); 
 
private slots: 
    void on_commandLinkButton_19_clicked(); 
 
public slots: 
    void st_pv1(double pkt_st_fv); 
    void ap_pv1(double pkt7); 
    void rp_pv1(double pkt8); 
    void fr_pv1(double pkt9); 
    void v_pv1(double pkt10); 
    void bv_pv1(double pkt11); 
    void mp_pv1(double pkt12); 
 
private: 
    Ui::photovoltaic *ui; 
  Annexos 
98   
}; 
 
#endif // PHOTOVOLTAIC_H 
 
 
 
 
 
 
 
Photovoltaic.cpp 
#include "photovoltaic.h" 
#include "ui_photovoltaic.h" 
#include <QDebug> 
 
photovoltaic::photovoltaic(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::photovoltaic) 
{ 
    ui->setupUi(this); 
} 
 
photovoltaic::~photovoltaic() 
{ 
    delete ui; 
} 
//Slots 
void photovoltaic::st_pv1(double pkt_st_pv) 
{ 
    QString state_load; 
    if (pkt_st_pv==1){ state_load = "Start"; ui->state-
>setStyleSheet("color: black");} 
    else if (pkt_st_pv==2){ state_load = "Emulator configured"; ui-
>state->setStyleSheet("color: orange");} 
    else if (pkt_st_pv==3){ state_load = "Getting ready"; ui->state-
>setStyleSheet("color: orange");} 
    else if (pkt_st_pv==4){ state_load = "Ready"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_pv==5){ state_load = "Working"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_pv==6){ state_load = "Stopping"; ui->state-
>setStyleSheet("color: orange");} 
    else if (pkt_st_pv==7){ state_load = "Error"; ui->state-
>setStyleSheet("color: red");} 
    ui->state->setText(state_load); 
} 
void photovoltaic::ap_pv1(double pkt7) 
{ 
    ui->lcd_ap_pv->setPalette(Qt::green); 
    ui->lcd_ap_pv->display(pkt7); 
} 
void photovoltaic::rp_pv1(double pkt8) 
{ 
    ui->lcd_rp_pv->setPalette(Qt::green); 
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    ui->lcd_rp_pv->display(pkt8); 
} 
void photovoltaic::fr_pv1(double pkt9) 
{ 
    ui->lcd_fr_pv->setPalette(Qt::green); 
    ui->lcd_fr_pv->display(pkt9); 
} 
void photovoltaic::v_pv1(double pkt10) 
{ 
    ui->lcd_v_pv->setPalette(Qt::green); 
    ui->lcd_v_pv->display(pkt10); 
} 
void photovoltaic::bv_pv1(double pkt11) 
{ 
    ui->lcd_bv_pv->setPalette(Qt::green); 
    ui->lcd_bv_pv->display(pkt11); 
} 
void photovoltaic::mp_pv1(double pkt12) 
{ 
    ui->lcd_mp_pv->setPalette(Qt::green); 
    ui->lcd_mp_pv->display(pkt12); 
} 
 
void photovoltaic::on_commandLinkButton_19_clicked() 
{ 
    this->close(); 
} 
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Battery.h 
#ifndef BATTERY_H 
#define BATTERY_H 
 
#include <QMainWindow> 
 
namespace Ui { 
class Battery; 
} 
 
class Battery : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit Battery(QWidget *parent = 0); 
    ~Battery(); 
 
signals: 
    void on_commandLinkButton_clicked(); 
    void on_commandLinkButton_2_clicked(); 
    void on_commandLinkButton_3_clicked(); 
    void on_commandLinkButton_5_clicked(); 
    void on_commandLinkButton_6_clicked(); 
 
    void on_commandLinkButton_10_clicked(); 
    void on_commandLinkButton_11_clicked(); 
    void on_commandLinkButton_12_clicked(); 
    void on_commandLinkButton_13_clicked(); 
    void on_commandLinkButton_14_clicked(); 
    void on_commandLinkButton_15_clicked(); 
    void on_commandLinkButton_16_clicked(); 
 
private slots: 
    void on_commandLinkButton_22_clicked(); 
 
public slots: 
    void st_batt1(double pkt_st_bat); 
    void ap_batt1(double pkt13); 
    void rp_batt1(double pkt14); 
    void soc_batt1(double pkt15); 
    void fr_batt1(double pkt16); 
    void v_batt1(double pkt17); 
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    void bv_batt1(double pkt18); 
    void bc_batt1(double pkt19); 
    void mp_batt1(double pkt20); 
    void ah_batt1(double pkt21); 
 
private: 
    Ui::Battery *ui; 
}; 
 
#endif // BATTERY_H 
 
 
 
Battery.cpp 
#include "battery.h" 
#include "ui_battery.h" 
#include <QDebug> 
#include <QMessageBox> 
 
Battery::Battery(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::Battery) 
{ 
    ui->setupUi(this); 
} 
 
Battery::~Battery() 
{ 
    delete ui; 
} 
 
//slots 
void Battery::st_batt1(double pkt_st_bat) 
{ 
    QString state_bat; 
    if (pkt_st_bat==1){ state_bat = "Start"; ui->state-
>setStyleSheet("color: black");} 
    else if (pkt_st_bat==2){ state_bat = "Emulator configured"; ui-
>state->setStyleSheet("color: orange");} 
    else if (pkt_st_bat==3){ state_bat = "Getting ready"; ui->state-
>setStyleSheet("color: orange");} 
    else if (pkt_st_bat==4){ state_bat = "Ready"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_bat==5){ state_bat = "Working"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_bat==6){ state_bat = "Stopping"; ui->state-
>setStyleSheet("color: orange");} 
    else if (pkt_st_bat==7){ state_bat = "Error"; ui->state-
>setStyleSheet("color: red");} 
    ui->state->setText(state_bat); 
} 
 
void Battery::ap_batt1(double pkt13) 
{ 
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    ui->lcd_ap_bat->setPalette(Qt::green); 
    ui->lcd_ap_bat->display(pkt13); 
} 
void Battery::rp_batt1(double pkt14) 
{ 
    ui->lcd_rp_bat->setPalette(Qt::green); 
    ui->lcd_rp_bat->display(pkt14); 
} 
void Battery::soc_batt1(double pkt15) 
{ 
    ui->lcd_soc_bat->setPalette(Qt::green); 
    ui->lcd_soc_bat->display(pkt15); 
    ui->progressBar->setValue(pkt15); 
} 
void Battery::fr_batt1(double pkt16) 
{ 
    ui->lcd_fr_bat->setPalette(Qt::green); 
    ui->lcd_fr_bat->display(pkt16); 
} 
void Battery::v_batt1(double pkt17) 
{ 
    ui->lcd_v_bat->setPalette(Qt::green); 
    ui->lcd_v_bat->display(pkt17); 
} 
void Battery::bv_batt1(double pkt18) 
{ 
    ui->lcd_bv_bat->setPalette(Qt::green); 
    ui->lcd_bv_bat->display(pkt18); 
} 
void Battery::bc_batt1(double pkt19) 
{ 
    ui->lcd_bc_bat->setPalette(Qt::green); 
    ui->lcd_bc_bat->display(pkt19); 
} 
void Battery::mp_batt1(double pkt20) 
{ 
    ui->lcd_mp_bat->setPalette(Qt::green); 
    ui->lcd_mp_bat->display(pkt20); 
} 
void Battery::ah_batt1(double pkt21) 
{ 
    ui->lcd_ah_bat->setPalette(Qt::green); 
    ui->lcd_ah_bat->display(pkt21); 
} 
 
void Battery::on_commandLinkButton_22_clicked() 
{ 
    this->close(); 
} 
 
 
 
 
 
 
 
 
 
PROGRAMACIÓN MEDIANTE EL FRAMEWORK QT DE UN SISTEMA SCADA PARA UNA MICRORED DE LABORATORIO DESTINADA 
A EL ESTUDIO DE SISTEMAS DE GESTIÓN DE ENERGIA (EMS)  
  103 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Loads.h 
#ifndef LOADS_H 
#define LOADS_H 
 
#include <QMainWindow> 
 
namespace Ui { 
class Loads; 
} 
 
class Loads : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit Loads(QWidget *parent = 0); 
    ~Loads(); 
 
signals: 
    void on_commandLinkButton_clicked(); 
    void on_commandLinkButton_2_clicked(); 
    void on_commandLinkButton_3_clicked(); 
    void on_commandLinkButton_4_clicked(); 
    void on_commandLinkButton_6_clicked(); 
    void on_commandLinkButton_9_clicked(); 
    void on_commandLinkButton_10_clicked(); 
    void on_commandLinkButton_11_clicked(); 
    void on_commandLinkButton_12_clicked(); 
 
private slots: 
    void on_commandLinkButton_19_clicked(); 
 
public slots: 
    void st_loads1(double pkt_st_load); 
    void ap_loads1(double pkt22); 
    void rp_loads1(double pkt23); 
    void fr_loads1(double pkt24); 
    void v_loads1(double pkt25); 
 
private: 
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    Ui::Loads *ui; 
}; 
 
#endif // LOADS_H 
 
 
 
 
 
 
 
 
 
 
Loads.cpp 
#include "loads.h" 
#include "ui_loads.h" 
 
Loads::Loads(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::Loads) 
{ 
    ui->setupUi(this); 
} 
 
Loads::~Loads() 
{ 
    delete ui; 
} 
//slots 
void Loads::st_loads1(double pkt_st_load) 
{ 
    QString state_load; 
    if (pkt_st_load==1){ state_load = "Start"; ui->state-
>setStyleSheet("color: black");} 
    else if (pkt_st_load==2){ state_load = "Emulator configured"; ui-
>state->setStyleSheet("color: orange");} 
    else if (pkt_st_load==3){ state_load = "Getting ready"; ui->state-
>setStyleSheet("color: orange");} 
    else if (pkt_st_load==4){ state_load = "Ready"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_load==5){ state_load = "Working"; ui->state-
>setStyleSheet("color: green");} 
    else if (pkt_st_load==6){ state_load = "Error"; ui->state-
>setStyleSheet("color: red");} 
    ui->state->setText(state_load); 
} 
void Loads::ap_loads1(double pkt22) 
{ 
    ui->lcd_ap_load->setPalette(Qt::green); 
    ui->lcd_ap_load->display(pkt22); 
} 
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void Loads::rp_loads1(double pkt23) 
{ 
    ui->lcd_rp_load->setPalette(Qt::green); 
    ui->lcd_rp_load->display(pkt23); 
} 
void Loads::fr_loads1(double pkt24) 
{ 
    ui->lcd_fr_load->setPalette(Qt::green); 
    ui->lcd_fr_load->display(pkt24); 
} 
void Loads::v_loads1(double pkt25) 
{ 
    ui->lcd_v_load->setPalette(Qt::green); 
    ui->lcd_v_load->display(pkt25); 
} 
 
void Loads::on_commandLinkButton_19_clicked() 
{ 
    this->close(); 
} 
Customplot.h 
#ifndef CUSTOMPLOT_H 
#define CUSTOMPLOT_H 
 
#include <QMainWindow> 
#include <QDebug> 
 
 
namespace Ui { 
class CustomPlot; 
} 
 
class CustomPlot : public QMainWindow 
{ 
    Q_OBJECT 
 
signals: 
    void call_readData(); 
    void on_commandLinkButton_clicked(); 
    void on_commandLinkButton_2_clicked(); 
    void on_commandLinkButton_3_clicked(); 
    void on_commandLinkButton_4_clicked(); 
    void on_commandLinkButton_5_clicked(); 
 
public: 
    explicit CustomPlot(QWidget *parent = 0); 
    ~CustomPlot(); 
    //Global Vectors 
    QVector<double> vec_1; 
    QVector<double> vec_2; 
    QVector<double> vec_3; 
    QVector<double> vec_4; 
    QVector<double> vec_5; 
    QVector<double> vec_6; 
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    QVector<double> vec_7; 
    QVector<double> vec_8; 
    QVector<double> vec_9; 
    QVector<double> vec_10; 
    QVector<double> vec_11; 
    QVector<double> vec_12; 
    QVector<double> vec_13; 
    QVector<double> vec_14; 
    QVector<double> vec_15; 
    QVector<double> vec_16; 
    QVector<double> vec_17; 
    QVector<double> vec_18; 
    QVector<double> vec_19; 
    QVector<double> vec_20; 
    QVector<double> vec_21; 
 
private slots: 
 
    void on_pushButton_2_clicked(); 
 
//    void on_comboBox_activated(int index); 
 
//    void on_comboBox_2_activated(int index); 
 
    void on_commandLinkButton_16_clicked(); 
 
    //SLOTS full vector 
    //vec slots 
    void reci_ap_die(QVector<double> vec1); 
    void reci_rp_die(QVector<double> vec2); 
    void reci_fr_die(QVector<double> vec3); 
    void reci_v_die(QVector<double> vec4); 
    void reci_n_die(QVector<double> vec5); 
        //FV 
    void reci_ap_fv(QVector<double> vec6); 
    void reci_rp_fv(QVector<double> vec7); 
    void reci_fr_fv(QVector<double> vec8); 
    void reci_v_fv(QVector<double> vec9); 
    void reci_bv_fv(QVector<double> vec10); 
        //BAT 
    void reci_ap_bat(QVector<double> vec11); 
    void reci_rp_bat(QVector<double> vec12); 
    void reci_fr_bat(QVector<double> vec13); 
    void reci_v_bat(QVector<double> vec14); 
    void reci_soc_bat(QVector<double> vec15); 
    void reci_bv_bat(QVector<double> vec16); 
    void reci_bc_bat(QVector<double> vec17); 
        //loads 
    void reci_ap_load(QVector<double> vec18); 
    void reci_rp_load(QVector<double> vec19); 
    void reci_fr_load(QVector<double> vec20); 
    void reci_v_load(QVector<double> vec21); 
 
    void on_cB_ap_die_toggled(bool checked); 
    void on_cB_rp_die_toggled(bool checked); 
    void on_cB_rp_die_2_toggled(bool checked); 
    void on_cB_fr_die_toggled(bool checked); 
    void on_cB_v_die_toggled(bool checked); 
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    void on_cB_n_die_toggled(bool checked); 
    void on_cB_ap_die_2_toggled(bool checked); 
    void on_cB_fr_die_2_toggled(bool checked); 
    void on_cB_v_die_2_toggled(bool checked); 
    void on_cB_n_die_2_toggled(bool checked); 
    void on_cB_ap_fv_toggled(bool checked); 
    void on_cB_ap_fv_2_toggled(bool checked); 
    void on_cB_rp_fv_toggled(bool checked); 
    void on_cB_rp_fv_2_toggled(bool checked); 
    void on_cB_fr_fv_toggled(bool checked); 
    void on_cB_fr_fv_2_toggled(bool checked); 
    void on_cB_v_fv_toggled(bool checked); 
    void on_cB_v_fv_2_toggled(bool checked); 
    void on_cB_bv_fv_toggled(bool checked); 
    void on_cB_bv_fv_2_toggled(bool checked); 
    void on_cB_ap_bat_toggled(bool checked); 
    void on_cB_ap_bat_2_toggled(bool checked); 
    void on_cB_rp_bat_toggled(bool checked); 
    void on_cB_rp_bat_2_toggled(bool checked); 
    void on_cB_fr_bat_toggled(bool checked); 
    void on_cB_fr_bat_2_toggled(bool checked); 
    void on_cB_v_bat_toggled(bool checked); 
    void on_cB_v_bat_2_toggled(bool checked); 
    void on_cB_soc_bat_toggled(bool checked); 
    void on_cB_soc_bat_2_toggled(bool checked); 
    void on_cB_bv_bat_toggled(bool checked); 
    void on_cB_bv_bat_2_toggled(bool checked); 
    void on_cB_bc_bat_toggled(bool checked); 
    void on_cB_bc_bat_2_toggled(bool checked); 
    void on_cB_ap_load_toggled(bool checked); 
    void on_cB_ap_load_2_toggled(bool checked); 
    void on_cB_rp_load_toggled(bool checked); 
    void on_cB_rp_load_2_toggled(bool checked); 
    void on_cB_fr_load_toggled(bool checked); 
    void on_cB_fr_load_2_toggled(bool checked); 
    void on_cB_v_load_toggled(bool checked); 
    void on_cB_v_load_2_toggled(bool checked); 
 
private: 
    Ui::CustomPlot *ui; 
    void makePlot(); 
}; 
 
#endif // CUSTOMPLOT_H 
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Customplot.cpp 
#include "customplot.h" 
#include "ui_customplot.h" 
 
CustomPlot::CustomPlot(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::CustomPlot) 
{ 
    ui->setupUi(this); 
    CustomPlot::makePlot(); 
    ui->cB_rp_die_2->hide(); 
    ui->cB_ap_die_2->hide(); 
    ui->cB_fr_die_2->hide(); 
    ui->cB_n_die_2->hide(); 
    ui->cB_v_die_2->hide(); 
    ui->cB_rp_fv_2->hide(); 
    ui->cB_ap_fv_2->hide(); 
    ui->cB_fr_fv_2->hide(); 
    ui->cB_v_fv_2->hide(); 
    ui->cB_bv_fv_2->hide(); 
    ui->cB_ap_bat_2->hide(); 
    ui->cB_rp_bat_2->hide(); 
    ui->cB_fr_bat_2->hide(); 
    ui->cB_v_bat_2->hide(); 
    ui->cB_soc_bat_2->hide(); 
    ui->cB_bc_bat_2->hide(); 
    ui->cB_bv_bat_2->hide(); 
    ui->cB_ap_load_2->hide(); 
    ui->cB_rp_load_2->hide(); 
    ui->cB_fr_load_2->hide(); 
    ui->cB_v_load_2->hide(); 
 
} 
 
CustomPlot::~CustomPlot() 
{ 
    delete ui; 
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} 
 
void CustomPlot::makePlot() //Plot create and settings 
{ 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(0)->setPen(QPen(Qt::blue)); 
    ui->CustomPlot_2->xAxis->setLabel("x"); 
    ui->CustomPlot_2->yAxis->setLabel("y"); 
    ui->CustomPlot_2->xAxis->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
    ui->CustomPlot_2->xAxis->setTickStep(1); 
    ui->CustomPlot_2->yAxis->setTickStep(1); 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(1)->setPen(QPen(Qt::red)); 
    ui->CustomPlot_2->addGraph(ui->CustomPlot_2->xAxis2, ui-
>CustomPlot_2->yAxis2); 
    ui->CustomPlot_2->graph(2)->setPen(QPen(Qt::green)); 
    ui->CustomPlot_2->addGraph(ui->CustomPlot_2->xAxis2, ui-
>CustomPlot_2->yAxis2); 
    QPen qpen; 
    qpen.setColor("orange"); 
    ui->CustomPlot_2->graph(3)->setPen(qpen); 
    ui->CustomPlot_2->xAxis2->setLabel("x"); 
    ui->CustomPlot_2->yAxis2->setLabel("y"); 
    ui->CustomPlot_2->xAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->xAxis2->setTickStep(1); 
    ui->CustomPlot_2->yAxis2->setTickStep(1); 
 
    ui->CustomPlot_2->yAxis2->setVisible(true); 
 
 
    //outside background 
    QLinearGradient plotGradient; 
    plotGradient.setStart(0, 0); 
    plotGradient.setFinalStop(0, 350); 
    plotGradient.setColorAt(0, QColor(239, 235, 231)); 
    plotGradient.setColorAt(1, QColor(239, 235, 231)); 
    ui->CustomPlot_2->setBackground(plotGradient); 
    ui->CustomPlot_2->replot(); 
 
} 
 
void CustomPlot::on_commandLinkButton_16_clicked() 
{ 
    this->close(); 
} 
//Plot configurator widget 
void CustomPlot::on_pushButton_2_clicked() 
{ 
    double edit_x=ui->doubleSpinBox->value(); 
    double edit_x2=ui->doubleSpinBox_2->value(); 
    double edit_y=ui->doubleSpinBox_3->value(); 
    double edit_y2=ui->doubleSpinBox_4->value(); 
    double edit_y21=ui->doubleSpinBox_5->value(); 
    double edit_y22=ui->doubleSpinBox_6->value(); 
    ui->CustomPlot_2->xAxis->setRange(edit_x, edit_x2); 
    ui->CustomPlot_2->yAxis->setRange(edit_y, edit_y2); 
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    ui->CustomPlot_2->yAxis2->setRange(edit_y21,edit_y22); 
    ui->CustomPlot_2->replot(); 
} 
 
//Plot drawer 
void CustomPlot::reci_ap_die(QVector<double> vec1) // AP Diesel 
{ 
    vec_1 = vec1; 
    if(ui->cB_ap_die->isChecked()==true) 
    { 
        QVector<double> x(vec1.size()), y(vec1.size()); 
        for (int i=0; i<=vec1.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec1[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_ap_die_2->isChecked()==true) 
    { 
        QVector<double> x(vec1.size()), y(vec1.size()); 
        for (int i=0; i<=vec1.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec1[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_ap_die_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_1.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_1.begin(), vec_1.end()), 
*std::max_element(vec_1.begin(), vec_1.end())); 
        //ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->hide(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
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        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_1.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_1.begin(), 
vec_1.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_1.begin(), 
vec_1.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_ap_die_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_1.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->graph(1)->setPen(QPen(Qt::red)); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_1.size()); 
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        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_rp_die(QVector<double> vec2) 
{ 
    vec_2 = vec2; 
    if(ui->cB_rp_die->isChecked()==true) 
    { 
        QVector<double> x(vec2.size()), y(vec2.size()); 
        for (int i=0; i<=vec2.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec2[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_rp_die_2->isChecked()==true) 
    { 
        QVector<double> x(vec2.size()), y(vec2.size()); 
        for (int i=0; i<=vec2.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec2[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_rp_die_toggled(bool checked) //RP Diesel 
{ 
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    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_2.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->cB_ap_die->setChecked(false); 
        //ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->hide(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_2.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_2.begin(), 
vec_2.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_2.begin(), 
vec_2.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
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   } 
} 
 
void CustomPlot::on_cB_rp_die_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_2.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->graph(1)->setPen(QPen(Qt::red)); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_2.size()); 
        ui->cB_ap_die_2->setChecked(false); 
        //ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_fr_die(QVector<double> vec3) //Frequency Diesel 
{ 
    vec_3 = vec3; 
    if(ui->cB_fr_die->isChecked()==true) 
    { 
    QVector<double> x(vec3.size()), y(vec3.size()); 
    for (int i=0; i<=vec3.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec3[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
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    if(ui->cB_fr_die_2->isChecked()==true) 
    { 
        QVector<double> x(vec3.size()), y(vec3.size()); 
        for (int i=0; i<=vec3.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec3[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_fr_die_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_3.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_3.begin(), vec_3.end()), 
*std::max_element(vec_3.begin(), vec_3.end())); 
 
        //ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->hide(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_3.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
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        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_3.begin(), 
vec_3.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_3.begin(), 
vec_3.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_fr_die_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_3.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_3.begin(), vec_3.end()), 
*std::max_element(vec_3.begin(), vec_3.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
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        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_3.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_3.begin(), 
vec_3.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_3.begin(), 
vec_3.end())); 
 
        //ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
 
void CustomPlot::reci_v_die(QVector<double> vec4) //Voltage Diesel 
{ 
    vec_4 = vec4; 
    if(ui->cB_v_die->isChecked()==true) 
    { 
    QVector<double> x(vec4.size()), y(vec4.size()); 
    for (int i=0; i<=vec4.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec4[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_v_die_2->isChecked()==true) 
    { 
        QVector<double> x(vec4.size()), y(vec4.size()); 
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        for (int i=0; i<=vec4.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec4[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_v_die_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_4.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_4.begin(), vec_4.end()), 
*std::max_element(vec_4.begin(), vec_4.end())); 
        ui->cB_fr_die->setChecked(false); 
        //ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->hide(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_4.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_4.begin(), 
vec_4.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_4.begin(), 
vec_4.end())); 
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        ui->doubleSpinBox_5->setValue(*std::min_element(vec_4.begin(), 
vec_4.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_4.begin(), 
vec_4.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_v_die_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_4.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_4.begin(), vec_4.end()), 
*std::max_element(vec_4.begin(), vec_4.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
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        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_4.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_4.begin(), 
vec_4.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_4.begin(), 
vec_4.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        //ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_n_die(QVector<double> vec5) 
{ 
    vec_5 = vec5; 
    if(ui->cB_n_die->isChecked()==true) 
    { 
    QVector<double> x(vec5.size()), y(vec5.size()); 
    for (int i=0; i<=vec5.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec5[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(1); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_n_die_2->isChecked()==true) 
    { 
        QVector<double> x(vec5.size()), y(vec5.size()); 
        for (int i=0; i<=vec5.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec5[i]; 
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        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(1); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_n_die_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_5.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Num of connected diesels"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_5.begin(), vec_5.end()), 
*std::max_element(vec_5.begin(), vec_5.end())); 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        //ui->cB_n_die->setChecked(false); 
 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->hide(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_5.size()-1); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_5.begin(), 
vec_5.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_5.begin(), 
vec_5.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
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       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
void CustomPlot::on_cB_n_die_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_5.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_5.begin(), vec_5.end()), 
*std::max_element(vec_5.begin(), vec_5.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(1); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_5.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_5.begin(), 
vec_5.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_5.begin(), 
vec_5.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        //ui->cB_n_die_2->setChecked(false); 
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        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_ap_fv(QVector<double> vec6) // AP FV 
{ 
    vec_6 = vec6; 
    if(ui->cB_ap_fv->isChecked()==true) 
    { 
        QVector<double> x(vec6.size()), y(vec6.size()); 
        for (int i=0; i<=vec6.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec6[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_ap_fv_2->isChecked()==true) 
    { 
        QVector<double> x(vec6.size()), y(vec6.size()); 
        for (int i=0; i<=vec6.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec6[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
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void CustomPlot::on_cB_ap_fv_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_6.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_6.begin(), vec_6.end()), 
*std::max_element(vec_6.begin(), vec_6.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        //ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->hide(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_6.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_6.begin(), 
vec_6.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_6.begin(), 
vec_6.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
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       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_ap_fv_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_6.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_6.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_2.begin(), 
vec_2.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_2.begin(), 
vec_2.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        //ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
void CustomPlot::reci_rp_fv(QVector<double> vec7) // RP FV 
{ 
    vec_7 = vec7; 
    if(ui->cB_rp_fv->isChecked()==true) 
    { 
        QVector<double> x(vec7.size()), y(vec7.size()); 
        for (int i=0; i<=vec7.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec7[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
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        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_rp_fv_2->isChecked()==true) 
    { 
        QVector<double> x(vec7.size()), y(vec7.size()); 
        for (int i=0; i<=vec7.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec7[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_rp_fv_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_7.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_7.begin(), vec_7.end()), 
*std::max_element(vec_7.begin(), vec_7.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        //ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->hide(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_7.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_7.begin(), 
vec_7.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_7.begin(), 
vec_7.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
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           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_rp_fv_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_7.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_7.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_2.begin(), 
vec_2.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_2.begin(), 
vec_2.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        //ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
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        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_fr_fv(QVector<double> vec8) // FR FV 
{ 
    vec_8 = vec8; 
    if(ui->cB_fr_fv->isChecked()==true) 
    { 
        QVector<double> x(vec8.size()), y(vec8.size()); 
        for (int i=0; i<=vec8.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec8[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(2)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_fr_fv_2->isChecked()==true) 
    { 
        QVector<double> x(vec8.size()), y(vec8.size()); 
        for (int i=0; i<=vec8.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec8[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_fr_fv_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_8.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_8.begin(), vec_8.end()), 
*std::max_element(vec_8.begin(), vec_8.end())); 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
 
        //ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
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        ui->cB_bv_fv->setChecked(false); 
 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->hide(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_8.size()-1); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_8.begin(), 
vec_8.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_8.begin(), 
vec_8.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die->setChecked(false); 
       ui->cB_v_die->setChecked(false); 
       ui->cB_n_die->setChecked(false); 
       ui->cB_fr_fv->setChecked(false); 
       ui->cB_v_fv->setChecked(false); 
       ui->cB_bv_fv->setChecked(false); 
       ui->cB_fr_bat->setChecked(false); 
       ui->cB_v_bat->setChecked(false); 
       ui->cB_soc_bat->setChecked(false); 
       ui->cB_bc_bat->setChecked(false); 
       ui->cB_bv_bat->setChecked(false); 
       ui->cB_fr_load->setChecked(false); 
       ui->cB_v_load->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
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       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_fr_fv_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_8.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_8.begin(), vec_8.end()), 
*std::max_element(vec_8.begin(), vec_8.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_8.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_8.begin(), 
vec_8.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_8.begin(), 
vec_8.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        //ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
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        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_v_fv(QVector<double> vec9) // Volt FV 
{ 
    vec_9 = vec9; 
    if(ui->cB_v_fv->isChecked()==true) 
    { 
        QVector<double> x(vec9.size()), y(vec9.size()); 
        for (int i=0; i<=vec9.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec9[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(2)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_v_fv_2->isChecked()==true) 
    { 
        QVector<double> x(vec9.size()), y(vec9.size()); 
        for (int i=0; i<=vec9.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec9[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_v_fv_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_9.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_9.begin(), vec_9.end()), 
*std::max_element(vec_9.begin(), vec_9.end())); 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
 
        ui->cB_fr_fv->setChecked(false); 
        //ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
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        ui->cB_bv_bat->setChecked(false); 
 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->hide(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_9.size()-1); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_9.begin(), 
vec_9.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_9.begin(), 
vec_9.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
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       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_v_fv_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_9.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_9.begin(), vec_9.end()), 
*std::max_element(vec_9.begin(), vec_9.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_9.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_9.begin(), 
vec_9.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_9.begin(), 
vec_9.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        //ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_bv_fv(QVector<double> vec10) // BusVolt FV 
{ 
    vec_10 = vec10; 
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    if(ui->cB_bv_fv->isChecked()==true) 
    { 
        QVector<double> x(vec10.size()), y(vec10.size()); 
        for (int i=0; i<=vec10.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec10[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(2)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_bv_fv_2->isChecked()==true) 
    { 
        QVector<double> x(vec10.size()), y(vec10.size()); 
        for (int i=0; i<=vec10.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec10[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_bv_fv_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_10.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("BusVoltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_10.begin(), vec_10.end()), 
*std::max_element(vec_10.begin(), vec_10.end())); 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        //ui->cB_bv_fv->setChecked(false); 
 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
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        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->hide(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_10.size()-1); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_10.begin(), 
vec_10.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_10.begin(), 
vec_10.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
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} 
 
void CustomPlot::on_cB_bv_fv_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_10.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("BusVoltage (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_10.begin(), vec_10.end()), 
*std::max_element(vec_10.begin(), vec_10.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_10.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_10.begin(), 
vec_10.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_10.begin(), 
vec_10.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        //ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_ap_bat(QVector<double> vec11) // AP battery 
{ 
    vec_11 = vec11; 
    if(ui->cB_ap_bat->isChecked()==true) 
    { 
        QVector<double> x(vec11.size()), y(vec11.size()); 
        for (int i=0; i<=vec11.size()-1; ++i) 
        { 
            x[i] = i; 
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            y[i] = vec11[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_ap_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec11.size()), y(vec11.size()); 
        for (int i=0; i<=vec11.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec11[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_ap_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_11.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_11.begin(), vec_11.end()), 
*std::max_element(vec_11.begin(), vec_11.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        //ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->hide(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_11.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_11.begin(), 
vec_11.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_11.begin(), 
vec_11.end())); 
 
    } 
    if(checked==false){ 
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       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_ap_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_11.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->graph(1)->setPen(QPen(Qt::red)); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_11.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_2.begin(), 
vec_2.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_2.begin(), 
vec_2.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        //ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
 
    } 
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     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_rp_bat(QVector<double> vec12) //RP battery 
{ 
    vec_12 = vec12; 
    if(ui->cB_rp_bat->isChecked()==true) 
    { 
        QVector<double> x(vec12.size()), y(vec12.size()); 
        for (int i=0; i<=vec12.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec12[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_rp_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec12.size()), y(vec12.size()); 
        for (int i=0; i<=vec12.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec12[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_rp_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_12.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_12.begin(), vec_12.end()), 
*std::max_element(vec_12.begin(), vec_12.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
  Annexos 
140   
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        //ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->hide(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_12.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_12.begin(), 
vec_12.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_12.begin(), 
vec_12.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_rp_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_12.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
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        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_12.begin(), vec_12.end()), 
*std::max_element(vec_12.begin(), vec_12.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->graph(1)->setPen(QPen(Qt::red)); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_12.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_12.begin(), 
vec_12.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_12.begin(), 
vec_12.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        //ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
 
void CustomPlot::reci_fr_bat(QVector<double> vec13) //Frequency Diesel 
{ 
    vec_13 = vec13; 
    if(ui->cB_fr_bat->isChecked()==true) 
    { 
    QVector<double> x(vec13.size()), y(vec13.size()); 
    for (int i=0; i<=vec13.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec13[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_fr_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec13.size()), y(vec13.size()); 
        for (int i=0; i<=vec13.size()-1; ++i) 
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        { 
            x[i] = i; 
            y[i] = vec13[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_fr_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_13.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_13.begin(), vec_13.end()), 
*std::max_element(vec_13.begin(), vec_13.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        //ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->hide(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_13.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
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        ui->doubleSpinBox_6->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_fr_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_13.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_13.begin(), vec_13.end()), 
*std::max_element(vec_13.begin(), vec_13.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_13.size()); 
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        ui->doubleSpinBox_5->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        //ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
void CustomPlot::reci_v_bat(QVector<double> vec14) //Volatage Bat 
{ 
    vec_14 = vec14; 
    if(ui->cB_v_bat->isChecked()==true) 
    { 
    QVector<double> x(vec14.size()), y(vec14.size()); 
    for (int i=0; i<=vec14.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec14[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_v_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec14.size()), y(vec14.size()); 
        for (int i=0; i<=vec14.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec14[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
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        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_v_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_14.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_14.begin(), vec_14.end()), 
*std::max_element(vec_14.begin(), vec_14.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        //ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->hide(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_14.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_14.begin(), 
vec_14.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_14.begin(), 
vec_14.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_14.begin(), 
vec_14.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_14.begin(), 
vec_14.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
  Annexos 
146   
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_v_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_14.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_14.begin(), vec_14.end()), 
*std::max_element(vec_14.begin(), vec_14.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_14.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_14.begin(), 
vec_14.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_14.begin(), 
vec_14.end())); 
 
        ui->cB_fr_die_2->setChecked(false); 
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        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        //ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_soc_bat(QVector<double> vec15) //soc Bat 
{ 
    vec_15 = vec15; 
    if(ui->cB_soc_bat->isChecked()==true) 
    { 
    QVector<double> x(vec15.size()), y(vec15.size()); 
    for (int i=0; i<=vec15.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec15[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_soc_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec15.size()), y(vec15.size()); 
        for (int i=0; i<=vec15.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec15[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
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} 
 
void CustomPlot::on_cB_soc_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_15.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_15.begin(), vec_15.end()), 
*std::max_element(vec_15.begin(), vec_15.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        //ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->hide(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_15.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_15.begin(), 
vec_15.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_15.begin(), 
vec_15.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_15.begin(), 
vec_15.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_15.begin(), 
vec_15.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
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       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_soc_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_15.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Charge (%)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_15.begin(), vec_15.end()), 
*std::max_element(vec_15.begin(), vec_15.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_15.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_15.begin(), 
vec_15.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_15.begin(), 
vec_15.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
  Annexos 
150   
        ui->cB_v_bat_2->setChecked(false); 
        //ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_bv_bat(QVector<double> vec16) //bv Bat 
{ 
    vec_16 = vec16; 
    if(ui->cB_bv_bat->isChecked()==true) 
    { 
    QVector<double> x(vec16.size()), y(vec16.size()); 
    for (int i=0; i<=vec16.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec16[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_bv_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec16.size()), y(vec16.size()); 
        for (int i=0; i<=vec16.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec16[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_bv_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_16.size()-1); 
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        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_16.begin(), vec_16.end()), 
*std::max_element(vec_16.begin(), vec_16.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        //ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->hide(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_16.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_16.begin(), 
vec_16.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_16.begin(), 
vec_16.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_16.begin(), 
vec_16.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_16.begin(), 
vec_16.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
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       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_bv_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_16.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_16.begin(), vec_16.end()), 
*std::max_element(vec_16.begin(), vec_16.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_16.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_16.begin(), 
vec_16.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_16.begin(), 
vec_16.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        //ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
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    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_bc_bat(QVector<double> vec17) //bc Bat 
{ 
    vec_17 = vec17; 
    if(ui->cB_bc_bat->isChecked()==true) 
    { 
    QVector<double> x(vec17.size()), y(vec17.size()); 
    for (int i=0; i<=vec17.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec17[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_bc_bat_2->isChecked()==true) 
    { 
        QVector<double> x(vec17.size()), y(vec17.size()); 
        for (int i=0; i<=vec17.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec17[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_bc_bat_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_17.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Current (A)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_17.begin(), vec_17.end()), 
*std::max_element(vec_17.begin(), vec_17.end())); 
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        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        //ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->hide(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_17.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_17.begin(), 
vec_17.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_17.begin(), 
vec_17.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_17.begin(), 
vec_17.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_17.begin(), 
vec_17.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
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       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_bc_bat_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_17.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Current (A)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_17.begin(), vec_17.end()), 
*std::max_element(vec_17.begin(), vec_17.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_17.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_17.begin(), 
vec_17.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_17.begin(), 
vec_17.end())); 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        //ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
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            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_ap_load(QVector<double> vec18) // AP load 
{ 
    vec_18 = vec18; 
    if(ui->cB_ap_load->isChecked()==true) 
    { 
        QVector<double> x(vec18.size()), y(vec18.size()); 
        for (int i=0; i<=vec18.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec18[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_ap_load_2->isChecked()==true) 
    { 
        QVector<double> x(vec18.size()), y(vec18.size()); 
        for (int i=0; i<=vec18.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec18[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_ap_load_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_18.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_18.begin(), vec_18.end()), 
*std::max_element(vec_18.begin(), vec_18.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        //ui->cB_ap_load->setChecked(false); 
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        ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->hide(); 
        ui->cB_rp_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_18.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_18.begin(), 
vec_18.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_18.begin(), 
vec_18.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_ap_load_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_18.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ActivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_2.begin(), vec_2.end()), 
*std::max_element(vec_2.begin(), vec_2.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
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        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_18.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_2.begin(), 
vec_2.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_2.begin(), 
vec_2.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        //ui->cB_ap_load_2->setChecked(false); 
        ui->cB_rp_load_2->setChecked(false); 
 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
void CustomPlot::reci_rp_load(QVector<double> vec19) //RP battery 
{ 
    vec_19 = vec19; 
    if(ui->cB_rp_load->isChecked()==true) 
    { 
        QVector<double> x(vec19.size()), y(vec19.size()); 
        for (int i=0; i<=vec19.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec19[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(0)->setData(x, y); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_rp_load_2->isChecked()==true) 
    { 
        QVector<double> x(vec19.size()), y(vec19.size()); 
        for (int i=0; i<=vec19.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec19[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
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        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_rp_load_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_19.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (W)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_19.begin(), vec_19.end()), 
*std::max_element(vec_19.begin(), vec_19.end())); 
        ui->cB_ap_die->setChecked(false); 
        ui->cB_rp_die->setChecked(false); 
        ui->cB_ap_fv->setChecked(false); 
        ui->cB_rp_fv->setChecked(false); 
        ui->cB_ap_bat->setChecked(false); 
        ui->cB_rp_bat->setChecked(false); 
        ui->cB_ap_load->setChecked(false); 
        //ui->cB_rp_load->setChecked(false); 
        ui->cB_ap_die_2->show(); 
        ui->cB_rp_die_2->show(); 
        ui->cB_ap_fv_2->show(); 
        ui->cB_rp_fv_2->show(); 
        ui->cB_ap_bat_2->show(); 
        ui->cB_rp_bat_2->show(); 
        ui->cB_ap_load_2->show(); 
        ui->cB_rp_load_2->hide(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_19.size()-1); 
        ui->doubleSpinBox_3->setValue(*std::min_element(vec_19.begin(), 
vec_19.end())); 
        ui->doubleSpinBox_4->setValue(*std::max_element(vec_19.begin(), 
vec_19.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(0)->setData(x, y); 
       ui->CustomPlot_2->graph(1)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_ap_die_2->setChecked(false); 
       ui->cB_rp_die_2->setChecked(false); 
       ui->cB_ap_fv_2->setChecked(false); 
       ui->cB_rp_fv_2->setChecked(false); 
       ui->cB_ap_bat_2->setChecked(false); 
       ui->cB_rp_bat_2->setChecked(false); 
       ui->cB_ap_load_2->setChecked(false); 
       ui->cB_rp_load_2->setChecked(false); 
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       ui->cB_ap_die_2->hide(); 
       ui->cB_rp_die_2->hide(); 
       ui->cB_ap_fv_2->hide(); 
       ui->cB_rp_fv_2->hide(); 
       ui->cB_ap_bat_2->hide(); 
       ui->cB_rp_bat_2->hide(); 
       ui->cB_ap_load_2->hide(); 
       ui->cB_rp_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_rp_load_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_19.size()-1); 
        ui->CustomPlot_2->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        //ui->CustomPlot_2->yAxis-
>setRange(*std::min_element(vec_12.begin(), vec_12.end()), 
*std::max_element(vec_12.begin(), vec_12.end())); 
        ui->CustomPlot_2->yAxis->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis->setTickStep(500); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_19.size()); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_12.begin(), 
vec_12.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_12.begin(), 
vec_12.end())); 
        ui->cB_ap_die_2->setChecked(false); 
        ui->cB_rp_die_2->setChecked(false); 
        ui->cB_ap_fv_2->setChecked(false); 
        ui->cB_rp_fv_2->setChecked(false); 
        ui->cB_ap_bat_2->setChecked(false); 
        ui->cB_rp_bat_2->setChecked(false); 
        ui->cB_ap_load_2->setChecked(false); 
        //ui->cB_rp_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(1)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
 
 
void CustomPlot::reci_fr_load(QVector<double> vec20) //Frequency Diesel 
{ 
    vec_20 = vec20; 
    if(ui->cB_fr_load->isChecked()==true) 
    { 
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    QVector<double> x(vec20.size()), y(vec20.size()); 
    for (int i=0; i<=vec20.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec20[i]; 
    } 
    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_fr_load_2->isChecked()==true) 
    { 
        QVector<double> x(vec20.size()), y(vec20.size()); 
        for (int i=0; i<=vec20.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec20[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_fr_load_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_20.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_20.begin(), vec_20.end()), 
*std::max_element(vec_20.begin(), vec_20.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        //ui->cB_fr_load->setChecked(false); 
        ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
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        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->hide(); 
        ui->cB_v_load_2->show(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_20.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_20.begin(), 
vec_20.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_20.begin(), 
vec_20.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
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void CustomPlot::on_cB_fr_load_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_20.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Frequency (Hz)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_20.begin(), vec_20.end()), 
*std::max_element(vec_20.begin(), vec_20.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_20.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_20.begin(), 
vec_20.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_20.begin(), 
vec_20.end())); 
 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        //ui->cB_fr_load_2->setChecked(false); 
        ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
void CustomPlot::reci_v_load(QVector<double> vec21) //Volatage Bat 
{ 
    vec_21 = vec21; 
    if(ui->cB_v_load->isChecked()==true) 
    { 
    QVector<double> x(vec21.size()), y(vec21.size()); 
    for (int i=0; i<=vec21.size()-1; ++i) 
    { 
        x[i] = i; 
        y[i] = vec21[i]; 
    } 
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    ui->CustomPlot_2->addGraph(); 
    ui->CustomPlot_2->graph(2)->setData(x, y); 
    ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
    ui->CustomPlot_2->yAxis2->setTickStep(25); 
    ui->CustomPlot_2->replot(); 
    } 
    if(ui->cB_v_load_2->isChecked()==true) 
    { 
        QVector<double> x(vec21.size()), y(vec21.size()); 
        for (int i=0; i<=vec21.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec21[i]; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
    } 
} 
 
void CustomPlot::on_cB_v_load_toggled(bool checked) 
{ 
    if (checked==true){ 
        ui->CustomPlot_2->xAxis->setRange(0, vec_21.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_21.begin(), vec_21.end()), 
*std::max_element(vec_21.begin(), vec_21.end())); 
 
        ui->cB_fr_die->setChecked(false); 
        ui->cB_v_die->setChecked(false); 
        ui->cB_n_die->setChecked(false); 
        ui->cB_fr_fv->setChecked(false); 
        ui->cB_v_fv->setChecked(false); 
        ui->cB_bv_fv->setChecked(false); 
        ui->cB_fr_bat->setChecked(false); 
        ui->cB_v_bat->setChecked(false); 
        ui->cB_soc_bat->setChecked(false); 
        ui->cB_bc_bat->setChecked(false); 
        ui->cB_bv_bat->setChecked(false); 
        ui->cB_fr_load->setChecked(false); 
        //ui->cB_v_load->setChecked(false); 
 
        ui->cB_fr_die_2->show(); 
        ui->cB_v_die_2->show(); 
        ui->cB_n_die_2->show(); 
        ui->cB_fr_fv_2->show(); 
        ui->cB_v_fv_2->show(); 
        ui->cB_bv_fv_2->show(); 
        ui->cB_fr_bat_2->show(); 
        ui->cB_v_bat_2->show(); 
        ui->cB_soc_bat_2->show(); 
        ui->cB_bc_bat_2->show(); 
        ui->cB_bv_bat_2->show(); 
        ui->cB_fr_load_2->show(); 
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        ui->cB_v_load_2->hide(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_21.size()-1); 
        //ui->doubleSpinBox_3->setValue(*std::min_element(vec_13.begin(), 
vec_13.end())); 
        //ui->doubleSpinBox_4->setValue(*std::max_element(vec_13.begin(), 
vec_13.end())); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_21.begin(), 
vec_21.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_21.begin(), 
vec_21.end())); 
 
    } 
    if(checked==false){ 
       QVector<double> x(1001), y(1001); 
       for (qreal i=0; i<21; ++i) 
       { 
           x[i] = 0; 
           y[i] = 0; 
       } 
       ui->CustomPlot_2->addGraph(); 
       ui->CustomPlot_2->graph(2)->setData(x, y); 
       ui->CustomPlot_2->graph(3)->setData(x, y); 
       ui->CustomPlot_2->replot(); 
       ui->cB_fr_die_2->setChecked(false); 
       ui->cB_v_die_2->setChecked(false); 
       ui->cB_n_die_2->setChecked(false); 
       ui->cB_fr_fv_2->setChecked(false); 
       ui->cB_v_fv_2->setChecked(false); 
       ui->cB_bv_fv_2->setChecked(false); 
       ui->cB_fr_bat_2->setChecked(false); 
       ui->cB_v_bat_2->setChecked(false); 
       ui->cB_soc_bat_2->setChecked(false); 
       ui->cB_bc_bat_2->setChecked(false); 
       ui->cB_bv_bat_2->setChecked(false); 
       ui->cB_fr_load_2->setChecked(false); 
       ui->cB_v_load_2->setChecked(false); 
       ui->cB_fr_die_2->hide(); 
       ui->cB_v_die_2->hide(); 
       ui->cB_n_die_2->hide(); 
       ui->cB_fr_fv_2->hide(); 
       ui->cB_v_fv_2->hide();; 
       ui->cB_bv_fv_2->hide(); 
       ui->cB_fr_bat_2->hide(); 
       ui->cB_v_bat_2->hide(); 
       ui->cB_soc_bat_2->hide(); 
       ui->cB_bc_bat_2->hide(); 
       ui->cB_bv_bat_2->hide(); 
       ui->cB_fr_load_2->hide(); 
       ui->cB_v_load_2->hide(); 
   } 
} 
 
void CustomPlot::on_cB_v_load_2_toggled(bool checked) 
{ 
    if (checked==true) { 
        ui->CustomPlot_2->xAxis->setRange(0, vec_21.size()-1); 
        ui->CustomPlot_2->yAxis2->setLabel("Voltage (V)"); 
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        ui->CustomPlot_2->xAxis->setLabel("Time (s)"); 
        ui->CustomPlot_2->yAxis2-
>setRange(*std::min_element(vec_21.begin(), vec_21.end()), 
*std::max_element(vec_21.begin(), vec_21.end())); 
        ui->CustomPlot_2->yAxis2->setAutoTickStep(false); 
        ui->CustomPlot_2->yAxis2->setTickStep(25); 
        ui->CustomPlot_2->replot(); 
        ui->doubleSpinBox->setValue(0); 
        ui->doubleSpinBox_2->setValue(vec_21.size()); 
        ui->doubleSpinBox_5->setValue(*std::min_element(vec_21.begin(), 
vec_21.end())); 
        ui->doubleSpinBox_6->setValue(*std::max_element(vec_21.begin(), 
vec_21.end())); 
 
        ui->cB_fr_die_2->setChecked(false); 
        ui->cB_v_die_2->setChecked(false); 
        ui->cB_n_die_2->setChecked(false); 
        ui->cB_fr_fv_2->setChecked(false); 
        ui->cB_v_fv_2->setChecked(false); 
        ui->cB_bv_fv_2->setChecked(false); 
        ui->cB_fr_bat_2->setChecked(false); 
        ui->cB_v_bat_2->setChecked(false); 
        ui->cB_soc_bat_2->setChecked(false); 
        ui->cB_bc_bat_2->setChecked(false); 
        ui->cB_bv_bat_2->setChecked(false); 
        ui->cB_fr_load_2->setChecked(false); 
        //ui->cB_v_load_2->setChecked(false); 
    } 
 
     if(checked==false){ 
        QVector<double> x(1001), y(1001); 
        for (qreal i=0; i<21; ++i) 
        { 
            x[i] = 0; 
            y[i] = 0; 
        } 
        ui->CustomPlot_2->addGraph(); 
        ui->CustomPlot_2->graph(3)->setData(x, y); 
        ui->CustomPlot_2->replot(); 
        } 
} 
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RTplot.h 
#ifndef RTPLOT_H 
#define RTPLOT_H 
 
#include <QDialog> 
#include <qmessagebox.h> 
 
 
namespace Ui { 
class RTplot; 
} 
 
class RTplot : public QDialog 
{ 
    Q_OBJECT 
 
public: 
    explicit RTplot(QWidget *parent = 0); 
    ~RTplot(); 
//    RTplot(int val); 
    int val; 
    int val_1; 
    QVector<double> vec_1; 
 
private slots: 
 
    void on_pushButton_clicked(); 
 
    void on_pushButton_2_clicked(); 
 
    void on_pushButton_3_clicked(); 
 
    void on_pushButton_4_clicked(); 
 
    void on_pushButton_5_clicked(); 
 
public slots: 
    void setxaxisrange(); 
    //SLOTS full vector 
    //vec slots 
    void reci_ap_die1(QVector<double> vec1); 
    void reci_rp_die1(QVector<double> vec2); 
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    void reci_fr_die1(QVector<double> vec3); 
    void reci_v_die1(QVector<double> vec4); 
    void reci_n_die1(QVector<double> vec5); 
        //FV 
    void reci_ap_fv1(QVector<double> vec6); 
    void reci_rp_fv1(QVector<double> vec7); 
    void reci_fr_fv1(QVector<double> vec8); 
    void reci_v_fv1(QVector<double> vec9); 
    void reci_bv_fv1(QVector<double> vec10); 
        //BAT 
    void reci_ap_bat1(QVector<double> vec11); 
    void reci_rp_bat1(QVector<double> vec12); 
    void reci_fr_bat1(QVector<double> vec13); 
    void reci_v_bat1(QVector<double> vec14); 
    void reci_soc_bat1(QVector<double> vec15); 
    void reci_bv_bat1(QVector<double> vec16); 
    void reci_bc_bat1(QVector<double> vec17); 
        //loads 
    void reci_ap_load1(QVector<double> vec18); 
    void reci_rp_load1(QVector<double> vec19); 
    void reci_fr_load1(QVector<double> vec20); 
    void reci_v_load1(QVector<double> vec21); 
 
    void ap_die_click(int j); 
    void rp_die_click(int j); 
    void fr_die_click(int j); 
    void v_die_click(int j); 
    void n_die_click(int j); 
 
    void ap_fv_click(int j); 
    void rp_fv_click(int j); 
    void fr_fv_click(int j); 
    void v_fv_click(int j); 
    void bv_fv_click(int j); 
 
    void ap_bat_click(int j); 
    void rp_bat_click(int j); 
    void fr_bat_click(int j); 
    void v_bat_click(int j); 
    void soc_bat_click(int j); 
    void bv_bat_click(int j); 
    void bc_bat_click(int j); 
 
    void ap_load_click(int j); 
    void rp_load_click(int j); 
    void fr_load_click(int j); 
    void v_load_click(int j); 
 
private: 
    Ui::RTplot *ui; 
    void makePlot(); 
}; 
 
#endif // RTPLOT_H 
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RTplot.cpp 
#include "rtplot.h" 
#include "ui_rtplot.h" 
 
RTplot::RTplot(QWidget *parent) : 
    QDialog(parent), 
    ui(new Ui::RTplot) 
{ 
    ui->setupUi(this); 
    RTplot::makePlot(); 
} 
 
RTplot::~RTplot() 
{ 
    delete ui; 
} 
void RTplot::makePlot() 
{ 
    val_1 = 1; 
    // create graph and assign data to it: 
    ui->customPlot->addGraph(); 
    ui->customPlot->graph(0)->setPen(QPen(Qt::blue)); 
    ui->customPlot->xAxis->setLabel("Time (s)"); 
    ui->customPlot->yAxis->setLabel("y"); 
    ui->customPlot->xAxis->setAutoTickStep(false); 
    ui->customPlot->yAxis->setAutoTickStep(false); 
    ui->customPlot->xAxis->setTickStep(1); 
    ui->customPlot->yAxis->setTickStep(1); 
    ui->customPlot->xAxis->setRange(0, vec_1.size()-1); 
    QLinearGradient plotGradient; 
    plotGradient.setStart(0, 0); 
    plotGradient.setFinalStop(0, 350); 
    plotGradient.setColorAt(0, QColor(239, 235, 231)); 
    plotGradient.setColorAt(1, QColor(239, 235, 231)); 
    ui->customPlot->setBackground(plotGradient); 
    ui->customPlot->replot(); 
 
} 
 
void RTplot::ap_die_click(int j) 
{ 
    val = j; 
} 
void RTplot::rp_die_click(int j) 
{ 
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    val = j; 
} 
void RTplot::fr_die_click(int j) 
{ 
    val = j; 
} 
void RTplot::v_die_click(int j) 
{ 
    val = j; 
} 
void RTplot::n_die_click(int j) 
{ 
    val = j; 
} 
//FV 
void RTplot::ap_fv_click(int j) 
{ 
    val = j; 
} 
void RTplot::rp_fv_click(int j) 
{ 
    val = j; 
} 
void RTplot::fr_fv_click(int j) 
{ 
    val = j; 
} 
void RTplot::v_fv_click(int j) 
{ 
    val = j; 
} 
void RTplot::bv_fv_click(int j) 
{ 
    val = j; 
} 
//BAT 
void RTplot::ap_bat_click(int j) 
{ 
    val = j; 
} 
void RTplot::rp_bat_click(int j) 
{ 
    val = j; 
} 
void RTplot::fr_bat_click(int j) 
{ 
    val = j; 
} 
void RTplot::v_bat_click(int j) 
{ 
    val = j; 
} 
void RTplot::soc_bat_click(int j) 
{ 
    val = j; 
} 
void RTplot::bv_bat_click(int j) 
{ 
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    val = j; 
} 
void RTplot::bc_bat_click(int j) 
{ 
    val = j; 
} 
//LOADS 
void RTplot::ap_load_click(int j) 
{ 
    val = j; 
} 
void RTplot::rp_load_click(int j) 
{ 
    val = j; 
} 
void RTplot::fr_load_click(int j) 
{ 
    val = j; 
} 
void RTplot::v_load_click(int j) 
{ 
    val = j; 
} 
void RTplot::reci_ap_die1(QVector<double> vec1) 
{ 
    //qDebug()<<"val is: "<<val; 
    vec_1 = vec1; 
    if (val==1) 
        { 
        QVector<double> x(vec1.size()), y(vec1.size()); 
        for (int i=0; i<=vec1.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec1[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ActivePower (W)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec1.begin(), 
vec1.end()), *std::max_element(vec1.begin(), vec1.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
 
void RTplot::reci_rp_die1(QVector<double> vec2) 
{ 
    vec_1 = vec2; 
    if (val==2) 
        { 
        QVector<double> x(vec2.size()), y(vec2.size()); 
        for (int i=0; i<=vec2.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec2[i]; 
        } 
        ui->customPlot->addGraph(); 
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        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec2.begin(), 
vec2.end()), *std::max_element(vec2.begin(), vec2.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
    } 
} 
void RTplot::reci_fr_die1(QVector<double> vec3) 
{ 
    vec_1 = vec3; 
    if (val==3) 
        { 
        QVector<double> x(vec3.size()), y(vec3.size()); 
        for (int i=0; i<=vec3.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec3[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("Frequency (Hz)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec3.begin(), 
vec3.end()), *std::max_element(vec3.begin(), vec3.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
    } 
} 
void RTplot::reci_v_die1(QVector<double> vec4) 
{ 
    vec_1 = vec4; 
    if (val==4) 
        { 
        QVector<double> x(vec4.size()), y(vec4.size()); 
        for (int i=0; i<=vec4.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec4[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(50); 
        ui->customPlot->yAxis->setLabel("Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec4.begin(), 
vec4.end()), *std::max_element(vec4.begin(), vec4.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
    } 
} 
void RTplot::reci_n_die1(QVector<double> vec5) 
{ 
    vec_1 = vec5; 
    if (val==5) 
        { 
        QVector<double> x(vec5.size()), y(vec5.size()); 
        for (int i=0; i<=vec5.size()-1; ++i) 
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        { 
            x[i] = i; 
            y[i] = vec5[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1); 
        ui->customPlot->yAxis->setLabel("Num of connected diesels"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec5.begin(), 
vec5.end()), *std::max_element(vec5.begin(), vec5.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
    } 
} 
void RTplot::reci_ap_fv1(QVector<double> vec6) 
{ 
    vec_1 = vec6; 
    if (val==6) 
        { 
        QVector<double> x(vec6.size()), y(vec6.size()); 
        for (int i=0; i<=vec6.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec6[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ActivePower (W)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec6.begin(), 
vec6.end()), *std::max_element(vec6.begin(), vec6.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
    } 
} 
void RTplot::reci_rp_fv1(QVector<double> vec7) 
{ 
    vec_1 = vec7; 
    if (val==7) 
        { 
        QVector<double> x(vec7.size()), y(vec7.size()); 
        for (int i=0; i<=vec7.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec7[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec7.begin(), 
vec7.end()), *std::max_element(vec7.begin(), vec7.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
} 
} 
void RTplot::reci_fr_fv1(QVector<double> vec8) 
{ 
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    vec_1 = vec8; 
    if (val==8) 
        { 
        QVector<double> x(vec8.size()), y(vec8.size()); 
        for (int i=0; i<=vec8.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec8[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("Frequency (Hz)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec8.begin(), 
vec8.end()), *std::max_element(vec8.begin(), vec8.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
} 
} 
void RTplot::reci_v_fv1(QVector<double> vec9) 
{ 
    vec_1 = vec9; 
    if (val==9) 
        { 
        QVector<double> x(vec9.size()), y(vec9.size()); 
        for (int i=0; i<=vec9.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec9[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(50); 
        ui->customPlot->yAxis->setLabel("Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec9.begin(), 
vec9.end()), *std::max_element(vec9.begin(), vec9.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
} 
} 
void RTplot::reci_bv_fv1(QVector<double> vec10) 
{ 
    vec_1 = vec10; 
    if (val==10) 
        { 
        QVector<double> x(vec10.size()), y(vec10.size()); 
        for (int i=0; i<=vec10.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec10[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("BUS Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec10.begin(), 
vec10.end()), *std::max_element(vec10.begin(), vec10.end())); 
        ui->customPlot->replot(); 
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        setxaxisrange(); 
        } 
} 
void RTplot::reci_ap_bat1(QVector<double> vec11) 
{ 
    vec_1 = vec11; 
    if (val==11) 
        { 
        QVector<double> x(vec11.size()), y(vec11.size()); 
        for (int i=0; i<=vec11.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec11[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ActivePower (W)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec11.begin(), 
vec11.end()), *std::max_element(vec11.begin(), vec11.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_rp_bat1(QVector<double> vec12) 
{ 
    vec_1 = vec12; 
    if (val==12) 
        { 
        QVector<double> x(vec12.size()), y(vec12.size()); 
        for (int i=0; i<=vec12.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec12[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ReactivePower (VAr)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec12.begin(), 
vec12.end()), *std::max_element(vec12.begin(), vec12.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_fr_bat1(QVector<double> vec13) 
{ 
    vec_1 = vec13; 
    if (val==13) 
        { 
        QVector<double> x(vec13.size()), y(vec13.size()); 
        for (int i=0; i<=vec13.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec13[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
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        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("Frequency (Hz)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec13.begin(), 
vec13.end()), *std::max_element(vec13.begin(), vec13.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_v_bat1(QVector<double> vec14) 
{ 
    vec_1 = vec14; 
    if (val==14) 
        { 
        QVector<double> x(vec14.size()), y(vec14.size()); 
        for (int i=0; i<=vec14.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec14[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(50); 
        ui->customPlot->yAxis->setLabel("Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec14.begin(), 
vec14.end()), *std::max_element(vec14.begin(), vec14.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_soc_bat1(QVector<double> vec15) 
{ 
    vec_1 = vec15; 
    if (val==15) 
        { 
        QVector<double> x(vec15.size()), y(vec15.size()); 
        for (int i=0; i<=vec15.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec15[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(25); 
        ui->customPlot->yAxis->setLabel("State of charge (%)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec15.begin(), 
vec15.end()), *std::max_element(vec15.begin(), vec15.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_bc_bat1(QVector<double> vec16) 
{ 
    vec_1 = vec16; 
    if (val==16) 
        { 
        QVector<double> x(vec16.size()), y(vec16.size()); 
        for (int i=0; i<=vec16.size()-1; ++i) 
        { 
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            x[i] = i; 
            y[i] = vec16[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("BUS current (A)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec16.begin(), 
vec16.end()), *std::max_element(vec16.begin(), vec16.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_bv_bat1(QVector<double> vec17) 
{ 
    vec_1 = vec17; 
    if (val==17) 
        { 
        QVector<double> x(vec17.size()), y(vec17.size()); 
        for (int i=0; i<=vec17.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec17[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("BUS Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec17.begin(), 
vec17.end()), *std::max_element(vec17.begin(), vec17.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_ap_load1(QVector<double> vec18) 
{ 
    vec_1 = vec18; 
    if (val==18) 
        { 
        QVector<double> x(vec18.size()), y(vec18.size()); 
        for (int i=0; i<=vec18.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec18[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ActivePower (W)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec18.begin(), 
vec18.end()), *std::max_element(vec18.begin(), vec18.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_rp_load1(QVector<double> vec19) 
{ 
    vec_1 = vec19; 
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    if (val==19) 
        { 
        QVector<double> x(vec19.size()), y(vec19.size()); 
        for (int i=0; i<=vec19.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec19[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(1000); 
        ui->customPlot->yAxis->setLabel("ReactivePower(VAr)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec19.begin(), 
vec19.end()), *std::max_element(vec19.begin(), vec19.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_fr_load1(QVector<double> vec20) 
{ 
    vec_1 = vec20; 
    if (val==20) 
        { 
        QVector<double> x(vec20.size()), y(vec20.size()); 
        for (int i=0; i<=vec20.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec20[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(10); 
        ui->customPlot->yAxis->setLabel("Frequency (Hz)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec20.begin(), 
vec20.end()), *std::max_element(vec20.begin(), vec20.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
        } 
} 
void RTplot::reci_v_load1(QVector<double> vec21) 
{ 
    vec_1 = vec21; 
    if (val==21) 
        { 
        QVector<double> x(vec21.size()), y(vec21.size()); 
        for (int i=0; i<=vec21.size()-1; ++i) 
        { 
            x[i] = i; 
            y[i] = vec21[i]; 
        } 
        ui->customPlot->addGraph(); 
        ui->customPlot->graph(0)->setData(x, y); 
        ui->customPlot->yAxis->setTickStep(50); 
        ui->customPlot->yAxis->setLabel("Voltage (V)"); 
        ui->customPlot->yAxis->setRange(*std::min_element(vec21.begin(), 
vec21.end()), *std::max_element(vec21.begin(), vec21.end())); 
        ui->customPlot->replot(); 
        setxaxisrange(); 
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        } 
} 
void RTplot::on_pushButton_clicked() 
{ 
    this->close(); 
} 
 
void RTplot::on_pushButton_2_clicked() 
{ 
    val_1 = 1; 
} 
 
void RTplot::on_pushButton_3_clicked() 
{ 
    val_1 = 2; 
} 
 
void RTplot::on_pushButton_4_clicked() 
{ 
    val_1 = 3; 
} 
 
void RTplot::on_pushButton_5_clicked() 
{ 
    val_1 = 4; 
} 
void RTplot::setxaxisrange() 
{ 
    if (val_1==1){ui->customPlot->xAxis->setRange(0, vec_1.size()-1);} 
    if (val_1==2){if (vec_1.size()>86401){ui->customPlot->xAxis-
>setRange(vec_1.size()-86401, vec_1.size()-1);}} 
    if (val_1==3){if (vec_1.size()>3601){ui->customPlot->xAxis-
>setRange(vec_1.size()-3601, vec_1.size()-1);}} 
    if (val_1==4){if (vec_1.size()>61){ui->customPlot->xAxis-
>setRange(vec_1.size()-61, vec_1.size()-1);}} 
} 
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Calc.h 
#ifndef CALC_H 
#define CALC_H 
 
#include <QDialog> 
 
namespace Ui { 
class Calc; 
} 
 
class Calc : public QDialog 
{ 
    Q_OBJECT 
 
public: 
    explicit Calc(QWidget *parent = 0); 
    ~Calc(); 
 
private slots: 
    void on_But0_clicked(); 
    void on_But1_clicked(); 
    void on_But2_clicked(); 
    void on_But3_clicked(); 
    void on_But4_clicked(); 
    void on_But5_clicked(); 
    void on_But6_clicked(); 
    void on_But7_clicked(); 
    void on_But8_clicked(); 
    void on_But9_clicked(); 
    void on_But_punt_clicked(); 
    void on_But_div_clicked(); 
    void on_But_multi_clicked(); 
    void on_But_rest_clicked(); 
    void on_But_sum_clicked(); 
    void on_But_ap_clicked(); 
    void on_But_cp_clicked(); 
    void on_But_pc_clicked(); 
    void on_But_ac_clicked(); 
    void on_But_igual_clicked(); 
 
private: 
    Ui::Calc *ui; 
}; 
 
#endif // CALC_H 
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Calc.cpp 
#include "calc.h" 
#include "ui_calc.h" 
 
Calc::Calc(QWidget *parent) : 
    QDialog(parent), 
    ui(new Ui::Calc) 
{ 
    ui->setupUi(this); 
} 
 
Calc::~Calc() 
{ 
    delete ui; 
} 
QString valor = "", total = ""; 
float fNum, sNum; 
bool sumBool = false, restaBool = false, multiBool = false, divBool = 
false; 
 
void Calc::on_But0_clicked() 
{ 
    valor = valor + "0"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But1_clicked() 
{ 
    valor = valor + "1"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But2_clicked() 
{ 
    valor = valor + "2"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But3_clicked() 
{ 
    valor = valor + "3"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But4_clicked() 
{ 
    valor = valor + "4"; 
    ui->lcdNumber->display(valor); 
} 
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void Calc::on_But5_clicked() 
{ 
    valor = valor + "5"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But6_clicked() 
{ 
    valor = valor + "6"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But7_clicked() 
{ 
    valor = valor + "7"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But8_clicked() 
{ 
    valor = valor + "8"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But9_clicked() 
{ 
    valor = valor + "9"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_punt_clicked() 
{ 
    valor = valor + "."; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_div_clicked() 
{ 
    fNum = valor.toFloat(); 
    valor = ""; 
    ui->lcdNumber->display(valor); 
    divBool = true; 
 
} 
 
void Calc::on_But_multi_clicked() 
{ 
    fNum = valor.toFloat(); 
    valor = ""; 
    ui->lcdNumber->display(valor); 
    multiBool = true; 
} 
 
void Calc::on_But_rest_clicked() 
{ 
    fNum = valor.toFloat(); 
    valor = ""; 
    ui->lcdNumber->display(valor); 
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    restaBool = true; 
} 
 
void Calc::on_But_sum_clicked() 
{ 
    fNum = valor.toFloat(); 
    valor = ""; 
    ui->lcdNumber->display(valor); 
    sumBool = true; 
} 
 
void Calc::on_But_ap_clicked() 
{ 
    valor = valor + "("; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_cp_clicked() 
{ 
    valor = valor + ")"; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_pc_clicked() 
{ 
    fNum = valor.toFloat()/100; 
    valor = ""; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_ac_clicked() 
{ 
    valor = ""; 
    ui->lcdNumber->display(valor); 
} 
 
void Calc::on_But_igual_clicked() 
{ 
    if(valor.isEmpty()){ 
        sNum=0; 
    }else 
        sNum = valor.toFloat(); 
    if(sumBool){ 
        total = QString::number(fNum+sNum); 
        ui->lcdNumber->display(total); 
    } 
    if(restaBool){ 
        total = QString::number(fNum-sNum); 
        ui->lcdNumber->display(total); 
    } 
    if(multiBool){ 
        total = QString::number(fNum*sNum); 
        ui->lcdNumber->display(total); 
    } 
    if(divBool){ 
        total = QString::number(fNum/sNum); 
        ui->lcdNumber->display(total); 
    } 
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    fNum=0; 
    sNum=0; 
    valor = ""; 
 
} 
 
Notepad.h 
#ifndef NOTEPAD_H 
#define NOTEPAD_H 
 
#include <QMainWindow> 
 
namespace Ui { 
class Notepad; 
} 
 
class Notepad : public QMainWindow 
{ 
    Q_OBJECT 
 
public: 
    explicit Notepad(QWidget *parent = 0); 
    ~Notepad(); 
 
private slots: 
    void on_actionOpen_triggered(); 
    void on_actionSave_triggered(); 
    void on_actionExit_triggered(); 
 
private: 
    Ui::Notepad *ui; 
}; 
 
#endif // NOTEPAD_H 
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Notepad.cpp 
#include "notepad.h" 
#include "ui_notepad.h" 
#include <QFileDialog> 
#include <QFile> 
#include <QMessageBox> 
#include <QTextStream> 
 
Notepad::Notepad(QWidget *parent) : 
    QMainWindow(parent), 
    ui(new Ui::Notepad) 
{ 
    ui->setupUi(this); 
} 
 
Notepad::~Notepad() 
{ 
    delete ui; 
} 
 
void Notepad::on_actionOpen_triggered() 
{ 
    QString fileName = QFileDialog::getOpenFileName(this, tr("Open 
File"), QString(), 
            tr("Text Files (*.txt);;C++ Files (*.cpp *.h)")); 
 
    if (!fileName.isEmpty()) { 
        QFile file(fileName); 
        if (!file.open(QIODevice::ReadOnly)) { 
            QMessageBox::critical(this, tr("Error"), tr("Could not open 
file")); 
            return; 
        } 
        QTextStream in(&file); 
        ui->textEdit->setText(in.readAll()); 
        file.close(); 
    } 
} 
 
void Notepad::on_actionSave_triggered() 
{ 
    QString fileName = QFileDialog::getSaveFileName(this, tr("Save 
File"), QString(), 
            tr("Text Files (*.txt);;C++ Files (*.cpp 
*.h)"),0,QFileDialog::DontConfirmOverwrite); 
 
    if (!fileName.isEmpty()) { 
        QFile file(fileName); 
        if (!file.open(QIODevice::ReadWrite | QIODevice::Truncate | 
QIODevice::Text)) { 
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            QMessageBox::critical(this, tr("Error"), tr("Could not save 
file")); 
        } else { 
            QTextStream stream(&file); 
            stream << ui->textEdit->toPlainText(); 
            stream.flush(); 
            file.close(); 
        } 
    } 
} 
 
void Notepad::on_actionExit_triggered() 
{ 
    this->close(); 
} 
 
 
 
 
 
 
 
 
 
 
 
