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Povzetek
Naslov: Zajem in analiza poti s sodobnimi tehnologijami in senzorji mobilne
naprave
Avtor: Rok Krasˇna
Sodobne mobilne naprave, predvsem pametni telefoni so opremljeni s sen-
zorji, ki razsˇirjajo njihovo funkcionalnost. Cilj diplomske naloge je izdelava
prototipa mobilne aplikacije za pametne telefone, ki z uporabo senzorjev in
drugih tehnologij belezˇi podatke in na njihovi osnovi izvede analizo poti.
Razvoj aplikacije zdruzˇuje uporabo sistema GPS (angl. Global Positioning
System), vmesnika OpenWeatherMap, senzorskih tehnologij, kot sta baro-
meter, sˇtevec korakov, in tehnologije za komunikacijo kratkega dosega (angl.
Near Field Communication). Osrednji del opisuje delovanje in implementa-
cijo algoritmov, ki skrbijo za pridobivanje, obdelavo in shranjevanje podat-
kov, poleg tega pa so podani tudi funkcionalnosti zajema poti na zemljevidu
in statisticˇni rezultati. V zakljucˇku so predstavljeni postopki in rezultati
testiranja ter mozˇnosti za nadgradnjo in nadaljni razvoj aplikacije.
Kljucˇne besede: senzorji, pameti telefon, Android, GPS, barometer, NFC

Abstract
Title: Route capture and analysis using modern technologies and mobile
device sensors
Author: Rok Krasˇna
Modern mobile devices, especially smartphones, are equipped with various
sensors that extend their functionality. The goal of the thesis is to cre-
ate a prototype of mobile application for smartphones, which uses sensors
and other technologies to record the data and performs a path analysis on
their basis. Application development combines the use of the Global Posi-
tioning System, the OpenWeatherMap weather interface, sensor technologies
such as barometer, sensor for counting the number of steps and Near Field
Communication technology. The central part describes the operation and
implementation of algorithms that take care of the acquisition, processing
and storage of data, as well as the functionality of capturing paths on the
map and statistical results. The conclusion shows the procedures that were
used for testing and test results as well as the possibilities for improvements
and further development of the application.




Mobilne naprave, predvsem pametni telefoni so v sodobnem svetu za mar-
sikoga nepogresˇljiv spremljevalec. Po podatkih iz leta 2017 je na svetu 4,7
miljarde mobilnih naprav, njihovo sˇtevilo pa se iz leta v leto povecˇuje. Prav
tako se povecˇuje tudi zmogljivost njihovih komponent in s tem mozˇnosti
uporabe. Mobilne naprave zˇe nekaj let niso vecˇ namenjene izkljucˇno za te-
lefoniranje in posˇiljanje sporocˇil. Omogocˇajo dostop do svetovnega spleta,
zajem fotografij in videa visokih locˇljivosti, navigacijo GPS in mnogo drugih
funkcionalnosti, ki se jih uporabniki pogosto spoh ne zavedajo. V to katego-
rijo spadajo vgrajeni senzorji, ki razvijalcem ponujajo zanimive mozˇnosti za
razvoj mobilnih aplikacij. Eno od podrocˇji, kjer lahko uporabimo senzorje
mobilne naprave v povezavi s tehnologijo GPS, je spremljanje poti uporab-
nika med izvajanjem razlicˇnih aktivnosti.
V diplomski nalogi je predstavljen prototip mobilne aplikacije, ki z uporabo
GPS, vgrajenih senzorjev in algoritmov spremlja uporabnika med vozˇnjo, te-
kom in hojo. Aplikacija belezˇi podatke o opravljeni razdalji, cˇasu, hitrosti,
nadmorski viˇsini, smeri potovanja, temperaturi in jih po koncˇanem spre-
mljanju shrani v datoteko. Uporabnik lahko v realnem cˇasu spremlja svoje
aktivnosti. Aplikacija na osnovi shranjenih poti prikazˇe zgodovino gibanja
uporabnika in odstotek izvajanja posameznih aktivnosti. Za vsako shranjeno





V tem poglavju bodo predstavljene tehnologije, ki so bile uporabljene med
razvojem aplikacije. Opisali bomo delovanje sistema GPS in dejavnike, ki
vplivajo na natancˇnost izracˇuna lokacije. V nadaljevanju si bomo pogledali
senzorske tehnologije, vmesnik za vremenske podatke in razvojno okolje An-
droid Studio.
2.1 GPS
Globalni sistem pozicioniranja ali GPS [9] je tehnologija, ki omogocˇa pozi-
cioniranje naprav z ustreznim sprejemnikom. Sistem je bil prvotno razvit
za potrebe ameriˇske vojske, po letu 1980 pa je na voljo za civilno uporabo.
Sprejemniki so integrirani v sˇirok spekter mobilnih naprav, kot so na primer
pametni telefoni, tablicˇni racˇunalniki, navigacijski sistemi.
2.1.1 Delovanje GPS
Sistem GPS je zgrajen iz konstelacije 31 satelitov (24 jih je vedno aktivnih).
Sateliti krozˇijo v srednji zemeljski orbiti na nadmorski viˇsini priblizˇno 20.200
km in dnevno dvakrat obkrozˇijo Zemljo. Razporejeni so v sˇest orbitalnih
ravnin. Taksˇna postavitev zagotavlja, da sprejemniki vidijo najmanj sˇtiri
satelite s skoraj vsake tocˇke na Zemlji. Sateliti oddajajo krozˇne polarizirane
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signale na dveh frekvencah, oznacˇenih z L1 in L2 [23]. Glavni nosilec signala
je frekvenca L1 na 1575 MHz, ki je modulirana z dvema kodama:
• C/A ali koda grobe pridobitve (angl. coarse/acquisition), znana tudi
kot civilna koda. To je koda, ki jo uporabljajo sprejemniki v vecˇini
pametnih telefonov.
• P/Y ali koda natancˇnosti in varnosti (angl. precision/secure), ki je
kriptografsko zaklenjena za potrebe vojske in pooblasˇcˇenih oseb.
Frekvenca L2 na 1227 MHz je modulirana samo s kodo natancˇnosti P in se
uporablja za korekcijo napake satelitskega signala, ki nastane zaradi refle-
ksije v atmosferi (poglavje 2.1.2). V razvoju sta tudi frekvenci L1C in L2C
ter frekvenca L5, ki je namenjena visoko zmogljivim napravam. Za izracˇun
lokacije naprave sprejemniki uporabljajo princip trilateracije (Slika 2.1).
Slika 2.1: Dolocˇanje lokacije na povrsˇju Zemlje po principu trilateracije [19].
Princip trilateracije
Vsi sateliti oddajajo signale, ki jih sprejemnik GPS dekodira ter tako pridobi
cˇasovno znacˇko in oddaljenost satelita. Za uporabo trilateracije [19] mora
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sprejemnik pridobiti podatke najmanj sˇtirih satelitov. Satelit se nahaja v
srediˇscˇu sfere, presecˇiˇscˇe sfer pa oznacˇuje lokacijo sprejemnika.
2.1.2 Natancˇnost lokacije GPS
Natancˇnost, s katero GPS naprave dolocˇajo lokacijo, je odvisna predvsem od
zmogljivosti sprejemnika. Sprejemniki GPS v vecˇini sodobnih mobilnih na-
prav dosegajo natancˇnost do petih metrov v 95 % primerov [14], medtem ko
zmogljivejˇsi sprejemniki dosegajo bistveno boljˇse rezultate. Na natancˇnost
vplivajo tudi nekateri zunanji dejavniki. Najpogostejˇsi vzroki za napake so re-
fleksija v atmosferi, razporeditev satelitov GDOP (angl. Geometric Dilution
of Precision), vecˇtocˇkovni ucˇinek (angl. Multipath) in kvaliteta sprejemnika
GPS.
Napake zaradi razporeditve satelitov
Vrednost GDOP (angl. Geometric Dilution of Precision) predstavlja napako
sprejemnika GPS, ki jo povzrocˇa relativni polozˇaj satelitov [13]. Polozˇaj
vpliva na sˇtevilo signalov, ki jih sprejme sprejemnik. Kadar je polozˇaj sa-
telitov bolj razsˇirjen (Slika 2.2a), ima sprejemnik dobro vrednost GDOP, cˇe
pa so sateliti blizˇje drug drugemu (Slika 2.2b), je vrednost GDOP slabsˇa.
Taksˇna napaka zmanjˇsa natancˇnost lokacije za nekaj metrov.
(a) Dobra razporeditev satelitov. (b) Slaba razporeditev satelitov.
Slika 2.2: Razporeditev satelitov v primeru dobre in slabe vrednosti GDOP.
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Napake zaradi refleksije v atmosferi
Troposfera in ionosfera vplivata na hitrost sˇirjenja signala satelitov. Zaradi
razmer v atmosferi in spremembe gostote zraka pride do spremembe smeri
potovanja satelitskih signalov pri njihovem prehodu na zemeljsko povrsˇje.
Vecˇina sprejemnikov GPS prejema satelitske podatke samo preko frekvence
L1 (poglavje 2.1.1), kar sˇe dodatno povecˇa mozˇnost za napake. Glede na
razmere v atmosferi lahko ta vrsta napake povzrocˇi odstopanja, ki so lahko
vecˇja od petih metrov. Slika 2.3 prikazuje vpliv atmosfere na sˇirjenje signala
GPS.
Slika 2.3: Vpliv atmosfere na sˇirjenje satelitskega signala pri prehodu na
zemeljsko povrsˇje.
Problem refleksije v atmosferi [13] resˇujejo dvoplastni sprejemniki GPS in
razsˇiritveni sistemi. Taksˇni sprejemniki uporabljajo podatke, ki jih sate-
liti posredujejo preko frekvence L2, kar omogocˇa natancˇnejˇsi izracˇun loka-
cije. Dvoplastni sprejemniki omogocˇajo pozicioniranje v realnem cˇasu z na-
tancˇnostjo v centimetrih, vendar so bistveno drazˇji in jih zato najdemo v
napravah za zahtevnejˇse uporabnike.
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Napake zaradi vecˇtocˇkovnega ucˇinka
Interferenca, ki jo povzrocˇa vecˇtocˇkovni ucˇinek (angl. Multipath), [13] na-
stane takrat, ko se satelitski signal odbije od blizˇnjih objektov (Slika 2.4), kot
so stavbe, mostovi, gore ali drevesa. Vecˇtocˇkovni ucˇinek ima vecˇji vpliv na
satelite LEO (angl. Low Earth Orbit), ki se nahajajo v nizki zemeljski orbiti
(2.000 km nad povrsˇjem Zemlje). Napaka, ki nastane, se razlikuje glede na
frekvenco vendar redko dosega odstopanja, ki so vecˇja od treh metrov.
Slika 2.4: Nastanek vecˇtocˇkovnega ucˇinka pri odboju satelitskega signala od
stavbe.
2.2 Barometer
Barometer je naprava za merjenje zracˇnega tlaka. Mobilne naprave name-
sto skalnih barometrov uporabljajo senzorje MEMS (angl. Mico-Electro-
Mechanical System) [21]. Vecˇina tlacˇnih senzorjev v mobilnih napravah
spada v kategorijo piezo-rezistivnih (angl. Piezo-Resistive) senzorjev. Z
barometrom lahko ugotovimo viˇsino naprave in vremenske spremembe ter
izboljˇsamo natancˇnost GPS. Uporablja jih sˇirok spekter naprav, med katere
spadajo prenosne navigacijske naprave, pametni telefoni in zunanji sˇtevci
korakov.
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Delovanje piezo-rezistivnega tlacˇnega senzorja
Piezo-rezistivni senzor tlaka vsebuje vecˇ tankih plasti silicija, ki so vgrajene
med zasˇcˇitno membrano [3]. Za merjenje zracˇnega tlaka izkoriˇscˇa mehan-
ske lastnosti silicija, ki se pod stresom upogne, kar povzrocˇi spremembo v
strukturi piezo kristalov (Slika 2.5). Sprememba strukture vpliva na elek-
tricˇno upornost materiala. Senzor na podlagi spremembe upornosti izracˇuna
vrednost zracˇnega tlaka v milibarih.
Slika 2.5: Sprememba strukture piezo kristalov pod stresom.
2.3 Sˇtevec korakov
Senzor za zaznavanje in sˇtetje korakov [4] spada v kategorijo strojnh sen-
zorjev. Vgrajen je v vecˇino sodobnih pametnih telefonov. Deluje na osnovi
pospesˇkometra, ki meri gravitacijsko silo glede na napravo. Omogocˇa sˇtetje
korakov med tekom, hojo in gibanjem po stopnicah. Senzor je dovolj pame-
ten, da prepozna aktivnosti, kot so kolesarjenje, vozˇnja z avtomobilom ali
vlakom, in v taksˇnih primerih ne izvaja sˇteja korakov. Prvi senzor je Step
Detector, ki po vsakem zaznanem koraku vrne vrednost ena, kar pomeni, da
mora aplikacija sama poskrbeti za sˇtetje. Prednost Step Detectorja so zelo
majhne zakasnitve, kar pomeni, da je cˇas spremembe sˇtevca tesno povezan
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s koraki uporabnika. Drugi senzor je Step Counter, ki tako kot prej ome-
njeni senzor vracˇa vrednost po vsakem zaznanem koraku. Razlika je v tem,
da Step Counter sam poskrbi za priˇstevanje in vrne skupno sˇtevilo kora-
kov od zacˇetka sˇtetja. V primerjavi s Step Detectorjem ima nekoliko vecˇjo
zakasnitev med sˇtetjem, vendar proizvede manjˇse sˇtevilo False/Positive1
vrednosti, zato je primernejˇsi, kadar je potrebna vecˇja natancˇnost.
2.4 OpenWeatherMap API
OpenWeatherMap [17] je spletni vmesnik, ki razvijalcem spletnih in mobilnih
aplikacij omogocˇa dostop do vremenskih podatkov, ki so na voljo v treh
razlicˇnih formatih. Za vir podatkov uporablja meteorolosˇke oddajne storitve
ter neobdelane podatke iz letaliˇskih, radarskih in drugih uradnih vremenskih
postaj. Za uporabo API-ja je treba ustvariti racˇun, kjer lahko generiramo
unikaten kljucˇ API (angl. Application Programming Interface). Osnovna
storitev posodablja podatke v priblizˇno dvournih intervalih, je brezplacˇna in
omogocˇa do 60 zahtev na minuto. Za pridobitev natancˇnejˇsih podatkov in
vecˇje sˇtevilo zahtev se storitev ustrezno obracˇuna v obliki mesecˇne narocˇnine.
2.5 NFC
NFC (angl. Near Field Communication) [15] je tehnologija, ki omogocˇa
komunikacijo kratkega dosega med zdruzˇljivimi napravami. Komunikacija
zahteva vsaj eno napravo, ki oddaja signal, in napravo, ki sprejema signal.
Naprave delimo na:
• Pasivne – v to kategorijo spadajo razlicˇne znacˇke (angl. tag) in drugi
majhni oddajniki, ki lahko posˇljejo informacije drugim napravam. Pa-
sivne naprave ne obdelujejo nobenih informacij, ki jih prejmejo od dru-
1False/Positive: sprememba gibanja, ki jo senzor zazna kot korak, cˇeprav korak ni bil
opravljen.
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gih naprav, in se ne morejo povezati z drugimi pasivnimi komponen-
tami.
• Aktivne – te naprave lahko posˇiljajo ali prejemajo podatke in komuni-
cirajo med seboj ali z drugimi pasivnimi napravami. Pametni telefoni
so dalecˇ najpogostejˇsa oblika aktivne naprave NFC.
Delovanje NFC
Tako kot Bluetooth, Wi-Fi in druge brezzˇicˇne tehnologije NFC deluje po
principu posˇiljanja informacij preko radijskih valov. Tehnologija, ki se upo-
rablja v NFC, temelji na poznani tehnologiji RFID (angl. Radio Frequency
identification), ki za prenos informacij uporablja elektromagnetno indukcijo.
To je tudi bistvena razlika med NFC in Bluetooth ali Wi-Fi, saj pasivne
naprave ne potrebujejo svojega vira energije za napajanje. Napaja jih ele-
ktromagnetno polje, ki ga proizvaja aktivna komponenta, ko pride v njihov
doseg.
2.6 Razvojno okolje Android Studio
Android Studio IDE (angl. Integrated Development Environment) je ra-
zvojno okolje, ki je prilagojeno za razvoj aplikacije na Googlovem operacij-
skem sistemu Android. Razvila ga je ekipa Googlovih inzˇenirjev na osnovi
priljubljenega razvojnega okolja IntelliJ IDEA. Android Studio je bil prvicˇ
predstavljen v razvojni fazi na konferenci Google I/O 2013. Razvijalcem je
uradno postal na voljo decembra 2014, ko je bila objavljena prva stabilna
verzija 1.0 [20]. Zaradi sˇtevilnih prednosti in izboljˇsav je nadomestil prejˇsnje
razvojno okolje Eclipse z dodatkom ADT. Android Studio ima podporo na
operacijskih sistemih Windows, Linux in Mac.
Poglavje 3
Razvoj prototipa aplikacije
V nadaljevanju si bomo pogledali razvoj in funkcionalnosti, ki jih ponuja
aplikacija, in kaksˇne so bile odlocˇitve pri izbiri mobilne platforme za ra-
zvoj. Predstavljeni bodo zgradba aplikacije, nacˇini pridobivanja podatkov in
implementacija pomembnejˇsih algoritmov. Zakljucˇek poglavja je namenjen
posameznim aktivnostim in njihovemu delovanju ter izgledu uporabniˇskega
vmesnika.
3.1 Definicija funkcionalnosti in zahtev
Med glavne funkcionalnosti spadajo belezˇenje podatkov, izvedba in prikaz re-
zultatov analize poti na osnovi podatkov, ki jih aplikacija pridobi z uporabo
senzorojev ter vmesnika OpenWeatherMap. Za izvedbo analize je potreben
dostop do podatkov barometra, sˇtevca korakov (pri teku in hoji), navigacij-
skega sistema GPS, za uporabo vremenskega vmesnika pa je potrebna inter-
netna povezava. Prikaz rezultatov analize vkljucˇuje splosˇni pregled parame-
trov, kot so skupna dolzˇina, porabljeni cˇas, povprecˇna in najvecˇja hitrost,
podatki o nadmorski viˇsini in vremenu. Drugi del izriˇse pot na zemljevidu
in omogocˇa prikaz hitrosti, nadmorske viˇsine, vzponov in spustov na po-
sameznih odsekih. Dodatne funkcionalnosti vkljucˇujejo pregled zgodovine,
statistike, izvoz shranjenih poti in zapis znacˇke NFC za zagon aplikacije.
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Zgodovina vsebuje seznam vseh shranjenih poti in prikaz njihove analize.
Z uporabo statisticˇne analize so izdelani mesecˇni prikaz opravljenih razdalj,
sˇtevilo korakov, porabljene kalorije in odstotek aktivnosti. Prikaz zgodovine
in statistike lahko uporabnik omeji na dolocˇeno cˇasovno obdobje z uporabo
filtra za prikaz vsebine. Izvoz shranjene poti je na voljo v dveh formatih. Na-
men izvoza je ustvarjanje kopije poti v primeru izgube podatkov na mobilni
napravi in mozˇnost uvoza v druga programska orodja, kot so Google Earth
Pro, in uporaba v drugih aplikacijah. Zapis znacˇke NFC omogocˇa zagon
aplikacije, kadar napravo postavimo v njeno neposredno blizˇino. Funkcional-
nost podpira vse pasivne znacˇke, ki omogocˇajo shranjevanje sporocˇila NDEF
(angl. NFC Data Exchange Format).
3.2 Izbira mobilne platforme
Za razvoj aplikacije smo izbrali odprtokodni operacijski sistem Android, ki
temelji na Linux jedru. Poganja vecˇino pametnih telefonov in mnogo drugih
naprav, za njegov razvoj pa od leta 2005 skrbi podjetje Google. Razlogi za
njegovo izbiro so naslednji:
• Najbolj razsˇirjen mobilni operacijski sistem, kar pomeni vecˇje sˇtevilo
potencialnih koncˇnih uporabnikov.
• Dobra dokumentacija [1], prakse ter velika skupnost razvijalcev, ki pri-
pomorejo k lazˇjemu iskanju pomocˇi med razvojem.
• Sˇirok izbor zunanjih knjizˇnic in API-jev za hitrejˇsi razvoj.
• Ni potrebe po ucˇenju novih programskih jezikov, ker razvoj poteka v
zˇe poznanem programskem jeziku Java.
V okviru operacijskega sistema smo se odlocˇili za razlicˇico 7.0, imenovano
”Nougat”, ki je s 23,3 % trzˇnim delezˇem med razvojem aplikacije (Slika 3.1)
tretja najpogostejˇsa razlicˇica Androida. Pri odlocˇitvi smo uposˇtevali dejstvo,
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da se je njen trzˇni delezˇ v letu 2017 podvojil in da z rastjo nadaljuje v letu
2018.
Slika 3.1: Trzˇni delezˇi operacijskih sistemov Android [22].
3.3 Mobilna aplikacija
Aplikacija je sestavljena iz petih aktivnosti. Aktivnost (angl. Activity) je
eden od temeljnih gradnikov aplikacij na platformi Android. Sluzˇi kot vsto-
pna tocˇka za interakcijo med uporabnikom in aplikacijo ter igra pomembno
vlogo pri dolocˇaju, kako se uporabnik orientira znotraj aplikacije. Aktiv-
nost lahko vsebuje eno ali vecˇ funkcionalnosti. Tezˇava pri aktivnostih z vecˇ
funkcionalnostmi je smiselen prikaz elementov uporabniˇskega vmesnika na
zaslonu naprave. V taksˇnih primerih smo posamezne funkcionalnosti razde-
lili na vecˇ manjˇsih modulov, ki smo jih implementirali z uporabo fragmentov.
Fragment deluje na podoben nacˇin kot aktivnost. Ima svoj zˇivljenjski cikel,
vhodne podatke in gradnike uporabniˇskega vmesnika, vendar izven aktivno-
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sti ne more samostojno obstajati. Na vsako aktivnost in fragment je vezana
vsaj ena datoteka XML (angl. Extensible Markup Language) za definicijo
izgleda uporabniˇskega vmesnika. Datoteka vsebuje posamezne gradnike in
parametre, ki dolocˇajo njihov izgled in postavitev na zaslonu.
Aktivnosti:
• MainMenuActivity – aktivnost z glavnim menijem in povezavami do
ostalih aktivnosti;
• CaptureActivity – belezˇi podatke med izvajanjem poti;
• DisplayDataActivity – prikazˇe rezultate analize poti;
• SettingsActivity – prikazuje nastavitve aplikacije in omogocˇa njihovo
spreminjanje;
• NfcActivity – skrbi za zapis znacˇke NFC.
Fragmenti:
• NewPathFragment – pridobi podatke za pripravo nove poti;
• HistoryFragment – prikazˇe zgodovino shranjenih poti;
• StatisticsFragment – prikazˇe statistike shranjenih poti;
• ExportFragment – omogocˇa izvoz shranjene poti;
• OverviewFragment – prikazuje osnovne podatke poti;
• MapFragment – izriˇse pot na zemljevidu;




Za pridobivanje vremenskih podatkov je bila implementirana asinhronska
operacija z uporabo razreda AsyncTask. Taksˇen nacˇin implementacije je
primeren za izvedbo krajˇsih operacij v ozadju. Podatke posreduje OpenWe-
atherMap API na osnovi zahteve HTTPS (angl. Secure HyperText Trasfer
Protocol). Najprej je treba ustvariti URL, v katerem so definirane geografske
koordinate lokacije in unikatni kljucˇ API. V naslednjem koraku se izvede klic
metode openConnection(), ki odpre povezavo HTTPS in posˇlje zahtevo. Po
obdelavi zahteve strezˇnik posˇlje odgovor v formatu JSON (angl. JavaScript
Object Notation), ki ga preberemo z objektom BufferedReader v povezavi
z vhodnim tokom InputStream. Prebrana vsebina se shrani v objekt tipa
JSONObject, ki omogocˇa dostop do dejanskih vrednosti vremenskih podat-
kov. Operacija nato prekine povezavo s klicem metode disconnect() in vrne
seznam podatkov.
3.4.2 Podatki senzorjev in sistema GPS
Pridobivanje podatkov s senzorji mobilne naprave in sistema GPS smo im-
plementirali z uporabo storitev (angl. Service). Storitev je komponenta
aplikacije, ki omogocˇa izvajanje dolgotrajnih operaciji v ozadju in posre-
dovanje vmesnih rezultatov za prikaz na uporabniˇskem vmesniku. Taksˇen
nacˇin implementacije preprecˇuje tezˇave z odzivnostjo uporabniˇskega vme-
snika. Storitev je tako kot aktivnost treba deklarirati (Izsek 3.1) v datoteki
AndroidManifest.
1 <s e r v i c e
2 android:name=” . s e r v i c e s . GpsSensorServ ice ”
3 andro id : expor ted=” f a l s e ”
4 a n d r o i d : l a b e l=” GpsLocat ionServ ice ”
5 android:stopWithTask=” true ” />
Izsek 3.1: Deklaracija storitve v datoteki AndroidManifest.xml.
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Prenos podatkov iz storitve v aktivnost smo implementirali po tako imeno-
vanem publish-subscribe vzorcu. Storitev zapakira podatke v objekt za
prenos sporocˇil Intent (Izsek 3.2). Vsak paket vsebuje objekt IntentFilter
za identifikacijo paketa pri ustreznem sprejemniku. Podatki v sporocˇilu so
zapisani v obliki parov kljucˇ/vrednost in so lahko razlicˇnih podatkovnih ti-
pov. Ko storitev posˇlje paket, ga sistem samodejno usmerja do aktivnosti v
aplikaciji, ki so se narocˇile na prejemanje te vrste paketov.
1 I n t e n t F i l t e r f i l t e r = new I n t e n t F i l t e r ( ” cu r r en t speed ” ) ;
2 In tent i n t e n t = new Intent ( f i l t e r ) ;
3 i n t e n t . putExtra ( ” speed ” , l o c a t i o n . getSpeed ( ) ∗ 3 . 6 ) ;
4 sendBroadcast ( i n t e n t ) ;
Izsek 3.2: Priprava in posredovanje paketa, ki vsebuje podatek o hitrosti.
Aktivnosti za prejemanje paketov registrirajo sprejemnik BroadcastReciever
(Izsek 3.3). Z registracijo se sprejemniku dolocˇi filter, na osnovi katerega bo
sprejemal prihajajocˇe pakete. Sprejemnik implementira metodo onRecive(),
ki iz prejetega paketa prebere sporocˇilo s podatki.
1 I n t e n t F i l t e r f i l t e r = new I n t e n t F i l t e r ( ” cu r r en t speed ” ) ;
2 BroadcastRece iver speedRece iver = new BroadcastRece iver ( ) {
3
4 @Override
5 pub l i c void onReceive ( Context context , In tent i n t e n t ) {




10 r e g i s t e r R e c e i v e r ( speedRece iver , f i l t e r ) ;
Izsek 3.3: Inicializacija in registracija sprejemnika BroadcastReceiver.
V aplikaciji so implementirane tri storitve. Prva skrbi za pridobivanje po-
datkov o lokaciji naprave, druga za podatke barometra in tretja za sˇtevilo
opravljenih korakov.
Diplomska naloga 17
Storitev za pridobivanje podatkov o lokaciji
Storitev skrbi za pridobivanje podatkov z uporabo razreda LocationManager,
ki dostopa do sistemskih storitev za dolocˇanje lokacije naprave. Te storitve
omogocˇajo periodicˇno posodabljanje geografske lokacije. Za uporabo sto-
ritve je v datoteki AndroidManifest.xml treba dodati naslednjo pravico:
android.permission.ACCESS FINE LOCATION.
Po preverjanju pravic LocationManager posˇlje zahtevo za periodicˇno prido-
bivanje lokacije s klicem metode requestLocationUpdates() . V zahtevi
so definirani ponudnik storitev, cˇasovni interval in minimalna razdalja med
dvema lokacijama.
Na spremembe lokacije se odziva LocationListener, ki implementira me-
todo onLocationChanged() , ki kot argument prejme objekt tipa Location.
Objekt vsebuje geografske koordinate, trenutno hitrost, smer potovanja, ho-
rizontalno natancˇnost v metrih in druge podatke. Zaradi velikega sˇtevila
lokacij smo implementirali pogoj, ki dolocˇi, ali bo storitev posredovala pre-
jeto lokacijo. Pogoj primerja vrednost horizontalne natancˇnosti nove lokacije
in njeno oddaljenost od zadnje posredovane lokacije. Cˇe je vrednost hori-
zontalne natancˇnosti manjˇsa od oddaljenosti, bo storitev posredovala novo
lokacijo, v nasprotnem primeru pa bo pocˇakala na naslednjo in ponovno iz-
vedla primerjavo.
Storitev skrbi tudi za spremljanje stanja satelitov. Na spremembe stanja se
odziva GpsStatusListener, ki implementira metodo onGpsStatusChanged().
Metoda presˇteje sˇtevilo satelitov, ki se uporabljajo za dolocˇanje lokacije, in
posreduje vrednost.
Barometer in sˇtevec korakov
Gre za dve locˇeni storitvi, ki imata podobno implementacijo. Dostop do
senzorjev naprave omogocˇa razred SensorManager, ki na osnovi vrste sen-
zorja registrira ustrezni objekt Listener. Za uporabo barometra uporabi
Sensor.TYPE PRESSURE, za sˇtevec korakov pa Sensor.TYPE STEP COUNTER.
V obeh primerih Listener implementira metodo onSensorChanged() , ki
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kot argument prejme objekt tipa SensorEvent, v katerem je shranjena ta-
bela vrednosti podatkovnega tipa Float. V primeru barometra iz tabele
pridobimo vrednost zracˇnega pritiska v milibarih, sˇtevec korakov pa posre-
duje sˇtevilo opravljenih korakov od zadnjega izklopa naprave. V ta namen
je ob zagonu storitve treba pridobiti trenutno sˇtevilo korakov in od vsake
posredovane vrednosti odsˇteti prvotno. Vrednosti zracˇnega pritiska so do
dolocˇene mere odvisne od proizvajalca senzorja.
3.4.3 Izracˇun naklona
Naklon je dodatni podatek, ki ga izracˇunamo po zakljucˇku poti. Aplikacija
izracˇuna povprecˇni naklon opravljene poti ali dolocˇenega dela. Za izracˇun









kjer je θ vrednost naklona v odstotkih, ∆rise sprememba viˇsine med dvema
tocˇkama, ∆distance pa sprememba razdalje [7].
3.4.4 Izracˇun porabljenih kalorij
Gre za priblizˇen izracˇun porabljenih kalorij pri teku in hoji, ker bi za uporabo
natancˇnejˇse enacˇbe potrebovali podatke zunanjega merileca srcˇnega utripa.
Izracˇun temelji na telesni tezˇi uporabnika m, ki je nastavljena v nastavitvah
aplikacije, cˇasu izvajanja aktivnosti t in vrednosti MET (angl. Metabolic
equivalent) [12], ki je dolocˇena na osnovi povprecˇnega naklona poti in pov-
precˇne hitrosti. Za izracˇun porabljenih kalorij smo uporabili enacˇbo 3.2.
kcal = MET ×m× t (3.2)
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3.5 Implementacija algoritmov
3.5.1 Algoritem za izracˇun razdalje med dvema tocˇkama
Razdaljo med dvema tocˇkama lahko izracˇunamo na razlicˇne nacˇine. Izbira
algoritma je odvisna od podrocˇja uporabe [24] in koordinatnega sistema.
Najpogosteje uporabljena metoda za merjenje je evklidska razdalja na ravni




(x1 − x2)2 + (y1 − y2)2, (3.3)
kjer sta x 1 in x 2 horizontalni (X) koordinati obeh tocˇk, y1 in y2 pa vertikalni
(Y) koordinati.
Kadar koordinate tocˇk merimo na sferi, zgornji izracˇun razdalje ni tocˇen.
V taksˇnem primeru lahko razdaljo med dvema tocˇkama izmerimo na delu
kroga, ki poteka skozi obe tocˇki. Natancˇneje, kadar se vsaka tocˇka meri
z zemljepisno sˇirino ali kotom do ekvatorialne ravnine (ϕ) in zemljepisno
dolzˇino ali kotom med poldnevnikom tocˇke in primarnim poldnevnikom (λ),
lahko razdaljo med lokom izracˇunamo z enacˇbo 3.4
cosα = sinϕ1 sinϕ2 + cosϕ1 cosϕ2 cos dλ, (3.4)
kjer velja, da je dλ =| λ1 – λ2| absolutna razlika med zemljepisnima dolzˇinama
obeh tocˇk. V praksi se za izracˇun uporablja Haversinova enacˇba 3.5 in 3.6,








c = 2× arcsin(min(1,√a)), (3.6)
kjer funkcija min poskrbi, da vrednost a ni vecˇja od 1 (zgornja meja funk-
cije arcsin). Vrednost c je centralni kot med tocˇkama. Razdaljo nato
izracˇunamo z enacˇbo 3.7
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d = c×R, (3.7)
kjer vrednost R predstavlja polmer Zemlje v kilometrih. Koncˇni rezultat na
koncu pretvorimo v metre. Pomembno je omeniti, da je za uporabo zgornje
enacˇbe treba pretvoriti zemljepisno sˇirino in dolzˇino v radiane.
Algoritem smo implementirali v Javi (Izsek 3.4).
1 pub l i c double c a l c u l a t e D i s t a n c e ( LatLng loca t i on1 , LatLng
l o c a t i o n 2 ) {
2 i n t R = 6371 ;
3
4 double dLat = toRadians ( l o c a t i o n 2 . l a t i t u d e − l o c a t i o n 1 .
l a t i t u d e ) ;
5 double dLon = toRadians ( l o c a t i o n 2 . l ong i tude − l o c a t i o n 1 .
l ong i tude ) ;
6 double a = Math . pow(Math . s i n ( dLat / 2) , 2) +
7 Math . pow(Math . s i n ( dLon / 2) , 2) ∗
8 Math . cos ( toRadians ( l o c a t i o n 1 . l a t i t u d e ) ) ∗
9 Math . cos ( toRadians ( l o c a t i o n 2 . l a t i t u d e ) ) ;
10
11 double c = 2 ∗ Math . a s in (Math . min (1 , Math . s q r t ( a ) ) ) ;
12 re turn R ∗ c ∗ 1000 ;
13 }
Izsek 3.4: Implementacija Haversinovega algoritma v programskem jeziku
Java.
3.5.2 Algoritem za izracˇun nadmorske viˇsine
Nadmorsko viˇsino posameznih lokacij smo izracˇunali na osnovi stopnje za-
mika (angl. Laps Rate) [16] temperature pri vertikalnem gibanju skozi ze-
meljsko ozracˇje. Povprecˇna sprememba temperature znasˇa priblizˇno 6,5 ◦C
na kilometer viˇsine v nizˇjem pasu ozracˇja (troposfera). Korelacijo med nad-
morsko viˇsino, temperaturo in zracˇnim pritiskom lahko vidimo na sliki 3.2.
Iz diagrama je razvidno, da se zracˇni pritisk pri vecˇanju nadmorske viˇsine
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zmanjˇsuje in obratno. Na osnovi zgoraj omenjenih zvez lahko nadmorsko






5.257 − 1)(T + 273.15)
0.0065
, (3.8)
kjer je vrednost h nadmorska viˇsina v metrih, P0 vrednost zracˇnega pritiska
na gladini morja, P vrednost zracˇnega pritiska na lokaciji in T temperatura
na lokaciji. Vrednosti zracˇnega pritiska so podane v milibarih, temperatura
pa v stopinjah Celzija. Enacˇba je ucˇinkovita do nadmorske viˇsine okrog
enajst tisocˇ metrov, kjer spremembe zracˇnega pritiska na osnovi nadmorske
viˇsine in temperature niso vecˇ linearne.
Slika 3.2: Korelacija med nadmorsko viˇsino, temperaturo in zracˇnim
pritiskom.
Algoritem smo implementirali v Javi (Izsek 3.5).
1 pub l i c void c a l c u l a t e E l e v a t i o n ( ) {
2 double e l e v a t i o n = (
3 ( ( ( Math . pow ( ( ( t h i s . weatherData . getPressureAtSeaLeve l ( ) ) /
t h i s . a i r P r e s s u r e ) , (1 / 5 . 257 ) ) ) − 1) ∗




7 t h i s . e l e v a t i o n = round ( e l eva t i on , 2) ;
8 }
Izsek 3.5: Implementacija enacˇbe za izracˇun nadmorske viˇsine.
3.5.3 Algoritem za kodiranje zapisa koordinat
Algoritem za kodiranje koordinat omogocˇa zapis serije zaporednih lokacij v
en niz in s tem bistveno zmanjˇsa sˇtevilo potrebnih znakov za zapis poti v
datoteko. Deluje na osnovi kompresije z izgubo (angl. Lossy Compression),
ki iz geografskega zapisa lokacije odstrani odvecˇne vrednosti decimalnega dela
zemljepisne sˇirine in dolzˇine. Decimalni del teh vrednosti je obicˇajno dolocˇen
z osmimi do petnajstimi sˇtevkami, za pravilen izris lokacije na zemljevidu pa
je potrebnih le prvih pet. Algoritem dodatno varcˇuje s prostorom, tako da
vsaki lokaciji razen prvi zakodira le odmik od prejˇsnje lokacije. Za izvedbo
kodiranja najprej pretvori decimalni zapis koordinate v binarno vrednost, iz
katere nato pridobi serijo znakov ASCII na osnovi kodirne sheme base64. Da
bi zagotovil pravilno prikazovanje znakov, se vsaki kodirani vrednosti pred
pretvorbo v ASCII priˇsteje vrednost 63 (koda za znak ?).
Potek kodiranja
Algoritem najprej vzame vrednost zemljepisne sˇirine (za primer bomo vzeli
vrednost –179.9832104), jo pomnozˇi s faktorjem 1e5 in zaokrozˇi rezultat (3.9).
− 179.9832104× 1e5 = −17998321 (3.9)
Desetiˇsko vrednost nato pretvori v binari zapis. Cˇe je sˇtevilo negativno, mora
biti pretvorba izvedena z uporabo dvojiˇskega komplementa (3.10).
− 17998321(DEC) = 11111110111011010101111000001111(BIN) (3.10)
Po pretvorbi, binarno sˇtevilo (3.10) zamakne v levo za en bit:
11111101110110101011110000011110(BIN).
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Cˇe je izhodiˇscˇna decimalna vrednost negativna (kot v tem primeru), bo algo-
ritem izvedel inverz binarnega sˇtevila. Inverz spremeni vse bite z vrednostjo
0 −→ 1 in 1 −→ 0:
00000010001001010100001111100001(BIN).
Binarno sˇtevilo nato od desne proti levi razdeli na 5-bitne dele in jih postavi
v obratni vrstni red:
00001 00010 01010 10000 11111 00001,
00001 11111 10000 01010 00010 00001.
Nato nad posameznimi deli izvede operacijo OR, zadnji 5-bitni del pa izpusti:
100001 111111 110000 101010 100010 000001. Na koncu vsak del pretvori
v desetiˇsko vrednost in priˇsteje 63. Pridobljene desetiˇske vrednosti nato
pretvori v znake ASCII, ki skupaj tvorijo niz ‘˜oia@. Postopek se nato
ponovi sˇe za zemljepisno dolzˇino.
Primer za lokacijo FRI: (46.050211, 14.469026) → ydaxGm˜hwA.
Algoritem smo implementirali v Javi (Izsek 3.6) na osnovi primera iz Goo-
glove dokumentacije [5].
1 pub l i c S t r ing encodeCoordinates ( ) {
2 long l a s t L a t = 0 ;
3 long lastLng = 0 ;
4 St r ing encodedStr ing = ”” ;
5 f o r ( Coordinate coord ina te : t h i s . c oo rd ina t e s ) {
6 long l a t = Math . round ( coord inate . ge tLat i tude ( ) ∗ 1e5 ) ;
7 long lng = Math . round ( coord inate . getLongitude ( ) ∗ 1e5 ) ;
8 long dLat = l a t − l a s t L a t ;
9 long dLng = lng − l a s tLng ;
10 encodedStr ing += encode ( dLat ) ;
11 encodedStr ing += encode (dLng ) ;
12 l a s t L a t = l a t ;
13 l a s tLng = lng ;
14 }
15 re turn encodedStr ing ;
16 }
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17 p r i v a t e S t r ing encode ( long value ) {
18 S t r i n g B u f f e r r e s u l t = new S t r i n g B u f f e r ( ) ;
19 i f ( va lue < 0) {
20 value = ˜( value << 1) ;
21 } e l s e {
22 value = value << 1 ;
23 }
24 whi le ( va lue >= 0x20 ) {
25 r e s u l t . append ( Character . toChars ( ( i n t ) ( (0 x20 | ( va lue & 0 x1f
) ) + 63) ) ) ;
26 value = value >> 5 ;
27 }
28 r e s u l t . append ( Character . toChars ( ( i n t ) ( va lue + 63) ) )
29 re turn r e s u l t . t oS t r i ng ( ) ;
30 }
Izsek 3.6: Implementacija algoritma za kodiranje koordinat v programskem
jeziku Java.
3.6 Shranjevanje podatkov
Po koncˇanem spremljanju poti aplikacija obdelane podatke zapiˇse v datoteko.
Za shranjevanje smo izbrali format JSON, ker je pregleden in enostaven za
uporabo. Celotna vsebina datoteke je zapisana v objekt tipa JSONObject,
ki vsebuje sˇtiri objekte tipa JSONArray. Prvi hrani splosˇne podatke, kot so
dolzˇina poti, porabljeni cˇas, podatki o nadmorski viˇsini in hitrosti. Drugi vse-
buje vremenske podatke. Tretji vsebuje nize kodiranih geografskih koordinat
posameznih odsekov poti. Specificˇne podatke posamezne lokacije hrani cˇetrti
objekt. Za vsako lokacijo se shranjujejo nadmorska viˇsina, hitrost, cˇasovna
znacˇka in vmesna razdalja.
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3.7 Aktivnosti
V tem poglavju bodo predstavljene aktivnosti aplikacije. Pogledali si bomo
funkcionalnosti, ki so implementirane v okviru posamezne aktivnosti, njeno
delovanje in izgled uporabniˇskega vmesnika med izvajanjem.
3.7.1 MainMenuActivity
Namen aktivnosti:
• izhodiˇscˇe za navigacijo znotraj aplikacije;
• priprava novega zajema poti;
• prikaz zgodovine in statistike shranjenih poti;
• izvoz shranjene poti.
Struktura aktivnosti:
• MainMenuActivity.java – skrbi za delovanje aktivnosti in prikaz upo-
rabniˇskega vmesnika.
• Podporni razredi, ki skrbijo za delovanje funkcionalnosti v fragmentih
in prikaz elementov njihovega uporabniˇskega vmesnika.
Delovanje
Osnovna komponenta aktivnosti je glavni meni. Za implementacijo smo upo-
rabili gradnik Navigation Drawer, ki prikazuje glavne navigacijske mozˇnosti
aplikacije na levem robu zaslona (Slika 3.3). Plosˇcˇa z opcijami menija je
dostopna s potegom (angl. Swipe) od leve proti desni strani zaslona ali s
klikom ikone na levi strani orodne vrstice. Meni je vecˇino cˇasa skrit, kar ma-
ksimira prostor za prikaz vsebine. Aktivnost vsebuje sˇtiri funkcionalnosti,
ki so implementirane s fragmenti. Ob izbiri opcije v meniju se vsebinski del
uporabniˇskega vmesnika aktivnosti nadomesti z uporabniˇskim vmesnikom
fragmenta posamezne funkcionalnosti.
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Slika 3.3: Glavni meni aplikacije.
NewPathFragment
Vsebina fragmenta postane aktivna, ko uporabnik v glavnem meniju (Slika
3.3) izbere opcijo Nova pot. Namen modula:
• pridobitev parametrov za definicijo poti;
• preverjanje dostopa do lokacije naprave in interneta;
• prenos parametrov v aktivnost CaptureActivity.
Modul pridobi referenco, datum in vrsto aktivnosti (Slika 3.4a), ki dolocˇi
nacˇin spremljanja poti. Referenca, datum in vrsta dolocˇajo del imena da-
toteke, v kateri bodo po koncˇanem spremljanju shranjeni podatki. Datum
in vrsto uporabljajo tudi filtri, s katerimi lahko uporabnik omeji prikaz zgo-
dovine gibanja. Pred prenosom parametrov v aktivnost CaptureActivity se
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izvede preverjanje dostopa do lokacije mobilne naprave in stanja internetne
povezave. Cˇe so vsi pogoji za pripravo zajema izpolnjeni, se ob kliku na
gumb pozˇene aktivnost CaptureActivity, v naspotnem primeru pa se prikazˇe
ustrezno obvestilo, ki nakazuje, kateri od pogojev ni bil izpolnjen (Slika 3.4b).
(a) Vnos osnovnih parametrov. (b) Onemogocˇena uporaba lokacije.
Slika 3.4: Vnos osnovnih podatkov in prikaz obvestila v primeru napake.
HistoryFragment
Vsebina fragmenta postane aktivna, ko uporabnik v glavnem meniju (Slika
3.3) izbere opcijo Zgodovina. Namen modula:
• prikaz zgodovine gibanja;
• prehod na izvedbo analize poti;
• izbris poti iz zgodovine.
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Modul prikazˇe zgodovino gibanja osebe v obliki urejenega seznama, v katerem
so elementi urejeni po datumu. Za implementacijo seznama smo uporabili
gradnik ListView (Slika 3.5a). Vsebino seznama na osnovi definicije izgleda
v datoteki list adapter.xml pripravi prilagojen ArrayAdapter. Privzeti
prikaz vsebuje celotno zgodovino gibanja, uporabnik pa lahko prikaz prilagodi
z uporabo filtrov, ki se nahajajo v meniju na desni strani orodne vrstice (Slika
3.5b).
(a) Seznam zgodovine gibanja. (b) Meni s filtri za prikaz vsebine.
Slika 3.5: Prikaz zgodovine in filtri za prikaz vsebine.
Vsi elementi seznama so interaktivni in imajo definirani dve akciji. S klikom
na element se pozˇene aktivnost, ki izvede analizo poti in prikazˇe rezultate,
dolgi klik pa sprozˇi akcijo za izbris poti iz zgodovine (Slika 3.6).
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Slika 3.6: Prikaz opozorila pred izbrisom poti.
StatisticsFragment
Vsebina fragmenta postane aktivna, ko uporabnik v glavnem meniju (Slika
3.3) izbere opcijo Statistika. Namen modula:
• pregled statistike shranjenih poti;
• mozˇnost primerjave statistike glede na cˇasovno obdobje;
• spremljanje napredka in zadanih ciljev.
StatisticsFragment omogocˇa statisticˇni pregled dolocˇenih parametrov celotne
zgodovine shranjenih poti ali tocˇno dolocˇenega cˇasovnega obdobja. Za pri-
kaz podatkov je bila uporabljena zunanja knjizˇnica MPAndroidChart [11] za
vizualizacijo podatkov, ki podpira osem razlicˇnih vrst grafov. Za prikaz grafa
je v datoteki XML, ki definira izgled uporabniˇskega vmesnika, treba dodati
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posebni gradnik. Graf lahko z uporabo dodatnih objektov prilagodimo za
potrebe prikaza razlicˇnih podatkov. Za prikaz statisticˇnih podatkov poti je
bil uporabljen stolpni graf (Slika 3.7a), ki smo ga implementirali z uporabo
gradnika BarChart in dveh objektov za spreminjanje osi: XAxis in YAxis.
(a) Statistika razdalj. (b) Statistika razdalj za februar 2018.
Slika 3.7: Prikaz statistike razdalj vseh shranjenih poti in meni za izbiro
cˇasovnega obdobja.
Na grafu so podatki prikazani za vsak mesec posebej, vendar so zaradi veli-
kosti zaslona na enkrat vidni le podatki treh mesecev, za ogled ostalih pa je
potreben sprehod po grafu (angl. Swipe) v desno ali levo smer. Uporabnik
lahko v meniju izbira med sˇtirimi statisticˇnimi podatki: razdalja, sˇtevilo ko-
rakov, sˇtevilo porabljenih kalorij in odstotek aktivnosti. Poleg izbire nacˇina
prikaza je v meniju tudi opcija za izbiro cˇasovnega obdobja (Slika 3.7b).
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ExportFragment
Vsebina fragmenta postane aktivna, ko uporabnik v glavnem meniju (Slika
3.3) izbere opcijo Izvoz. Namen modula:
• izvoz shranjene poti v datoteko JSON ali GPX (angl. Global Positio-
ning System Exchange Format).
ExportFragment omogocˇa izvoz shranjene poti v dveh formatih: JSON in
GPX (Slika 3.8). Izvoz v formatu JSON je namenjen predvsem arhivira-
nju oziroma ustvarjaju varnostne kopije v primeru izgube podatkov mobilne
naprave. Struktura datoteke JSON, ki nastane pri izvozu, je enaka kot pri
shranjevanju nove zajete poti.
Slika 3.8: Izbira formata za izvoz shranjene poti.
Izvoz poti v format GPX je drugacˇen, saj vsebuje le geografske koordinate,
nadmorsko viˇsino in cˇasovno znacˇko posameznih lokaciji. Omogocˇa pregled
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poti s programskimi orodji, kot je na primer Google Earth Pro, in mozˇnost
uporabe v drugih aplikacijah ter napravah.
Za zapis poti v format GPX je bila uporabljena zunanja knjizˇnica GPXParser
[10]. Knjizˇnica omogocˇa uporabo razreda GPX.java, ki ustvari objekt, v
katerem se shranjujejo podatki poti pred zapisom v datoteko. Sama pot je
definirana z objektom tipa Track. Vsebuje ime poti, ki ga doda metoda
setName() , vrsto poti, ki jo doda metoda setType() glede na to ali gre za
vozˇnjo, hojo ali tek, in seznam lokacij, ki ga doda metoda setTrackPoints().
Vsaka lokacija v seznamu je definirana z objektom tipa Waypoint in vsebuje
geografske koordinate, nadmorsko viˇsino in cˇasovno znacˇko zajema lokacije
v naslednji obliki:
2018-01-28T16:37:45Z
Celotna pot se nato s klicem metode addTrack() zapiˇse v objekt tipa GPX.
Za zapis objekta poti v datoteko poskrbi objekt GPXParser s klicem me-
tode writeGPX(), ki prejme dva argumenta: objekt poti in izhodni tok
FileOutputStream. Za lazˇjo berljivost datoteke poskrbi razred Transformer,
ki vsebino strukturira, kot je prikazano v izseku 3.7.
1 <?xml ve r s i o n=” 1 .0 ” encoding=”UTF−8”?>
2 <gpx
3 xmlns=” h t t p : //www. t o p o g r a f i x . com/GPX/1/1”
4 xmlns :x s i=” h t t p : //www. w3 . org /2001/XMLSchema−i n s t anc e ”
5 v e r s i on=” 1 .1 ”
6 c r e a t o r=”RouteTracker ”
7 xs i : s chemaLocat ion=” ht t p : //www. t o p o g r a f i x . com/GPX/1/1
8 h t t p : //www. t o p o g r a f i x . com/GPX/1/1/gpx . xsd”>
9 <t rk>
10 <name>Budanje − Vipava</name>
11 <type>Driving</ type>
12 <t rk s eg>
13 <t rkpt l a t=” 45.87478 ” lon=” 13.94815 ”>





18 < !−− vmesne l o k a c i j e −−>
19
20 <t rkpt l a t=” 45.8743 ” lon=” 13.94908 ”>
21 <e l e>240 .0</ e l e>
22 <time>2018−01−28T16:56:45Z</ time>
23 </ trkpt>
24 </ t rk s eg>
25 </ trk>
26 </gpx>
Izsek 3.7: Urejen zapis v datoteki GPX.
3.7.2 CaptureActivity
Namen aktivnosti:
• izracˇun in belezˇenje parametrov poti;
• prikaz dolocˇenih parametrov poti v realnem cˇasu;
• zapis parametrov v datoteko po koncu belezˇenja.
Struktura aktivnosti:
• CaptureActivity.java – skrbi za delovanje aktivnosti in prikaz upo-
rabniˇskega vmesnika.
• PathData.java – razred za izracˇun in shranjevanje parametrov poti
med spremljanjem.
• Coordinate.java – na osnovi razreda aktivnost ustvari objekt tipa
Coordinate, v katerem je definirana posamezna lokacija.
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Delovanje
Po prehodu v aktivnost CaptureActivity se v metodi onCreate() inicializi-
rajo spremenljivke in objekti. Sledi zagon storitev za pridobivanje podatkov
iz senzorjev in sistema GPS ter registriracija sprejemnikov za pridobitev nji-
hovih vrednosti. Pred zacˇetkom spremljanja poti mora storitev za lokacijo
najti vsaj sˇtiri satelite. Nato vrne zacˇetno lokacijo, ki se uporabi v zah-
tevi za pridobitev vremenskih podatkov ter izracˇun koeficienta za kalibracijo
vrednosti barometra. Koeficient k se izracˇuna z enacˇbo 3.11 [8]
k = P − P0
(
1− 0.0065h
T + 273.15 + 0.0065h
)5.257
, (3.11)
kjer je P vrednost zracˇnega pritiska barometra, P0 vrednost zracˇnega pri-
tiska na gladini morja, T temperatura in h nadmorska viˇsina. Nadmorsko
viˇsino zacˇetne lokacije posˇlje vmesnik GoogleElevation na osnovi geograf-
skih koordinat. Koeficient k se nato priˇsteje k vsaki vrednosti barometra.
Po inicializaciji se na uporabniˇskem vmesniku prikazˇejo podatki izhodiˇscˇne
lokacije (Slika 3.9a).
Uporabnik lahko na tem mestu zacˇne spremljati pot s klikom na gumb ZACˇNI.
Aktivnost ob prejemu nove lokacije poklicˇe metodo addCoordinate() pod-
pornega razreda PathData.java, ki kot parameter prejme lokacijo, zracˇni pri-
tisk barometra, cˇasovno znacˇko, hitrost in indeks vremenskih podatkov. Me-
toda na osnovi prejetih parametrov ustvari objekt tipa Coordinate, ki hrani
podatke o lokacij. Znotraj objekta se izvedeta metoda calculateDistance(),
ki na osnovi Haversinovega algoritma (poglavje 3.5.1) izracˇuna razdaljo od
predhodne koordinate, in metoda calculateElevation(), ki na osnovi al-
goritma iz poglavja 3.5.2 izracˇuna nadmorsko viˇsino.
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(a) Po inicializaciji. (b) Med spremljanjem poti.
Slika 3.9: Izgled uporabniˇskega vmesnika aktvnosti za spremljanje poti.
Objekt PathData glede na vrsto poti posˇlje zahtevo za posodobitev vre-
menskih podatkov. Med spremljanjem vozˇnje se to zgodi vsakih pet kilo-
metrov, med tekom in hojo pa vsak kilometer. Aktivnost periodicˇno iz-
vaja pregled shranjenih koordinat. Periodicˇno se ustvari objekt razreda
ElevationCorrection.java, ki ga razsˇirja razred AsyncTask. Objekt prejme
zadnjih 80 lokacij in sestavi zahtevo za vmesnik GoogleElevation, ki vrne
odgovor z nadmorskimi viˇsinami lokacij v zahtevi. Vrednosti nadmorskih
viˇsin se nato primerjajo, in kjer je treba, ustrezno popravijo. Pri spremlja-
nju vozˇnje se izvede tudi korekcija geografskih koordinat. Lokacije, ki jih
posreduje GPS, obicˇajno niso postavljene tocˇno na poti, po kateri potujemo.
Za resˇevanje problema smo uporabili vmesnik GoogleRoads v povezavi s
funkcijo Snap to Roads, ki prejete koordinate postavi na cesto. Zahtevo za
vmesnik sestavi objekt razreda SnapToRoads.java z razsˇiritvijo AsyncTask
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na osnovi zadnjih 80 lokacij. Vmesnik na podano zahtevo odgovori s po-
pravljenimi koordinatami, ki se nato ustrezno nastavijo. Vmesni pregled
se zakljucˇi s kodiranjem zapisa koordinat. Kodiranje izvede objekt razreda
PolylineEncoder.java z algoritmom, ki smo ga spoznali v poglavju 3.5.3.
Med spremljanjem poti se na uporabniˇskem vmesniku v realnem cˇasu izpi-
sujejo dolzˇina opravljene poti, trenutna nadmorska viˇsina, cˇas trajanja od
zacˇetka poti, temperatura, smer potovanja (Slika 3.9b), v primeru spremlja-
nja teka ali hoje pa tudi sˇtevilo opravljenih korakov (Slika 3.10). Spremljanje
poti traja, dokler ga uporabnik ne prekine s klikom na gumb USTAVI. Ko je
spremljanje koncˇano, aktivnost ustavi storitve za pridobivanje podatkov in
sprejemnike. Na tem mestu lahko uporabnik shrani zapis poti v datoteko,
ali pa zacˇne s spremljanjem nove poti.




• prikaz staticˇnih parametrov zajete poti;
• izris poti na zemljevidu;
• prikaz dolocˇenih parametrov na grafu.
Struktura aktivnosti:
• DisplayDataActivity.java – skrbi za delovanje aktivnosti in prikaz
uporabniˇskega vmesnika.
• Data.java - razred, ki implementira asinhronsko operacijo za pridobi-
tev podatkov shranjene poti iz datoteke.
• PolylineDecoder.java - razred, ki dekodira niz kodiranih geografskih
koordinat.
Delovanje
Aktivnost DisplayDataActivity vizualizira vse parametre poti, ki jih med za-
jemom belezˇi aktivnost CaptureActivity, in izvede dolocˇene analize. Zaradi
boljˇse preglednosti podatkov smo prikaz razdelili na tri module. Vsak modul
je implementiran znotraj fragmenta, ki skrbi za pravilen prikaz vsebine na
zaslonu in uporabo pripadajocˇih funkcij. Vsi moduli se nahajajo v gradniku
TabLayout. Taksˇen nacˇin postavitve razdeli prikazane podatke v zavihke in
omogocˇa enostavno prehajanje med njimi.
Vsakemu modulu so ob nastanku dodeljeni ustrezni podatki, ki jih iz dato-
teke shranjene poti prebere podporni razred Data.java. Datoteka, iz katere





• prikaz parametrov zajete poti.
OverviewFragment prikazuje staticˇne podatke poti. Prikaz vsebuje razdaljo,
cˇas trajanja, povprecˇno in najvecˇjo hitrost, informacije o nadmorski viˇsini,
spustih, vzponih, temperaturi in hitrosti vetra. Prikaz teka in hoje poleg
nasˇtetih parametrov vsebuje sˇe povprecˇni in najboljˇsi tempo, sˇtevilo opra-
vljenih korakov in priblizˇno sˇtevilo porabljenih kalorij.
Za razporeditev prikaza podatkov je bila uporabljena tabelaricˇna postavitev
(angl. TableLayout) z dvema stolpcema in ustreznim sˇtevilom vrstic glede
na vrsto poti. Vsak prikazan podatek ima definiran svoj gradnik za prikaz
ikone (angl. ImageView) in dve besedilni polji (angl. TextView) za naziv in
vrednost (Slika 3.11).
(a) Prikaz parametrov vozˇnje. (b) Prikaz parametrov hoje.




• izris poti na zemljevidu;
• graficˇni prikaz hitrosti, nadmorske viˇsine, spustov in vzponov na odse-
kih izrisane poti.
MapFragment skrbi za prikaz zemljevida in izris poti. Za implementacijo
zemljevida je bil uporabljen Google Maps API, ki omogocˇa uporabo objekta
tipa GoogleMap in povratnega klica OnMapReadyCallback. Povratni klic
implementira metodo onMapReady() , ki se izvede, ko je objekt zemlje-
vida pripravljen za uporabo. Metoda onMapReady() najprej konfigurira ze-
mljevid glede na nastavitve izgleda aplikacije in nato ustvari objekt tipa
PolylineOptions, ki na osnovi seznama zajetih lokacij sestavi pot, ki bo
izrisana na zemljevidu (Izsek 3.8).
1 po ly l i n eOpt i ons = new Poly l ineOpt ions ( ) ;
2 po ly l i n eOpt i ons . width (13) ;
3 po ly l i n eOpt i ons . c o l o r ( Color .BLUE) ;
4 f o r ( i n t i = 0 ; i < coo rd ina t e s . s i z e ( ) ; i++) {
5 latLng = coo rd ina t e s . get ( i ) . s p l i t ( Pattern . quote ( ” , ” ) ) ;
6 po ly l i n eOpt i on s . add (
7 new LatLng (
8 Double . parseDouble ( latLng [ 0 ] ) ,




13 googleMapObject . addPoly l ine ( po ly l i n eOpt i ons ) ;
14 googleMapObject . moveCamera (
15 CameraUpdateFactory . newLatLngZoom(
16 normal . ge tPo int s ( ) . get (0 ) , 14) ) ;
Izsek 3.8: Koda, ki na osnovi koordinat izriˇse pot na zemljevidu.
Seznam podatkov je podan kot argument Bundle, ko aktivnost DisplayData-
Activity ustvari MapFragment. Vsebuje koordinatni zapis, nadmorsko viˇsino
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in hitrosti na vsaki zajeti lokaciji. MapFragment izriˇse pot na sˇtiri nacˇine, ki
so definirani v meniju na desni strani orodne vrstice:
• navadni prikaz izriˇse samo opravljeno pot (Slika 3.12a);
• prikaz hitrosti izriˇse opravljeno pot v vecˇ odsekih, glede na hitrost
gibanja (Slika 3.13a);
• viˇsinski prikaz izriˇse opravljeno pot v vecˇ odsekih, glede na nadmor-
sko viˇsino (Slika 3.12b);
• prikaz vzpona/spusta izriˇse opravljeno pot v vecˇ odsekih, glede na
vzpon ali spust (Slika 3.13b).
Ob prikazu hitrosti, nadmorske viˇsine ter vzpona in spusta se pod zemljevi-
dom prikazˇe legenda, ki opredeljuje prikaz posameznih odsekov poti. Zacˇetek
in konec poti je oznacˇen z objektom tipa Marker.
(a) Navadni izris poti. (b) Izris glede na nadmorsko viˇsino.
Slika 3.12: Navadni izris poti in izris z nadmorsko viˇsino.
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(a) Izris glede na hitrost. (b) Izris glede na naklon.
Slika 3.13: Izris poti glede na hitrost in naklon.
GraphFragment
Namen modula:
• prikaz spreminjanja hitrosti v odvisnosti od cˇasa;
• prikaz spreminjanja nadmorske viˇsine v odvisnosti od poti.
GraphFragment prikazuje spreminjanje hitrosti gibanja (Slika 3.14a) in nad-
morske viˇsine (Slika 3.14b) v odvisnosti od poti na grafu. Za implementacijo
grafov smo uporabili zunanjo knjizˇnico MPAndroidChart, ki smo jo zˇe spo-
znali pri prikazu statistike, vendar smo v tem primeru uporabili linearni graf.
Za prikaz smo izbrali graf hitrosti v odvisnosti od cˇasa in graf nadmorske
viˇsine v odvisnosti od razdalje. Na grafu hitrosti je z uporabo objekta tipa
LimitLine prikazana tudi povprecˇna hitrost.
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(a) Graf hitrosti v odvisnosti od cˇasa. (b) Graf viˇsine v odvisnosti od razdalje.
Slika 3.14: Prikaz hitrosti in nadmorske viˇsine na grafu.
3.7.4 NfcActivity
Namen aktivnosti:
• odkrivanje pasivne znacˇke NFC;
• priprava sporocˇila NDEF;
• zapis sporocˇila na znacˇko NFC.
Struktura aktivnosti:
• NfcActivity.java – skrbi za delovanje aktivnosti in prikaz uporabniˇskega
vmesnika.
Aktivnost omogocˇa zapis podatkov, ki so potrebni za zagon aplikacije na
znacˇko NFC v obliki sporocˇila NDEF. Po zapisu se aplikacija samodejno
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zazˇene, ko uporabnik napravo priblizˇa znacˇki (1 do 5 cm). Za zapis sporocˇila
NDEF poskrbi objekt NfcAdapter. Pred pripravo sporocˇila aktivnost pre-
veri, ali je na mobilni napravi omogocˇena storitev NFC in v nasprotnem pri-
meru prikazˇe Snackbar obvestilo. Ko je storitev NFC omogocˇena, NfcAdapter
registrira razpecˇevalec (angl. ForegroundDispatch), ki se odzove, ko naprava
odkrije znacˇko NFC. Ko razpecˇevalec odkrije znacˇko, se izvede metoda, ki
ustvari sporocˇilo NDEF (Izsek 3.9).
1 pub l i c NdefMessage c reateAppl i ca t ionRecord ( St r ing packageName ) {
2 NdefMessage ndefMessage = new NdefMessage (
3 new NdefRecord [ ] {




8 re turn ndefMessage ;
9 }
Izsek 3.9: Metoda, ki ustvari sporocˇilo NDEF.
Sporocˇilo NDEF [18] je sestavljeno iz enega ali vecˇ zapisov (angl. NDEF
Record). Zapis je enota za prenos podatkov v okviru sporocˇila. Prvi zapis je
oznacˇen z zastavico MB (angl. Message Begin), ki oznacˇuje zacˇetek sporocˇila.
Sledijo mu zapisi, ki vsebujejo podatke, s katerimi je dolocˇeno, kako se bo
naprava odzvala ob odkritju znacˇke. V tem primeru se v sporocˇilo (Slika
3.15) zapiˇse ime paketa aplikacije.
Slika 3.15: Oblika sporocˇila NDEF za zagon aplikacije.
Zapis vsebuje paket aplikacije tipa AAR (angl. Android Application Record).
To je posebna vrsta zapisa, ki operacijskemu sistemu Android pove, da mora
znacˇko NFC s taksˇnim zapisom prevzeti tocˇno dolocˇena aplikacija. Zadnji
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zapis je oznacˇen z zastavico ME (angl. Message End), ki oznacˇuje konec
sporocˇila.
(a) Onemogocˇena storitev NFC. (b) Uspesˇen zapis sporocˇila NDEF.
Slika 3.16: Primer obvestila med zapisom sporocˇila NDEF.
Pred zapisom sporocˇila se izvede metoda connect() , ki omogocˇi izvedbo
vhodnih/izhodnih operacij nad znacˇko NFC. Aktivnost nato preveri, ali znacˇka
dovoljuje zapisovanje podatkov in velikost njenega pomnilnika ter preveri ali
na znacˇki zˇe obstaja kaksˇen zapis. Cˇe znacˇka zˇe vsebuje zapis, se izvede me-
toda formatNdef() , ki najprej formatira vsebino znacˇke. Ko so vsi pogoji
za zapis izpolnjeni, se izvede metoda writeNdefMessage() , ki na znacˇko
zapiˇse sporocˇilo NDEF (Slika 3.16a), v nasprotnem primeru pa se prikazˇe




• nastavitve izgleda aplikacije;
• izbira jezika;
• vnos tezˇe za izracˇun porabljenih kalorij.
Struktura aktivnosti:
• SettingsActivity.java – skrbi za delovanje aktivnosti in prikaz upo-
rabniˇskega vmesnika.
Aktivnost SettingsActivity temelji na vmesniku za dostop in spreminjanje
nastavitev (angl. SharedPreferences). Sestavljene so iz parov kljucˇnih vre-
dnosti1 (angl. Key/Value pair) primitivnih podatkovnih tipov, ki so shranjeni
v datoteki znotraj datotecˇnega sistema aplikacije. Nastavitve so prikazane z
razlicˇnimi gradniki uporabniˇskega vmesnika.
Za uveljavljanje nastavitev skrbi OnPreferenceChangeListener, ki se sprozˇi
ob spremembi izbire. Do shranjenih nastavitev lahko kadarkoli dostopa vsaka
aktivnost.
Posamezne nastavitve
Aplikacija ima sˇtiri nastavitve, ki so razdeljene v dve kategoriji (Slika 3.17).
Prva kategorija vsebuje nastavitve izgleda:
• Tema aplikacije dolocˇa barvno shemo gradnikov uporabniˇskega vme-
snika. Nastavitev je zgrajena v obliki seznama, ki vsebuje sˇest razlicˇnih
barvnih shem.
• Jezik nadzira prikaz besedila v posameznih aktivnostih, kot so naslovi,
obvestila, opcije v meniju. Nastavitev jezika ne vpliva na jezik tipkov-
nice pri vnosu besedila in izgled koledarja za izbiro cˇasovnega obdobja.
1Key/Value pair: Niz dveh povezanih podatkovnih elementov.
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Tipkovnica in koledar sta namrecˇ vezana na jezikovno nastavitev mo-
bilne naprave.
• Podrobnosti zemljevida vplivajo na prikaz orientacijskih znakov in zna-
menitosti pri izrisu poti na zemljevid. Cˇe je nastavitev aktivna, so do-
datni elementi zemljevida vidni, v nasprotnem primeru pa zemljevid
taksˇne elemente skrije.
Slika 3.17: Izgled uporabniˇskega vmesnika nastavitev.
Druga kategorija vsebuje osebne podatke. Zaenkrat aplikacija potrebuje le
podatek o telesni tezˇi v kilogramih, ki se uporablja za izracˇun porabljenih
kalorij pri zajemu teka ali hoje.
Poglavje 4
Testiranje aplikacije
Predstavili bomo potek testiranja aplikacije v realnih primerih. Pogledali
bomo, kaj smo testirali, kako smo testirali, in na koncu opisali rezultate
testiranja.
4.1 Namen testiranja
S testiranjem smo zˇeleli preveriti splosˇno delovanje aplikacije ter identificirati
morebitne napake in nepravilnosti, ki bi se lahko pojavile med delovanjem.
Testiranje smo zasnovali na realnem primeru uporabe aplikacije, v okviru
katerega smo se osredotocˇili na tri glavna podrocˇja:
• testiranje funkcionalnosti;
• testiranje stabilnosti aplikacije ob prisotnosti prekinitev;
• testiranje odziva aplikacije v primeru napak med zajemom poti.
Za pridobljene podatke smo analizirali tudi uporabo datoteke GPX z orodji




4.2 Testna mobilna naprava
Za testiranje smo uporabili pametni telefon Sony Xperia Z5, na katerem je
namesˇcˇen operacijski sistem Android 7.0 (Nougat). Uporabljeni so bili tudi
integrirani GPS, barometer in sˇtevec korakov.
4.3 Potek testiranja
Testiranje funkcionalnosti
Pri testiranju funkcionalnosti smo se osredotocˇili na pravilnost delovanja apli-
kacije. Testirali smo navigacijo med aktivnostmi in interakcije z ostalimi
elementi aplikacije, proces zajema poti, shranjevanje pridobljenih podatkov
v datoteko in njihov prikaz. Pri testiranju navigacije med aktivnostmi smo
preverjali povezave v glavnem meniju in obvestilih, ki se lahko pojavijo med
delovanjem. Pri zajemu poti smo preverjali pravilnost prikaza podatkov v
realnem cˇasu in strukturo datoteke, v kateri so podatki shranjeni po opravlje-
nem zajemu. Pri prikazu podatkov smo testirali delovanje filtrov, ki dolocˇajo
prikaz vsebine in pravilnost prikaza podatkov, zemljevida in grafov v podrob-
nem pregledu posamezne zajete poti.
Testiranje stabilnosti med prekinitvami
Med delovanjem aplikacije se lahko pojavijo razlicˇne prekinitve, ki jih lahko
sprozˇi operacijski sistem, druge aplikacije, ki delujejo v ozadju, ali sam upo-
rabnik. Osredotocˇili smo se na nekatere pogostejˇse prekinitve, kot so spreje-
manje in posˇiljanje sporocˇila, sprejem prihajajocˇega klica, prehod aplikacije
v ozadje, delovanje v stanju pripravljenosti mobilne naprave in nacˇinu za
varcˇevanje z energijo (angl. Stamina Mode). Testiranje smo izvedli tako,
da smo med delovanjem aplikacije na razlicˇnih mestih sprozˇili prekinitve. Iz
druge naprave smo poslali sporocˇilo SMS in opravili klic. Za testiranje pre-
hajanja aplikacije v ozadje smo med delovanjem pognali aplikacijo Gmail in
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predvajalnik glasbe, nato pa v ospredje ponovno postavili testirano aplika-
cijo in preverili delovanje. Prav tako smo med delovanjem postavili mobilno
napravo v stanje pripravljenosti in v nastavitvah spremenili porabo baterije.
Testiranje odzivnosti v primeru napake
Pri testiranju odziva aplikacije na napake smo se sˇe posebej osredotocˇili na
izpad signala GPS in prekinitev internetne povezave. Dolocˇene funkcional-
nosti aplikacije so odvisne od internetne povezave, zato je ustrezna odzivnost
v primeru taksˇne napake kljucˇna, saj na dolocˇenih predelih kljub dobri po-
kritosti mobilnih omrezˇij prihaja do izgube povezave. Za GPS predstavljajo
najvecˇjo oviro predori, kjer je izguba satelitskega signala neizogibna. Testi-
ranje smo izvedli tako, da smo med zajemom poti simulirali izpad internetne
povezave s prekinitvijo podatkovnega prometa. Izpad signala GPS pa smo
testirali z vozˇnjo skozi predor Golovec (622 m) na ljubljanskem avtocestnem
obrocˇu. Testirali smo tudi obvestila, ki jih aplikacija posreduje med izva-
janjem ostalih aktivnosti. Testirali smo primere, kot so poskus zajema poti
brez omogocˇene uporabe lokacije, zapis znacˇke NFC brez omogocˇene uporabe
NFC storitev in izhod iz aktivnosti za zajem poti brez shranjevanja.
4.4 Rezultati in ugotovitve testiranja
Aplikacija je vecˇino testiranj opravila uspesˇno. Pri testiranju funkcionalnosti
nismo odkrili vecˇjih nepravilnosti. Med navigacijo po glavnem meniju smo
ugotovili, da se dolocˇeni elementi uporabniˇskega vmesnika vecˇkrat nalozˇijo
ob zaporedni izbiri iste opcije menija. Tezˇavo smo odpravili z dodatnim
preverjanjem pred zamenjavo fragmenta, ki prikazuje vsebino. Obvestila, ki
se pojavijo ob dolocˇenih interakcijah, delujejo brezhibno. Prikaz podatkov
med zajemom poti deluje brezhibno. Zajeti podatki se pravilno shranjujejo
v datoteko po opravljenem zajemu. Pri zapisu datoteke v pomnilnik naprave
smo ugotovili nepravilnost, ki sicer ni povezana s samo programsko kodo.
Shranjene datoteke namrecˇ niso bile vidne ob priklopu mobilne naprave na
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racˇunalnik z uborabo kabla USB. Tezˇavo je povzrocˇal protokol MTP (angl.
Media Transfer Protocol), ki ne zazna programsko ustvarjenih datotek [2].
Tezˇavo smo odpravili z uporabo objekta tipa MediaScannerConnection, ki
takoj po zapisu datoteke izvede ponastavitev razpolozˇljivih datotek. Filtri-
ranje prikaza vsebine in podrobni pregled posamezne poti deluje brez tezˇav.
Pri testiranju stabilnosti med prekinitvami nismo odkrili nobenih nepravilno-
sti pri prehodu aplikacije v ozadje ali pri prejemanju sporocˇil SMS in klicev.
Aplikacija nemoteno deluje, tudi ko je naprava v stanju pripravljenosti. Na
delovanje je vplival le nacˇin za varcˇevanje energije, ki sicer ne ovira nobene
funkcionalnosti aplikacije, vendar nekoliko upocˇasni prikaz gradnikov upo-
rabniˇskega vmesnika.
V primeru napake med zajemom poti aplikacija deluje nemoteno. Izpad
internetne povezave vpliva na natancˇnost izracˇuna nadmorske viˇsine in pri-
kaz temperature. Oba podatka sta namrecˇ odvisna od podatkov vmesnika
OpenWeatherMap. V takem primeru bo aplikacija nadaljevala z uporabo za-
dnjih pridobljenih podatkov in ob naslednjem intervalu ponovno poskusˇala
pridobiti svezˇe podatke. Tudi ob izpadu signala GPS se delovanje aplikacije
ne prekine. Zajem lokacije se nadaljuje takoj, ko naprava ponovno sprejme
podatke od satelitov. Pri vozˇnji skozi predor se izracˇuna razdalja med zadnjo
lokacijo pred zacˇetkom predora in prvo lokacijo izven predora. Napaka pri
izracˇunu razdalje je odvisna od oblike predora (predor z ovinkom ima vecˇjo
napako).
Tudi zapis znacˇke deluje pravilno. Cˇe znacˇka ne podpira sporocˇila NDEF,




V diplomski nalogi je predstavljen prototip mobilne aplikacije za spremljanje
poti na osnovi podatkov, pridobljenih z uporabo tehnologije GPS, vgraje-
nih senzorjev in zunanjih vmesnikov (Google Map APIs, OpenWeatherMap
API). Aplikacija med izvajanjem poti belezˇi podatke v realnem cˇasu ter jih
po koncˇanem spremljanju zapiˇse v datoteko. Na osnovi shranjenih podat-
kov prikazˇe zgodovino gibanja in omogocˇa izvedbo analize posameznih poti.
Poleg razvoja aplikacije smo predstavili tudi uporabljene tehnologije, imple-
mentacijo algoritmov ter postopek in rezultate testiranja.
Poseben izziv pri razvoju aplikacije je predstavljal podatek o nadmorski viˇsini
posameznih lokacij, ki jih posreduje GPS. Njihova nadmorska viˇsina je na-
mrecˇ dolocˇena kot odmik od elipsoide v referencˇnem modelu WGS-84 (angl.
WGS-84 Reference Ellipsoid). Ugotovili smo, da je izracˇun realne nadmorske
viˇsine na osnovi odmika procesorsko prevecˇ zahteven za izvedbo na mobilni
napravi v realnem cˇasu. Nadmorsko viˇsino bi lahko pridobili z uporabo enega
od spletnih vmesnikov, na primer Google Maps Elevation, vendar bi s tem
bistveno povecˇali odvisnost aplikacije od internetne povezave, cˇemur smo se
poskusˇali izogniti. Zato smo za izracˇun uporabili hipsometricˇno enacˇbo, ki
deluje na osnovi temperature in zracˇnega pritiska. Na ta nacˇin smo zago-
tovili izracˇun nadmorske viˇsine z zadovoljivo natancˇnostjo in minimizirali
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odvisnost aplikacije od internetne povezave.
Pozornost smo namenili tudi optimizaciji datoteke, v kateri so shranjeni po-
datki poti. Ugotovili smo, da najvecˇ prostora zavzame zapis geografskih
koordinat. Koordinata je definirana z zemljepisno sˇirino in dolzˇino. Gre za
dve predznacˇeni decimalni sˇtevili, kjer za zapis vsakega potrebujemo pov-
precˇno trinajst znakov. Cˇe uposˇtevamo sˇe dejstvo, da so vrednosti zapisane
v obliki parov kljucˇ/vrednost (angl. Key/Value), se sˇtevilo znakov sˇe povecˇa.
Zapis geografskih koordinat smo zato kodirali z uporabo kompresijskega al-
goritma in s tem ucˇinkovito zmanjˇsali povprecˇno velikost datoteke.
Pomemben del aplikacije predstavlja tudi uporabniˇski vmesnik. Aplikacija
lahko brez tezˇav deluje v ozadju, vendar med spremljanjem poti omogocˇa
prikaz opravljene razdalje, cˇasa trajanja, nadmorske viˇsine, smeri potovanja,
temperature ter sˇtevilo opravljenih korakov in tempa pri teku oziroma hoji v
realnem cˇasu. Prav tako smo z ustrezno izbiro gradnikov poskusˇali prikazati
rezultate analize poti. Uporabniˇski vmesnik temelji na principu ”Material
Design”. Gre za nacˇin izdelave vmesnika, ki omogocˇa enotno uporabniˇsko
izkusˇnjo na razlicˇnih platformah in velikostih mobilnih naprav. Omogocˇa
tudi uporabo naprednih gradnikov, ki jih starejˇse razlicˇice Androida ne pod-
pirajo. V uporabniˇski vmesnik so vkljucˇeni tudi zemljevid Google Map, ki
izriˇse opravljeno pot, ter stolpni in linearni grafi, ki so izrisani z uporabo
zunanje knjizˇnice MPAndroidChart.
Razvita aplikacija predstavlja uspesˇno zasnovan prototip, ki bi ga potenci-
alno lahko prilagodili za razlicˇne primere uporabe. Obstaja vecˇ mozˇnosti za
nadaljni razvoj, optimizacijo in dodajanje novih funkcionalnosti. Med spre-
mljanjem teka in hoje bi lahko z uporabo zunanjega merilca spremljali srcˇni
utrip in na njegovi osnovi natancˇneje izracˇunali sˇtevilo porabljenih kalorij.
Trenutno se ta podatek po koncˇanem spremljanju priblizˇno izracˇuna glede na
porabljeni cˇas, telesno tezˇo in vrednost MET (angl. Metabolic equivalent).
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S tem bi aplikacijo lahko prilagodili za spremljanje razlicˇnih fizicˇnih aktiv-
nosti. Druga mozˇnost nadgradnje je usmerjena v podrocˇje avtomobilizma.
Spremljanje vozˇnje bi lahko nadgradili z uporabo adapterja OBD (angl. On-
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