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Opinnäytetyö tehtiin osaopinnäytetyömallin mukaan, jossa työn kokonaisuus 
jaettiin kolmeen osaan. Ensimmäisessä opinnäytetyön osassa tutkittiin LTE-
verkkoteknologian kehittymistä 4G-standardin mukaiseksi 
matkapuhelinverkkoteknologiaksi. Työssä tarkkailtiin ITU-R:n IMT-Advanced-
spesifikaation asettamia 4G-vaatimuksia ja Release 10:n mukaisen LTE-
Advancedin kykyä täyttää nämä vaatimukset. Työssä tutustuttiin muun muassa 
MIMO ja Carrier Aggregation -teknologioiden hyödyntämiseen.  
 
Opinnäytetyön toisessa osassa selvitettiin, kuinka matkapuhelinverkkoa 
voidaan hyödyntää Android-sovelluksessa. Työssä tarkkailtiin sovelluksen 
aloitusvaiheesta alkaen eri näkymien suunnittelu, tiedon paikallis- ja 
etätallentamisvaiheet ja verkkoyhteyden hyödyntämiseen vaaditut vaiheet. Työn 
aihe valittiin Dublin Institute of Technologyssa vietetyn vaihtovuoden aikana 
suoritetun Mobile Software Development -kurssin innoittamana. 
 
Viimeisessä työn osassa suunniteltiin ja toteutettiin verkkopalvelin ja sen 
kanssa kommunikoiva Android-sovellus. Sovelluksessa voidaan mitata 
ympärillä olevia WiFi-verkkoja ja Bluetooth-laitteita, joiden tiedot voidaan 
tallentaa paikallis- ja etätietokantoihin. Sovellus lähettää mittaukset C++:lla 
ohjelmoidulle verkkopalvelimelle, joka käsittelee mittaustulokset ja lähettää ne 
kolmelle tietokannalle. Työssä hyödynnettävät teknologiat sisältävät muun 
muassa Java- ja C++-ohjelmakoodia, Linuxin ja Dockerin virtuaaliympäristöjä ja 
HTTP-, IP- ja TCP-protokollilla suoritettua kommunikaatiota.  
 
Opinnäytetyö kokonaisuudessaan tarjosi erilaisia työskentelytapoja osien 
erilaisuuksien vuoksi. Ensimmäisen ja toisen osan kirjallisen osuuden jälkeen 
kolmas osa sisälsi suurimmaksi osaksi käytännön toteutusta. Työssä opittiin eri 
teknologioista, protokollista ja järjestelmien rakenteista.  
 
 
Avainsanat: LTE, 3GPP, Android, Java, C++, HTTP, MySQL, virtualisointi   
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The thesis was done in three parts. The first part analyzes LTE technology’s 
evolution to fill requirements of 4G-standard. In the document it is inspected 
what kind of requirements ITU-R has set to IMT-Advanced specification for 4G 
technologies and how Release 10 LTE-Advanced could fill these. MIMO and 
Carrier Aggregation technologies are also looked into.  
 
In the second part of the thesis it is examined how mobile network could be 
used in Android application. The subjects consisted of layout designing, use of 
local and external databases and web server communication. Inspiration for the 
topic came from Mobile Software Development course which was held in Dublin 
Institute of Technology during an exchange year.  
 
An Android application which communicates with web server was designed and 
implemented in the last part of the thesis. In the application it is possible to 
measure surrounding WiFi networks and Bluetooth devices and store the 
measurements into local and external databases. The application sends 
measurements to a C++ web server which handles and stores the 
measurements into three different databases. Tecnologies used in the software 
include Java and C++ coding, virtualization of Linux and Docker and 
communication done using HTTP, IP and TCP-protocols.  
 
The thesis offered different kind of working methods due the diversity of each 
part. After the literary phase of first and seconds parts the third part mostly 
consisted of practical work. Thesis taught about different technologies, 
protocols and structures of systems’.  
 
 
Keywords: LTE, 3GPP, Android, Java, C++, HTTP, MySQL, Virtualization  
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1 JOHDANTO 
Opinnäytetyön jakaminen kolmeen osaan oli tietotekniikan koulutusohjelman 
opinnäytetyökokeilu, joka aloitettiin 2014 keväällä. Tuolloin suoritettiin työn 
ensimmäinen osa, johon tuli löytää aihe aikaisempien vuosien opintojen 
perusteella. Toinen osa tuli suorittaa kolmannen opintovuoden keväällä, joka 
vaihto-opiskeluvuoden takia työstettiin etänä. Viimeisen osan dokumentaatio 
valmistui neljännen opintovuoden syksyllä. Tämän osan ohjelmistokoodi 
valmistui kolmannen ja neljännen vuoden aikana.  
Työn ensimmäisen osan tuli olla tutkiva selvitystyö, jossa perehdytään opintojen 
aikana esille tulleeseen mielenkiintoiseen aiheeseen. Apua aiheen valintaan toi 
esimerkkiaiheluettelo, jonne oli lueteltu aiheita tietotekniikan eri alueilta. Näiden 
esimerkkien perusteella sai myös kuvan ensimmäisen osan kokonaisuudesta, 
mikä helpotti oman aiheen keksimistä. Tavoitteena oli monipuolisten lähteiden 
hyödyntäminen ja systemaattinen tiedonhaku.  
Toisena osana tuli tehdä soveltava työ, jossa perehdyttiin esimerkiksi alan 
menetelmään tai työkaluun. Mahdollisuutena oli myös laatia demo 
opinnäytetyöosan tuotoksena. Ensimmäisessä osassa tehty dokumentaatio, 
tiedonhaku ja kirjoitusprosessi tukivat tämän osan työskentelyä. 
Kolmanteen osaan pystyi valitsemaan aiheen harjoitteluprojekteista, 
yrityslähtöisestä työstä tai täysin omasta ideasta. Työskentelyn tuli olla 
edellisten osien oppimisen perusteella itsenäistä.  
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2 ENSIMMÄISEN OSAN ESITTELY 
LTE:n kehitys 4G-matkapuhelinverkkoteknologiaksi -opinnäytetyöosan aihe 
valittiin silloisen opiskelun ohessa tehtävän työn innoittamana. Anite Finlandilla 
kesätyöstä opintoihin jatkuneen työn tehtävissä tutkittiin paljon 
matkapuhelinverkkojen ja niitä käyttävien langattomien päätelaitteiden 
ominaisuuksia. Erityisesti LTE-verkkojen ominaisuudet, kehitys ja tulevaisuuden 
näkymät vaikuttivat mielenkiintoisilta aiheilta.  
Työn tavoitteena oli perehtyä 4G:ksi virheellisesti kutsutun LTE Release 8:n 
ominaisuuksiin, sekä ITU-R:n IMT-Advancedin 4G-spesifikaation oikeisiin 
vaatimuksiin. Yksi tavoite oli osoittaa, kuinka LTE tulee täyttämään 4G:n 
vaatimukset vasta LTE Release 10:ssä LTE Advancedina. Vertailukohteina 
verkoista oli muun muassa uplink- ja downlink-nopeudet, spektritehokkuus ja 
kaistanleveys. Lisäksi työssä tutustuttiin MIMO- ja Carrier Aggregation 
-teknologioihin.  
Ensimmäisestä osasta lopputuloksena oli tutkiva kirjallinen dokumentti, jossa 
tuotiin perustelevasti esille jokainen fakta. Lähteinä ja viitteinä käytettyjen 
3GPP:n ja ITU-R:n spesifikaatioiden tutkiminen vaati aluksi laajaa perehtymistä 
dokumenttien sisältöön. Tiedonetsintäprosessi oli mielenkiintoista ja asioiden 
ymmärtämisen jälkeen palkitsevaa. Työssä opittiin yksityiskohtaisesti LTE:n 
hyödyntämistä teknologioista.  
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3 TOISEN OSAN ESITTELY 
Android-sovelluksen kehitysvaiheet tiedonsiirtoon ja -tallennukseen  
-opinnäytetyönosa suoritettiin Mobile Software Development -kurssin loputtua. 
Toisen osan aihe päätettiin kurssin loppupuolella, kun 
matkapuhelinsovelluskehitys alkoi sujua ja herättää mielenkiintoa. Työtä 
kirjoitettaessa ohjelmoitiin myös shakkipeliä Androidille Team Project -kurssin 
projektityönä. Molemmat kurssit tukivat vahvasti opinnäytetyöosan rakennetta. 
Näiden perusteella oli jo selvillä selkeä prosessi sovelluskehityksen kulusta. 
Toisen osan tavoitteena oli tuoda esille Android-sovelluksen tärkeimmät 
kehitysvaiheet. Aihealueita jouduttiin rajaamaan reilusti työmäärän vuoksi, 
jolloin lopullisiksi aiheiksi päätyivät sovelluksen komponentit, näkymät ja tiedon 
tallentaminen. Tiedon tallennuksessa perehdyttiin paikallis- ja etätietokantojen 
käyttöön, joista jälkimmäinen vaatii myös verkkopalvelimen käyttöä. 
Kommunikointi verkkopalvelimen ja matkapuhelimen välillä läpikäytiin HTTP-
protokollan viestien lähettämisen mukaisesti.  
Lähdekirjallisuutta tutkiessa pääsi syventymään Androidin rakenteeseen entistä 
tarkemmin. Luettujen artikkelien avulla sai uusia näkökulmia erilaisien 
sovelluksien kehittäjiltä. Muutamia kertoja jouduttiin palaamaan myös omien 
sovelluksen ohjelmistokoodia tarkastelemaan parempien ohjelmistoratkaisujen 
esiin tullessa. Lopputuloksena toisesta osasta oli selkeärakenteinen informoiva 
dokumentti.  
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4 KOLMANNEN OSAN ESITTELY 
Android-sovelluksen ja verkkopalvelimen ohjelmistokehitys -opinnäytetyöosan 
aiheeseen päädyttiin toista osaa kirjoittaessa. Vaihto-opiskeluvuoden aikana 
suoritettujen Client Serving Programming- ja Cloud Computing -kurssien jälkeen 
mielenkiintoa olivat herättäneet verkkopalvelimien ohjelmointi ja pilvipalveluiden 
hyödyntäminen. Aikaisemmin valmistunutta Andoid-mittaussovellusta päädyttiin 
laajentamaan lisäämällä ulkoisen tietokannan käyttömahdollisuus. 
Tarkoituksena oli luoda yleinen tietopankki, jonne kaikki käyttäjät voivat lähettää 
mittaustuloksensa muiden nähtäväksi.  
Työn tavoitteena oli tehdä Android-sovellus ja verkkopalvelin, jotka voivat 
kommunikoida keskenään sujuvasti. Verkkopalvelimen ohjelmisto haluttiin 
ohjelmoida kokonaan itse, eikä mitään valmiita ratkaisuja lähdetty 
hyödyntämään. Matkapuhelinsovelluksen tuli voida lähettää tuhansia 
mittaustuloksia kerralla verkkopalvelimelle, jonka tehtävänä oli käsitellä tulokset 
ja tallentaa ne useisiin tietokantoihin. Sovelluksen järjestelmäkokonaisuus 
koostui mittaussovelluksesta, kahdesta verkkopalvelimesta ja kolmesta 
ulkoisesta tietokannasta. Verkkoliikenne matkapuhelimen ja verkkopalvelimen 
välillä haluttiin toteuttaa HTTP-protokollan mukaan. 
Kolmannen osan ohjelmiston teko oli erittäin suuri prosessi. C++-ohjelmoinnin 
opettelu aikaisemman C-ohjelmoinnin päälle toi hieman ongelmia, mutta 
onnistui sujuvasti. Androidin Java-ohjelmointi onnistui erittäin helposti. 
Dokumenttiosuutta työstäessä ohjelmiston tarkkailu tuli tehdä joissain kohdin 
menemättä tarkemmin yksityiskohtiin aiherajauksen vuoksi. Lopputuloksena 
sovelluksesta saatiin nykyaikaisia palveluita ja tekniikoita hyödyntävä toimiva 
kokonaisuus.  
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5 YHTEENVETO 
Opinnäytetöiden vaikutus ammatilliseen osaamiseen on ollut nähtävissä 
koulutuksen aikana. Ensimmäisen osan tuoma perehdytys LTE-verkkojen 
ominaisuuksiin on tukenut sekä opintoja että työelämää. Työssä verkkojen 
vertailuun valitut parametrit ovat tuoneet ymmärrystä myös muiden 
verkkoteknologioiden opiskeluun. Spesifikaatioiden tutkiminen paransi 
tiedonhakua sekä teknisten dokumenttien lukutaitoa.  
Toisen osion toteutus paransi projektien kokonaisuuksien näkemistä ja selkeän 
rakenteen luomista. Työssä tarvittu aihealueiden priorisointi ja rajaus vaativat 
laajaa tiedonhakua ja luonnoksien hahmottamista. Android-sovelluskehityksen 
vaiheita tutkiessa perehdyttiin useiden kehittäjien neuvoihin ja näkökulmiin, 
jotka toivat laajempaa ymmärrystä aiheeseen.  
Viimeinen osio toi suurimman vaikutuksen ammatilliseen osaamiseen. 
Sovelluksen eri osioiden integrointi vaati alusta pitäen selvää suunnitelmaa 
kokonaisuudesta. Työssä kohdatut ongelmat paransivat ohjelmointitaitoja sekä 
teknistä ymmärrystä ja osaamista. Erilaisten pilvipalveluiden hyödyntäminen 
omassa sovelluksessa toi esille mahdollisuuksia muun muassa resurssien 
skaalaukseen ja kulujen minimointiin. Oman verkkopalvelimen ohjelmointi 
pakotti tutustumaan tarkemmin HTTP-, IP- ja TCP-protokollien toimintaan. 
Lopullinen toimiva sovellus rohkaisi hakemaan uusiin työtehtäviin uuden 
työpaikan muodossa.  
Kolmen osaopinnäytetyön kirjoittaminen ei ollut parempi vaihtoehto 
alkuperäisestä kokonaisesta opinnäytetyöstä. Työn valmistuttua kokonaisuutta 
katsoessa näkee, että ensimmäinen osio on tehty heikommalla osaamisella 
kuin kaksi viimeistä, eikä sen aihe liity läheisesti muihin osiin. Toista ja kolmatta 
osiota suorittaessa aihealuetta tuli rajata reilusti, jotta sivumäärät pysyisivät 
rajoissa.  
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Koulun tarjoamaa kirjallisuutta oli tarjolla erittäin hyvin. Pääsyä suljettuihin 
verkkolähteisiin ja tietokantoihin hyödynnettiin kirjallisissa osissa paljon. 
Ensimmäistä osaa työstäessä yllätti positiivisesti myös koulun kirjaston 
suostumus tilata matkapuhelinverkkoteknologioista kertova nykyaikainen teos. 
Kolmannen osion resursseihin kuuluvat virtuaalipalvelinympäristöt saatiin 
käyttöön Dublin Institute of Technologylta, mikä säästi huomattavasti 
kehityskuluja.  
Osaopinnäytetyön tekeminen saattaa sopia hyvin osalle oppilaista, mutta toisen 
vuoden keväällä voi olla hankala nähdä työn kokonaisuutta. Jatkossa olisi hyvä 
tarjota opiskelijoille mahdollisuus valita tämän ja alkuperäisen 
opinnäytetyötavan väliltä.  
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LYHENTEET 
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1 JOHDANTO 
Neljännen sukupolven matkapuhelinverkkoteknologia LTE ei vastannut 4G- stan-
dardin mukaisia vaatimuksia. LTE-Advanced kehitettiin, jotta nämä vaatimukset 
saataisiin täytettyä. Se tuo mukanaan paljon uusia ominaisuuksia normaalin 
LTE:n päälle. LTE-Advanced on otettu käyttöön vain muutamissa tukiasemissa 
Suomessa viimeisimpien vuosien aikana.   
Opinnäytetyön ensimmäisessä osassa käydään läpi neljännen sukupolven mat-
kapuhelinverkkoteknologian LTE-Advancedin tuomia uusia fyysisen kerroksen 
parannuksia. Työssä tarkastellaan myös 4G-standardin vaatimuksia ja LTE:n ky-
kyä täyttää nämä. Lopuksi käydään läpi LTE-Advancedin tapoja saavuttaa 4G:n 
vaatimukset.  
Työn aihe on valittu oman mielenkiinnon takia. Aihetta ei ole oppitunneilla opis-
keltu, joten työssä tulee uuden asian opiskelua. Lisäksi LTE-Advanced on ai-
heena moderni ja tulevaisuuden kannalta tärkeä.             
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2 LTE JA 4G  
ITU-R (International Telecommunication Union Radiocommunication Sector) 
määrittelee kansainvälisiä radioliikenteen standardeja. IMT-Advanced (Internati-
onal Mobile Telecommunications Advanced) on ITU-R:n tekemä vaatimusmääri-
telmä IMT-2000:n jälkeisille matkapuhelinverkoille. (Dahlman – Parkvall – Sköld 
2011, 5.) 
LTE (Long Term Evolution) on 3GPP:n (3rd Generation Partnership Project) ke-
hittelemä matkapuhelinverkkoteknologiastandardi. 3GPP:n takana on useita eri 
tahoja, jotka päättävät yhteisesti standardeille asetettavista vaatimuksista. 
(Holma – Toskala 2009, 13.) 
2.1 4G: IMT-Advanced 
ITU-R:n mukaan matkapuhelinverkkotekniikoita, jotka täyttävät IMT-Advancedin 
vaatimukset, voidaan kutsua neljännen sukupolven matkapuhelinverkkoteknii-
koiksi (Dahlman – Parkvall – Sköld 2011, 5). Alla on listattu IMT-Advancedin ylei-
siä vaatimuksia: 
 maailmanlaajuinen toiminnan yhteensopivuus säilyttäen tuki useille pal-
veluille ja applikaatioille kustannustehokkaasti 
 palveluiden yhteensopivuus IMT:n ja kiinteiden verkkojen välillä 
 toimivuus muiden verkkotekniikoiden kanssa 
 matkapuhelinpalveluiden korkealaatuisuus 
 laitteiden maailmanlaajuinen käyttömahdollisuus 
 käyttäjäystävällisyys applikaatioissa, palveluissa ja laitteissa 
 maailmanlaajuinen mahdollisuus verkkovierailulle 
 maksiminopeuden parantaminen tukemaan kehittyneitä palveluita ja ap-
plikaatioita: 100 Mbit/s liikkuessa ja 1 Gbit/s paikallaan ollessa (ITU-R 
M.2134. 2008, 2). 
Liite 1 
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Lisäksi IMT-Advancedille on määritelty tarkempia minimivaatimuksia. Spektrilli-
sen tehokkuuden minimivaatimukseksi on määritetty 15 bit/s/Hz downlink-suun-
nassa ja 6,75 bit/s/Hz uplink-suunnassa. Kaistanleveyden minimivaatimus on 40 
MHz, joka voidaan toteuttaa käyttämällä useita kantoaaltoja. Kaistanleveyden tu-
lee olla myös skaalautuva. Vasteaika idle-tilasta saa olla maksimissaan 100 ms. 
Aktiivitilassa olevan laitteen vasteaika saa olla maksimissaan 10 ms. (ITU-R 
M.2134. 2008, 5–6.) 
Lokakuussa 2008 ITU-R päätti, että IMT-Advancedin ensimmäiseen julkaisuun 
tulee kaksi verkkoteknologiaa: 802.16m -spesifikaatioon perustuva Wireless-
MAN-Advanced ja LTE Release 10 eli LTE-Advanced (kuva 1). (Dahlman – Park-
vall – Sköld 2011, 5.)  
 
KUVA 1. IMT-Advancedin ensimmäisen julkaisun verkkoteknologiat (Dahlman – 
Parkvall – Sköld 2011, 6) 
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2.2 LTE 
LTE-tekniikkaa kutsutaan usein termillä 4G, vaikkei se täytä IMT-Advancedin 
vaatimuksia. Tästä syystä useat tahot ovatkin alkaneet kutsumaan sitä 3.9G:ksi. 
(Dahlman – Parkvall – Sköld 2011, 1.)  
Vuonna 2008 julkaistu LTE Release 8 yltää seuraaviin ominaisuuksiin: 
 maksimi downlink-nopeus 300 Mbit/s 
 maksimi uplink-nopeus 75 Mbit/s 
 vasteaika idle-tilasta 50 ms 
 vasteaika aktiivitilasta 4,9 ms 
 kaistanleveys maksimissaan 20 MHz 
 spektritehokkuus 16 bit/s/Hz downlink-tiedonsiirrossa 
 spektritehokkuus 4 bit/s/Hz uplink-tiedonsiirrossa (Parkvall – Furuskär 
– Dahlman 2011, 86). 
Yllä olevat ominaisuudet ovat saavutettavissa LTE UE (User Equipment) Cate-
gory 5 -laitteilla käyttämällä 4x4 MIMO -antennitekniikkaa (Multiple In Multiple 
Out). (3GPP TS 36.306 V8.9.0. 2013, 8.) 
Jo näistä ominaisuuksista nähdään, että LTE Release 8 ei kata kaikkia IMT-Ad-
vancedin vaatimuksia, eikä sitä näin ollen voida kutsua neljännen sukupolven 
matkapuhelinverkkoteknologiaksi.  
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3 LTE-A OMINAISUUDET 
3GPP:n kehittämä LTE Release 10:n yksi tärkeä tavoite oli varmistaa, että LTE 
täyttäisi IMT-Advancedin vaatimukset. Kun LTE Release 10 toimitettiin IMT-Ad-
vanced-ehdokkaaksi ITU-R:n arviointiin, se nimettiin LTE-Advancediksi (Dahl-
man – Parkvall – Sköld 2011, 5). LTE-A tuo aikaisempien LTE Release 8:n ja 
LTE Release 9:n päälle uusia ominaisuuksia ja näin ollen säilyttää yhteensopi-
vuuden aikaisempien versioiden kanssa. Näitä uusia ominaisuuksia ovat muun 
muassa parannettu tuki erilaisille antennitekniikoille, kantoaaltojen yhdistäminen, 
useamman solukerroksen päällekkäin asettelu ja verkon solmukohtien linkittämi-
nen. (Parkvall – Furuskär – Dahlman 2011, 85.) 
LTE-Advancedin tavoite täyttää IMT-Advancedin vaatimukset on otettu huomioon 
3GPP:n määrittelemässä spesifikaatiossa. Minimivaatimukseksi on asetettu IMT-
Advancedin vaatima maksiminopeus 1 Gbit/s päätelaitteen ollessa paikallaan ja 
100 Mbit/s liikkuessa. LTE-Advancedin tavoitteeksi on kuitenkin asetettu maksi-
minopeus 1 Gbit/s downlink-suunnassa ja 500 Mbit/s uplink-suunnassa. (3GPP 
TR 36.913 V8.0.0. 2008, 8.) 
LTE-Advanced yltää seuraaviin ominaisuuksiin: 
 maksimi downlink-nopeus 3 Gbit/s 
 maksimi uplink-nopeus 1,5 Gbit/s 
(3GPP TS 36.306 V10.11.0. 2013, 9.) 
 vasteaika idle-tilasta 50 ms 
 vasteaika aktiivitilasta 4,9 ms 
 kaistanleveys maksimissaan 100 MHz 
 spektritehokkuus 30 bit/s/Hz downlink-tiedonsiirrossa 
 spektritehokkuus 16,1 bit/s/Hz uplink-tiedonsiirrossa 
Yllä olevat ominaisuudet ovat saavutettavissa LTE UE Category 8 -laitteilla käyt-
tämällä 8x8 MIMO -antennitekniikkaa ja viiden kantoaallon yhdistämistä. (Park-
vall – Furuskär – Dahlman 2011, 86.) 
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3.1 Uudet UE-kategorialuokat 
LTE UE Category on parametri, jolla määritetään useampia päätelaitteen fyysi-
sen kerroksen ominaisuuksia kerralla. Laite ilmoittaa signaloinnissaan verkolle 
kategorialuokkansa, kun se liittyy LTE-verkkoon. UE-kategorian määräämät omi-
naisuudet voitaisiin kaikki ilmoittaa erikseenkin, mutta rajoittaakseen useita eri 
parametrivariaatioita nämä ominaisuudet ilmoitetaan yhden luvun avulla. Tällä 
estetään myös epäkäytännöllisien parametrivariaatioiden käyttämistä. UE Cate-
gory on käytännöllinen parametri, jolla voidaan helposti erottaa korkean ja mata-
lan tason laitteet toisistaan. (Dahlman – Parkvall – Sköld 2011, 106.) 
LTE Release 8:ssa on käytössä viisi UE-kategorialuokkaa, joista viides yltää 
muun muassa maksiminopeuksiin 300 Mbit/s downlink-suunnassa ja 75 Mbit/s 
uplink-suunnassa. LTE-Advanced sisältää kolme uutta UE-kategoriaa, joista UE 
Category 8 yltää maksiminopeuksiin 3 Gbit/s downlink-suunnassa ja 1,5 Gbit/s 
uplink-suunnassa. Kuvissa 2 ja 3 on esitetty UE-kategoriat ja näiden määräämät 
ominaisuudet. (3GPP TS 36.306 V10.11.0. 2013, 9.) 
KUVA 2. UE-kategorian määräämät fyysisen kerroksen downlink-parametrit 
(3GPP TS 36.306 V10.11.0. 2013, 9) 
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KUVA 3. UE-kategorian määräämät fyysisen kerroksen uplink-parametrit (3GPP 
TS 36.306 V10.11.0. 2013, 9) 
Kategorialuokan 8 laitteiden on ilmoitettava olevansa myös kategorian 5 laitteita, 
ja kategorian 6 ja 7 laitteiden kategorian 4 laitteita (3GPP TS 36.306 V10.11.0. 
2013, 9). Tämän avulla säilytetään yhteensopivuus aikaisempien LTE Release -
versioiden kanssa. Käyttäessä esimerkiksi UE-kategorialuokan 6 laitetta ver-
kossa, joka on rakennettu LTE Release 8:n mukaan, se ilmoittaa verkolle ole-
vansa luokan 4 laite.  
Vaikka UE-kategoria määrittelee tilallisen limityksen kerrosten maksimilukumää-
rän, se ei vielä määrää laitteen antennien lukumäärää. Vaikka laite olisi UE-kate-
gorialuokan 4 laite, se voi silti vastaanottaa tietoa neljän antennin kautta (Dahl-
man – Parkvall – Sköld 2011, 107). Yhdistettyjen kantoaaltojen kaistakombinaa-
tioiden tilallisen limityksen kerrosten lukumäärät ilmoitetaan signaloinnissa erilli-
senä viestinä (3GPP TS 36.306 V10.11.0. 2013, 11).  
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3.2 Kantoaaltojen yhdistäminen  
LTE Release 8:ssa määritetyt kantoaaltojen 1.4, 3, 5, 10, 15 ja 20 MHz kaistan-
leveydet ovat käytössä myös LTE-Advancedissa (Anritsu 2013, 19). Tämä takaa 
yhteensopivuuden molempiin suuntiin. IMT-A vaatimuksissa on kuitenkin määri-
tetty kaistanleveysvaatimukseksi 40 MHz. Tämä saadaan käyttämällä useampaa 
kantoaaltoa samanaikaisesti, jolloin maksimikaistanleveys kasvaa jopa 100 
MHz:iin asti. Kuvassa 4 on havainnollistettu usean 20 MHz:n kantoaallon yhdis-
tämistä. Useamman kantoaallon yhdistäminen on mahdollista sekä downlink- 
että uplink-tiedonsiirroille (3GPP TS 36.101 V10.18.0 2015, 25).   
 
KUVA 4. LTE-Advanced-päätelaitteella 100 MHz:n kaistanleveys käyttämällä 
viittä Release 8:n mukaista kantoaaltoa (Holma – Toskala 2009, 13) 
LTE Advancedissa yksi laite voi käyttää yhtäaikaisesti jopa viittä eri kantoaaltoa, 
jotka voivat olla samalla tai eri kaistalla. Samalla kaistalla olevia kantoaaltoja voi-
daan käyttää, vaikka niiden taajuusalueet eivät olisi vierekkäin. Edes käytettävien 
kantoaaltojen kaistanleveyksien ei tarvitse olla sama. Kuvassa 5 on esitetty kan-
toaaltojen yhdistämisen kolme eri variaatiota. (Anritsu 2013, 19.) 
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KUVA 5. Kantoaaltojen yhdistämisen kolme eri tapaa (Nakamura 2009, 10) 
Teoriassa onnistuva 100 MHz:n kaistanleveys ei ole vielä LTE-standardissa käy-
tössä. LTE Release 10:ssa voidaan käyttää yhtäaikaisesti kahta kantoaaltoa, joi-
den avulla maksimikaistanleveydeksi saadaan 40 MHz (3GPP TS 36.101 
V10.18.0. 2015, 25–26). LTE Release 11:ssa maksimikaistanleveys on sama 40 
MHz, mutta käytössä on useampia eri kaistakombinaatioiden variaatioita (3GPP 
TS 36.101 V11.12.0. 2015, 31–33). Kuitenkin jo Release 12:ssa on käytössä 
maksimikaistanleveytenä 60 MHz, joka on toteutettu käyttämällä kolmea kanto-
aaltoa samanaikaisesti (3GPP TS 36.101 V12.7.0. 2015, 39–49).  
Kantoaaltojen yhdistämistä varten on tehty tarkat rajat, joilla määrätään, kuinka 
monta kantoaaltoa on käytössä, miltä kaistalta kukin on ja kuinka suuri kaistanle-
veys kullakin on käytössä. 3GPP:n TS 36.101 -spesifikaatiossa on määritetty 
kaikki eri kaistakombinaatioiden variaatiot ja ilmoitettu näille kaistanleveysluokat. 
Lisäksi 3GPP:n TS 36.307 -spesifikaatiossa on esiteltynä vastaavan LTE Re-
leasen jälkeen tulleita kaistakombinaatioita, jotka tullaan sisällyttämään seuraa-
vaan LTE Releaseen (3GPP TS 36.307 V10.14.0. 2015, 17).  
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Kuvassa 6 on esitetty kaistanleveysluokat A–F, joilla määritetään muun muassa 
yhdistettyjen kantoaaltojen kokonaiskaistanleveys ja vierekkäisten kantoaaltojen 
lukumäärä.  
KUVA 6. Kantoaaltojen yhdistämiseen määritetyt kaistanleveysluokat A–F 
(3GPP TS 36.101 V12.7.0. 2015, 39) 
Kuvassa 7 on esitetty yksi LTE Release 12:n yhdistettyjen kantoaaltojen kaista-
kombinaatioista. Taulukosta näkee, että yhdistämällä A-luokan takia yhdet kan-
toaallot kaistoilta 1, 3 ja 5 voidaan käyttää useita eri kaistanleveyksiä ja saavuttaa 
maksimissaan 50 MHz:n kaistanleveys. Viimeisessä sarakkeessa näkyvä kais-
tanleveyskombinaatioyhdistelmän arvo määrittelee kantoaalloissa käytettävät 
kaistanleveyden vaihtoehdot.  
KUVA 7. Esimerkki kaistakombinaatioista (3GPP TS 36.101 V12.7.0. 2015, 47) 
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3.3 Parannettu MIMO-antennitekniikka 
LTE:ssä on ollut jo ensimmäisestä julkaisusta lähtien käytössä mahdollisuus 
käyttää useampaa antennia tiedonsiirtoon. Monella antennilla voidaan käyttää 
erilaisia toimintatapoja eri tarkoituksiin, kuten tiedonsiirtonopeuden nostamiseen, 
signaalikohinasuhteen parantamiseen tai signaalin häipymisien estämiseen. 
(Holma – Toskala 2009, 80.) 
Maksimitiedonsiirtonopeuteen vaikuttavassa tilallisessa limityksessä periaat-
teena on jakaa lähetettävä datavirta lähetysantennien kesken erikseen lähetettä-
väksi. Kuvassa 8 on havainnollistettu tilallisen limityksen eri kerrokset omiksi ka-
naviksi. Tilallista limitystä voidaan käyttää, kun signaalikohinasuhde on korkea. 
Käyttämällä 2x2 MIMOa tiedonsiirtonopeus kasvaa kaksinkertaisesti, ja vastaa-
vasti 4x4 MIMOa käyttäessä nelinkertaiseksi. Vastaanottava laite tunnistaa refe-
renssisymboleista, mille antennille mikäkin signaali tulee. (Holma – Toskala 
2009, 80.) 
 
KUVA 8. Tiedonsiirto 8x8 MIMOlla (LTE Advanced (4.5G) Technology Descrip-
tion, 2013) 
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Kuvassa 2 esiteltyjen UE-kategorialuokkien mukaan LTE Release 8 tukee mak-
simissaan 4x4 MIMO -antennitekniikkaa downlink-tiedonsiirron tilallisessa limityk-
sessä. LTE Release 10:ssa antennien maksimilukumääärä nousee jopa 8x8 MI-
MOon downlink-tiedonsiirroille (Qualcomm 2014, 11). Uplink-tiedonsiirrossa LTE 
Release 8 tukee vain yhden antennin käyttöä ja LTE Release 10 jopa neljää an-
tennia (Kasem – Prokopec 2013, 12).   
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4 YHTEENVETO 
Opinnäytetyön ensimmäisessä osassa tarkasteltiin IMT-Advancedin vaatimuksia 
ja LTE:n kykyä täyttää nämä. Työssä käytiin läpi LTE Release 10:n eli LTE-Ad-
vancedin tuomia uusia fyysisen kerroksen ominaisuuksia, joilla voidaan saavut-
taa IMT-Advancedin vaatimukset. Uusien ominaisuuksien kannalta läpikäytiin 
kantoaaltojen yhdistäminen ja MIMO-antennitekniikkaa. Lisäksi esiteltiin LTE Re-
lease 10:n uudet UE-kategorialuokat. Työ toteutettiin tutustumalla useisiin eri 
spesifikaatioihin ja kirjallisuuteen. Merkittävämpiä tiedonlähteitä olivat 3GPP:n 
TS 36 -sarjan spesifikaatiot.   
LTE Advancedin tapa säilyttää yhteensopivuus aikaisempien LTE Release versi-
oiden kanssa on toteutettu erittäin sulavasti. Näin ollen tulevaisuudessa päivitet-
tävät LTE-tukiasemat ovat käytettävissä sekä uusilla että vanhoilla päätelaitteilla. 
Vaikka LTE Release 10 mahdollistaa IMT-Advancedin vaatiman maksimitiedon-
siirtonopeuden, sitä ei todennäköisesti tulla käyttämään kaupallisesti vielä vuo-
siin. Vuonna 2015 uusimmilla kuluttajille myytävillä LTE-A-matkapuhelimilla 
päästään maksiminopeuksissa kuitenkin vain noin 450 Mbit/s downlink-suun-
nassa. Viime vuosina alkanut 5G-matkapuhelinverkkoteknologian tutkiminen on 
jo vauhdilla tulossa päälle, vaikkei aikaisempaakaan vaatimusta ole täytetty.  
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LYHENTEET 
HTTP Hypertext Transfer Protocol 
JSON JavaScript Object Notation 
RESTful Representational State Transfer 
SD Secure Digital 
SQL Structured Query Language 
URL Uniform Resource Locator 
XML Extensible Markup Language 
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1 JOHDANTO 
Älypuhelinten yleistymisen jälkeen käyttäjät ovat päässeet yrityksien palveluihin 
käsiksi ilman perinteistä tietokonetta. Yleisesti palvelut ovat olleet optimoituja 
tietokoneilla käytettäväksi, jolloin ne ovat näyttäneet puhelimien selaimilla 
sekavilta ja joissain tapauksissa käyttökelvottomilta. Yrityksiltä on odotettu 
siirtymistä älypuhelinten tukemiseen niille optimoitujen websivujen ja 
mobiilisovellusten kautta.  
Opinnäytetyön ensimmäisessä osassa läpikäytiin LTE-A 
matkapuhelinverkkoteknologian ominaisuuksia. Tässä osassa tutkitaan, kuinka 
matkapuhelinverkkoyhteyttä voidaan hyödyntää Android-sovelluksessa ja 
millaisia kehitysvaiheita tällainen sovellus vaatii. Työssä tarkkaillaan vaiheita ja 
suunnitteluja, joita yrityksen tulee ottaa huomioon laajentaessaan toimintaansa 
Android-sovelluksiin. Aihealueista on rajattu tarkasteltavaksi eri näkymien 
suunnittelu, tiedon paikallis- ja etätallentamisen vaiheet ja verkkoyhteyksien 
hyödyntäminen. Ennen näiden asioiden käsittelyä käydään läpi sovellusten 
rakenne ja ympäristö. Lisäksi työssä tarkastellaan yksityiskohtaisempia asioita, 
kuten HTTP-pyyntöviestien lähettämistä verkkopalvelimelle.  
Työn aiheeseen on päädytty Mobile Software Development -kurssin 
aiheuttaman mielenkiinnon vuoksi. Taustatietona ovat kyseisen kurssin 
oppimäärä ja omien sovelluksien kehitysvaiheet.  
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2 SOVELLUKSEN TOIMINTAYMPÄRISTÖ JA RAKENNE 
Android-sovelluksien ja -palveluiden koodina käytetään yleisesti Java-
ohjelmointikieltä. Javasta koodi kootaan Java bytecode -kielelle, josta se 
käännetään Dalvik bytecode -kielelle. Lopullinen Dalvik-formaatin sovellus 
voidaan suorittaa Androidin ajoympäristössä (Runtime environment). (Blake 
Meike – Dornin – Mednieks 2013, 2.) 
2.1 Arkkitehtuuri 
Android-sovellukset koostuvat kuvan 1 sovelluskehyksen (Application 
Framework) tarjoamista komponenteista, joilla rakennetaan sovelluksen 
rakenne. Sovelluskehyksen sovellusohjelmointirajapinnan (Application 
Programming Interface) avulla sovelluskehittäjät pääsevät käsiksi sen tarjoamiin 
ominaisuuksiin. Sovelluskehyksen komponentit käyttävät Androidin kirjastoja, 
jotka on kirjoitettu natiivilla C/C++-ohjelmointikielellä. Kirjastojen kerros toimii 
sovelluskehyksen ja käyttöjärjestelmän ytimen välissä viestien tulkkina. 
Sovellusten toimintaympäristössä ajettavat Dalvik-ajotiedostot (Executables) 
toimivat kukin omana prosessinaan omassa virtuaalikoneessaan. (Shu – Du – 
Chen 2009, 1–2.) 
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Kuva 1. Androidin arkkitehtuuri (Gunasekera 2012, 3.)  
Arkkitehtuurin ensimmäinen kerros ylläpitää yhteydenpitoa laitteiston kanssa. 
Käyttöjärjestelmän ydin pitää huolen alemman tason toiminnoista, kuten 
verkkoyhteyksistä, ajureista ja muistinhallinnasta. (Gunasekera 2012, 3.)  
2.2 Sovelluksen komponentit 
Sovelluksien rakenne voidaan jakaa kuvan 2 mukaisiin activity-, receiver-, 
service- ja content provider -luokkiin. Näistä lohkoista sovelluskehittäjät voivat 
valita käytettäväksi yhden tai useamman riippuen sovelluksen tarpeesta. 
Receiver-luokan avulla sovelluksessa voidaan tarkkailla ulkoisia tapahtumia 
kuten uuden Bluetooth-laiteyhteyden havaitsemista ja reagoida siihen. Service-
luokalla voidaan suorittaa taustalla tapahtuvaa prosessia, johon ei tarvita 
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graafista käyttöliittymää. Tällainen toiminto voi olla esimerkiksi musiikin 
toistaminen mediasoitin-sovelluksessa. Content provider -luokan avulla 
sovellukset voivat jakaa tietoa keskenään. Activity-luokan toimintaa ja 
käyttötarkoituksia käydään läpi tarkemmin kappaleessa kolme. (Shu – Du – 
Chen 2009, 2.) 
Kuva 2. Sovelluksen komponentit (Switkin, 15.)  
Käytettävät lohkot tulee listata sovelluksen Manifest-tiedostoon, josta 
käyttöjärjestelmä tarkistaa kaikkien olemassaolon ennen sovelluksen 
käynnistymistä. Tähän tiedostoon tulee myös määrittää, mitä oikeuksia sovellus 
haluaa käyttää. Esimerkiksi internetyhteyttä käyttävän sovelluksen tulee listata 
sen käyttö Manifest-tiedostossa. Laitteiden yhteensopivuutta voidaan tarkentaa 
sovelluksen Manifest-tiedostoon listattavilla vaatimuksilla, joita voivat olla 
esimerkiksi sovelluskehyksen sovellusohjelmointirajapinnan tason vaatimus tai 
näytön koko. (Google, Application Fundamentals) 
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3 KÄYTTÖLIITTYMÄ 
Sovelluksen käyttöliittymä koostuu activity-luokista, joilla ohjataan näkymän 
(View) eri komponentteja. Näkymät voivat olla esimerkiksi layout-luokkia tai 
grafiikan piirtämiseen käytettäviä OpenGL-luokan näkymiä. Tässä 
opinnäytetyössä käsitellään kuitenkin vain layout-luokan näkymiä.  
3.1  Layout 
Käyttöliittymän näkymät koostuvat layout-luokan XML-tiedostoista, joilla 
määritellään jokaisen komponentin paikka ja ulkoasu. Layout-luokissa voidaan 
määritellä myös toimintaa eri komponenteille, mutta se on hyvin rajoitettua. 
Esimerkiksi kytkimelle voidaan määritellä funktio, jota se kutsuu sitä 
painettaessa. Layout-luokille sijoitettavat komponentit voivat olla esimerkiksi 
painikkeita tai kuvakkeita. Puhelimen horisontaali- ja vertikaaliasennoille 
voidaan tehdä omat layout-näkymät, jotka oikein nimetessä sovellus osaa itse 
valita käyttöön.  
ViewGroup-luokka on näkymä, joka voi sisältää useita eri view-luokkia. Se on 
layout-luokan pääluokka (Google, ViewGroup). Kuvassa 3 on havainnollistettu 
esimerkki useamman layout- ja view-luokan kokonaisuudesta.  
 
Kuva 3. Layout-näkymä voi sisältää useita muita näkymiä (Google, Layouts)  
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Jokainen layout-näkymä tarjoaa sen komponenteille erilaisen sijoittelun. Alla on 
lueteltu yleisimpiä layout-näkymiä.  
 LinearLayout: Komponentit sijoitetaan samalle tasalle joko 
horisontaalisesti tai vertikaalisesti. Kaikki komponentit ovat siis listattuna 
rinnakkain tai pystysuunnassa päällekkäin. 
 RelativeLayout: Komponenttien paikka layoutilla määritetään 
suhteuttamalla toiseen komponenttiin. Ainakin yksi komponentti pitää 
asettaa ensin layoutin suhteessa, esimerkiksi keskelle, yläkulmaan tai 
alas keskelle. Tämän jälkeen muut komponentit voidaan sijoittaa 
suhteessa edelliseen komponenttiin, esimerkiksi viereen tai yläpuolelle.   
 TableLayout: Komponentit asetetaan sarakkeihin ja riveihin.  
 GridLayout: Komponentit asetetaan suorakulmaisella ruudukolla riveillä 
ja sarakkeilla sijaitseville soluille. (Song, M. – Song, H. – Fu, 2011, 2–3.)  
3.2 Activity 
Sovellus käynnistyy suorittamalla activity-luokan, joka on Manifest-tiedostossa 
määritetty käynnistystoiminnoksi. Ne sisältävät yleensä metodin, jolla tuodaan 
esiin layout-näkymä. Activity-luokat voivat sisältää koodia, joilla tarkkaillaan 
käyttäjän toimintoja. Käyttäjän toiminto voi olla esimerkiksi kytkimen 
painaminen, joka voidaan havaita activity-luokassa ja laittaa suorittamaan 
haluttuja toimintoja.  
Sovelluskehittäjän luomat activity-luokat ovat android.app.Activity-luokan 
aliluokkia. Pääluokalla on metodeja, joilla voidaan tarkkailla activity-luokkien eri 
tiloja. Näillä voidaan havaita esimerkiksi activity-luokan luonti-, pysähtymis- ja 
tuhoamishetki. Ylikirjoittamalla edellä mainittuja elinkaarimetodeja näiden 
aikana voidaan suorittaa kehittäjän omia toimintoja. Android Studio -
ohjelmistossa uusi activity-luokka sisältää valmiiksi onCreate()-metodin 
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ylikirjoituksen, jossa asetetaan layout-näkymä activity-luokan syntymishetkellä.  
(Kurniawan – Perry 2014, 35–38.) 
Activity-luokasta siirtyminen toiseen tapahtuu intent-luokan avulla. Intent-
luokalla kuvataan yleisesti, mitä halutaan tehdä. Käynnistämällä Intent-luokka 
siirrytään uuteen activity-luokkaan, jolloin ensimmäinen activity-luokka jää 
keskeytystilaan taustalle, ellei sitä erikseen lopeteta. Ennen Intent-luokan 
käynnistämistä siihen voidaan lisätä myös attribuutteja, joita halutaan kuljettaa 
toiseen näkymään. Toisen activity-luokan attribuutteihin voidaan päästä käsiksi 
myös muilla tavoin, esimerkiksi asettamalla ne staattisiksi. Intent-luokkaa 
käyttäessä attribuuttien siirtoon ne voidaan pitää kuitenkin kapseloituna ja näin 
paremmassa rakenteessa. (Shu – Du – Chen 2009, 2.) 
Kuvassa 4 on havainnollistettu, kuinka Map-painiketta painaessa layout-
näkymälle listatut mittaustulokset viedään uudelle activity-luokalle, jossa ne 
piirretään kartalla näytettäväksi. 
 
Kuva 4. Activity-luokasta viedään mittaustuloksien attribuutteja MapsActivity-
luokalle kartalla näytettäväksi (Perkkiö, 2015) 
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3.3 Fragments 
Fragment-luokkia käyttämällä käyttöliittymä voidaan jakaa useampaan osaan. 
Fragment-luokat ovat siis käyttöliittymän palasia, jotka voidaan sijoitella yhdelle 
tai useammalle layout-näkymälle. Käytännössä activity-luokan layout-näkymälle 
sijoitetaan vain fragment-luokat halutuille paikoille. Niillä on oma layout-luokan 
XML-tiedosto, jossa määritetään kyseisen osion näkymä. Fragment-luokissa 
määritellään näkymän toiminnallisuus ja käyttäjän toimintoihin vastaaminen 
aivan kuten activity-luokissakin. Niiden pääluokalla on samankaltaisia metodeja, 
joilla voidaan tarkkailla fragment-luokan tilaa. Attribuuttien kuljetus kahden 
fragment-luokan välillä vaatii saman rajapinnan (Interface) fragment-luokalle ja 
activity-luokalle, jolloin attribuuttien siirto fragmenttien välillä onnistuu activity-
luokan kautta. (Google, Fragments) 
Käyttöliittymän näkymän jakaminen useampaan osaan helpottaa 
yhteensopivuutta erikokoisten näyttöjen kanssa ja näytön kallistumisen kanssa. 
Kuvassa 5 tätä on havainnollistettu kahden fragment-luokan ja näytön 
kallistumisen avulla.  
Kuva 5. Fragment-luokkien käyttö näyttöjen yhteensopivuuden parantamiseksi 
(Google, Flexible UI) 
Liite 2 
13 
 
4 TIEDON TALLENNUS 
Sovelluksessa käsiteltäviä tietoja ja käyttäjätietoja voidaan Android-
ympäristössä tallentaa usealla tavalla. Tietoturvan ja sovelluksen 
käyttötarkoituksen mukaan kehittäjän tulee valita sopivin vaihtoehto tietojen 
talletukseen. Tässä kappaleessa käydään eri vaihtoehtoja paikalliselle tiedon 
tallentamiselle ja ulkoisen tietokannan käyttöönottovaiheista.   
4.1 Paikallinen tallennus 
Käsiteltävien tietojen tallentaminen laitteelle paikallisesti on usein pakollista. 
Ilman paikallistallennusta käyttäjän tulisi aina hakea tarvittavat tiedot ulkoisesta 
tietokannasta sovelluksen uudelleen käynnistyessä. Laitteelle valmiiksi 
tallennetut tiedot on nopeampi lukea tiedostosta tai tietokannasta. Androidissa 
tiedon paikallinen tallentaminen voidaan tehdä SQLite-tietokantaan, Shared 
Preferences -luokan XML-tiedostoon tai normaaliin tiedostoon kirjoittamalla.  
4.1.1 SQLite Database 
SQLite on Android-järjestelmän tarjoama kevyt tietokanta, joka tukee SQL-
käskyjä (Jiang – Ku 2010, 2). Se on relaatiotietokanta, josta voidaan poimia 
tietoa tehokkaasti ja kohdennetusti. Sovellukselle luotu tietokanta on 
käytettävissä vain sille, eivätkä muut sovellukset pysty käyttämään sitä. (Lee 
2013, 347.) 
SQLite-tietokannat tallennetaan /data/data/<package_name>/databases-
hakemistoon, jonka käyttöoikeudet estävät hakemiston lukemisen muilta kuin 
itse sovellukselta. Kuvassa 6 tätä on havainnollistettu lukemalla edellä mainittua 
hakemistoa.  
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Kuva 6. Tietokannan hakemisto on suojattu ulkopuoliselta lukemiselta (Perkkiö, 
2015) 
Käytännössä tietokannan luomiseen käytetään SQLiteOpenHelper-luokkaa, 
jonka aliluokkaan eristetään kaikki tietokantaan liittyvä toiminta. Tällä luokalla 
tulee olla SQLiteOpenHelper-luokan metodit tietokannan luomiseen, 
päivittämiseen, avaamiseen ja sulkemiseen. Lisäksi sillä tulee olla 
SQLiteDatabase-luokan metodit tietokannan käyttämiseen. Tietokannan 
luominen tapahtuu suorittamalla kehittäjän kirjoittama normaali SQL-komento. 
SELECT-, INSERT-, UPDATE- ja DELETE-käskyt voidaan suorittaa joko 
kirjoittamalla SQL-käskyt itse tai käyttämällä SQLiteDatabase-luokan valmiita 
metodeja. Näillä metodeilla voidaan estää SQL-injektiot ja varmistaa, että 
komennoissa ei ole syntaksivirheitä. Kaikki tietokannasta luettu tieto 
tallennetaan Cursor-objektiin, josta se voidaan lukea rivi kerrallaan. (Lee 2013, 
348–351.) 
4.1.2 Shared Preferences 
Androidin android.content.SharedPreferences-luokan avulla voidaan kevyesti 
tallentaa sovelluksien yksinkertaista tietoa XML-tiedostoon. Tallennettavan 
tiedon rakenne koostuu avainsanasta ja sen arvosta. Tällaista tiedon 
tallennusta voidaan hyödyntää hyvin esimerkiksi käyttäjän valitsemien 
sovelluksen asetuksien tallentamiseksi. (Lee 2013, 326–328.)  
Myös SharedPreferences-luokan XML-tiedostojen hakemisto 
/data/data/<package_name>/shared_prefs on käyttöoikeuksilla estetty 
ulkopuoliselta lukemiselta. Kuvassa 7 tätä on havainnollistettu lukemalla edellä 
mainittua hakemistoa.  
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Kuva 7. SharedPreferences-luokan XML-tiedoston hakemisto on suojattu 
ulkopuoliselta lukemiselta (Perkkiö, 2015) 
4.1.3 Tiedostoon tallennus 
Tiedostoon tallennusta voidaan käyttää käsiteltäessä esimerkiksi kuvia tai muita 
tiedostoja. Sovelluksessa voidaan luoda uusia tiedostoja, joihin kirjoitetaan 
haluttu data. Tiedostojen lukemiseen ja kirjoittamiseen käytetään java.io-
kirjastoa. (Google, Saving Files) 
Uudet tiedostot voidaan kirjoittaa sisäiselle muistille 
/data/data/<package_name>/files-hakemistoon, jossa ne pysyvät niin kauan 
kunnes ne poistetaan manuaalisesti tai kunnes sovellus poistetaan. Väliaikaisia 
tiedostoja voidaan kirjoittaa /data/data/<package_name>/cache-hakemistoon 
omalla metodillaan, jolloin käyttöjärjestelmä huolehtii niiden poistamisesta 
tallennustilan loppuessa. Tiedostot voidaan kirjoittaa myös ulkoiselle 
tallennustilalle, mutta tällöin niiden lukuoikeutta ei ole suojattu pelkälle 
sovellukselle (Google, Saving Files). Ulkoinen tallennustila voi olla laitteella 
olevaa muistia, joka on eristetty sisäisestä tallennustilasta, tai esimerkiksi 
erillinen SD-muistikortti. (Lee 2013, 338.) 
4.2 Etätallennus 
Ulkoisen tietokannan käyttö voi tulla tarpeelliseksi esimerkiksi sovelluksessa, 
jossa yrityksen tietokantaan tulee päästä käsiksi mahdollisimman nopeaa. 
Tällaisten sovelluksien käyttäjiä voivat olla esimerkiksi yrityksien ylemmät 
toimihenkilöt, joiden päätöksentekoon vaaditaan asiakirjojen läpikäyntiä. 
(Fiawoo - Sowah 2012, 1.) 
Android-sovelluksissa on mahdollista käyttää suoraa yhteyttä tietokantaan, 
mutta tietoturvan ja vakauden vuoksi on aina parempi käyttää välikätenä 
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verkkopalvelinta (kuva 8). Suoran yhteyden ottaminen tietokantaan merkitsisi 
tietokannan osoite- ja käyttäjätietojen kirjoittamista ohjelmakoodiin. Lisäksi 
yhteydenottoon käytettävä protokolla ei olisi enää HTTP, mikä saattaa aiheuttaa 
ongelmia epävakaiden mobiiliyhteyksien kanssa.  
Kuva 8. Android-sovelluksen ja tietokannan yhteydenpito (Fiawoo - Sowah 
2012, 2.) 
Tyypillisesti ulkoisen tietokannan käyttö toteutetaan ottamalla yhteys RESTful-
verkkopalvelimelle, jonka kanssa kommunikointi tapahtuu HTTP-protokollan 
mukaisesti. Tämä verkkopalvelin huolehtii käyttäjän todennuksesta, pyyntöjen 
käsittelystä ja niihin vastaamisesta. Se on yhteydessä itse tietokantaan, josta se 
voi lukea käyttäjän pyytämät tiedot. Tiedon lähettäminen sujuvasti voidaan 
varmistaa käyttämällä molemmissa päissä samaa formaattia, esimerkiksi XML- 
tai JSON-formaattia. Käyttäjälle lähetetyt tiedot voidaan vastaanottaessa 
tallettaa laitteen paikalliseen SQLite-tietokantaan, jolloin ne säilyvät laitteella 
pidempään kuin hetkellisesti.   
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5 KOMMUNIKOINTI VERKKOPALVELIMEN KANSSA 
Android-laitteilla on yleisesti mahdollista saada yhteys internetiin Wi-Fi- ja 
mobiiliverkon avulla. Sovelluskehittäjät voivat hyödyntää näistä molempia ja 
valita omat käyttötarkoitukset molemmille. Sovellusohjelmointirajapinnan ja 
kolmannen osapuolen tarjoamilla kirjastoilla voidaan käyttää useita eri 
kommunikointiprotokollia. Tässä kappaleessa käydään läpi HTTP-protokollan 
hyödyntämistä RESTful-verkkopalvelimen kommunikoinnin kanssa. (Allen 2012, 
389.) 
5.1 Verkkoyhteys 
Jotta sovellus voi hyödyntää laitteen verkkoyhteyttä, pitää sen Manifest-
tiedostoon lisätä oikeudet internetin käytölle ja verkon tilan tarkkailulle. Tällä 
saadaan käyttöoikeudet sekä Wi-Fi- että mobiiliverkolle. Verkon tilan tarkkailulla 
voidaan esimerkiksi rajoittaa latausten käynnistymistä laitteen ollessa 
verkkovierailutilassa tai sallia suuret lataukset vain Wi-Fi-verkossa 
käynnistettäväksi (Allen 2012, 398). Nämä tarkistukset voidaan tehdä 
android.net.ConnectivityManager- ja android.net.NetworkInfo-luokkien avulla.  
Verkosta lataaminen ja tiedon lähettäminen voivat olla verkkoyhteydestä 
riippuen hyvin epävakaita. Lataukset ja lähetykset voivat olla erittäin hitaita tai 
jopa keskeytyä. Tämän vuoksi kaikki verkkotoiminnot tulisi ajaa omana 
prosessinaan erillään käyttöliittymän prosessista. Mikäli kaikki toiminnot 
suoritettaisiin samassa käyttöliittymän prosessissa, vastaisi sovellus käyttäjän 
toimintoihin vasta latauksen tai lähetyksen suoriuduttua loppuun. 
Verkkotoiminnot voidaan ajaa omassa prosessissaan esimerkiksi 
hyödyntämällä android.os.AsyncTask-luokkaa. Se tarjoaa myös metodit 
toiminnon edistymisen seuraamiseen, jonka avulla voidaan esimerkiksi päivittää 
latauspalkkia reaaliajassa. (Google, Connecting to the Network) 
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5.2 Verkon kommunikaatio 
Android sisältää HTTP-asiakasohjelman java.net.HttpURLConnection-luokassa, 
joka tukee muun muassa HTTPS- ja IPv6-protokollaa. Tämän luokan avulla 
voidaan lähettää tavallisia HTTP-pyyntöviestejä halutulle palvelimille. Näille 
pyynnöille voidaan asettaa parametreiksi esimerkiksi aikakatkaisuarvot 
lukemiselle ja yhdistämiselle, pyyntöviestin tyyppi ja viestin otsikkotietoja. 
POST-pyyntöviesteille voidaan lisäksi asettaa lähetettäviä parametreja 
kirjoittamalla ne BufferedWriter-luokan avulla HTTPURLConnection-objektin 
OutputStream-objektiin. HttpURLConnection-luokka sisältää myös metodin 
lähetetyn viestin tilakoodin lukemiselle, josta voidaan päätellä yhteyden 
ominaisuuksia. (Google, Connecting to the Network) 
Palvelimen vastaus voidaan lukea viestin lähetyksen jälkeen samasta 
HTTPURLConnection-objektista. Tiedon lähettämiseen Android-laitteen ja 
palvelimen välillä on hyödyllistä valita syntaksi, jota pystytään molemmissa 
päissä käsittelemään hyvin. Android tarjoaa valmiiksi XML- ja JSON-
formaateille jäsennysmetodit (parse method). Molemmissa tapauksissa 
jäsennysmetodeilla voidaan tehokkaasti poimia tarvittavat tiedot suurenkin 
tekstimäärän välistä. XML-formaatin vastaukset voidaan jäsentää esimerkiksi 
javax.xml.parses-kirjaston luokkien avulla. Vastaavasti JSON-formaatin 
vastauksille käy esimerkiksi org.json-kirjaston luokat. (Gunasekera 2012, 130–
135) 
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6 YHTEENVETO 
Opinnäytetyön toisessa osassa käytiin läpi Android-sovelluksen kehityksen 
aloitusvaiheita, jotka tulevat vastaan yrityksen laajentaessa toimintaansa 
Android-alustalle. Työssä tarkasteltiin sovelluksen eri komponenteista activity-
luokan toimintaa ja sen layout-näkymän rakennetta. Lisäksi tarkasteltiin 
toimintoja, joita voidaan hyödyntää sovelluksen muissa komponenteissa, kuten 
paikallis- ja etätietokannan käyttöä. Lopuksi syvennyttiin tarkemmin 
tiedonsiirtoon verkkopalvelimen kanssa verkkoyhteyttä hyödyntämällä. Työn 
toteutukseen sisältyi kirjallisuuden, verkkolähteiden ja ohjelmoinnin 
hyödyntäminen. Tärkeimmät lähteet olivat kirjat, joiden kirjoittajat olivat olleet 
aikaisemmin Googlen työllistämiä. 
Android-sovelluksien kehitys on mahdollistettu yksinkertaiseksi Googlen ja 
kolmansien osapuolien tarjoamilla kirjastoilla. Visuaaliseen käyttöliittymän 
suunnitteluun ja sovelluksen toiminnan testaamiseen suunnitellut työkalut 
helpottavat ongelmatilanteiden ratkaisemista. Sovelluksien selvä rakenne tekee 
ohjelmoinnin opettamisesta selkeää ja helposti lähestyttävää.  
Aihealueiden rajauksen takia työssä käsiteltävien asioiden läpikäynti tuli tehdä 
korkeatasoisesti. Tarkemman tarkastelun ja ohjelmakoodin tuominen olisi 
kasvattanut dokumentin vähintään kaksinkertaiseksi. Tässä näkökulmassa 
tekstissä päästiin asetettuihin tavoitteisiin.  
Opinnäytetyön kolmannessa osassa on tarkoituksena toteuttaa Android-
sovelluksen ja RESTful-verkkopalvelimen kommunikaatio tämän työn 
perusteella.  
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LYHENTEET 
ASCII American Standard Code for Information Interchange 
Merkistökoodaus, jossa merkit voidaan esittää useassa eri 
formaatissa.  
BSSID Basic Service Set Identifier 
WiFi-tukiaseman MAC-osoitteesta johdettu tunniste, jolla se 
erotetaan saman verkon muista tukiasemista. 
GPS Global Positioning System 
Matkapuhelimien ja muiden paikantimien hyödyntämä 
satelliittipaikannusjärjestelmä.  
HTTP Hypertext Transfer Protocol 
Verkkosivujen käyttämä kommunikaatioprotokolla, jossa kaikkia 
resursseja käsitellään tiedostoina. 
JSON JavaScript Object Notation 
Tiedonsiirtoformaatti, jota voidaan käyttää yksinkertaisen tiedon 
käsittelyyn.  
RSSI Received Signal Strength Indicator 
Signaalin vahvuutta kuvaava indikaattori.  
SQL Structured Query Language 
Tietokantojen käyttämä ohjelmistokieli.  
SSID Service Set Identifier 
WiFi-verkon tunniste. 
TCP Transmission Control Protocol 
Luotettavaan tiedonsiirtoon käytettävä tietoliikenneprotokolla.  
UTF Unicode Transformation Format 
 Merkistöstandardi, jossa jokaisella merkillä on oma tunnuksensa. 
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1 JOHDANTO 
Opinnäytetyön toisessa osassa tarkasteltiin matkapuhelinverkkoyhteyden 
hyödyntämistä Android-sovelluksen kanssa. Työssä läpikäytiin sovellusten eri 
komponentteja ja tiedon paikallis- ja etätallennusta. Tiedon etätallennuksessa 
tutustuttiin verkkopalvelimen ja matkapuhelinsovelluksen kommunikaatioon ja 
sen vaiheisiin.  
Tässä opinnäytetyön viimeisessä osassa läpikäydään Android-sovelluksen ja 
verkkopalvelimen ohjelmistojen suunnittelu ja toteutus. Työn toteutuksen 
lopputuloksena on Android-sovellus, jolla voidaan mitata ympärillä olevien WiFi-
verkkojen ja Bluetooth-laitteiden ominaisuuksia ja tallettaa mittatulokset 
paikaillis- ja etätietokantoihin. Sovelluksessa voidaan tarkkailla mittauksia 
Google Maps -kartasta, jonne piirretään kukin mittaustulos niiden omille 
sijainneilleen. Matkapuhelimelta voidaan lähettää mittaustulokset 
verkkopalvelimelle, joka tallettaa ne kolmeen tietokantaan. Verkkopalvelimia on 
kaksi, joista toinen toimii varapalvelimena. Työssä käytettävät teknologiat 
sisältävät muun muassa Java- ja C++-ohjelmakoodia, Linuxin ja Dockerin 
virtuaaliympäristöjä ja HTTP-protokollan mukaisia viestejä. Jokaisessa 
sovelluksen osiossa hyödynnetään Dublin Institute of Technologyssa vietetyn 
vaihtovuoden aikana opittuja taitoja. 
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2 SUUNNITTELU 
Sovelluksen suunnittelu aloitettiin tarkkailemalla vaatimuksia, joita sen kuuluu 
täyttää. Suunnitelman kokonaisuus voitiin jakaa neljään osioon. Ensin 
tarkkailtiin, mitä matkapuhelinsovelluksen kuuluu tehdä ja millaista tietoa 
käsitellään. Seuraavana suunniteltiin matkapuhelinsovelluksen ja 
verkkopalvelimen kommunikaation rajapinta, jossa tutkittiin, millä tavalla tietoa 
lähetetään ja vastaanotetaan. Näiden jälkeen voitiin suunnitella 
verkkopalvelimen toiminta. Viimeisimpänä mietittiin molempien tietokantojen 
tietokantakaaviot ja käytettävät tietokantakomennot.  
Kuvassa 1 on kuvattu sovelluksen järjestelmäkokonaisuutta. 
Matkapuhelinsovellus koostuu mittaussovelluksesta ja sen sisäisestä SQLite-
tietokannasta. Verkkopalvelimet toimivat eristetyissä Docker-ympäristöissä, 
jotka suoritetaan virtuaalisilla Linux-koneilla (Docker Inc, 2016). 
Virtuaalikoneista toinen toimii kreikkalaisen Okeanos-yrityksen pilvipalvelussa 
Ubuntu käyttöjärjestelmällä ja toinen DigitalOcean-pilvipalvelussa Debian 
käyttöjärjestelmällä (Okeanos Global. 2016; DigitalOcean. 2016). 
Kuva 1. Korkean tason rakennesuunnitelma  
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Verkkopalvelimien IP-osoitteet on myös lisätty NameCheap-palvelun DNS-
ohjaukseen aperkkio.me -domainin alle (NameCheap, 2016). Ulkoisista 
tietokannoista yksi toimii Windowsin Azure-pilvipalvelussa (Microsoft Azure, 
2016). Kaksi muuta ovat toteutettu DigitalOceanin ja Okeanoksen 
virtuaalikoneilla omissa Docker-ympäristöissään.  
2.1 Matkapuhelinsovellus 
Matkapuhelinsovelluksessa tulee voida mitata ympärillä olevien WiFi-verkkojen 
ja Bluetooth-laitteiden ominaisuuksia. Lisäksi jokaisella mittauskerralla 
tallennetaan mittauskohteen GPS-koordinaatit. Mittaukset suoritetaan Googlen 
ohjelmointirajapinnasta löytyvillä kirjastoilla. Mittaustulokset voidaan tallettaa 
paikallis- ja etätietokantoihin.  
WiFi-verkkojen ominaisuuksien mittauksiin käytetään android.net.wifi-kirjaston 
ohjelmistorajapintaa. ScanResult-objektin dokumentaatiossa luetelluista 
attribuuteista valittiin alla olevat parametrit WiFi-mittaustuloksiin. 
 Verkon nimi, SSID 
 Verkkolaitteen osoite, BSSID  
 Verkon salaus- ja tunnistautumistekniikat 
 Keskitaajuus 
 Signaalin voimakkuus, RSSI 
(android.net.wifi.ScanResult).  
Bluetooth-laitteiden ominaisuuksien mittauksiin käytetään android.bluetooth-
kirjaston ohjelmistorajapintaa. BluetoothDevice-objektin dokumentaatiosta 
valittiin mittaustuloksiin alla olevat attribuutit. 
 Laitteen nimi 
 Laitteen osoite 
 Laitetyyppi, esimerkiksi Low Energy tai Classic 
 Signaalin voimakkuus, RSSI 
(android.bluetooth.BluetoothDevice). 
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Lisäksi jokaisen mittaustuloksen attribuutteihin halutaan tallentaa nykyinen 
mittaussijainti. Tähän käytetään android.location-kirjastoa. Sijainnin 
attribuuteiksi tallennetaan koordinaattien leveys- ja pituusaste. 
(android.location) 
2.2  Kommunikoinnin rajapinta 
Matkapuhelinsovelluksen ja verkkopalvelimen kommunikaation suunnittelussa 
mietittiin tavat, joilla kommunikaation tulee tapahtua. Verkon yli käytävän 
keskustelun protokollana käytetään HTTP:tä, jossa voidaan lisätä lähetettävälle 
hyötykuormalle HTTP-otsikkoja kuvaamaan sisältöä. Lisäksi sisällöksi valitaan 
alla olevat viestit, joilla voidaan esimerkiksi lukea verkkopalvelimilta niiden ja 
tietokantojen tilaa.  
 Verkkopalvelimen ping-viesti: Matkapuhelin testaa yhteydenottoa 
kumpaankin verkkopalvelimeen. Tätä voidaan hyödyntää 
verkkopalvelinta valitessa. 
 Tietokantojen ping-viesti: Matkapuhelin kysyy, mitkä tietokannat ovat 
toiminnassa. 
 Mittaustulosten määrä -kysely: Verkkopalvelin lukee tietokannasta WiFi-
verkkojen ja Bluetooth-laitteiden määrän ja lähettää sen takasin. 
 Tulosten nouto -kysely: Matkapuhelin käskee verkkopalvelimen palauttaa 
kaikki WiFi- tai Bluetooth-mittaustulokset tietokannasta.  
 Tulosten tallennus: Matkapuhelin lähettää mittaustulokset 
verkkopalvelimelle, joka tallentaa ne kolmeen tietokantaan. 
 Tulosten synkronointi: Matkapuhelin lähettää kaikki sen tietokannassa 
olevat mittaustulokset verkkopalvelimelle. Verkkopalvelin lisää tuloksista 
tietokantaan ne tulokset, joita siellä ei vielä ole. Matkapuhelimelle 
palautetaan takaisin ne tulokset, joita sen lähetys ei sisältänyt. 
 Tietokantojen tyhjennys: Verkkopalvelin tyhjentää kaikki tietokannat. Tätä 
voidaan hyödyntää sovelluksen testausvaiheessa. Ominaisuus tulee 
voida kytkeä poissa lopullisesta sovelluksesta. 
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Matkapuhelimen ja verkkopalvelimen välillä kuljetettavat mittaustulokset 
lähetetään JSON-jäsenneltyinä. Kuvassa 2 on esitettynä malliesimerkki 
lähetettävästä mittaustulosjoukosta. 
 
Kuva 2. Lähetettävien mittaustulosten JSON-rakenne 
 
Bluetooth-mittaustulosten JSON-juuriattribuutiksi valitaan ”btscans”, jonka 
sisälle kootaan kaikkien laitteiden attribuutit. WiFi-mittaustulokset jäsennetään 
samaan tapaan, mutta juuriattribuutiksi valitaan ”wifiscans”. 
2.3 Verkkopalvelin 
Verkkopalvelimen tulee voida lukea matkapuhelimen lähettämiä HTTP-
pyyntöviestejä ja toimia niiden mukaan. Jokaisesta viestistä tunnistetaan haluttu 
toiminto eikä tuntemattomien komentojen lukemisen pidä aiheuttaa 
toimenpiteitä. Jokaisesta yhteydenotosta pidetään lokia, jonne kirjataan 
lähettäjän IP-osoite, pyyntöviestin tiedot ja aikaleima. Kommunikaation 
tietokantoihin ja toisiin verkkopalvelimiin tulee toimia, vaikka yksi tai useampi 
näistä ei olisi käynnissä.  
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Verkkopalvelimen ohjelmakoodi voidaan jakaa useampaan luokkaan niiden 
toiminnan mukaan. Ohjain-luokka käsittelee pyyntöviestit ja lähettää niihin 
vastaukset. Se kirjaa lokia ja käsittelee virhetilanteita. Tietokantojen 
kanssakäytävä kommunikaatio tehdään DAO-luokan avulla, jonne eristetään 
kaikki tietokantoihin liittyvä logiikka. JSON-jäsentelyyn tarvittava logiikka 
eristetään myös omaan luokkaansa. Lisäksi WiFi- ja Bluetooth-mittaustuloksille 
luodaan omat luokkansa, jotta niiden käsittely yksinkertaistuu.  
Liitteessä 1 on esitettynä verkkopalvelimen toiminta sekvenssikaaviona, kun 
matkapuhelimen pyyntöviesti sisältää komennon hakea kaikki Bluetooth-
mittaustulokset. Ohjain-luokka pyytää tietokantayhteys-luokalta kaikkia 
Bluetooth-mittaustuloksia, jolloin tietokantayhteys-luokka suorittaa SQL-
komennon. SQL-tulosjoukosta rakennetaan Bluetooth-luokan objekteja, jotka 
palautetaan ohjain-luokalle vektorina. JSON-jäsentelijä kokoaa näistä 
objekteista JSON-jäsennellyn tekstimuuttujan, joka lähetetään takaisin 
matkapuhelimelle HTTP-protokollan mukaan ohjaus-luokasta.  
Liitteessä 2 on esiteltynä toiminta, joka verkkopalvelimen tulee suorittaa, kun 
matkapuhelin pyytää kaikkia WiFi-mittaustuloksia. Toiminta on muuten sama 
kuin Bluetooth-mittaustuloksia käsiteltäessä, mutta SQL-tulosjoukosta kootaan 
WiFi-luokan objekteja.  
Liitteessä 3 on havainnollistettu verkkopalvelimen toimintaa, kun matkapuhelin 
lähettää sille Bluetooth-mittaustulosjoukon tallennettavaksi tietokantoihin. 
Ohjain-luokka lähettää tekstimuodossa JSON-jäsennellyn Bluetooth-
tulosjoukon, josta JSON-jäsennysluokka rakentaa Bluetooth-luokan objekteja ja 
palauttaa nämä vektorina takaisin ohjain-luokalle. Tämän jälkeen vektori 
annetaan tietokantayhteys-luokalle, joka lähettää jokaisen mittaustuloksen 
jokaiselle tietokannalle. Tästä toiminnasta palautetaan ohjain-luokalle 
lukumäärä mittaustuloksista, joita ei tietokannasta alun perin löytynyt.  
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WiFi-mittaustuloksia tallennettaessa verkkopalvelimen toiminta on muuten 
sama kuin Bluetooth-mittaustuloksilla, mutta JSON-jäsentelijäluokka kokoaa 
vektoriin WiFi-luokan objekteja. Tämä on esitelty liitteessä 4. 
Verkkopalvelimen toimintaa Bluetooth-mittaustulosten synkronointiin on 
havainnollistettu liitteessä 5. Toiminta on muuten sama kuin Bluetooth-tuloksia 
lisätessä tietokantaan, mutta lisäyksen jälkeen matkapuhelimelle lähetetään 
takaisin ne tietokannan Bluetooth-mittaustulokset, joita sen lähettämässä 
tulosjoukossa ei ollut.  
Liitteessä 6 on havainnollistettu verkkopalvelimen toimintaa WiFi-
mittaustulosten synkronointiin. Toiminta on muuten sama kuin Bluetooth-
mittaustulosten synkronoinnissa, mutta vektorin sisältö koostuu WiFi-luokan 
objekteista.  
2.4 Tietokannat 
Tietokantoihin tarvitaan omat taulut WiFi- ja Bluetooth-mittauksille. Taulujen 
tietotyypit voidaan pitää yksinkertaisena tekstityyppinä.  
Kuvassa 3 on esitetty tietokantojen taulut. Yksinkertaisuuden vuoksi taulut eivät 
vaadi relaatioita. Samaa taulurakennetta voidaan käyttää sekä ulkoisilla että 
matkapuhelinsovelluksen sisäisessä tietokannassa. 
 
 
 
 
 
 
 
Kuva 3. Tietokantojen taulukaaviot 
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Tietokantakomennoiksi tarvitaan rivien luku- ja kirjoituskomentojen lisäksi 
tietokantojen ping-viestille komento. Tälle voidaan tehdä yksinkertainen yleisesti 
käytetty ”SELECT 1;” -komento, joka palauttaa kyselyn tuloksen 
mahdollisimman nopeasti.  
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3 TOTEUTUS 
Suuren työmäärän vuoksi sovelluksen eri osioiden toteutus on aloitettu eri 
aikoihin. Matkapuhelinsovelluksen ensimmäinen versio toteutettiin Mobile 
Software Development -kurssin kurssityöksi. Tämä ensimmäinen versio ei 
sisältänyt kommunikointia verkkopalvelimen kanssa. Mittaustulokset voitiin 
tallentaa vain paikalliseen SQLite-tietokantaan. 
Verkkopalvelimen ohjelmiston rakennetta on työstetty Client Serving 
Programming -kurssin aikana kurssilla opituilla menetelmillä. 
Palvelinsovelluksen ajoympäristöön on valittu menetelmiä ja resursseja Cloud 
Computing -kurssin sisällöstä. 
3.1 Matkapuhelinsovellus 
Sovelluksen päänäkymästä käyttäjä voi siirtyä tekemään uutta mittausta, 
tarkkailla sisäisen tietokannan mittaustuloksia ja lukea ulkoisen tietokannan 
tuloksia verkkopalvelimelta. 
3.1.1 Mittaus 
Kuvassa 4 on esitetty uuden mittauksen konfiguraationäkymä. Ennen uuden 
mittauksen aloittamista voidaan valita mitattavat parametrit. Mittaustulosten 
paikannus voidaan suorittaa GPS:n, verkon tai molempien avulla. Lisäksi 
voidaan valita mahdollisuus ulkoisen tietokannan käyttöön ja mittauksen 
näytteenottovälin aika. Jokainen mittaus tulee nimetä. 
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Kuva 4. Uuden mittauksen konfiguraationäkymä 
Mittauksen aikana suoritetaan useaa prosessia. Ensimmäisenä käynnistetään 
GPS-paikannus, jonka yhteyden etsimisen aikana käyttäjälle näytetään vain 
latausikkuna. GPS-yhteyden löytymisen jälkeen sovellus avaa mittausnäkymän, 
jonne kerätään kaikki mittaustulokset reaaliajassa (kuva 5). 
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Kuva 5. Mittaustapahtuman näkymä 
Näytteenottovälin ajoin käynnistetään Bluetooth-laitteiden ja WiFi-verkkojen 
kuunteluprosessit. Bluetooth-laitteiden kuuntelu kestää useita sekunteja, jonka 
aikana löydetyt laitteet ilmoitetaan taustaprosessista pääprosessiin 
synkronoidusti. WiFi-verkkojen kuuntelu tapahtuu erittäin nopeasti, joten sen 
suorittaminen voidaan tuoda pääprosessiin. Kun uusi mittaustulos lisätään 
mittaustuloslistalle, otetaan siihen GPS-paikannuksesta uusimmat koordinaatit 
mukaan.  
Kuvassa 6 on esitetty mittaustuloksen tarkkailua. Mittauksen aikana voidaan 
tarkkailla jo löytyneitä mittaustuloksia vaikuttamatta meneillään olevaan 
mittaukseen. Myös karttanäkymää voidaan hyödyntää mittauksen aikana. 
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Kuva 6. WiFi- ja Bluetooth-mittaustulosten tarkkailu- sekä karttanäkymä 
Käyttäjän lopetettua mittaustapahtuman sammutetaan GPS-paikannus sekä 
Bluetooth-laitteiden ja WiFi-verkkojen kuuntelu. Näytölle tuodaan näkyviin 
painikkeet, joiden avulla voidaan poistua takaisin päävalikkoon tai tallentaa 
tiedot paikallisesti tai ulkoisesti. Paikallinen tallennus kirjoittaa mittaustulokset 
sisäiselle SQLite-tietokannalle taustaprosessissa, jonka aikana näytölle tuodaan 
talletuksien edetessä päivittyvä latausikkuna.  
3.1.2 Paikallisen tietokannan lukeminen 
Kaikki sisäisen tietokannan käyttöön tarvittava on eristetty omaan luokkaansa. 
Tällä luokalla on yksinkertaisia funktioita, joita muut luokat voivat hyödyntää 
helposti tietokantaluokan objektista. Tällaisella eristämisellä saadaan pidettyä 
selkeä kerrosmainen rakenne.  
Päänäkymässä ilmoitetaan tietokannan sisällöstä yleistä tietoa, kuten 
mittausten ja mittaustulosten kokonaismäärää. Tämä tieto on tarpeellista olla 
tällä tavoin nopeasti luettavaa, jotta käyttäjän ei tarvitse siirtyä tarkkailemaan 
tietokantaa syvemmin saadakseen sen sisällöstä kokonaiskuvaa.  
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Sisäisen tietokannan tarkkailun päänäkymässä tulostetaan kaikki 
mittaustapahtumat niiden nimen ja aikaleiman mukaan (kuva 7). Taulukon 
ensimmäisenä mittauksena näkyy aina Global Database -mittaus, joka on 
varattu ulkoisen tietokannan mittaustuloksille.  
 
Kuva 7. Sisäisen tietokannan tarkkailun päänäkymä 
Painamalla pitkään valitusta mittauksesta käyttäjälle esitetään 
ponnahdusikkuna, jossa mittaustapahtuma voidaan poistaa tietokannasta. 
Global Database -mittauksen poistaminen on estetty sen erikoisominaisuuksien 
vuoksi.  
Mittaustapahtuman tarkkailun näkymässä tulostetaan yläruutuun mittauksen 
nimi, aloitusaika ja mittaustuloksien määrät (kuva 8). Mittaustapahtuma voidaan 
nimetä uudelleen ”Rename scan” -painikkeesta. Mittaustulokset kootaan 
taulukkoon, josta niitä voidaan tarkkailla yksitellen tai karttanäkymässä samalla 
tavalla kuin mittauksen aikana kuvassa 6. 
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Kuva 8. Mittaustapahtuman tarkkailunäkymä 
Painamalla pitkään mittaustulosta tuodaan esille ponnahdusikkuna, jossa 
voidaan poistaa kyseinen mittaustulos tietokannasta. Mittauksen 
tarkkailunäkymästä voidaan myös lähettää mittaustulokset ulkoiselle 
tietokannalle.  
3.1.3 Ulkoisen tietokannan lukeminen 
Ulkoisen tietokannan kanssa kommunikointi vaatii useampia vaiheita kuin 
sisäisen tietokannan kanssa. Tätä varten tarvitaan activity-luokka itse 
näkymälle, verkkopalvelinyhteydet hoitava luokka ja rajapinta näiden luokkien 
keskustelun välille. Androidin ohjelmistosta löytyy valmiiksi JSON-
jäsentelijäluokka, joten oman luomiseen ei ole tarvetta.   
Verkkopalvelinyhteyksiä hoitavan luokan tehtävänä on tarjota muille luokille 
helppo pääsy verkkopalvelimen kanssa kommunikaatioon. Tälle luokalle 
voidaan esimerkiksi antaa mittaustuloksista koostuva objekti, jonka 
lähettämisestä se pitää huolen. Verkkopalvelimen vastausviestien sisältö 
siirretään muille luokille asynkronisesti tätä varten tehdyn rajapinnan kautta. 
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Tässä rajapinnassa on esitetty selkeästi, millaisia vastauksia kommunikaatiossa 
voi liikkua.  
Käyttäjän siirtyessä ulkoisen tietokannan tarkkailun päänäkymään matkapuhelin 
lähettää verkkopalvelimelle ping-viestit, joilla tarkistetaan, onko kumpikaan 
verkkopalvelin toiminnassa. Mikäli yhteen verkkopalvelimeen saadaan yhteys, 
lähetetään sille kolme ping-viestiä, joilla selvitetään tietokantojen tila. Näiden 
lisäksi lähetetään viestit mittaustulosten kokonaismäärien lukemiseen. 
Verkkopalvelimen lähetettyä mittaustulosten kokonaismäärät, verrataan niitä 
paikallisen tietokannan Global Database -mittauksen tuloksien määrään. 
Ulkoisessa tietokannassa voi olla enemmän tuloksia kuin paikallisessa 
kopiossa. Tällöin käyttäjälle esitetään ponnahdusikkuna, jossa ehdotetaan 
tietokantojen synkronointia (kuva 9). 
Kuva 9. Ulkoisen tietokannan päänäkymä ja synkronointi 
Ulkoisen tietokannan tarkkailussa mittaustuloksia voidaan tarkkailla normaaliin 
tapaan yksitellen ja karttanäkymässä. Ruudun alakulmassa olevilla painikkeilla 
voidaan palata takaisin päänäkymään, ladata ulkoiselta tietokannalta kaikki 
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mittaustulokset, lähettää synkronointiviesti verkkopalvelimelle ja kirjoittaa 
sisäiseen tietokantaan ulkoisen tietokannan mittaustulokset.  
3.2 Verkkopalvelin 
Verkkopalvelimen tarkoituksena on käsitellä matkapuhelimen HTTP-
pyyntöviestejä ja lähettää vastauksia näihin. Tietokantoihin ja matkapuhelimeen 
nähden se toimii näiden välikerroksena, jonka kautta voidaan kommunikoida 
ennalta määritetyillä komennoilla. Ohjelmistokoodiin ei ole kirjattu tietokantojen 
osoitteita, käyttäjätunnuksia eikä salasanoja, vaan nämä luetaan 
palvelinsovelluksen käynnistyttyä tekstitiedostosta.  
3.2.1 Yhteyksien vastaanotto 
Verkkoyhteyksiä varten verkkopalvelimen ohjelmisto hyödyntää Unix socketeja. 
Käynnistyttyään se varaa itselleen TCP-socketin käynnistysargumenteista 
luettujen IP-osoitteen ja portin mukaan. Tämä socket yhdistetään ulkoiseen 
rajapintaan, josta voidaan aloittaa sisään tulevien yhteyksien kuunteleminen. 
Verkkopalvelin kuuntelee yhteydenottoja ikisilmukassa, joten aiemmin luotua 
socketia voidaan hyödyntää useasti.  
Verkkopalvelimen hyväksyessä matkapuhelimen yhteyspyyntö luodaan tälle 
yhteydelle uusi socket. Tästä socketista luetaan lähettäjän IP-osoite ja portti, 
jotka kirjataan heti lokiin. Tämän jälkeen socketille lisätään aikakatkaisuarvo, 
joka pitää TCP-tasolla huolen yhteyden katkaisemisesta, mikäli lähettäjä ei 
lähetä mitään aika-arvon sisällä.  
TCP-puskuri luetaan yksi merkki kerrallaan sisääntulopuskuriin. Lukeminen 
katkaistaan, kun sisääntulopuskuri sisältää HTTP-viestin loppua määrittävän 
merkkisarjan ”\r\n\r\n”. Lukeminen katkaistaan myös silloin, kun 
sisääntulopuskurissa on merkkisarja ”\r\n\n”. Tällöin tiedetään, että TCP-
puskurista on luettu kaikki tieto hyötykuorman edestä ja jäljellä on vain itse 
hyötykuorma. Lukemisen jälkeen sisääntulopuskurista etsitään HTTP-viestin 
komento, polku ja halutut HTTP-otsikot. HTTP-otsikoista etsitään hyötykuorman 
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sisällön tyyppiä ja pituutta kuvaavat otsikot. Kun hyötykuorman pituus on 
selvitetty, luodaan uusi tämän mittainen puskuri, jonne luetaan myöhemmin itse 
hyötykuorma.  
HTTP-viestin komennon ja polun perusteella tiedetään, mitä verkkopalvelimelta 
pyydetään. Myös nämä arvot kirjataan lokiin. Mikäli nämä kaksi parametria eivät 
vastaa ennalta määritettyjä komentoja, lähetetään yhteydenottajalle takaisin 
ilmoitus tuntemattoman viestin onnistuneesta lukemisesta ja suljetaan yhteys.  
3.2.2 Komentojen suorittaminen 
GET-komennon sisältävistä HTTP-viesteistä ei lueta hyötykuormaa. Tämän 
komennon kanssa voidaan polulla valita tietokantojen ping-komennot tai 
mittaustulosten noutokomennot. Esimerkit näiden komentojen toiminnasta 
nähdään liitteistä 1 ja 2.  
POST-komennon sisältävistä HTTP-viesteistä tarkistetaan ensin hyötykuorman 
sisältötyyppiä kuvaava HTTP-otsikko. Verkkopalvelin tukee vain JSON-
formaatin mittaustuloksia, joten vain sitä kuvaavat HTTP-otsikkoiset viestit 
prosessoidaan. Seuraavana luetaan hyötykuorma sitä varten luotuun puskuriin. 
TCP-puskurin luku tapahtuu jälleen yksi kirjain kerrallaan ja se lopetetaan 
HTTP-viestin lopun löydyttyä tai kunnes on luettu hyötykuorman pituutta 
kuvaavan HTTP-otsikon verran merkkejä. Tämän jälkeen tarkistetaan HTTP-
viestin polku, jolla valitaan suoritettava komento. POST-komennon viesteillä 
voidaan suorittaa mittaustulosten tallennus- ja synkronointikomennot. Näiden 
komentojen toiminta esitellään liitteissä 3–6.  
3.2.3 Mittausten käsittely 
Matkapuhelimen lähettäessä mittaustuloksia verkkopalvelimelle luetaan ne 
JSON-formaatin tekstinä TCP-puskurista uuteen puskuriin. Tästä 
mittaustulokset siirretään JSON-jäsentelijäluokalle, jonka tehtävänä on koota 
tekstistä Bluetooth- ja WiFi-luokkien objekteja. Ensiksi tekstistä etsitään haluttu 
JSON-juuriattribuutti, jonka avulla saadaan poimittua koko tulosjoukko omana 
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tekstinään. Tätä tekstiä käydään läpi rivi kerrallaan poimimalla siitä yksitellen 
mittaustuloksien arvot ja luomalla näistä uusia Bluetooth- ja WiFi-luokkien 
objekteja.  
Tietokannan lähetettyä mittaustulokset verkkopalvelimelle on niiden 
käsitteleminen helpompaa. SQL-tulosjoukosta voidaan lukea rivi kerrallaan 
mittaustuloksien attribuutit ja luoda näistä halutut objektit. Jotta nämä saadaan 
lähetettyä matkapuhelimelle, pitää niistä rakentaa JSON-formaatin teksti. Tämä 
tehdään siirtämällä mittaustulokset sisältävä vektori JSON-jäsentelijäluokalle, 
joka jäsentelee mittaustulosobjektit JSON-formaatin tekstiin ja lisää ne JSON-
juuriattribuutin sisälle.  
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4 TESTAUS JA ONGELMIEN KORJAUS 
Sovelluksen testaus aloitettiin matkapuhelinsovelluksen testauksilla. Ennen 
verkkokommunikaatio-ominaisuuden lisäystä sovellus oli todettu toimivaksi 
Mobile Software Development -kurssin myötä. Testattavana oli kuitenkin vielä 
mittaustulosten JSON-jäsentely, HTTP-viestien lähettäminen ja näiden 
vastausten lukeminen. 
Verkkopalvelimen ohjelmiston testaus aloitettiin yksittäisten HTTP-viestien 
vastaanottamisella ja prosessoimisella. Tästä siirryttiin yksinkertaisiin 
tietokantaoperaatioihin cppconn-kirjastoa hyödyntämällä ja näiden vastausten 
käsittelyyn. Mittaustulosten JSON-jäsentelyn testausta varten käytettiin kuvassa 
2 näkyviä JSON-malleja, joilla voitiin lähettää verkkopalvelimelle Linuxin 
komentoriviltä curl-komentoa hyödyntämällä.   
Kokonaisuudessaan sovelluksen testaus oli suurin operaatio. Sen aikana tuli 
vastaan useita ohjelmistovirheitä, joiden korjaaminen aloitettiin heti niiden 
ilmettyä. Tässä luvussa läpikäydään muutamia testauksessa löytyneitä virheitä 
ja niiden korjaustapoja.  
4.1 TCP-puskurin lukeminen 
Ensimmäinen tapa lukea JSON-formaatin mittaustulosjoukkojen teksti TCP-
puskurista oli lukea koko puskuri kerralla. Tämä tapa toimi muutamien 
kymmenien tulosjoukkojen kertalähetyksellä hyvin. Mittaustulosten määrän 
kasvaessa havaittiin, että JSON-jäsentelijä ei osannut enää prosessoida suurta 
vastaanotettua tekstiä.  
Ongelmana oli, että TCP-puskurista luettu merkkijono ei ollut ehjä. Lähetetyistä 
mittaustuloksista saatiin poimittua vain satunnainen määrä merkkejä. Pitkä 
vianetsintä sisälsi usean uudelleentarkistuksen matkapuhelinsovelluksen 
mittausten lähetysfunktiosta. Lokeista ilmeni, että mittaustulosten lähetys toimii 
oikealla tavalla.  
Liite 3 
24 
 
Vika korjaantui, kun TCP-puskurin lukeminen vaihdettiin suoritettavaksi merkki 
kerrallaan. Lisäksi viestiin lisättiin HTTP-otsikko, jossa ilmoitettiin hyötykuorman 
pituus. Tämän avulla tiedettiin, milloin puskurin lukeminen voitiin lopettaa. 
Tämän korjauksen jälkeen mittauksia voitiin lähettää suuria määriä yhdellä 
kerralla. 
4.2 Sallittu merkistö 
Kerättäessä mittaustuloksia ulkoiseen tietokantaan julkisilta paikoilta havaittiin 
niitä tallennettaessa satunnaisia SQL-virheilmoituksia. Lokeista selvisi, että 
tietokantaan yritettiin tallentaa Bluetooth-laitetta, jonka nimi sisälsi ASCII-
erikoismerkkejä. Tietokannat eivät oletuksena hyväksyneet UTF-8-
merkistökoodauksen ulkopuolelle jääviä merkkejä. Tämä korjattiin 
matkapuhelinsovelluksen mittauksien tallentamisen puolelle. Tallennettavista 
Bluetooth-laitteiden nimistä ja WiFi-verkkojen SSID:istä käydään ennen 
tallennusta läpi jokainen merkki ja tarkistetaan, että ne ovat sallitun ASCII-arvon 
välillä. Mikäli arvot jäävät sallitun rajan ulkopuolelle, korvataan merkki 
yksinkertaisesti välilyönnillä. 
4.3 Taajuuksien päällekkäisyys 
Mittauksia suoritettaessa havaittiin, että samassa tilassa voidaan saada eri 
tuloksia saman pituisilla mittauksilla, mikäli mitattiin yhtä aikaa Bluetooth-laitteita 
ja WiFi-verkkoja. WiFi-verkkoja löytyi useampia, kun Bluetooth-laitteiden 
kuuntelu otettiin mittauksesta pois päältä. Tämän syyksi epäillään WiFi-
verkkojen ja Bluetooth-laitteiden käyttämää samaa 2.4 GHz keskitaajuutta. 
Matkapuhelimien kuunnellessa molempia verkkoja samanaikaisesti aiheutuu 
niistä päällekkäisyyksiä. Koska sovellus käyttää Androidin ohjelmistorajapinnan 
Bluetooth- ja WiFi-kirjastoja, ei tälle lähdetty soveltamaan omaa ratkaisua. 
Tähän ongelmaan jumittuvat käyttäjät voivat valita toisen teknologian pois 
mittauksesta. 
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4.4 Muistivuoto 
Verkkopalvelimen ohjelmistokielenä käytettävä C++ vaatii kehittäjältä muistin 
hallinnan huomioimista. Tämä aiheutti ensimmäisissä versioissa ongelmia, mikä 
näkyi verkkopalvelinsovelluksen kaatumisena. Ongelman korjaus aloitettiin 
läpikäymällä ohjelmakoodia ja lukemalla muistin hallintaan liittyviä oppaita. 
Ohjelmakoodista korvattiin ja yksinkertaistettiin muutamia osioita ja funktioita, 
jonka jälkeen verkkopalvelin toimi erinomaisesti. Kuitenkin vielä testausvaiheen 
loputtua havaittiin, että verkkopalvelimet pysyvät käynnissä noin 3–4 viikkoa, 
jonka jälkeen ne kaatuvat itsestään. Tämä ongelma jäi lopulliseen 
ohjelmakoodiin odottamaan kehittäjän C++-taitojen paranemista.  
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5 YHTEENVETO 
Opinnäytetyön kolmannessa osassa läpikäytiin Android-sovelluksen ja 
verkkopalvelimen suunnittelua ja toteutusta.  Työssä tarkkailtiin vaiheita, joita 
tarvitaan mittaustulosten siirtämiseen matkapuhelimen paikallisesta 
tietokannasta ulkoiseen tietokantaan. Matkapuhelinsovelluksesta läpikäytiin 
WiFi-verkkojen ja Bluetooth-laitteiden mittausta, näiden tulosten rakennetta 
sekä kommunikointia verkkopalvelimen kanssa. Verkkopalvelimen ohjelmistosta 
tarkkailtiin Unix socketien hyödyntämistä, JSON-jäsentelyä ja 
tietokantayhteyksiä. Lisäksi käytiin läpi muutamia testauksessa esiin tulleita 
ongelmakohtia ja näiden ratkaisemista. Työ sisälsi paljon ohjelmointia, Linuxin 
konfigurointia ja vianetsintää.  
Lopputuloksena syntynyt sovellus on ollut muutamilla henkilöillä 
testauskäytössä eri puolilla Eurooppaa. Palautetta on tullut muun muassa 
erikoisesta tavasta hyödyntää mittauskohteiden sisältöä eräänlaisena 
tiedonkeruuna ja datapankin täyttönä. Ohjelmistokoodi on ollut koko kehityksen 
ajan avoimena lähdekoodina esillä GitHub-sivustolla, mikä herätti muiden 
kehittäjien mielenkiinnot yhteydenottoihin (Perkkiö, 2016). Sovelluksessa 
mitattava data ei ole millään tavalla erikoista, vaan pääperiaatteena oli 
demonstroida tiedonsiirtoa matkapuhelimelta pilvipalvelun tietokantaan.  
Dokumentissa päästiin tarkkailemaan sovellusta sopivalta tasolta. 
Ohjelmistokoodin ja testauksen läpikäyntiä ei tehty liian yksityiskohtaisesti. 
Sovelluksen kehityksessä ja dokumentoinnissa päästiin tavoitteisiin.  
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