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1. Introducción  
1.1 Panorama actual del sector del videojuego  
Si echamos la vista atrás los videojuegos han pasado de ser casi ignorados o catalogados de 
perjudiciales, a ser uno de los elementos con mayor presencia en el día a día de casi cualquier 
persona. El mundo de los videojuegos ha ido estableciéndose en la vida cotidiana de las 
personas de forma progresiva, de no saber nada, a conocerse hasta personajes principales 
incluso sin tener afición por los videojuegos o haberlos jugado en la vida, ya solo por lo 
presente que están en la sociedad. Partiendo de conceptos genéricos e impersonales como 
“comecocos” o “marcianitos” que todo el mundo conoce y asocia a videojuegos, a personajes 
como Mario o Pikachu que ya son conocidos mundialmente, incluso sin necesidad de que la 
gente sepa de donde proceden originalmente. 
 
Podemos decir, por tanto, que los videojuegos forman un pilar base en el entretenimiento de 
las personas en la actualidad, superando incluso al cine en ingresos. Muchos juegos 
demuestran el potencial que pueden alcanzar de varias formas: de forma visual, con grandes 
efectos especiales, cinemáticas y gráficos realistas; de forma sonora, contando con bandas 
sonoras reconocidas por todo el mundo y unos efectos sonoros que potencian la inmersión del 
jugador; en cuanto al guión, con historias que dejan huella en los jugadores durante años; o en 
cuanto a jugabilidad, ofreciendo una experiencia de juego entretenida e incluso en algunos 
casos siendo considerada deporte por su complejidad (sobre todo en juegos de estrategia). 
 
Y si ha llegado a tantísimas personas la afición por jugar videojuegos es principalmente por su 
catálogo, pudiendo variar desde juegos de estrategia en tiempo real, juegos de rol, de acción 
en primera y tercera persona, de carreras y deportes, juegos casuales como puzles y 
rompecabezas…  Hay una inmensa variedad de géneros y una ingente cantidad de juegos para 
cada género, por lo que el catálogo es gigantesco a la hora de decidir cuál jugar.  
 
Además de toda esta oferta, importa mucho a la hora de establecerse en la vida de las 
personas el hecho de cómo se consigue. Hasta hace escasos años sólo se podía conseguir 
desplazándose hasta el videoclub o la tienda de videojuegos más cercana y adquiriendo el 
título físicamente. Sin embargo con la popularidad que ha ganado internet, empezaron a 
aumentar de forma exponencial las compras de videojuegos de forma online, lo que hacía más 
sencillo poder adquirir títulos desde la casa de cada uno. Actualmente internet ha cambiado 
por completo la forma de adquirir juegos, de modo que ya no solo se pueden comprar copias 




físicas de videojuegos de forma online, sino que gran parte de las empresas que desarrollan 
títulos ofrecen copias digitales que pueden comprarse en plataformas de juegos online, tales 
como Steam, GoG o Origin, permitiendo adquirir un título y jugarlo de forma casi instantánea. 
 
Esta facilidad a la hora de adquirir y jugar videojuegos ha permitido que éstos estén mucho 
más cerca de los usuarios que nunca, lo cual sumado al creciente uso de las redes sociales, 
permite que todo el mundo pueda disfrutar de los videojuegos en cualquier momento y en 
cualquier lugar. 
 
1.2 Videojuegos Multigénero en la actualidad 
Con el paso de los años los videojuegos han ido evolucionando hasta tener un sinfín de 
géneros que permiten abarcar cualquiera que sea el gusto del usuario. Se han asentado de tal 
forma que existen unas ramas que catalogan los juegos si pertenecen a ellas o no, como por 
ejemplo los juegos de rol, los de plataformas o los comúnmente denominados “marcianitos”, 
entre muchísimos otros.  Esto permite que, según los gustos de cada uno, cada usuario se 
decante por un juego u otro según pertenezca a la rama o ramas de juegos por las que sienta 
predilección. Esto en general es algo beneficioso ya que permite una gran variedad de juegos 
así como de empresas especializadas en ellos, pudiendo crear y mejorar juegos y sagas que 
continúen con un género hasta pulirlo en uno u otro sentido. 
 
Aun así esto es un arma de doble filo, ya que el mismo hecho de hacer que el usuario elija una 
rama u otra dificulta que existan juegos que comprendan varias ramas en uno mismo. Esto 
puede estar motivado en parte por el riesgo que supone que un juego contenga distintos 
géneros, ya que no todo el mundo puede que llegue a ser fan de todos los géneros que incluya, 
haciendo que el usuario que por ejemplo no le guste el RPG, se aburra cuando le toque la fase 
de RPG en un juego que incluya muchos géneros. No obstante este riesgo también implica 
beneficios, ya que al igual que con cualquier género, su maduración y continua mejora 
permiten que los juegos multigénero aúnen todos los aspectos de una forma más armónica y 
no demasiado tosca. 
 
Debido a este “riesgo” no existen muchos juegos que incluyan dos o más géneros en uno 
mismo utilizándolo como parte del núcleo del juego, ya que como mucho en la mayoría de 
juegos se encuentra algún nivel de entre muchos o bien como simple minijuego algún género 
distinto al principal. Por esto el catálogo de este tipo de “juego de juegos” es muy reducido y 




por ende no ha sido perfeccionado lo suficiente como para hacerse hueco ante las principales 
ramas atómicas en géneros. 
 
Sin embargo existen videojuegos muy populares en los cuales se incluyó algún nivel con otro 
género distinto al principal y que todos los que hemos jugado a esos juegos agradecimos por 
que aportaba un toque diferente y bastante entretenido a éste. Un ejemplo de estos juegos es 
el archiconocido “Metal Slug”, que fusionó de una magnífica manera el género base del juego 
(Acción/Plataformas) con el género Shoot ‘Em Up. A pesar de que en el juego el personaje 
caminaba o conducía vehículos de tierra que utilizaban el género Acción/Plataformas, cuando 
el jugador se metía en un vehículo aéreo el manejo era similar al de los Shoot ‘Em Up dentro 
del mismo escenario.  
 
Fig. 1.1: Metal Slug usando Acción / Plataformas 
 
 
Fig. 1.2: Metal Slug usando Shoot ‘Em Up 




Además, en determinadas situaciones el jugador tenía que recorrer una pantalla con scroll en 
vertical mientras disparaba hacia arriba, cambiando de nuevo al género Shoot ‘Em Up. 
 
 
Fig. 1.3: Metal Slug usando Shoot ‘Em Up con scroll vertical 
 
Otro ejemplo es el aclamado juego “Chrono Trigger”, un RPG de batalla por turnos que fusionó 
en una determinada parte del juego el género de Carreras. La mecánica era sencilla: solamente 
con las teclas de dirección y el botón de turbo se tenía que ganar en una carrera a tu rival. La 




Fig. 1.4: Chrono Trigger usando RPG por turnos 
 









Esta “ramificación” de géneros aísla a los jugadores de un género de otros que puede que no 
hayan probado por no haber sentido apenas curiosidad o porque puede que ni conozcan que 
existen, pudiendo desechar la posibilidad de que estos jugadores puedan incluir entre sus 
ramas favoritas estas otras desconocidas para ellos. 
 
Es por esto que se ha decidido como Proyecto de Final de Grado elaborar un videojuego 
multigénero que incluya algunos de los géneros más populares que existen, y que han sentado 
las bases de una gran parte de videojuegos hoy en día. De este modo, el juego que se ha 
elaborado incluirá los elementos y mecánica claves de los siguientes géneros: RPG por turnos, 
Acción/Plataformas (de dos tipos: combate cuerpo a cuerpo y combate a distancia), Shoot ‘Em 
Up y Carreras.  
 
Con esto se pretende que en un mismo videojuego se puedan probar diversos géneros que han 
de superarse para continuar y que permitan que aquellos jugadores que jamás hayan conocido 
o jugado a estos géneros puedan probarlos y puedan desenvolverse en ellos con facilidad, 
gracias entre otras cosas al uso de sencillos tutoriales que les permitan iniciarse en éstos 
géneros. Tras este primer contacto que tendrán los usuarios al inicio de cada nuevo género 
serán ellos los que continuarán mejorando conforme avanzan en el juego y conforme van 
encontrando habilidades que les permita jugar con una mayor variedad de opciones. 





Todos los géneros se incluirán en un único videojuego con una única historia, de modo que la 
elección de un género u otro vendrá condicionada por el tipo de pantalla en el cual se ubique 
el jugador, justificando así su uso dentro de la situación que se de en cada pantalla y sin 
necesidad de “ponerlo por poner”. 
 
Unir varios géneros en un solo juego puede resultar sencillo si no comparten elementos entre 
géneros (como en el caso ya mostrado antes de “Metal Slug”, ya que cuando cambia de género 
no existe ningún elemento compartido entre ellos pues cada uno es independiente del otro), 
ya que al estar aislados no influyen entre sí y pueden desarrollarse como múltiples juegos 
distintos conectados en uno solo. El problema principal de los videojuegos multigénero es 
precisamente éste, compartir elementos clave para la jugabilidad entre géneros que no tienen 
nada que ver, ya que al no poseer la misma mecánica es difícil encontrar algún aspecto que 
pueda permanecer intacto o simplemente permanecer en todos los géneros. En el juego que 
se ha realizado como Proyecto de Final de Grado se ha conseguido fusionar todos los géneros 
en un solo juego compartiendo todos los elementos claves que se hacen uso conforme se 
avanza, de modo que no se note un cambio brusco de mecánica al cambiar de género, sino 
que permanezca intacto para no confundir al usuario.  
 
Un ejemplo de ello es el sistema de niveles y atributos del jugador, ya que para cada género los 
atributos (a pesar de ser los mismos siempre)  podrán afectar de forma distinta al personaje, 
pero siempre manteniendo una lógica común, de modo que aunque por ejemplo el atributo de 
velocidad afecte de forma distinta al personaje o sus habilidades, siempre tendrá que ver con 
la velocidad. 
 
1.4 Objetivos del proyecto 
Desde el inicio hasta el final de la elaboración del Proyecto Final de Grado se ha tenido en 
cuenta que éste debe finalizar cumpliendo los siguientes objetivos: 
 
Crear una librería propia 
Se desea crear una librería propia que permita la creación de videojuegos de una manera más 
sencilla, lista para posterior implementación de nuevas funciones para cada juego que  se 
quiera realizar. Esta librería será creada íntegramente por código propio sin hacer uso de 
ninguna herramienta o código externo con excepción de SFML. Iincluirá aspectos tales como 




un Gestor de Efectos, un Sistema de Partículas, varios Parseadores para cada necesidad 
(mapas, entidades, etc.), un Motor de Físicas, un Sistema de Cámaras, un Gestor de Eventos o 
múltiples Inteligencias Artificiales basadas en Objetivos, entre otros aspectos.  Con la creación 
de esta librería se pretende crear así un motor de videojuegos que permita desarrollar nuevos 
de una forma más genérica y externa, reduciendo la necesidad de implementar código 
mediante el uso de parseadores y archivos externos que contengan gran parte de la 
información de diversos elementos del juego como pueden ser los tipos de enemigos y 
parámetros de cada uno, eventos especiales, tipos de obstáculos, trampas, etc.  
 
Implementar múltiples géneros 
Se implementarán varios géneros en el videojuego, contando con las características clave 
propias de cada uno de forma que el jugador pueda experimentar éste tipo de géneros sin 
perderse ninguna de las características que los hace únicos. Esto proporciona al usuario una 
sensación de estar jugando a juegos completamente distintos cada vez que cambie de género 
ya que estará reflejada la “esencia” de cada uno de ellos de una manera fiel a los clásicos, pero 
de una forma sencilla y nada confusa que impida que el usuario se desoriente al cambiar entre 
géneros. Esto proporciona un mayor grado de jugabilidad y reduce la monotonía al estar 
cambiando de género varias veces a lo largo de la aventura. 
 
Fusionar los géneros de forma justificada 
El videojuego que se creará tendrá unificados todos los géneros de forma que, aunque 
aparezcan separados teniendo en cuenta sus pantallas correspondientes, tengan justificados 
los motivos de su inclusión dentro de una historia común. De este modo independientemente 
del número de pantallas o del número de apariciones de cada género, su cambio vendrá 
condicionado por un suceso en la trama del juego, por lo que no existirá ningún momento en 
el que se cambie de género “porque sí”. Un ejemplo de esto podría ser si el jugador llega a una 
pantalla en la cual hay un precipicio y sucede un evento que obligue al personaje a precipitarse 
por él, cambiando entonces de género al Shoot ‘Em Up con scroll vertical. 
 
Crear múltiples géneros independientes entre sí e incluirlos toscamente en un solo juego es 
relativamente sencillo pero ofrece una mala imagen del producto, suscitando en el jugador la 
idea de que el videojuego apenas ha sido elaborado o por lo menos cuidado con un mínimo de 
atención. Es por eso que esta parte se considera como uno de los objetivos finales, ya que es 
esencial que el jugador esté entretenido y no se incomode por culpa del desarrollador. 
 




2. Diseño y Especificación 
2.1 Argumento 
“Hlioir era una tranquila aldea ubicada en la zona más serena del valle. Su gente era muy 
trabajadora, responsable y amable con sus vecinos. Alfareros, panaderos, constructores, 
herreros, guardias… todos tenían trabajos que permitían a la aldea crecer y mantener un 
ambiente afable. Se podría decir que era el lugar perfecto para residir si quieres una vida 
tranquila y sin sobresaltos… justo lo contrario de lo que Vidheim buscaba. 
 
Él quería acción, aventuras, riesgos, vivir cada segundo como si fuese el último… y estar 
horneando pan hasta el día de su muerte no le sonaba como el ejemplo perfecto de aventura. 
Harto de soñar despierto cada día, Vidheim decidió dejarlo todo y aceptar el puesto de cazador 
que ofrecía el líder de la aldea y que nadie quería aceptar por los riesgos que incumbía, ya que 
no solo constaba de cazar animales, también había que despejar los caminos de bandidos que 
pudiesen merodear.  
 
Es por eso que se construyó una cabaña en lo más profundo de uno de los bosques dentro del 
valle y decidió pasar sus días allí, acechando a criaturas del bosque o bandidos que se 
refugiasen en él. 
 
Bien entrada la mañana de un día cualquiera, mientras Vidheim aún dormía, ocurrió lo que 
parecía ser un terremoto que sacudió todo el valle con una increíble fuerza. Sobresaltado, salió 
corriendo fuera de su cabaña para ver qué había pasado. Tras llegar a una de las salidas del 
bosque, contempló algo que le congeló la sangre: la aldea había  quedado totalmente 
destruida, aplastada por lo que parece ser un gigantesco monolito, como si hubiese caído del 
mismísimo cielo con el objetivo de destruir la aldea.  
 
Cerca de donde él estaba se podían oír las carcajadas de un desconocido que contemplaba la 
grotesca escena. Cuando Vidheim lo vió, descubrió que ese desconocido tenía todo el cuerpo 
cubierto de lo que parecía ser una amalgama de órganos, tentáculos y ojos, todo unido por lo 
una especie de tejido orgánico rojo. Sospechando que esa abominación podría tener algo que 
ver, le preguntó quién era y qué había pasado con la aldea. El ser respondió: ‘Yo soy Nysrogh, y 
esto solo es solo el inicio de lo que está por llegar’. 
 




 Vidheim, consumido por la ira, se abalanzó ante aquel individuo y le pegó un puñetazo con 
todas sus fuerzas. Tras el golpe un trozo de la criatura cayó al suelo, y acto seguido, como 
tomando consciencia de sí mismo, aquel trozo de carne atacó a Vidheim impulsándose contra 
su mano y extendiéndose por ella. Sintiendo un gran dolor, el cazador pegó un puñetazo al 
suelo para intentar destruir a este organismo, consiguiendo así frenar la propagación por su 
brazo. 
 
Nysrogh ,conmocionado por la fuerza del golpe, decidió dejar el lugar abriendo un extraño 
portal a algún lugar desconocido. Mientras entraba al portal, se oyó una voz gritándole que 
esperase, que no le dejase atrás. Sorprendido, Vidheim descubrió que quien estaba hablándole 
a Nysrogh era su propia mano, concretamente el parásito que se había incrustado en él, que no 
podía moverse por haber intentado poseerle en vano, quedando fusionado con él. 
 
Antes de que se cerrase el portal, el parásito ordenó a Vidheim que entrase en él rápidamente, 
pues no quería seguir un segundo más atrapado en su cuerpo. Aunque odiase admitirlo, sabía 
que la única forma de deshacerse de ése parásito era eliminando a Nysrogh, ya que así mataría 
dos pájaros de un tiro: eliminaría de raíz el problema del parásito y vengaría a la gente de la 
aldea… además que aquello significaba peligros y aventuras, por lo que no podía perdérselo, 
por lo que entró sin dudarlo en el portal, adentrándose en lo desconocido…“ 
 
Vidheim emprenderá un largo viaje persiguiendo a Nysrogh, viajando por portales que 
conducirán a distintas realidades paralelas, en las cuales aquella abominación tiene pensado 
implantar monolitos para consumir toda la materia de la Tierra en cada una de esas realidades 
y así satisfacer a su amo, Sug-Phomet,  una abominación colosal encarcelada desde hace 
milenios para evitar que consuma todo cuanto se conoce.  
 
2.2 Objetivo del juego 
El objetivo del juego es sencillo: el jugador deberá ir completando progresivamente cada 
pantalla para superar cada uno de los mundos que se presentan, derrotando a cada jefe del 
mundo hasta llegar al jefe final del juego, de modo que una vez derrotado se complete. Para 
ello el jugador hará uso de las diversas formas de atacar y defenderse que se presentan en la 
mayoría de géneros, así como poder conseguir y utilizar diversas habilidades que podrán 
mejorar sus atributos, realizar nuevos ataques y plantear nuevas estrategias de combate. Junto 




con las habilidades el jugador también dispondrá de objetos que le servirán de apoyo durante 
su aventura. 
 
Todo el juego está diseñado para que se prueben todos los géneros incluidos y se saque el 
máximo partido de ellos, aprovechando todas las características que los definen y diferencian 
de los demás, de modo que siempre sea un nuevo reto  comenzar una pantalla con un género 
distinto. 
 
2.3 Mecánica del juego 
El juego se caracteriza por tener distintos géneros bastante dispares entre sí, ya que cada uno 
ofrece una forma completamente distinta de jugar, cambiando algunos aspectos de forma 
significativa (que hacen único a cada género) y conservando otros similares entre ellos. El 
objetivo común en todo género es llegar al final de cada pantalla, superando los obstáculos 
que se presenten, ya sea en forma de enemigos comunes, jefes finales, puzles o trampas sin 
que se agote la vida del personaje.  
 
De este modo cada género presenta una mecánica distinta a la cual el jugador deberá 
adaptarse para que el protagonista sobreviva. Para facilitarle el cambio entre géneros se 
incluyen una serie de indicaciones que informan al jugador sobre los controles y acciones, 
indicadores que se mostrarán nada más empezar por primera vez el género en cuestión. Estas 
indicaciones serán simples de modo que no se confunda al usuario con un exceso de 
información, ya que irá aprendiendo a manejar cada género conforme avance, puesto que no 
tiene todas las habilidades desde el principio. 
 
El juego está dividido en realidades paralelas que vienen a ser los “mundos” que lo componen, 
las cuales a su vez están divididas en un determinado número de pantallas. Cada realidad 
tendrá una temática distinta, como son el valle del protagonista, un entorno futurista post-
apocalíptico, o la realidad original del antagonista principal. Todas estas realidades están 
separadas entre sí por un portal dimensional que se abre tras derrotar al jefe final de cada 
realidad, proporcionando así acceso a la siguiente realidad respecto de la que está el jugador. 
Las pantallas por su parte varían de género según cual sea, es decir, que si por ejemplo en una 
pantalla el protagonista tiene que descender por un acantilado, el género de la pantalla será 
Shoot ‘Em Up vertical; y si otra pantalla transcurre en un bosque el cual se ha de atravesar, el 




género de ésta será Acción/Plataformas. De este modo se consigue adaptar los géneros 
propuestos de una forma justificada de cara al jugador, sin forzar la situación. 
 
El jugador hará uso de habilidades tanto ofensivas como defensivas que le permitirán esquivar 
ataques, intercambiar energía por salud o atacar de varias formas distintas a los enemigos, 
entre otras. Estas habilidades las irá encontrando por el camino y se irán sumando a las que ya 
tenga el personaje. 
 
Junto con las habilidades, el jugador irá consiguiendo objetos tras eliminar a enemigos u 
obstáculos, los cuales le ayudarán en su aventura. Estos objetos pueden tener efecto 
inmediato (recuperación de vida o energía, por ejemplo) o bien podrán almacenarse en el 
inventario para utilizarse luego. 
 
El personaje irá adquiriendo experiencia conforme elimine enemigos, permitiendo así que 
aumente de nivel cuando consiga la suficiente. Cada enemigo proporcionará una cantidad 
distinta de experiencia, de modo que eliminar a aquellos más duros supondrá una recompensa 
mayor en experiencia que eliminar a los más débiles. Cada vez que el jugador suba de nivel se 
le otorgará un determinado número de puntos que utilizará para incrementar uno de los 
atributos del personaje (como fuerza, velocidad, vida…) según desee, mejorando así las 
características del jugador según el atributo aumentado. Conforme vaya subiendo de nivel la 
cantidad de experiencia que necesitará para subir al siguiente se incrementará de modo que le 
cueste más subir conforme más niveles tenga el usuario. 
 
Durante la aventura se irán sucediendo una serie de eventos de diálogo que permitirán 
avanzar en la historia y mejorar la inmersión del jugador en el juego. Estas conversaciones 
ocurrirán entre el personaje principal y diversos NPC que se vaya encontrado por el camino así 
como conversaciones entre él y el parásito de su brazo. 
 
Junto con el objetivo principal del juego de superar cada pantalla existirán algunos objetivos 
secundarios, como por ejemplo la localización de objetos ocultos que solo pueden ser 
descubiertos si el jugador está muy atento a ciertos lugares o situaciones. Estos objetos 
pueden proporcionar ventajas directas como aumentos de alguna estadística del jugador o 
bien pueden ser objetos acumulables para alcanzar un objetivo final, como por ejemplo 
conseguir una habilidad oculta si se ha encontrado un determinado número de éstos. 
 




2.4 Metodología empleada 
Para la elaboración de un proyecto de éstas características se ha optado por seguir una 
metodología ágil como es en este caso la denominada como FDD o Feature Driven 
Development (Desarrollo Basado en Funcionalidades). Ésta metodología se basa en la 
realización de un diseño preliminar y global de cómo será el proyecto una vez terminado, tras 
lo cual se desarrollará una lista con todas y cada una de las funcionalidades que incluirá, 
ordenadas por prioridad de realización. Cuando se hayan planificado todas las funcionalidades 
se comenzará por su desarrollo realizándose una a una de forma iterativa, de modo que se 




Fig. 2.1: Diagrama de etapas en FDD 
 
Esta metodología es muy útil para este tipo de proyectos, ya que requieren de muchas 
funcionalidades, siendo necesario planificarlas y priorizarlas para que no exista confusión 
durante su desarrollo, más aún si es un proyecto desarrollado por una única persona. Además, 
el diseño y construcción de las funcionalidades de forma individual hace que el proyecto sea 
más organizado y mantenga un flujo de creación continuo. 
 
Algo que ha ayudado y mucho a la hora de aplicar esta metodología en el proyecto es el portal 
Cloud. Este portal web ofrece una serie de herramientas que permiten establecer un 
seguimiento y planificación de una forma mucho más organizada, controlando en cada 
momento qué se ha de hacer y cuándo se ha de hacer.  
 
Entre sus herramientas se encuentra la creación de peticiones, que serán la base para 
establecer el seguimiento del proyecto. Estas peticiones son aquellas tareas a realizar dentro 
del proyecto, pudiendo especificar tanto una descripción como a quién se le ha asignado, junto 
con el día de finalización o las horas estimadas para su realización. Estas peticiones pueden ir 




actualizándose indicando las horas realizadas, el porcentaje completado y una descripción del 
contenido realizado en ella, controlando así el trabajo de todos los componentes del proyecto. 
 
Una vez se hayan definido todas las peticiones que se deseen, Cloud nos ofrece un diagrama 
de Gantt con todas éstas peticiones ordenadas por fecha y categoría, indicando su porcentaje 
de realización así como pudiendo observar cuándo se inició y cuando debería terminar. Esto 
proporciona una visión mucho más intuitiva y rápida para controlar el seguimiento del 
proyecto, sobre todo en aquellos en los que participen más personas. 
 
Entre las múltiples herramientas que ofrece Cloud, cabe destacar otra que se ha utilizado para 
este proyecto muchísimas veces: el repositorio. Cloud ofrece un repositorio en el cual subir las 
versiones que se vayan completando del proyecto, de forma que pueda actualizarse de forma 
sencilla, ofreciendo por tanto una copia del proyecto en el portal de modo que todos los 
componentes puedan utilizarla y puedan ir completándola de forma sencilla a pesar de que 
estén trabajando en ella al unísono todos los componentes.  A pesar de que éste proyecto se 
ha desarrollado de forma individual, ha sido muy útil el sistema de versiones para poder 
restaurar en caso de pérdida o bien controlar qué se ha realizado en cada momento. 
 
2.5 Géneros incluidos 
De entre todos los géneros que se han sopesado para ser incluidos en el proyecto, finalmente 
se han elegido los siguientes: 
 
2.5.1 Acción / Plataformas 
Los videojuegos de plataformas siempre han sido de los más populares en cuanto a 
entretenimiento y diversión se refiere. Suelen ser muy intuitivos, y pueden integrar fácilmente 
aspectos de otros géneros o subgéneros para hacerlos aún más entretenidos, como por 
ejemplo los puzles o características que aumenten la acción en el juego. Uno de los más 
icónicos fue el archiconocido Super Mario Bros., que combinaba plataformas con un poco de 
acción mediante el uso de ataques simples como la Flor de Fuego o la Estrella.  
 
Son muy versátiles de modo que incluso a día de hoy, tras tres décadas desde que fueron 
creados, siguen creándose videojuegos de plataformas innovadores y muy originales.  De 




hecho, suele ser el género preferido por todos aquellos que comienzan a crear sus propios 
videojuegos, ya que el resultado es bastante satisfactorio aun con pocos contenidos en escena. 
 
Como ya he comentado, se suelen integrar otros géneros o subgéneros en el de plataformas 
para mejorar el resultado final, por lo que se ha optado por integrar diversos elementos del 
género de Acción en éste, de modo que no solo se podrá viajar por las pantallas saltando 
plataformas y superando terreno, sino que también se podrán realizar una serie de 
movimientos que aumenten el número de opciones que tiene el jugador a la hora de jugar. 
 
Esta combinación de géneros (acción + plataformas) se ha establecido como situación “base” 
para el juego, por lo que se ha decidido que aparezca en un mayor porcentaje de pantallas que 
el resto de géneros debido a su versatilidad y facilidad para desarrollar mejor la historia que el 
resto de géneros incluidos. 
 
Dentro de este género el jugador podrá moverse horizontalmente y saltar, siendo en todo 
momento afectado por la fuerza de la gravedad. En el apartado de acciones ofensivas y 
defensivas el género de Acción se ha decidido dividirlo en 2 ramas:  
 
Acción Cuerpo a Cuerpo 
En éste tipo de subgénero se han incluido ataques que afectan en un rango próximo al jugador, 
de modo que él mismo tendrá que acercarse a elementos como enemigos u obstáculos para 
atacarlos. Poseen una fuerza mayor que los ataques a distancia pero implican lógicamente un 
mayor riesgo al estar el jugador más próximo del peligro. 
 
El jugador dispondrá de una serie de ataques base iniciales que podrán realizarse mediante la 
pulsación del botón de ataque y una tecla de dirección, de modo que exista un ataque hacia 
los lados, uno hacia arriba y otro hacia abajo.  
 
Junto con estos ataques, el jugador irá descubriendo una serie de habilidades que mejorarán 
sus ataques base o que incluso añadirán nuevos ataques, como por ejemplo el ataque cargado 
lateral.  
 
Además, el jugador podrá realizar algunas técnicas de defensa como el esquive lateral, que 
ignora todo el daño que reciba mientras esté realizando éste movimiento. 
 




Acción A Distancia 
En este otro tipo de subgénero el jugador dispondrá de un arma que le permitirá realizar 
disparos a distancia. El daño producido por estos disparos base es inferior al daño producido 
por ataques cuerpo a cuerpo base pero tienen como ventaja que pueden lanzarse en gran 
número y no implica necesariamente estar cerca del enemigo para que reciba el ataque. 
 
El jugador podrá disparar lateralmente sin necesidad de pulsar la tecla de dirección 
izquierda/derecha, ya que es el ataque base.  Al igual que con el subgénero de Acción Cuerpo a 
Cuerpo, el jugador irá descubriendo habilidades por el camino, como el disparo cargado, el 
cual toma más tiempo para dispararse pero posee mayor fuerza ofensiva. Junto con las 
habilidades éste subgénero también conserva los movimientos defensivos del subgénero 
Acción Cuerpo a Cuerpo, como el de esquive lateral. 
 
2.5.2 Shoot ‘Em Up 
Un género bastante popular y utilizado en infinidad de ocasiones. Suele ser usado también 
como género base para iniciarse en el desarrollo de videojuegos ya que se puede crear un 
juego Shoot ‘Em Up muy simple en cuestión de poco tiempo, aunque eso mismo es un arma de 
doble filo ya que debido al gran número de juegos con ese género es muy difícil innovar. Sin 
embargo debido a la libertad que éste género ofrece para cambiar elementos clave en el juego 
sin necesidad de sacrificar entretenimiento, se han conseguido muchas variantes distintas 
dentro del mismo género que casi parece que pertenezcan a géneros propios. 
 
Cambiando el tipo de scroll de escenario (scroll lateral, vertical, sin scroll o scroll controlado 
por el usuario, por ejemplo); cambiando el sistema de combate (hordas de enemigos en 
formaciones, enemigos posicionados fijos, combate VS entre un enemigo y el jugador, etc.);  
cambiando el sistema de habilidades o power-ups (combinación de nuevos ataques, dirección 
de disparo controlada por el usuario, etc.)… hay muchísimas formas de hacer un videojuego 
con el género Shoot ‘Em up, y todas ofrecen  un mecanismo y una jugabilidad únicas. 
 
En éste tipo de pantallas el jugador podrá moverse en cualquier dirección mientras dispara 
proyectiles a las hordas de enemigos que aparecen. Estos enemigos podrán aparecer en 
formaciones de varios miembros o de forma individual, según el tipo de enemigo que sea. El 
jugador deberá esquivarlos al mismo tiempo que les dispara para eliminarlos y reducir el riesgo 
de perder puntos de vida.  





El escenario se desplazará de forma horizontal a una velocidad constante, de modo que 
independientemente del movimiento del jugador éste acabará llegando en algún momento al 
final de la pantalla. Conforme avance por ésta irán apareciendo obstáculos que también se 
moverán por la pantalla así como terreno propio de ésta, siendo en ambos casos perjudicial 
que colisionen con el jugador. 
 
A lo largo de la pantalla el jugador irá consiguiendo habilidades y poderes que le ayudarán a 
eliminar los obstáculos y las hordas de enemigos. No existe munición por lo que no tendrá que 
preocuparse por cuánto tiene que disparar. Esto da pie a que se incluyan elementos que 
dificulten algo más la situación , pues el tener munición infinita en estos juegos propicia que 
sea demasiado fácil si no hay algún contra como enemigos difíciles de matar o un moderado 
número de disparos enemigos por la pantalla. 
 
Este tipo de Shoot ‘Em Up se ha incluido en el proyecto en pantallas como las que sirven de 




Uno de los géneros más utilizados cuando se quiere contar una historia o cuando se quiere 
hacer hincapié en la estrategia a la hora de combatir. Al igual que la gran mayoría de géneros, 
posee una gran cantidad de elementos que pueden variar para ofrecer experiencias 
completamente distintas entre juegos del mismo género, pudiendo variar tanto la exploración 
por el mundo, como la interacción con personajes, así como los combates (algo que en algunos 
casos define completamente el juego), permitiendo variar el juego de formas muy distintas. 
 
En el caso de éste proyecto se ha decidido incluir éste género debido a su importancia y 
popularidad, además de que contrasta bastante con los ya elegidos y supone un reto integrarlo 
con éstos. Sin embargo se ha conseguido integrar perfectamente, utilizando elementos 
comunes en todos los géneros del proyecto como el sistema de niveles o las habilidades entre 
otros. 
 
El jugador podrá mover al personaje en todas las direcciones por un escenario visto desde 
arriba, por aquellos lugares en los que sea viable andar. Conforme camina por el escenario le 




aparecerá de repente un indicador de combate y dará comienzo una batalla entre el personaje 
y los enemigos que se hayan generado en ese combate.  
 
Los combates se basan en turnos, de modo que (teniendo en cuenta la velocidad de los 
enemigos y la del personaje) cuando uno ataca, el otro ataca después. Una vez dentro del 
combate, el jugador podrá elegir la acción entre Atacar, Habilidades, Objetos y Huir. Se 
mostrará el nombre del enemigo y su imagen, así como el HUD del personaje en el cual se 
informa sobre aspectos como la vida o su energía.  
 
Las habilidades de combate consumirán puntos de energía, de modo que solo podrá utilizar 
aquellas que no superen la cantidad de energía que disponga el jugador en ese momento. Con 
el comando Atacar atacará con un ataque base teniendo en cuenta el atributo de fuerza del 
jugador cuando se realice la acción. 
 
Cuando el jugador elimina a todos los enemigos del combate,  éste acaba y se recompensa al 
jugador con experiencia y si el enemigo los ha soltado, objetos. 
 
2.5.4 Carreras 
Este género tiene muchas variantes también, sobre todo dependiendo de si se quiere 
conseguir realismo (con juegos como Gran Turismo o Forza); si se quiere conseguir situaciones 
cómicas y no muy realistas (como con Mario Kart o Crash Bandicoot Nitro Kart); o bien si lo 
que se desea es utilizar al máximo los reflejos del jugador con pantallas frenéticas (como con la 
mítica carrera de Battletoads o con el clásico Unirally). 
 
En éste proyecto se ha decantado por incluir el último grupo de los mencionados 
anteriormente, de modo que se sucedan carreras que irán a gran velocidad y probarán los 
reflejos del usuario. Sin embargo como este proyecto pretender ser una toma de contacto 
ante gente que no haya probado o no esté muy versado en este tipo de géneros, no se 
excederá la dificultad para no resultar frustrante al usuario. 
 
La carrera se desarrollará  en horizontal, con una vista parecida a la que ya se mostraba en el 
género Shoot ‘Em Up, pero con un scroll bastante más rápido y diversos elementos que 
diferencian éstas pantallas de las que son Shoot ‘Em Up.  
 




El jugador podrá desplazarse en todas las direcciones, pero debido a la velocidad del vehículo 
le será más difícil avanzar hacia el lado en que conduce pero más fácil frenar e ir hacia el lado 
opuesto. 
 
Durante el transcurso de las pantallas con éste género, el jugador irá encontrando avisos que 
le informarán de obstáculos ubicados en la carretera a escasa distancia de él, para que consiga 
evitarlos antes de que sea demasiado tarde, debido a la velocidad de la carrera. Junto con 
estos obstáculos también se irá encontrando con algunos enemigos que intentarán acabar con 
su personaje disparándole o simplemente chocándose contra él. 
 
Para paliar ésta situación el personaje podrá disparar desde su vehículo en la dirección en la 
que está conduciendo de modo que pueda eliminar a aquellos enemigos que estén enfrente 
de él.  
 
2.5.5 Vertical 
A pesar de no suponer un “género propio”, éste tipo de pantallas mezclan elementos tanto del 
género Shoot ‘Em Up como del de Carreras, de modo que se ha decidido catalogar éste tipo de 
pantallas bajo este pseudónimo.  
 
Pensado para pantallas especiales en las que el personaje, por ejemplo, descienda desde una 
altura a otra ubicada a gran profundidad. En este tipo de pantallas el usuario podrá moverse 
en cualquier dirección pero la gravedad y la velocidad de caída afectarán a su movimiento 
vertical, de modo que a la hora de moverse hacia arriba al jugador le costará más esfuerzo, lo 
contrario que para moverse hacia abajo que irá a una velocidad mayor.  
 
Durante el descenso el usuario podrá atacar a los enemigos y obstáculos que vayan 
apareciendo desde arriba o desde abajo.   
 
La pantalla irá desplazándose a gran velocidad verticalmente, de modo que el usuario ha de 
estar atento a cambios en el escenario para evitar chocarse contra las paredes de éste, así 
como a enemigos y obstáculos que vayan apareciendo. Su dificultad es elevada ya que la 
velocidad de caída así como los límites del escenario hacen peligroso el descenso. 
 




2.6 Herramientas utilizadas 
Para la elaboración de este proyecto se ha decidido utilizar el menor número de herramientas 
externas posibles, ya que como objetivo principal se ha propuesto la realización de una librería 
propia y todo lo referente a un videojuego multigénero de forma personal y empezando de 0, 
de modo que no se incluyan, entre otros, motores de físicas o sistemas de partículas externos, 
ya que en todo momento se ha tenido en mente la motivación de aprender a desarrollar de 
forma independiente este motor de videojuegos y crear así un videojuego multigénero. 
 
Aun así para poder desarrollar todos estos componentes de forma personal sí ha sido 
necesaria la integración de SFML, librería en la cual se ha basado el proyecto, ya que ofrece 
una serie de herramientas que ayudan bastante a la hora de realizar videojuegos. Entre estas 
herramientas encontramos la posibilidad de dibujar por pantalla, herramientas para medir el 
tiempo, para crear rectángulos de colisión (bounding box), herramientas para el apartado de 
audio, vistas y cámaras, entre muchas otras. Sin embargo éstas herramientas son solo clases 
con ciertos métodos que permiten realizar una serie de funciones, de modo que es el propio 
desarrollador el que decide cómo y dónde utilizarlas.  
 
Junto con ésta librería se ha utilizado el entorno de desarrollo integrado Visual Studio 2010, ya 
que ha ofrecido mejores resultados que con otros entornos de desarrollo como Netbeans o 
CodeBlocks. Tras unos sencillos pasos se puede adaptar SFML perfectamente a Visual Studio, 
de manera que se pueda empezar a trabajar casi inmediatamente. 
 
Para poder crear las pantallas se ha utilizado el programa Tiled, que permite diseñar pantallas 
basadas en tiles de una manera sencilla, “pintando” directamente los tiles seleccionados sobre 
una matriz de posiciones. Pueden añadirse capas, lo que permite establecer todo el escenario 
directamente en el programa, tanto el fondo como la capa de colisión como todas las capas de 
detalles que se quieran añadir. Se pueden, además, asignar características a tiles concretos, a 
capas o directamente a la pantalla creada, de modo que se puedan especializar éstos 
elementos aún más. Tiled exporta en varios formatos, siendo XML el elegido para éste 
proyecto, de modo que realizando un parseador se puedan leer los datos y adaptarlos a éste. 
 
Para la elaboración del arte del juego se ha utilizado Paint Tool SAI, pues proporciona grandes 
resultados a la hora de realizar dibujo artístico ayudado por una tableta digitalizadora. 




Contiene múltiples opciones para personalizar pinceles, de modo que se pueda bocetar, pintar 
o añadir efectos con éstos de forma sencilla.  
 
Por último, para la elaboración de algunos efectos de sonido se ha utilizado la herramienta 
Bfxr Standalone, que permite crear efectos de sonido estilo 8-bit de una manera sencilla pero 
que a la vez posee un gran número de herramientas para modificar los sonidos. 
 
2.7 Evolución en el planteamiento 
Durante la planificación del proyecto así como en la fase de desarrollo de pruebas en éste, se 
han ido sopesando ideas de las cuales algunas han conseguido tener el visto bueno y se han 
implementado y otras han tenido que ser rechazadas o modificadas con respecto al 
planteamiento original para que pudiesen adaptarse al proyecto correctamente. Estas ideas 
van desde detalles dentro de elementos ya planificados (como las características de las 
distintas habilidades) así como éstos propios elementos (qué habilidades podrían entrar y 
cuales no), como también aspectos mucho más decisivos a la hora de encaminar el desarrollo 
del proyecto, como puede ser la elección de qué géneros entran en el proyecto o de si usar 
librerías y motores externos para facilitar el desarrollo del proyecto. 
 
2.7.1 Motor de Físicas propio VS Box2D 
 En un principio el proyecto se ideó para ser desarrollado de manera personal, es decir, usando 
el mínimo de herramientas externas posibles con el objetivo de crear una librería propia y a su 
vez alcanzar un mayor nivel de aprendizaje que si se utilizasen éstas herramientas.  
 
Después de varias  experiencias en proyectos pasados y tras la elaboración de prototipos de 
motores de físicas en éste que no cumplieron las expectativas se optó en un primer momento 
en incluir el motor de físicas Box2D en el proyecto, de forma que ese “bache” estuviese 
paliado por éste motor. 
 
Tras una serie de pruebas se comprobó que Box2D se integraba bien con lo que ya se había 
creado para el proyecto, de modo que se empezaron a realizar prototipos para comprobar la 
comprobación y resolución de colisiones entre cuerpos de distintos tipos (Box2D incluye tres 
tipos de cuerpos: dinámicos, cinemáticos y estáticos, cada uno con propiedades distintas al 
resto). Los prototipos iban bien, pero se comprobó que eran “demasiado perfectos” pues 




simulaban aspectos innecesarios que daban demasiado realismo ante un juego con éstos 
géneros. Colisiones que devolvían el “golpe” recibido, rozamiento excesivo con el suelo y con 
los laterales de los objetos, rotaciones innecesarias de cuerpos al chocar con otros… todo era 
demasiado realista. 
 
Esto supuso un alto en la continuación de pruebas, en el cual se debía sopesar qué hacer a 
continuación: seguir con Box2D y restringirle funcionalidades así como contrarrestar los 
efectos realistas que producían sus colisiones, o bien continuar investigando la realización de 
un motor de físicas propio y quizás abordarlo desde otro punto de vista empezando de cero. 
 
Tras meditarlo se pensó que, a pesar de ofrecer algunas herramientas muy útiles para el 
proyecto, si incluía un motor como Box2D teniendo que “mutilarlo” en múltiples aspectos 
acabaría siendo más costoso que si empezaba uno yo mismo, además de que al no haberlo 
desarrollado yo no sabría exactamente cómo solucionar los posibles problemas que me 
encontrase en el futuro (ya que no existe mucha información sobre Box2D utilizándose fuera 
del motor de juegos Cocos2D). 
 
Se optó entonces por crear el motor de físicas desde cero, motivado por aprender a 
desarrollarlo, conseguir que la librería sea personal al 100% y también por la necesidad de 
solucionar la “espina” que se quedó clavada tras el fracaso del anterior motor de físicas propio. 
Tras una larga investigación y muchísimas pruebas se consiguió crear uno nuevo, cuya base 
consistía en la elaboración de una matriz de sensores que rodean a las distintas entidades del 
juego (como se explica en la sección Motor de Físicas).  
 
El motor se comprobó que funcionaba correctamente en todas las situaciones probadas así 
que se fijó su implementación al proyecto. 
 
2.7.2 Un Sprite para dominarlos a todos 
Durante las primeras fases de implementación de funcionalidades los distintos objetos de tipo 
Sprite se creaban de forma dinámica, conforme el juego los fuese necesitando. Esto parecía no 
desentrañar ningún problema al principio, pero conforme se continuaba el desarrollo se 
comenzaron a ver extrañas ralentizaciones durante la ejecución del juego, ocurriendo éstas 
cuando se creaban elementos tales como enemigos o proyectiles nuevos, así como efectos 




especiales. Tras investigar se llegó a la conclusión de que estos elementos tenían un factor 
común que podía ocasionar éstas ralentizaciones: la creación de nuevos sprites.  
 
Originalmente los sprites se creaban sobre la marcha e incluso para algunos era necesario 
parsear en el momento el spritesheet que contenía al sprite para asignarle los valores, algo 
bastante costoso, por lo que si ya estaban sucediendo cosas en ese momento provocaba 
ralentizaciones. Se decidió entonces cambiar la forma en la que se usaban los sprites, de modo 
que en vez de crearse y en ocasiones parsearse dinámicamente se creasen en un único 
momento y se almacenasen en el gestor de recursos, de forma que si un elemento del juego 
necesitase un sprite en concreto simplemente tuviese que apuntar a aquel ya creado en el 
gestor. De este modo se podrían crear sin miedo 50 enemigos en pantalla, ya que todos 
tendrían un puntero apuntando a un único Sprite creado, ubicado en el gestor de recursos. 
 
Esto supuso también un gran cambio en el sistema de carga de mapas, ya que en el prototipo 
los tiles originalmente tenían un Sprite cada uno, generando así miles de sprites por mapa, de 
modo que tras el cambio solo se necesitó 1 único Sprite para absolutamente todo el mapa, 
independientemente de cuántas capas, filas o columnas tuviese. 
 
Para que este sistema funcione compartiendo un único Sprite todos los del mismo tipo, 
solamente hay que implementar los datos que se utilizarían para cambiar el Sprite dentro del 
“dueño” de éste, en vez de directamente en el Sprite como estaba puesto originalmente. De 
este modo cada “dueño” solo tendrá que aplicar éstos datos en el Sprite cuando se vaya a 
dibujar, de forma que el Sprite cambiará en cada momento para cada elemento pero dentro 
de una misma iteración del bucle del juego, permitiendo así representar a todos los elementos 
con Sprite utilizando uno por cada tipo. 
 
2.8 Diseño Específico VS Diseño Genérico 
A la hora de desarrollar un proyecto de estas dimensiones es necesario planificar muy 
detalladamente qué se ha de realizar y cómo, para evitar confusiones y sobre todo porque si 
surgen problemas puedan ser arreglados de la forma más rápida y sencilla.  
 
Si queremos desarrollar, como es el caso, un videojuego, hay que tener claro que existirá una 
gran cantidad de datos que podrán variar conforme se vaya testeando y desarrollando, de 
modo que es importante tener un sistema que facilite la comprobación y modificación de éstos 




datos de una forma intuitiva y rápida, ya que es muy difícil tener originalmente todos los datos 
perfectamente equilibrados sin que tengan que ser modificados en un futuro, ya que en un 
videojuego es muy importante la fase de testeo (sobre todo en temas de enemigos, objetos y 
terreno por ejemplo).  
 
De este modo podemos diferenciar dos ramas por las cual poder decantarnos a la hora de 
diseñar y desarrollar el proyecto: 
 
Diseño Específico 
Se trata de una forma de diseñar que mantiene en todo momento el objetivo de diseñar 
exclusivamente para el proyecto que se esté desarrollando, en este caso un videojuego, sin 
vistas a que pueda servir para otro proyecto posterior. Esta forma de diseñar y desarrollar no 
está enfocada a que sus componentes puedan ser modificados en múltiples ocasiones, si no 
que más bien está pensado para “grabar a fuego” los datos y que se queden como se han 
diseñado originalmente. 
 
Este suele ser el tipo de diseño que se suele seguir nada más empezar a desarrollar 
videojuegos, pues no es estrictamente necesario el uso de parseadores y de archivos externos 
para funcionar, ya que todo está fijado en el propio código.  
 
Sin embargo no es lo más recomendable, ya que cierra completamente las puertas a la 
posibilidad de que sus características puedan ser modificadas en cualquier momento, ya que al 
estar todo tan cerrado y unido si se quisiese volver a modificar éstas características podría 
afectar a gran parte del proyecto.   
 
En todo caso, si se desease usar, debería ser en ocasiones en que el proyecto no sea muy 
grande o bien se tengan todos los aspectos de éste bien establecidos de forma inicial, de modo 
que no necesiten cambios sustanciales en el futuro (debido al riesgo que esto implica para la 
estabilidad del proyecto). Sin embargo no suele darse el caso de que un videojuego esté 
“perfecto” y equilibrado antes incluso de desarrollar su código, por lo que se entiende que no 
es recomendable el uso de éste tipo de diseño. 
 
Diseño Genérico 




Es un tipo de diseño mucho más abierto e intuitivo que el diseño específico, ya que permite 
modificar en cualquier momento aspectos que pueden llegar a ser cruciales para que el 
proyecto sea satisfactorio, sin necesidad de meterse a cambiar código dentro de éste. 
 
Está orientado para aquellos proyectos que tengan unas dimensiones lo suficientemente 
grandes como para necesitar modificaciones de vez en cuando, de forma que éstas sean 
sencillas, rápidas e intuitivas de realizar. Además también es recomendable éste tipo de diseño 
para aquellos proyectos con vistas a que parte de éstos pueda ser reutilizado en otros 
proyectos en el futuro, modificando el mínimo código necesario y realizándolo todo de forma 
externa a éste. 
 
Y esa es la base de éste tipo de diseño: el uso de datos ubicados de forma externa al código. 
Estos datos por lo general suelen venir de ficheros incluidos en el proyecto, de modo que en 
código solo haría falta desarrollar parseadores que permitan leer estos archivos y que sean los 
responsables de asignar el contenido de éstos a nuestro código sin que tengamos que 
meternos de por medio. Esto implica que para modificar el contenido de, por ejemplo, un 
enemigo (como puede ser sus variables de salud o fuerza), solo tengamos que irnos al archivo 
en el cual está la información del enemigo y modificarlas directamente en él sin necesidad de 
tocar código, de modo que cuando carguemos el juego de nuevo el enemigo tenga esta nueva 
información de manera automática. 
 
Esto ofrece una mayor flexibilidad al proyecto así como un control de errores mucho más 
sencillo, ya que si por ejemplo queremos mermar el poder de un objeto solo tendremos que 
irnos a su archivo correspondiente, lo que facilita mucho las cosas, permitiendo además su 
reutilización en otros proyectos ajenos a éste. 
 
Por todo esto se ha decidido que éste tipo de diseño sea el utilizado para éste proyecto, de 
forma que mediante el uso de parseadores y de archivos de texto se puedan controlar desde 
los tipos de enemigos (definiendo qué inteligencia artificial tienen, así como su vida, fuerza e 
incluso sprites) hasta los tiles del mapa que tengan comportamiento especial, pasando por las 
especificaciones de trampas o de efectos especiales, entre otras muchas cosas. 
 




2.9 Diseño Visual 
Para el apartado visual del proyecto se ha optado por diseñar y dibujar uno mismo casi todos 
los elementos que se han incluido en el juego. De este modo se pretende que el proyecto sea 
lo más personal posible, reduciendo el uso de elementos externos siempre que sea posible. 
 
El apartado visual se compone de varias imágenes, en las cuales se han dibujado elementos 
tales como el personaje, enemigos, elementos del hud, tiles de las pantallas, fondos de 
escenarios, efectos especiales o proyectiles, entre otros muchos. 
 
Se ha optado pues por diseñar a mano todos estos elementos a excepción de los tiles del 
escenario, ya que en algunos casos se han utilizado tiles proporcionados en tilesets ajenos, 
siempre y cuando el autor de permiso para poder utilizarlos. De este modo agradecer a Johann 
Charlot por proporcionar el tileset que se ha empleado en gran parte del juego. 
 
En cuanto a la elaboración de éste apartado, se ha optado por dibujar todos los sprites del 
juego (a excepción del título y del mensaje de “has muerto”) siguiendo el estilo “pixelart”, de 
modo que visualmente sea mucho más atractivo, a la vez que evoque el estilo de los 
videojuegos de inicio-mitad de la década de los 90. De este modo se ha dibujado y pintado 
todos y cada uno de éstos sprites siguiendo técnicas que potencien el estilo de pixelart. 
 
Personaje 
El personaje fue lo primero que se diseñó, mediante dibujos conceptuales para saber cómo 
sería en el futuro, una vez se hubiese adaptado al tamaño y necesidades del juego. Como se 
puede apreciar en al siguiente imagen el diseño se ha mantenido a grandes rasgos (evitando 
dibujar detalles para no sobrecargar el sprite al ser de muy poco tamaño y además en pixelart). 
 
 




Fig 2.2 – Arte conceptual del personaje. 
 
Fig. 2.3 – Personaje ampliado (izquierda) y tal cual se ve en el juego (derecha) 
 
En la hoja de sprites del personaje se han dibujado 106 sprites distintos, que forman parte de 
las 26 animaciones que compone el personaje. 





Fig. 2.4 – Hoja de sprites del personaje. 
 
Enemigos 
En cuanto a la hoja de sprites de los enemigos, encontramos en total 110 sprites distintos, que 
dan forma y animan a 30 enemigos distintos en un número de animaciones que varía según el 
enemigo en cuestión. 
 





Fig 2.5 – Hoja de sprites de los enemigos. 






Se han desarrollado 187 efectos (sin contar con las letras del abecedario), distribuidos entre 
disparos, habilidades, objetos, efectos especiales, partículas, etc. 
 
 
Fig. 2.6 – Hoja de sprites de los efectos del juego. 
 
Elementos relativos a los menús 
Se han creado 15 elementos usados en menús, ya sea paneles donde mostrar botones e 
información así como los propios botones. 
 





Fig. 2.7 – Hoja de Sprites para los elementos de los menús. 
 
Tiles y fondos 
Se han elegido tiles de 3 artistas distintos, que cumplen con todas las necesidades el proyecto.  
 
Algunos tiles (mostrados en la esquina inferior izquierda) sí han sido desarrollados de manera 
personal, ya que hay una serie de elementos demasiado específicos (como sensores, trampas y 
efectos de lluvia por ejemplo) que los demás no han podido abarcar. A su vez se ha decidido 
dibujar unos fondos que se ubicarán detrás de todos los elementos del escenario durante la 
partida. 





Fig. 2.8 – Tiles utilizados para las distintas pantallas. 
 
 
Fig. 2.9 – Fondo para escenarios con temática “naturaleza”. 
  
2.10 Diseño Sonoro 
Ya que para el proyecto se ha elaborado un sistema de audio que permite reproducir sonidos y 
músicas, es necesario cubrir estas necesidades con los elementos correspondientes.   






En cuanto a la banda sonora del juego se ha optado por utilizar material de artistas que 
ofrezcan sus trabajos de forma gratuita y que no suponga ningún problema su utilización en 
proyectos ajenos. Se ha decidido pues utilizar música perteneciente a la banda sonora del 
famoso (y reciente) videojuego “Shovel Knight”, ya que está desarrollada íntegramente en 
estilo “chiptune” u “8-bit”, acorde a la estética de su juego ya que rememora juegos clásicos 
de la consola NES (Nintendo Entertainment System).  Ya que este proyecto también pretende 
hacer un guiño a los clásicos, así como por su estética visual retro, la banda sonora elegida 
encaja perfectamente en él.   
 
Esta banda sonora está disponible de forma gratuita en internet, y lo único que se pide es que 
el proyecto no se use de forma comercial, así como atribuir su creación al autor original, en 
este caso Jake Kaufman. 
 
Efectos de sonido 
Los efectos de sonido han sido desarrollados de forma personal gracias a la herramienta Bfxr, 
la cual es una utilidad online (con opción para descarga de forma gratuita) para la elaboración 
de efectos de sonido que podemos encontrar típicamente en videojuegos antiguos de 8 bits. 
Los sonidos se pueden generar de forma aleatoria, así como pueden generarse como fruto de 
modificaciones de un sonido previamente generado con esta herramienta, mediante la opción 
“mutate” (creando así variantes parecidas a un sonido en concreto, algo muy útil para dar 
mayor realismo y variedad al repertorio de sonidos).  
 
Una vez generado el sonido, se puede modificar muchos parámetros de éste para adaptarlo 
como mejor nos parezca, pudiendo exportarse después para poder descargárnoslo. 
 
Se han elaborado 27 sonidos que cubren todas las necesidades del proyecto, desde actuar 
como indicador sonoro ante golpes recibidos, así como emitidos, disparos, recolección de 
objetos, etc.  
 
 
3. Desarrollo e Implementación 
3.1  Patrones de Diseño empleados 
Los patrones de diseño comprenden soluciones a problemas comunes que pueden surgir 
durante el desarrollo de software. No necesariamente pueden utilizarse cuando se dé un 
problema, también pueden ser utilizados para agilizar, estructurar y optimizar el propio 
proyecto cuando se necesite. Además implican que, si el proyecto se comparte, otros 
desarrolladores puedan manejarlo mejor si saben el comportamiento de los patrones 
utilizados en éste, agilizando las cosas. 





Durante el desarrollo de este proyecto se ha sopesado la utilización de diversos patrones de 
diseño, los cuales podrían ayudar a la hora de estructurar y mejorar el diseño global del 
proyecto, dándose el visto bueno a los siguientes: 
 
3.1.1 Patrón Fachada 
El patrón de diseño Fachada permite estructurar el código de una manera más sencilla e 
intuitiva con respecto al desarrollador, permitiendo separar y minimizar las dependencias 
entre código, algo muy útil cuando se trabaja con herramientas externas como librerías.  
 
Para el proyecto actual se ha decidido su implementación de cara a minimizar éstas 
dependencias entre el código que yo he creado y los elementos que proporciona SFML, de 
modo que la utilización de elementos de éste sea mínima de forma directa, utilizando primero 
por tanto aquel código que yo he creado. Algunos ejemplos de esto son las clases Sprite, 
Ventana, Textura o Rectángulo, entre otras. Con esto se ha conseguido que, llamando por 
ejemplo a la clase Sprite, se pueda trabajar con sus métodos y variables (los cuales sí están 
relacionados con SFML, haciendo de fachada) sin necesidad de llamar explícitamente a 
aquellos de SFML. Además se ha mejorado el uso de algunas de estas clases, como de nuevo es 
el caso de Sprite, que sustituye a la clase con el mismo nombre de SFML, habiéndose integrado 
en la clase propia métodos que SFML no tiene y que la mejoran, como es el control de 
animaciones entre frames de éstos sprites. 
 
Como consecuencia de realizar clases, métodos y variables propias que sirvan de fachada a las 
que pudiese tener SFML, se ha conseguido que el código sea mucho más intuitivo con respecto 
al desarrollador, ya que es uno mismo el que define esos elementos y por tanto pueda 
desarrollar con una mayor facilidad a la hora de recordar qué elementos contiene cada clase y 
para qué sirven. 
 
3.1.2 Patrón Singleton 
El patrón Singleton permite que un objeto sea creado una única vez en todo el transcurso de la 
ejecución, de modo que solo se creará cuando no exista ninguno, por lo que si se solicita su 
creación habiéndose creado ya anteriormente, en vez de crearse de nuevo se devolverá el que 
ya existe. 





Esto es muy útil para controlar diversos elementos que pueden afectar de forma general a 
todo el código, como pueden ser relojes o gestores de cualquier tipo (de partículas, efectos, de 
recursos, etc.), los cuales solo es necesario crearlos una vez. 
 
Esto ha sido muy útil en el proyecto actual ya que el hecho de que existan éstos elementos, los 
cuales pueden ser utilizados en diversos puntos del proyecto, ha permitido reducir bastante 
código y hacer más simple la elaboración de nuevos elementos tales como enemigos o sprites. 
Al tratarse de forma “global”, los gestores y toda aquella clase que tuviese éste patrón ha 
podido ser utilizada desde cualquier otra clase sin necesidad de crear una nueva instancia de 
ésta, simplemente se ha creado un puntero que llama al método Instanciar de la clase con 
Singleton, recibiendo su instancia ya creada. 
 
3.2  Gestor de Efectos 
Los efectos especiales son algo casi esencial en la gran mayoría de videojuegos hoy en día, de 
hecho es difícil ver alguno que no los incluya. Ofrecen una mejora visual muy interesante e 
incluso van más allá sirviendo de indicaciones en algunos casos, como por ejemplo en el 
videojuego Mario Kart, en el cual se puede derrapar generando unos efectos especiales de 
varios colores que indica el grado de turbo que se puede llegar a conseguir, además de 
reforzar visualmente la situación. Su versatilidad y flexibilidad a la hora de crearse, así como el 
grandísimo número de tipos distintos que se pueden crear suponen un punto fuerte dentro de 
cada videojuego, ofreciendo al jugador una sensación de profesionalidad y atención a los 
detalles muy cuidada con respecto al juego y a su desarrollador.  
 
Durante la realización del proyecto se planteó el uso de efectos especiales que pudiesen 
reforzar diversas situaciones, tanto de manera simplemente estética como proporcionando 
ayuda técnica al jugador. Por ello se decidió implementar un sistema de efectos especiales que 
fuesen manejados por un gestor de efectos, el cual se encargaría de crearlos, actualizarlos y 
eliminarlos conforme la situación así lo requiriese. 
 
La clase GestorEfectos está compuesta de varios métodos esenciales para su funcionamiento:  
 - Varios métodos para crear efectos según el tipo que sean. 
- Un método par inicializar todos aquellos elementos que pudiesen necesitar futuros 
efectos. 




- Un método para actualizar los efectos que estén vivos en cada momento. 
- Un método para dibujar éstos efectos. 
 
Crear un efecto nuevo es muy sencillo, pues lo único que necesitamos hacer es llamar al 
método correspondiente de creación de efecto (según del tipo que sea), y pasarle, entre otras 
cosas, el nombre del efecto. Ésta es una de las principales ventajas de que el proyecto esté 
realizado siguiendo un diseño genérico, pues simplemente pasándole el nombre del efecto que 
queramos el propio gestor se encargará de detectar qué efecto es (pues al inicio del juego se 
parsearon todos los datos de los efectos disponibles desde ficheros de texto) y aplicará los 
datos necesarios para cada uno según su nombre. Una vez creada la instancia de la clase 
Efecto, se añadirá al vector de efectos que el gestor posee, pudiéndose así recorrer tanto para 
actualizarlos como para dibujarlos posteriormente. Una vez el efecto ha terminado se elimina 
y se quita del vector de efectos. 
 
Todos los efectos que nos encontraremos (identificados por el nombre que poseen cada uno) 
están englobados en varias ramas, de modo que dentro de una misma rama los efectos serán 
creados de una forma o de otra según a la que pertenezcan. Sin embargo su comportamiento 
vendrá dado únicamente por el nombre que posean, de modo que cada efecto será distinto a 
los demás aun pudiendo pertenecer todos a la misma rama. Estas categorías de efectos son: 
 
3.2.1 Efectos Independientes 
Son aquellos efectos que, como su propio nombre indica, son independientes a cualquier otro 
elemento del juego. Se utilizará esta categoría para aquellos efectos puntuales cuya posición 
no importe en absoluto. Su forma de comportarse variará con cada uno, pero por lo general 
suelen tener un ciclo de vida corto, funcionando la mayoría simplemente como factor estético. 
 
Dentro de esta categoría se han decidido implementar los siguientes: 
 
ChoqueDisparo 
Consta de un sprite con una animación simple, generado cuando un proyectil entra en colisión 
con cualquier obstáculo, ya sea del propio escenario o de las entidades que haya en él. 
 





Fig 3.1 – Efecto ChoqueDisparo al disparar sobre una piedra 
 
MuerteSerAtacable 
Cuando un SerAtacable es eliminado tras realizársele un ataque, se genera una onda de 
energía roja que indica este hecho de una forma mucho más rápida y visualmente más 
llamativa que si simplemente desapareciese del escenario. 
 
  
Fig 3.2 – Efecto MuerteSerAtacable al eliminar un enemigo 
 
InicioDisparo 
Cuando el jugador dispara con el arma de fuego del protagonista se emite un destello desde la 
boca de ésta, indicando que se acaba de efectuar el disparo y reforzando esa acción.  





Fig 3.3 – Efecto InicioDisparo justo en la boca del arma 
 
GolpeSerAtacable 
Cuando el jugador golpea un SerAtacable se genera una onda parecida a la de 
MuerteSerAtacable pero mucho más pequeña y de color azul, indicando que se ha efectuado  
con éxito el golpe. 
 
Fig 3.4 – Efecto GolpeSerAtacable generado en el lugar de impacto con el enemigo 
 
Teletransporte 
Algunos enemigos tienen la posibilidad de invocar a otros, de modo que cuando esto suceda se 
creará el efecto en cuestión, mostrando un portal en la posición en la que se generen los 
enemigos, reforzando la situación, dando la sensación así de que se están teletransportando a 
la escena, en vez de aparecer directamente desde la nada. 
3.2.2 Efectos Dependientes 
Son aquellos efectos que, como su nombre indica, dependen de algún elemento externo a 
ellos, como por ejemplo un enemigo. Estos efectos están “atados” a éstos elementos, ya sea 
solo para el momento de su creación o durante toda su vida. Por lo general suelen depender 




de la posición del elemento, aunque existen algunos que dependen de más factores aparte de 
éste. Dentro de éste grupo encontramos los siguientes efectos: 
 
DamageSerAtacable 
Consta de un sprite que genera el gestor de textos, apareciendo sobre aquellos enemigos que 
reciban daño. Este sprite indicará con números la cantidad de daño infligido, haciendo un 
efecto de impulso hacia arriba y luego cayendo hasta desaparecer. Es dependiente del 
enemigo solamente en el momento de crearse, ya que necesita su posición y la cantidad de 
daño recibido, pero no está ligado a él por más tiempo por lo que aunque el enemigo se 
mueva el movimiento del sprite es independiente al enemigo una vez creado. 
 
Como no depende del ente que lo contiene más allá del momento en que fue creado, aunque 
se elimine a ese ente el indicador de daño seguirá existiendo hasta que desaparezca por su 
cuenta una vez esté cayendo. 
 
 
Fig. 3.5 – Efecto DamageSerAtacable mostrado sobre el enemigo al recibir un golpe 
 
BarraVida 
Indicador en forma de barra que muestra la vida del elemento que lo contiene (elementos que 
pertenecen a la clase SerAtacable, por lo que tienen vida) al poco de recibir un ataque (inicia 
invisible y luego se va aumentando su opacidad). Esta barra consta de dos sprites, uno fijo que 
hace de borde del más pequeño que crece o decrece indicando cómo de llena está ésta barra 
de vida. Es totalmente dependiente del elemento al que pertenece, de modo que si éste se 
mueve la barra se moverá con él la misma cantidad de píxeles.  
 




Ésta barra aparecerá desde el centro del ente hasta ubicarse encima de él con un movimiento 
suavizado y con un degradado de alfa que varía desde invisible (cuando se inicia) hasta ser 
completamente visible (cuando está ubicado ya encima del personaje). Este mismo 
movimiento lo repite hacia abajo cuando ha pasado un periodo de tiempo sin que ataquen al 
enemigo. Si lo atacan con la barra activa el contador de vida se reiniciará, quedándose en su 
posición más tiempo.  
 
Cuando el ente que lo contiene muere la barra de vida desaparece 
 
 
Fig. 3.6 – Barra de vida mostrándose sobre el enemigo al poco de recibir daño 
 
EscudoEnergia 
Al utilizar la habilidad EscudoEnergia, una esfera de energía aparece rodeando en todo 
momento al jugador. Tras un intervalo de tiempo la esfera empezará a parpadear 
rápidamente, indicando que se acerca su fin. Tras acabar se la habilidad también lo hace el 
efecto. 
 
Indicadores de obstáculos 
Cuando el jugador esté manejando al personaje en el género de Carrera se crearán una serie 
de efectos que indicarán si un obstáculo se le aproxima, posicionándose una señal con una 
exclamación en el lateral derecho de la pantalla, a la altura en la cual esté el obstáculo 
próximo. El efecto desaparece cuando el obstáculo empieza a verse por la pantalla. 
 
RecogerConsumible 




Cuando el jugador recoge del suelo un objeto consumible se creará un efecto en el cual unas 
líneas de energía suben en vertical en la ubicación del personaje, indicando que se ha 




Fig. 3.7 – Efecto al recoger el consumible de Salud 
 
3.3 Gestor de Partículas 
Las partículas podrían considerarse un tipo de efecto más, pero poseen características propias 
por las cuales merece la pena separarlas y construir un gestor dedicado a ellas. Mientras que 
en este proyecto los efectos son individuales, de modo que solo se crean de uno en uno, las 
partículas suelen aparecer en grupos, pudiendo alcanzar un gran número de componentes 
dentro de ellos. Además, mientras que los efectos suelen tener alguna utilidad (como servir de 
indicación para el usuario) aparte de ofrecer un buen efecto visual, las partículas simplemente 
sirven como refuerzo visual de diversas situaciones, sin tener que representar algún tipo de 
indicación útil para la aventura. 
 
Del mismo modo que los efectos individuales, un sistema de partículas es algo muy a tener en 
cuenta a la hora de desarrollar un videojuego, ya que ofrecen un gran atractivo visual, 
despertando en muchos casos el interés y asombro de los jugadores por lo bien que se 
complementan a las situaciones que se pueden dar en los diversos videojuegos que las 
incluyan. 
 
Al igual que pasaba con el gestor de efectos, crear nuevas partículas es sencillo, pero en este 
caso tendremos un “intermediario” más: el emisor de partículas. La clase EmisorParticulas 
será la encargada de manejar las partículas, algo que se diferencia del gestor de efectos ya que 




en éste era el propio gestor el que los manejaba. En este caso si el gestor de partículas tuviese 
que manejar una a una todas las que existiesen podría llegar a ser algo engorroso, de modo 
que la clase GestorParticulas se encargará únicamente de crear, actualizar, dibujar y eliminar 
las instancias de EmisorParticulas, siendo éstas últimas las que se encargan de crear, inicializar, 
actualizar y eliminar una a una las partículas que contengan. 
 
También se ha seguido la filosofía del “diseño genérico” a la hora de crear este gestor, de 
modo que a los emisores de partículas se les asignarán unos nombres a la hora de ser creados, 
y, teniendo en cuenta los tipos de partículas parseados cuando se inicializó el juego, sabrá que 
hacer en cada momento, solamente comprobando su nombre. 
 
El sistema de partículas, por tanto, trabaja de la siguiente forma: 
1. El gestor, nada más empezar el juego, prepara los elementos comunes a todos los emisores 
que se puedan dar (como son, por ejemplo, los sprites del juego). 
2. Durante el juego, el gestor recibe una petición para crear un nuevo emisor de partículas, 
indicándole todos los parámetros necesarios para este emisor, así como lo más importante: el 
nombre del emisor, mediante el cual sabrá que hacer en cada momento durante su ciclo de 
vida. Al crearse también se agregará al vector de EmisorParticulas que tiene la clase 
GestorParticulas 
3. El emisor trabajará entonces con las variables recibidas y teniendo en cuenta el tipo de 
emisor que sea, se encargará de crear una a una las partículas teniendo en cuenta las 
necesidades de cada tipo. 
4. El gestor se encargará de actualizar cada uno de los emisores creados, los cuales a su vez se 
encargarán de actualizar todas aquellas partículas asociadas a cada uno. 
5. Cuando llegue el momento en que las partículas deban eliminarse (lo cual también 
dependerá del tipo de emisor), será el emisor el que lo haga, y una vez estén todas eliminadas 
establecerá su variable “haMuerto” a true ya que no tiene sentido que siga existiendo al 
carecer de partículas, de modo que le tocará al gestor eliminar ese emisor de partículas. 
6. Tras cada actualización el gestor recorrerá todos los emisores llamando a sus funciones de 
dibujado para que muestren por pantalla todas las partículas que contienen. 
 
Como se ha mencionado, existen varios tipos de emisores de partículas, cada uno con sus 
características que lo hacen distinto en comportamiento a los demás. Estos tipos de emisores 
son: 
 




3.3.1 Emisores de tipo Explosión 
Los emisores de tipo explosión son aquellos en los que se generan todas las partículas a la vez 
y en una única ronda, de ahí que se le denomine explosión. Este emisor por tanto solo genera 
partículas en el momento de ser creado, de modo que una vez que todas éstas mueren el 
emisor muere con ellas.  
 
Al generarse, cada una de las partículas generadas recibe un impulso con una fuerza aleatoria 
tanto en horizontal como en vertical, de modo que de sensación de realismo y no quede 
demasiado artificial. 
 
Suelen ser utilizados en colisiones (contra enemigos simulando sangre, contra objetos 
simulando sus piezas, en explosiones, etc.). 
 
Algunos ejemplos de los utilizados en el proyecto son los siguientes: 
 
RomperObstaculo 
Cuando el jugador destruye un obstáculo en el escenario se genera una serie de partículas a la 
vez desde la posición en la que estaba el obstáculo, dejando constancia visual de que lo ha 
roto. Estas partículas varían teniendo en cuenta el tipo de obstáculo, de modo que, por 
ejemplo, si se elimina una piedra se emitirán trozos de dicha piedra, para dar mayor realismo. 
 
GolpeSerAtacable 
Cuando se efectúa un golpe a un SerAtacable se emiten una serie de destellos que indican que 
el objetivo ha sido golpeado.  
 
ChoqueDisparo 
Cuando un disparo choca contra un objeto se emiten una serie de destellos en el lugar donde 
se ha eliminado el disparo. Estos destellos variarán en color teniendo en cuenta el tipo de 
disparo efectuado (ya que no es lo mismo un disparo del jugador que el de un enemigo). 
 
RecogerObjeto 
Cuando el jugador recoge un objeto consumible o una habilidad se emite unos destellos que 
refuerzan la acción. Estos destellos variarán en color dependiendo de si es un objeto 
consumible o una habilidad lo que se ha conseguido. 




3.3.2 Emisores de tipo Fuente 
Este otro tipo de emisor es completamente distinto al de tipo Explosión, ya que las partículas 
de éste emisor se generan una a una conforme se necesite (normalmente determinada por 
una condición, como por ejemplo una variable aleatoria teniendo en cuenta un rango de 
tiempo entre la generación de una partícula y otra). Además por las características de éste tipo 
de emisores, la única forma de determinar cuando muere el propio emisor es de forma 
preestablecida, es decir, que un evento será el que determine cuando ha de parar la 
generación de partículas, de modo que cuando la última se elimine, muera también el emisor.  
 
Debido a ésta generación continua de partículas este tipo de emisores reciben el nombre de 
Fuente. Estos emisores a su vez tienen dos formas distintas de actuación, teniendo en cuenta 
si se genera cada partícula de forma independiente a las demás o bien solo se crea una nueva 
cuando otra previamente creada acaba de morir, existiendo en éste caso siempre el mismo 
número de partículas vivas. 
 
Suelen ser usados en aspectos del escenario como elementos del clima (lluvia, nieve, etc.); 
detalles que incumben a las características del entorno (como hojas cayendo en un bosque, 
papeles impulsados por el viento cerca de una ciudad, etc.); o por ejemplo un lugar en el que 
sea necesario que se emita algún elemento de forma ininterrumpida (una fuente de agua, las 
chispas de una bengala, etc.). 
 
Hojas 
En pantallas con temática “naturaleza” se emitirán de forma continua partículas con forma de 
hoja (variando entre distintos sprites de hojas) desde el borde superior de la pantalla, con un 
movimiento constante hacia abajo-derecha, pero la cantidad de velocidad que lleven en 
ambos ejes será aleatoria, generándose en el momento de su creación, de modo que cada hoja 
no solo podrá ser diferente visualmente sino que también cambiará en dirección  y velocidad 
respecto de las demás, mejorando el realismo de la escena. Se eliminan cuando salen de la 
pantalla lo suficiente. 
 
Ceniza 
Similar al emisor de partículas de tipo Hoja, estas partículas se desplazan por la pantalla con 
velocidad aleatoria, pero esta vez tienen como dirección abajo-izquierda. Se emitirán en 
pantallas con temática “post-apocalíptica”. 






Cuando se realice la habilidad BombaEnergía, se creará primero un disparo pequeño que será 
el que luego detone en una explosión mayor. Durante este disparo pequeño se generarán una 
serie de partículas con forma de destello que saldrán desde el centro del proyectil, dando la 
sensación de que está cargado de energía y la va desprendiendo. Una vez se elimine el disparo 
también lo hará este emisor. 
 
ProyGrandeBomba 
Al igual que pasa con ProyPequBomba, se emitirán una serie de destellos pero en esta ocasión 
mientras transcurra la explosión de la BombaEnergía. 
 
Transmutar 
Cuando el jugador realice la habilidad Transmutador se generarán una serie de partículas en la 
mano de éste, indicando que se está llevando a cabo esta habilidad. Cuando se pare de realizar 
también desaparecerá el emisor. 
 
3.4 Gestor de Recursos 
Debido a la gran cantidad de contenido que puede llegar a necesitarse a la hora de desarrollar 
un videojuego es imprescindible la utilización de un sistema que permita gestionar de manera 
eficiente todo recurso que se genere, de forma que, por ejemplo, no existan objetos 
duplicados innecesariamente, creándose solo cuando se necesiten y eliminándose cuando ya 
no sean útiles. Todo este proceso ha de llevarse a cabo de forma ajena al desarrollador, de 
modo qué este solo se preocupe  de desarrollar el gestor y, una vez completado, sea éste el 
que se encargue de todo conforme avanza el proyecto. 
 
De este modo se ha decidido incluir un gestor de recursos en el proyecto, el cual se encargará 
de la creación, comprobación y eliminación de contenidos de todo tipo.  
 
El gestor de recursos posee varios vectores de distintos tipos, acorde a los contenidos que 
maneja, de modo que sea el gestor el que los contenga y sean las demás clases las que 
soliciten cada recurso para trabajar con ellos. De esta forma evitamos que las clases creen 
estos recursos, ahorrándonos confusión en la estructura de código (“quién hace qué, cuándo y 




dónde”), así como evitando que múltiples instancias de una misma clase pudiesen crear el 
mismo contenido muchas veces. 
 
Su comportamiento está definido por una serie de métodos que se dividen en tres grupos: 
- Creación de contenido: son aquellos en los que se crea nuevo contenido, como 
pueden ser objetos de clases como Sprite, Ente, Rectángulo o Textura.  Éste contenido 
se almacena en los vectores que posee el gestor. Un aspecto a tener en cuenta es que 
cada vez que se solicita la creación de un nuevo elemento primero se comprueba el 
vector correspondiente para ver si éste elemento ya ha sido creado previamente, en 
cuyo caso no se creará de nuevo, saliendo directamente del método. 
- Devolución de contenido: son aquellos métodos en los que se devuelve un elemento 
de los que tiene almacenados, siendo solicitado por cualquier otra clase del proyecto. 
Son los comúnmente llamado “getters”. 
- Eliminación de contenido: son métodos a los cuales se les pasa una indicación de qué 
objeto han de eliminar (pudiendo pasárseles el nombre del elemento o el propio 
elemento) de modo que si ésta indicación coincide con los datos de uno de los 
elementos almacenados en el vector correspondiente, será eliminado y sacado de 
éste.  
- Vaciado de vectores: son métodos que eliminan todos los elementos de dentro de 
éstos y posteriormente dejan el vector a tamaño 0. 
 
De este modo, gracias a estos métodos y vectores, se puede controlar en todo momento 
cuántos elementos se han creado y si éstos son los correctos, evitando duplicados y 
decidiendo cuándo se crean y cuándo se eliminan de forma más directa, reduciendo así el 
coste en memoria del videojuego y por tanto optimizándolo. 
 
Al tratarse de un objeto que ha de ser creado una única vez, el gestor de recursos ha sido 
diseñado para ser una clase Singleton, de modo que muchas otras puedan trabajar con él sin 
necesidad de crear nuevas instancias. 
 
3.5 Motor de Físicas 
El motor de físicas es de las partes más complejas de diseñar y desarrollar en un videojuego, 
pero es un componente vital para un grandísimo porcentaje de géneros (casi todos realmente) 
y por tanto de videojuegos. Ya sean más o menos elaborados, los motores plantean soluciones 




a situaciones tan básicas como la fuerza de la gravedad, impulsos o lo más utilizado: colisiones 
entre cuerpos. De este modo un motor de físicas puede comprender únicamente una colisión 
simple (como es el caso de Tetris o Puzzle Bubble) o bien una gran cantidad de herramientas 
que permitan representar complejas situaciones en un entorno (como puede ser cualquier 
juego de acción). Algunos incluso juegan con conceptos que no se suelen dar en el día a día 
(por ejemplo los viajes entre planetas con gravedad propia en Super Mario Galaxy) o 
situaciones que aún no se han podido representar en el mundo real pero que han podido 
simularse de forma ficcional en un videojuego (como es el caso de la saga Portal). 
 
Debido a la complejidad que desentraña desarrollar un motor de físicas propio, lo más común 
es utilizar algunos motores ya existentes, los cuales ofrecen resultados muy realistas con una 
integración sencilla en el proyecto. Sin embargo debido a la motivación de desarrollar una 
librería propia y por tanto un videojuego propio, se ha optado por realizar un motor de físicas 
casi desde cero, utilizando únicamente como base los rectángulos que contiene SFML pero 
calculando de forma propia su comportamiento y sus posibles colisiones, entre otras cosas.  
 
3.5.1 Fuerzas 
Las fuerzas en este proyecto están presentes en todos los géneros de varias formas distintas. 
Entre ellas la más utilizada en el ámbito de los videojuegos es la fuerza de la gravedad, que en 
este proyecto afectará a los géneros de Acción/Plataformas, Shoot ‘Em Up (en pantallas con 
descenso vertical) y Carreras. Para ello se ha establecido una variable numérica que establece 
la cantidad de gravedad que se aplicará, de modo que todos los elementos que estén sujetos a 
ésta fuerza (por lo general el personaje principal, los enemigos o los objetos entre otros) 
tendrán aplicada esa cantidad a la suma de su velocidad vertical, de modo que se desplacen 
acelerando cada vez más (hasta alcanzar un límite de velocidad) hacia el suelo. 
 
Aparte de la gravedad existen otro tipo de fuerza presente en varios géneros que simula la 
fricción con son el caso del género Acción/Plataformas (en algunas pantallas en las que haya 
viento) y el de Carreras, en éste último siendo la fuerza horizontal continua durante todo el 
género, simulando la fricción con el aire a grandes velocidades. 
 
Aparte de las fuerzas permanentes en según qué pantallas y géneros sean, también se han 
implementado impulsos para, como su propio nombre indica, impulsar elementos tales como 
enemigos, objetos o al propio personaje. Estos impulsos se aplican directamente a éstos 




elementos, alterando su velocidad horizontal y/o vertical según el impulso empleado, de modo 
que por ejemplo si un enemigo está realizando una acción de abalanzarse contra el personaje, 
se le aplicará un impulso determinado por esa IA para alcanzarlo; o bien si hemos recibido 
daño, lo cual nos impulsará en el lado opuesto a la posición del origen del golpe; así como por 
ejemplo en el sistema de partículas (para emisores de tipo explosión) o cuando lanzamos un 
objeto, ya que en el primer caso el impulso será aleatorio en horizontal y en vertical y en el 
segundo caso vendrá predeterminado por el lado en el cual esté mirando el jugador. 
 
Estos impulsos trabajan de forma ajena a la velocidad que esté llevando el elemento afectado 
en cuestión, pero sin embargo se combinan perfectamente con éste de modo que es viable la 
situación de que un ente este andando, sufra un impulso y en el aire reciba otro, realizándose 
los cálculos perfectamente. 
 
3.5.2 Gestor de Colisiones 
El punto fuerte de los motores de físicas es la comprobación y resolución de colisiones entre 
los diversos elementos del videojuego. Estas colisiones sirven para todo lo que uno quiera 
desarrollar ya que existirá un código que controle que pasa cuando, por ejemplo, el personaje 
colisiona contra un enemigo, o contra un proyectil, o contra un elemento del escenario, o bien 
contra un objeto, teniendo además en cuenta todos los tipos que puedan existir dentro de 
cada elemento (una poción de vida, una de energía, monedas, etc.). No solo las colisiones 
sirven para interactuar con el personaje o los elementos del escenario, también sirven (como 
es el caso de éste proyecto) para la activación de eventos mediante la colisión del personaje 
con tiles invisibles pero con propiedad de colisión, mediante lo cual cuando existe una colisión 
personaje-tile de evento, se activará la secuencia que incluye su comportamiento. 
 
Existen, por tanto, innumerables situaciones que tratar de forma personalizada, por lo cual es 
necesario que algo las compruebe y resuelva de forma correcta. Por ello, para este proyecto se 
ha decidido implementar un gestor de colisiones que esté a la espera de cualquier tipo de 
colisión entre cualquier tipo de elemento del juego, siempre y cuando éste pueda realizar 
colisiones. El gestor contiene una serie de métodos que le permiten comprobar y resolver 
cualquier tipo de colisión, ya sea entre objetos de la clase padre Ente, o entre éstos y los 
propios objetos de tipo Tile que componen el mapa.  
 




3.5.2.1 Colisiones Ente con Ente 
Para poder manejar este tipo de colisiones tenemos dos métodos que nos permitirán 
comprobar y posteriormente manejar la colisión de forma correcta, según sean los objetos de 
tipo Ente que colisionen: 
- ComprobarColisionesEntes: éste método se encarga de recorrer el vector de 
boundings  que contiene el gestor de recursos para comprobar si, para cada posición, 
existe otro en el vector que está cerca de éste, de modo que exista la posibilidad de 
que próximamente los dos entes dueños de esos boundings entren en colisión. De este 
modo, si encontramos un par que están cerca entre sí comprobamos si existe colisión 
entre ellos en ese momento, y de no ser así lo desechamos y pasamos a comprobar si 
este candidato colisiona con otro de otra posición en el vector. Si por el contrario 
existe colisión entre este par de boundings, almacenamos en la siguiente posición del  
vector de colisiones (que contiene el gestor de colisiones) los dos boundings afectados.  
 
Si tras comprobar todos los boundings no existe ninguna colisión se saldrá del método 
sin que ocurra nada más, pero si por el contrario se ha agregado al menos una colisión 




Fig. 3.8: Diagrama funcional de ComprobarColisionesEntes 
 
- ManejarColisionesEntes: Este método se encargará de resolver todas aquellas 
colisiones que existan en el vector de colisiones. Para ello primero deberemos 
descubrir quiénes son los dueños de cada bounding (es decir, que objeto de tipo Ente 
es el que contiene cada bounding colisionado), por lo que, para cada posición del 
vector de colisiones comprobaremos los dos boundings afectados comparando la 
variable “idPadre” que cada uno tiene, de forma que si ésta coincide con el “idEnte” 
del Ente que estemos consultando en el vector de entes en ese momento, se 




almacenará este Ente en una variable que funcione de alias para poder trabajar 
posteriormente con él. 
 
Una vez comparemos y encontremos los dueños de esos 2 boundings, se empezará a 
resolver las colisiones según el tipo de Ente que sea cada uno y el tipo de bounding de 
estos entes que haya colisionado (ya que no es lo mismo que colisione el bounding del 
cuerpo de un enemigo que el bounding de su arma).  De esta forma si se da, por 
ejemplo, el caso en el que el bounding del cuerpo de un enemigo colisiona con el 
bounding del arma del personaje, se irá al caso correspondiente y se aplicará el 
resultado que corresponda, en este caso una resta de vida del enemigo y un impulso 
hacia atrás de éste. 
 
De esta forma primero se realizará el método ComprobarColisionesEntes, y una vez se tengan 
candidatos se llamará a ManejarColisionesEntes, el cual será el encargado de resolverlas según 
sea el tipo de boundings y entes afectados.  
 
Al realizarse de esta forma resulta bastante sencillo e intuitivo añadir nuevas situaciones, ya 
que solo se tendría que ir a ManejarColisionesEntes y establecer nuevas condiciones aplicando 
lo que se quiera que pase en ellas, tras lo cual estaría ya implementada esta nueva situación. 
 
3.5.2.2 Colisiones Ente con Tile 
Como las pantallas del juego están construidas mediante tiles, es necesario realizar una serie 
de cálculos que impidan a los elementos del entorno que los atraviesen si no se desea que esto 
pase. Primero es necesario comprobar si un tile colisionable está en un rango próximo al 
personaje, comprobando entonces si colisiona con éste, resolviéndose después esta colisión 
según el caso que se dé. Por lo general si el tile no tiene más propiedades que el hecho de que 
se pueda colisionar con él, se deberá impedir que los elementos lo atraviesen, de modo que si 
existe una colisión entre Ente y Tile se hará retroceder al Ente hasta una posición en la que 
colisionen pero no se atraviesen el uno al otro (por ejemplo, dejar pegado al suelo a un 
personaje que ha caído desde una determinada altura, impidiendo que atraviese el suelo). 
 
Existen bastantes situaciones distintas dentro de un videojuego relacionadas con la gestión de 
colisiones, de modo que habrá ocasiones que solo necesitemos comprobar si un Ente ha 




colisionado con un Tile y otras en las que necesitemos comprobar y resolver. Teniendo en 
cuenta estas situaciones se han creado los siguientes métodos: es métodos: 
 
- ComprobarColisionesTiles: éste método será utilizado únicamente para la 
comprobación de colisiones, no para su resolución. Debido a que pueden existir 
múltiples capas de mapas de tiles, y por tanto el peso computacional de comprobar 
todas y cada una de éstas capas es demasiado grande, se ha decidido establecer una 
variable a cada capa en la que se indique si ésta es de tipo “colisionable” o no, de 
modo que éste método comprobara los tiles solo de aquellas capas en que ésta 
variable sea cierta, evitando aquellas capas que no contengan tiles de colisión, como 
puede ser el fondo. 
 
El método se encargará pues de, como su propio nombre indica, comprobar si existe 
algún objeto de tipo Tile cercano al Ente que se le ha pasado, y de ser así comprobar si 
colisiona. Para ello se hace uso de un sistema que define una matriz invisible alrededor 
del personaje. Éste sistema está pensado para entes que no superen los 3 tiles de 
altura o anchura, ya que para éstos se necesitan crear métodos especiales guiados por 
bounding y no por el propio ente. Ésta matriz simula 9 tiles alrededor del personaje, 
los cuales simulan ser una especie de “sensores” que determinan si un tile de terreno 
(con el cual colisionar) está dentro de ellos o no. Si se encuentra algún tile de terreno 
dentro de éstos sensores, se continuará comprobando si el tile en cuestión es 
colisionable (es decir si su variable “esColisionable” es true) y si su id es distinto a -1, ya 
que ese es el id que tienen los tiles vacíos. 
 
Una vez comprobado que el tile en cuestión permite ser colisionado se procederá a 
crear un bounding auxiliar que englobe únicamente a ese Tile candidato para colisión. 
Se ha elegido crear un bounding auxiliar que englobe al tile aquí ya que crear durante 
la carga de mapas un bounding para cada uno de los tiles del juego sería costoso e 
innecesario 
 
Acto seguido, se comprobará si existe colisión entre el bounding del cuerpo del Ente y 
el que acabamos de crear que engloba al Tile en cuestión. Si existe colisión se saldrá 
del método devolviendo la posición de la matriz de “sensores” en la cual se ha 
encontrado el tile que colisiona con el ente. 
 




- ManejarColisionesTiles: a diferencia de ComprobarColisionesTiles, éste método no 
solo comprueba las colisiones sino que también las resuelve. Es el método utilizado por 
cualquier entidad que pueda colisionar, ya que es lo que dicta qué hacer en cada 
momento si ha habido colisión entre la entidad y un tile del terreno. Al igual que 
ComprobarColisionesTiles, también utilizará el mismo sistema de “matriz de sensores” 
rodeando a la entidad en cuestión, y también asignará un bounding al Tile que se haya 
detectado en alguna de las celdas de esa matriz. Acto seguido comprobará si hay 
colisión (si el Tile en cuestión es colisionable y su id es distinto de -1, como se ha 
explicado antes), y de ser así comenzará a resolverla mediante los siguientes pasos: 
 
1. Para resolver la colisión que haya ocurrido, primero necesitamos llamar a otro 
método del gestor de colisiones: ComprobarTamIntersec. Utilizando estos dos 
boundings, realizará una serie de cálculos que acabarán determinando el tamaño de la 
intersección ocurrida entre los dos, tanto en ancho como en alto, algo vital como se 
podrá comprobar después a la hora de resolver colisiones. 
 
2. Una vez conseguido el tamaño de la intersección entre boundings el siguiente paso 
será comprobar si el tile en cuestión es un tile especial, es decir, uno con 
características especiales a tener en cuenta (como por ejemplo que el tile sean unos 
pinchos, por lo que podría ser necesario –según el caso- restar vida al Ente en cuestión 
si choca con ellos), para lo cual se comprobará su tipo de tile, de modo que si su tipo 
está vacío no pertenecerá a ese grupo de tiles especiales, pero si tuviese especificado 
un tipo, fuese cual fuese, sí sería necesario resolver detalles propios de éstos. De este 
modo tenemos dos situaciones: 
 
2.1. Si el tile en cuestión es uno especial, se llamará al método ManejarTilesEspeciales. 
La mecánica de este método es parecida a la utilizada cuando resolvíamos colisiones 
entre entes con ManejarColisionesEntes, ya que lo que se realizará aquí es comprobar 
el tipo de tile en cuestión y, teniendo en cuenta cual sea, actuar en consecuencia. De 
este modo si el tile resultase ser uno de tipo “PinchosSuelo”, restaríamos vida al Ente y 
lo impulsaríamos en dirección opuesta al tile en cuestión; si por el contrario es uno de 
tipo “Plataforma”, se comprobará si el Ente en cuestión está por debajo de este, 
permitiéndosele atravesarlo de ser así, hasta que pudiese posicionarse encima y 
entonces impedir su caída. Acto seguido se saldría del método y se continuaría por el 
paso 3. 





2.2. Si el tile en cuestión no es uno especial, no entraremos a resolver sus 
características especiales por precisamente carecer de ellas, por lo que se pasaría al 
paso 3 directamente. 
 
3. Tras la situación que se hubiese dado con respecto a si ha sido o no tile especial, se 
comenzará por comprobar las colisiones entre Ente y Tile para ubicar correctamente al 
primero, de forma que no lo atravesase. Para ello es necesaria la intervención de 
nuevo del sistema de sensores que se ha implementado en la matriz, de modo que, 
teniendo en cuenta la posición en la cual se ha encontrado al tile en cuestión, se 
actuaría en consecuencia. Estas comprobaciones de qué posición de la matriz se han 
decidido realizar en un orden concreto teniendo en cuenta cuan mayor sea la 
probabilidad de encontrarse con un tile en cada posición, de modo que, por ejemplo, 
la probabilidad de encontrarse un tile debajo del personaje es mucho mayor que 
encontrárselo encima de él. Esto es algo subjetivo ya que viene determinado por el 
tipo de juego y algunas posiciones no son mucho más relevantes que otras, pero es 
más óptimo que exista un orden para comprobar primero aquellas más probables que 
las que no, de modo que se puedan ahorrar comprobaciones extra. 
 
Así, el orden de prioridades es el siguiente: 
 
 
Fig. 3.9 - Orden de prioridades a la hora de comprobar colisiones. 
 
En la figura 3.9 podemos ver la matriz de “sensores”, con las posiciones de ésta en azul 
y la prioridad de cada una en rojo. Siguiendo este orden, se comenzará primero por la 
posición 7, luego por la 1, por la 5, etc.  
 




Por tanto el objetivo es devolver al Ente a una posición en la que colisione con el tile 
en cuestión pero no lo atraviese. Para ello lo que se tendrá que hacer es establecer la 
posición del Ente (teniendo en cuenta si es vertical u horizontal el tile colisionado será 
en Y o en X la posición a modificar, respectivamente) de forma que se quede pegado al 
tile sin atravesarlo.  
 
Éstas serían algunos ejemplos de las posibilidades, escritas en pseudocódigo: 
 - Si el tile está en la posición 7 (abajo): 
  posicionEnteY = posicionTileY – offsetEnteY; 
 - Si el tile está en la posición 1 (arriba): 
  posicionEnteY = posicionTileY + offsetEnteY + tamAltoTile; 
 - Si el tile está en la posición 5 (derecha): 
  posicionEnteX = posicionTileX – offsetEnteX; 
 - Si el tile está en la posición 3 (izquierda): 
  posicionEnteX = posiciónTileX + offsetEnteX + tamAnchoTile; 
 
Como podemos comprobar, en las posiciones 7 y 5 tan solo debemos restar el offset 
del Ente en cada orientación (el offset es la distancia desde el centro hasta el lateral 
correspondiente) a la posición de del Tile en cuestión y esa sería la posición en la cual 
debería permanecer. Con esto estamos consiguiendo que entre el centro del Ente y el 
inicio del tile solo exista de distancia el offset del Ente, de modo que lo acabe rozando 
pero sin atravesarlo. 
 
   
 
Fig. 3.10 - Ente atravesando tiles de terreno. 





Como se puede observar en la figura 3.10 tenemos un ejemplo de una situación en la 
cual el terreno y el personaje colisionan. El rectángulo rojo corresponde al bounding 
del personaje, el cuadrado negro del centro del terreno corresponde al bounding 
auxiliar creado para comprobar intersecciones entre Tile y Ente, y la matriz de 
cuadrados azules que rodean al personaje es la matriz de “sensores” que ha servido 
para identificar la primera posición en la cual el tile se ha ubicado (por lo mencionado 
anteriormente del orden en prioridades). De este modo se puede comprobar que ha 
atravesado por la parte inferior (posición del a matriz número 7) el Tile resaltado, de 
modo que se procederá a reubicar al personaje con el pseudocódigo que se ha visto 
antes para ésta posición, dejando al Ente encima del Tile en cuestión, como se muestra 
en la siguiente figura: 
 
 
Fig. 3.11 - Ente ubicado correctamente encima del Tile objetivo. 
 
3.5.2.3 Colisiones Ente con Obstáculo 
El sistema de manejo de colisiones Ente con Obstáculo es bastante sencillo una vez visto el de 
Ente con Tile, ya que se basa en el mismo principio: reubicar al Ente de forma que se quede 
pegado a él sin atravesarlo. Esto se realiza desde el método ManejarColisionObstáculos, que 
comprende un comportamiento parecido al de ManejarColisionesTiles. 
 
Sin embargo los Obstáculos se diferencian de los Tiles en que los primeros pueden actuar 
como elementos que no pueden ser atravesados así como también poder ser atravesados por 




los laterales pero no por la parte superior, haciendo el efecto de plataforma, tan solo 
cambiando una variable en éstos. 
 
De este modo si el Obstáculo en cuestión tiene la variable “esPlataforma” a false, será 
imposible atravesarlo por ningún lado, de modo que solo queda sortearlo o destruirlo; pero sin 
embargo si tiene esa variable a true tendrá definido que si el Ente no está ubicado por encima 
del Obstáculo, éste puede ser atravesado sin problemas, a no ser que será el caso contrario y 
que el Ente esté ubicado por encima, de modo que cuando caiga sobre el Obstáculo y colisione 








Fig. 3.13 - Obstáculo con la variable “esPlataforma” a false 
 
 




3.6 Parseadores y sistema de archivos 
Como ya se ha hablado anteriormente, éste proyecto sigue la filosofía del diseño genérico, 
dejando todos aquellos aspectos que puedan ser modificados en elementos externos para que 
puedan realizarse cambios de forma rápida, sencilla e intuitiva, sin afectar negativamente en el 
código del proyecto. En este proyecto estos elementos externos son archivos de texto en los 
cuales se detallan aspectos claves de los ámbitos que engloban (por ejemplo enemigos, 
trampas, tiles especiales, etc.). De este modo solamente hará falta cambiar el contenido de 
éstos archivos de texto para modificar las características de aquellos elementos a los que 
afectan, siendo el código el responsable de recoger y aplicar este contenido de forma 
automática.  
 
Esta recogida de datos y posterior asignación dentro del proyecto ha sido posible gracias al 
desarrollo de una serie de parseadores, cada uno encargado de recoger los datos de aquellos 
ficheros de texto que se les indiquen. Así, tras abrir el fichero en cuestión, comenzarán una 
búsqueda de palabras clave en éste, y asignarán el contenido relacionado a estas dentro las 
variables del propio código (por ejemplo si en el fichero están escritos los caracteres 
“vida=100” el parseador buscará “vida=” y asignará el 100 a la variable “int vida” en el código). 
 
Para cubrir todos los aspectos necesarios para el proyecto, se han creado los siguientes 
parseadores: 
 
3.6.1 Parseador de Indicadores de Líneas 
A veces se da el caso de que en un mismo archivo están reunidos elementos los cuales son 
independientes  a los demás, cada uno con sus características. Un ejemplo de esto es un 
archivo que pueda contener todos los diferentes entes dentro de una misma pantalla. Para 
evitar llamar y utilizar el parseador de entes múltiples veces, indicando cada vez la línea del 
elemento a mirar dentro del archivo, existe un archivo que sirve para (como su propio nombre 
sugiere) indicar la línea de cada uno de éstos elementos, ofreciendo una lista de todos los 
elementos distintos que existe en ese fichero de entes, indicando así el nombre de cada uno y 
la línea en la que está ubicado. 
 
Como se ha comentado, ficheros tienen la siguiente estructura: 
id:"NombreElemento"      linea:"nºLinea" 




De modo que un ejemplo podría ser: 
id:"ChoqueDisparo"  linea:" 2" 
id:"SpriteFont"     linea:"17" 
…  
 
El parseador se encargará de recoger y almacenar estos elementos, pasándosele cuando se le 
llame el nombre del archivo a buscar y el vector de indicadores de líneas en el cual se 
almacenarán cada uno de los elementos encontrados, con toda su información (nombre y 
línea). Estos vectores no son necesarios más allá del ámbito de recogida de éstos datos, por lo 
cual se suelen crear justo antes de llamar a éste parseador, pasándoselo vacío y rellenándose 
conforme se parsea, de modo que tras la llamada a este parseador se tenga el vector listo para 
ser utilizado de forma inmediata. 
 
De este modo se ofrece una forma mucho más sencilla a la hora de recoger otros elementos 
en otros parseadores, ya que la mayoría tienen múltiples elementos en sus archivos 
correspondientes, de forma que será muy común la utilización de este parseador para agilizar 
la recogida de datos. Tan solo habrá que recorrer una a una las posiciones del vector de 
indicadores de líneas, de forma que si el elemento actual de ese parseador (por ejemplo un 
Ente o TileEspecial) coincide en nombre con el indicador almacenado en una determinada 
posición del vector, se empezará a buscar en la línea que le corresponda en el fichero. 
 
 
Fig. 3.14 - Ejemplo de asociación entre un indicador de línea y su fichero 
 
3.6.2 Parseador de SpriteSheets 
Los spritesheets son archivos de imagen con multitud de sprites distintos, los cuales serán 
recogidos y utilizados en el juego para representar visualmente aspectos como enemigos, 




objetos, terreno o efectos entre otras muchas cosas. Por lo general suelen estar organizados 
en varios spritesheets distintos, según la categoría que correspondan, de modo que los 
distintos sprites que tienen que ver con el personaje principal vayan en uno y los que tienen 
que ver con efectos en otro, para evitar confusiones. En éste proyecto se ha seguido esa forma 
de organizarlos, separando en distintos archivos de imagen según qué representen. 
 
Para poder organizarlos de cara a ser utilizados por parseadores, es necesario definir a mano 
los distintos detalles de cada uno de los sprites que componen el spritesheet, de forma que se 
indiquen aspectos como el identificador del sprite (por ejemplo “Correr4”); su ubicación en el 
spritesheet (el pixel en la esquina superior izquierda del sprite, es decir, donde inicia tanto en X 
como en Y); sus dimensiones (ancho y alto de cada uno); y el centro del sprite en cuestión 
(utilizado en código para establecer el centro de transformaciones). 
 
Tras crear el archivo de texto con todos los datos de cada uno de los sprites de un spritesheet,  
el parseador se encargará de abrir este archivo (habiéndosele indicado previamente el nombre 
del archivo en cuestión) y recoger todos aquellos datos para cada uno de los sprites, 
almacenándolos en un vector de propiedades de sprites que también se le habrá pasado como 
referencia, de modo que almacene posición a posición los datos de cada sprite que encuentre 
en el archivo de texto, resultando así en un vector rellenado con éstos datos. Éste vector 
originalmente lo tiene cada Sprite creado, de modo que el propio objeto de tipo Sprite 
contenga en sí mismo el vector con todos los datos necesarios para su posterior dibujado en 
pantalla, sabiendo cómo y qué coger para dibujar en cada momento. 
 
3.6.3 Parseador de Animaciones 
Aunque se hayan parseado todos los sprites de un spritesheet, no existe ninguna indicación de 
si algunos de éstos tienen como objetivo representar los frames de una animación. Para ello 
será necesario crear unos archivos de texto que contengan todas las animaciones que puedan 
existir por cada spritesheet, de modo que el juego aplique esta sucesión de sprites con unas 
propiedades determinadas (como el tiempo entre frames o de cuantos frames se compone). 
 
Estos archivos contendrán datos como el nombre de la animación, el frame en de inicio y de 
final de ésta, el tiempo que ha de transcurrir a la hora de cambiar de frame, o si la animación 
se repite de forma continua o no. De este modo, una vez parseado el archivo de texto del 
spritesheet y el de sus animaciones correspondientes, solo quedará asociarlos dentro del 




juego. Esto consigue que se puedan crear animaciones nuevas de forma muy sencilla, ya que 
para activar una animación solo se tiene que llamar al método correspondiente (en este caso 
CambiarAnimacion) y pasársele el nombre de la animación que se quiera. Tras esto el código 
buscará de las animaciones disponibles aquella que coincida en nombre con la solicitada, 
estableciendo los datos de ésta a aquellos con los que trabaja el sistema de animaciones.  
 
Un ejemplo de archivo de animaciones podría ser el siguiente. 
nombre:"stand"       frameIni:"0"   frameFin:"6"   tiempoPorFrame:"0.2"  loop:"1" 
nombre:"saltar"       frameIni:"7"   frameFin:"9"   tiempoPorFrame:"0.1"  loop:"1" 
nombre:"andar"       frameIni:"10"  frameFin:"17"  tiempoPorFrame:"0.07" loop:"1" 
nombre:"ataque1"   frameIni:"18"  frameFin:"21"   tiempoPorFrame:"0.2"  loop:"0" 
nombre:"muerte"     frameIni:"22"  frameFin:"24"   tiempoPorFrame:"0.3"  loop:"0" 
 
Cabe comentar que el valor de los frames iniciales y finales corresponde a la posición dentro 
del vector de sprites que tenemos en cada Sprite, de modo que si en el caso de la animación 
“stand” indica que el primero es 0 y el final 6, significará que recorrerá ese vector de 
propiedades de sprites cogiendo aquellos que pertenezcan al rango 0 – 6 (inclusive). 
 
De esta forma el parseador solo tiene que abrir el fichero de texto que se le indique, recoger 
línea por línea todos los datos correspondientes a cada animación y poner éstas nuevas 
animaciones cada una en una posición de un vector de animaciones, el cual se le pasará como 
parámetro (y que también es originario de un objeto de tipo Sprite). 
 
3.6.4 Parseador de Sprites 
Es uno de los más completos que se han creado para éste proyecto, pues dentro de sí mismo 
utiliza otros parseadores como son el de indicadores de línea, el de spritesheets y el de 
animaciones. 
 
Éste parseador se utiliza para crear todos los sprites que existirán en cada pantalla al momento 
de crearse ésta, de forma que se dejen establecidos de manera inicial, listos para ser utilizados 
conforme se necesiten. Esto es muy útil sobre todo a la hora de crear dinámicamente 
elementos dentro de la pantalla, ya que será mucho más eficiente si se ha cargado todo desde 
un principio a, por el contrario, que se vayan creando conforme se necesite, pudiendo 
ralentizar el flujo del juego. De esta forma si se necesita en un determinado momento crear 




cuatro enemigos del tipo que sean directamente se les asignarían sus sprites correspondientes 
ya creados (con animaciones y propiedades ya incluidas), en vez d tener que cargarlos en ese 
momento. Cuando se cambie de pantalla éstos sprites se desecharán y se parsearán los 
correspondientes a la siguiente. 
 
Su principal objetivo  será abrir un archivo de texto (cuyo nombre se le habrá pasado 
previamente) en el cual se incluyan todos los aspectos a tener en cuenta para crear cada 
nuevo sprite, como son: 
1. ID del sprite en cuestión (su nombre, el cual servirá para identificarlo en el futuro).  
2. Nombre del archivo de indicador de líneas que corresponde con su spritesheet (es 
decir, aquel que informa de la línea en la cual empiezan los datos de todos los sprites 
individuales dentro de cada spritesheet, evitando que utilice sprites que no le 
corresponden). 
3. Nombre del archivo de indicador de líneas que corresponde con sus animaciones (de 
nuevo puede darse el caso de que en el mismo archivo existan animaciones que no 
tengan que ver con las suyas, de forma que cogeríamos solo las que el indicador diga). 
4. Nombre del archivo de imagen de la textura a utilizar (donde estarán dibujados los 
sprites). 
5. Nombre del archivo de propiedades del spritesheet (donde se incluyen todos los 
datos de los sprites contenidos en la imagen). 
6. Nombre del archivo de animaciones (donde están detalladas todas las animaciones 
que contiene ese spritesheet). 
 
Su funcionamiento es el siguiente (se utilizarán estos números como guía): 
- Se abre el archivo, cuyo nombre se le ha pasado por parámetro, y se almacena toda la 
información contenido en él, sprite por sprite.  
- Para cada línea recogida (cada línea corresponde a un sprite) se comprueba si el nombre de la 
textura del spritesheet (4) que posee ese sprite ya existe en el gestor de recursos, 
comparándola con las texturas ya existentes. Si no existe le indicará al gestor los datos 
necesarios para que se cree y se añada a éste; si por el contrario ya existiese, éste paso se 
saltaría ya que no haría falta crearla de nuevo. 
- Se crea un nuevo objeto de tipo Sprite, asignándole ésta textura para que la utilice, y se 
establece su nombre (1) correspondiente. 
- Se procederá ahora a parsear la información contenida en el archivo de propiedades del 
spritesheet. Para ello primero se llamará a ParserIndicadorLineas (pasándole el nombre del 




archivo de indicadores de líneas correspondiente a su spritesheet (2)) para que, acto seguido, 
pueda utilizar ParserSpriteSheet (utilizando el nombre del archivo de propiedades del 
spritesheet (5)) teniendo en cuenta solo aquellas líneas indicadas por ParserIndicadorLineas, 
para que así estos datos queden almacenados en el vector de propiedades de sprite de éste. 
- Una vez parseado el spritesheet, se procederá a parsear las animaciones propias del sprite. Se 
llamará de nuevo a ParserIndicadorLineas pero esta vez indicándole el nombre del archivo de 
indicadores de líneas correspondiente a sus animaciones (3),  tras lo cual se llamará a 
ParserAnimaciones (pasándosele el nombre del archivo de animaciones (6)) de forma que 
queden almacenadas en el vector de animaciones del propio sprite. 
 
Con esto tendremos un sprite creado con una textura asociada en la cual están todas las 
imágenes que necesita, así como con un vector de propiedades de sprites que indica todos los 
aspectos necesarios para su representación (dimensiones, posición en la textura,…), y un 
vector de animaciones que le indicará cuales contiene y cuales puede utilizar. 
 
3.6.5 Parseador de Listas de Enemigos 
Los objetos de tipo Ente que tienen como subtipo Enemigo reciben un trato distinto a los 
demás objetos Ente, ya que al contrario que proyectiles, objetos o el propio personaje, los 
enemigos tienen una serie de características propias tales como subtipos de enemigos, o 
comportamientos de IAs asignados, entre otros. 
 
Esta especialización hace necesaria una cantidad de información extra, por lo que necesitará 
también un archivo extra en el cual reunir estas características especiales. En éste archivo se 
reúnen características como el nombre del enemigo, su daño base, su velocidad, su vida 
máxima o las dimensiones del bounding que rodea su cuerpo, así como una lista con todos y 
cada uno de los nombres de las IAs que tiene asignadas.  
 
Para recoger y almacenar estos datos se ha creado el método ParserListaEnemigos, que 
funciona de forma muy simple: tras cargar el archivo que se le ha indicado (mediante un 
nombre, como el resto de parseadores) comenzará a recoger los datos de la primera línea, los 
cuales son el nombre, el daño base, la velocidad, la vida y las dimensiones del bounding. Una 
vez tiene estos datos procederá a avanzar de línea en línea recogiendo el nombre de la IA que 
aparezca en cada una, almacenándolas en un vector de IAs que tiene el propio Ente de tipo 
Enemigo. 





Para asignar correctamente los datos, el parseador recorrerá el vector de objetos de tipo Ente 
que contiene el gestor de recursos para detectar a aquel que sea de tipo Enemigo y, si lo 
encuentra, comparará el nombre de éste con el del que ha recogido en los datos parseados. Si 
coincide comenzará a rellenar la información de ese enemigo con lo que acaba de parsear. 
 
3.6.6 Parseador de Entes 
Junto con el de sprites y el de mapas, el parseador de entes es de los más complejos que se 
han implementado. Su objetivo es, para cada pantalla, cargar al principio todos aquellos entes 
que la habitarán, de forma que no se necesite parsear su información y crearlos 
dinámicamente conforme se necesite. De este modo solo se tendría que coger un tipo de los 
que ya existen e insertarlo en el juego, agilizando el proceso y proporcionando una mayor 
facilidad de cambio al estar la información ubicada en ficheros de texto ajenos al código. 
 
En los ficheros de texto que utilizará el parseador para recoger la información de los entes nos 
encontramos con datos que variarán dependiendo del tipo de ente que nos encontremos. 
Estos son algunos ejemplos de los que se han implementado: 
//Jugador 
tipoEnte:"SerAtacable" tipoSerAtacable:"Jugador" tipoJugador:"Melee" posX:"14"  posY:"12" 
// Enemigos 
tipoEnte:"SerAtacable" tipoSerAtacable:"Enemigo"  tipoEnem:"Murci"  posX:"40"  posY:"5" 
tipoEnte:"SerAtacable" tipoSerAtacable:"Enemigo"  tipoEnem:"Clon"  posX:"40"  posY:"8" 
//Obstaculos 
tipoEnte:"SerAtacable" tipoSerAtacable:"Obst" tipoObst:"Jarron" posX:"27" posY:"11" 
tipoEnte:"SerAtacable" tipoSerAtacable:"Obst" tipoObst:"Bloque" posX:"43" posY:"11" 
 
Como se puede ver, en éste ejemplo existen tres tipos de entes distintos: jugador, enemigos y 
obstáculos. Dentro de cada uno existen variables propias, como “tipoJugador” o “tipoEnem”, 
las cuales solo pertenecen a sus respectivos dueños. La posición está indicada en tiles, de 
modo que si, por ejemplo, las dimensiones de los tiles de esa pantalla fuesen 48x48, 
significaría que el personaje se ubicaría en la posición (14x48, 12x48), es decir, (672, 576). 
 
El funcionamiento de éste parseador se basa en los siguientes pasos: 




1. Abrirá el archivo correspondiente (tras pasársele el nombre) y creará un vector de 
indicadores de líneas, que mostrará dónde están las líneas de inicio de cada uno de los grupos 
de entes en el archivo (en el ejemplo anterior: jugador, enemigos y obstáculos). 
2. Ubicándose en éstas líneas, comenzará a comprobar los datos, mirando primero el tipo de 
ente, de modo que realizaremos una sección u otra del método según el tipo que sea. De este 
modo si se encuentra con un tipo de ente “Jugador”, creará un objeto de tipo Jugador y lo 
rellenará con los datos de la línea en cuestión, tras lo cual lo añadirá al vector de objetos de 
tipo Ente que tiene el gestor de recursos. Lo mismo ocurrirá para cualquier otro tipo de ente 
que encuentre, teniendo siempre en cuenta éste tipo para asignar unos datos u otros. 
3. En el caso de haber encontrado enemigos, marcará una variable “hayEnemigos” a true, de 
forma que si tras leer todos los entes se ha dado el caso de que esta variable es true (es decir 
que existen enemigos), realizará una acción más: completará la información de éstos enemigos 
mediante el uso del parseador de listas de enemigos (ParserListaEnemigos), de forma que 
queden completos con la información característica a cada tipo y las IAs que les correspondan. 
 
Cabe destacar que cuando se inicia el parseador, éste realiza una petición al gestor de recursos 
para vaciar todos los entes ya existentes, de forma que no queden “residuos” de aquellos que 
fueron cargados para otras pantallas. 
 
3.6.7 Parseador de Tiles Animados 
En los mapas que se cargarán pueden existir tiles que posean animación y que por tanto 
requieran de datos y comportamientos especiales que los normales no tienen. 
 
Este parseador usa un sistema similar al parseador de animaciones, pero en este caso tratará 
con estructuras de tipo TileAnimado y no con objetos de tipo Sprite. En este caso tendremos 
los mismos datos que se necesitaban para el parseador de animaciones: un identificador para 
la animación, un frame inicial y otro final, así como un tiempo por frame. Sin embargo en este 
caso el identificador hace referencia al id que posee el tile en cuestión, así como los frames 
iniciales y finales vienen determinados también por el id del tile inicial y el id del tile final.  
 
El funcionamiento de este parseador es muy simple, pues solo consiste en recoger los datos 
del fichero cuyo nombre se le ha pasado al parseador, y almacenar estos datos en un vector de 
tiles animados que posee el gestor de recursos. 
 




El siguiente ejemplo muestra dos ejemplos de frames animados: 
 
 
Fig. 3.15 - Información en archivo de texto y textura en SpriteSheet de tiles animados. 
 
3.6.8 Parseador de Tiles Especiales 
Los tiles, además de poder estar animados, también pueden desempeñar papeles especiales 
con respecto al juego, algunos directamente con los entes del escenario y otros más de cara a 
eventos y sensores.  
 
El funcionamiento del parseador es también bastante sencillo: abrirá el archivo que se le ha 
dicho que abra (mediante el nombre de éste, pasado como parámetro), y para cada tile 
especial que encuentre agregará una posición en un vector de tiles especiales que tiene el 
gestor de recursos. Así, dentro de cada posición estarán almacenados los datos 
correspondientes al tile en cuestión, de modo que irá leyendo y comprobando, gracias a la 
variable “tipo” que encontrará en cada línea, qué tipo de tile es y por tanto entrando en unos 
apartados u otros del método, asignando entonces los datos encontrados a variables propias 
de éstos tiles.  
 




3.6.9 Parseador de Mapas 
El parseador de mapas es sin duda el más complejo que se ha implementado en este proyecto, 
ya que supone una gran carga parsear y organizar todos los tiles que componen cada pantalla, 
así como las propiedades de cada uno. 
 
Como se ha comentado, se ha decidido desarrollar el videojuego basándose en la elaboración 
de mapas o pantallas construidas por capas de tiles. Estos mapas son realizados por la 
herramienta Tiled y guardados en ficheros de tipo XML, donde aparecerán organizados por 
grupos las propiedades del mapa y el número identificador de cada tile. 
 
El mapa está  almacenado  en una matriz construida mediante 3 vectores: uno para las capas, 
otro (incluido en el anterior) para las filas y el último (incluido en el anterior) para las 
columnas. De este modo se irán leyendo tile a tile de forma horizontal (columnas) hasta 
alcanzar el fin de la fila, tras lo cual se pasará a la siguiente fila, repitiéndose el proceso hasta 
llegar al final de la última fila, pasando entonces a la siguiente capa (si la hubiese), y 
empezando de nuevo a leer columna a columna, fila a fila. Mediante la forma en la que se ha 
estructurado así como por el hecho de usar vectores, no importa el tamaño del mapa en capas 
o en filas o columnas, siempre se leerá y almacenará correctamente. 
 
Para que todos estos tiles cobren sentido y se representen de forma correcta y ordenada, es 
necesaria la labor del parseador de mapas, el cual realiza los siguientes pasos, organizados por 
los dos métodos principales que utiliza: 
 
ParserMapa 
Es el método principal de éste parseador, trabajando del siguiente modo: 
1. Se llamarán a los parseadores de tiles animados y tiles especiales, de modo que queden 
almacenados en sus vectores correspondientes y puedan ser comparados posteriormente uno 
a uno con los tiles que se hayan parseado. 
2. Tras esto se llamará al gestor de recursos para vaciar la matriz del mapa, así como el vector 
de tilesets y el de propiedades de capas (cuya funcionalidad se comentará en los siguientes 
pasos). 
3. Se comenzará a parsear leyendo primero las propiedades generales del mapa, como son el 
número de tiles en ancho y alto que lo componen o las dimensiones de cada tile. 




4. Acto seguido se comprobarán si hay propiedades específicas del mapa, y de existir se 
parsearán. Estas propiedades pueden ser las que se les quiera indicar en el programa Tiled, 
como pueden ser el caso del número de capas o la posición inicial del personaje en el mapa. 
5. A continuación se almacenará el número de tilesets que tiene el mapa y se recorrerá en 
bucle uno a uno éstos tilesets, comprobando primero si su textura ya existe en el gestor de 
recursos y almacenando la información de cada uno, como es la dimensión de cada tile en el 
tileset, el espaciado entre uno y otro que existe en él, el número de filas y columnas o la 
ubicación del archivo, entre otros. Si el archivo del tileset no se ha encontrado entre las 
texturas que tuviese ya cargadas el gestor de recursos se procedería a agregarla a éste. 




Es el encargado de parsear uno a uno todos los tiles que componen el mapa, comparando a su 
vez si tienen algún tratamiento especial por ser especiales o animados.  
Tiled organiza el XML que exporta primero indicando la capa en la que está y luego todos los 
tiles que la componen, siendo el parseador el encargado de saltar de línea cuando se deba 
teniendo en cuenta el número de columnas indicadas. De este modo podemos distinguir dos 
secciones en éste método, dependiendo de si en la línea que ha leído ha detectado que es una 
de las que indica el salto de capa o si por el contrario es una línea de tipo tile: 
 
1.1. Si es una línea de tipo capa lo primero que hará es almacenar los datos que se acompañan 
a esta línea en las próximas a ella, que contienen información sobre el tipo de capa y sus 
propiedades, tales como si es de tipo colisionable, si es de tipo frontal, la velocidad de scroll 
que lleva o la dimensión de sus tiles.  
1.2. Una vez almacenada la información de la capa se procederá a agregarla al vector de capas, 
así como creando una nueva fila en el vector de filas de forma que se prepare para incluir la 
información en ésta primera fila de capa. Además se creará un vector de columnas por el 
mismo motivo, ya que habremos empezado una nueva capa y por tanto se encontrará 
inmediatamente con una columna nueva en una fila nueva. 
2.1. Si por el contrario es una línea de tipo tile se almacenará primero el número que lo 
identifica y si es un tile colisionable o no, teniendo en cuenta si está o no en una capa de tipo 
colisionable. Si el id (número que lo identifica) es 0 significa que es un tile vacío, por lo que 
estableceremos su variable “dibujable” a false, de forma que se ahorre el dibujado de éste tile 
por carecer de dibujo. 




2.2. Ahora se procederá a comprobar si es un tile de tipo especial. Como los tiles especiales 
son los que interactúan de alguna forma con el usuario  o las entidades que han sido creadas 
en la pantalla, solo será necesario comprobar si hay tiles especiales en las capas cuya variable 
“capaTipoFrontal” es cierta, ya que no interesa poner tiles especiales en capas de, por 
ejemplo, el fondo porque el usuario no interactuará con ellas. Si esta condición la cumple y 
además es un tile cuyo id es distinto de 0, se empezará a recorrer el vector de tiles especiales 
que se ha almacenado en el gestor de recursos, comprobando si el id de alguno de éstos tiles 
especiales corresponde con el que se está parseando en éste momento. De ser así se 
rellenarán las variables del tile que lo definan como uno especial (tipo de tile especial, si es 
dibujable y si es colisionable) teniendo en cuenta lo que tenga establecido ese tile especial que 
se ha encontrado en el vector. 
2.3 El siguiente paso consiste en crear un nuevo objeto de tipo Tile y agregarlo al mapa. De 
esto se encarga la clase Mapa, por lo que se llamará al método NuevoTile que contiene la clase 
Mapa para que lo cree con los datos que necesite del tile, como por ejemplo su id, si es 
dibujable, si es colisionable, el tileset en el cual aparece o sus dimensiones entre otros. 
2.4 Por último lo que queda es comprobar si el tile en cuestión está animado,  para lo cual se 
recorrerá el vector de tiles animados que tiene el gestor de recursos, comprobando uno a uno 
el id para ver si coincide con el que está parseando en ese momento. De ser así rellenaremos 
las variables que tiene el tile que proporcionan información sobre la animación, como son el 
frame inicial y el final o el tiempo entre frames. Se activa por defecto la repetición de la 
animación (loop) ya que los tiles del escenario siempre estarán en movimiento si poseen 
animación. 
 
Una vez se hayan terminado estos pasos el mapa estará parseado por completo, 
independientemente de los datos que tenga de las dimensiones de éste ya que gracias al 
desarrollo basado en un diseño genérico da igual cómo se modifique cada pantalla pues 
siempre se leerá correctamente. 
 
3.6.10 Parseador de Textos 
Como se explica en la sección dedicada al Sistema de Textos, en el proyecto se han decidido 
incluir diálogos que permitan contar la historia o simplemente ofrecer indicaciones sobre la 
marcha.  
 




El objetivo del parseador es recoger los textos que sirvan para diálogos e indicaciones (ya que 
existen otros que se generan automáticamente, como son los indicadores de daño, que no 
precisan de parseador) de forma que se puedan representar por pantalla de forma sencilla y 
sin apenas esfuerzo durante la ejecución.  
 
Su funcionamiento es bastante sencillo y sigue el mismo modus operandi que algunos ya 
explicados: primero abre el archivo que se le indique por el nombre que se le pasa por 
parámetro, y luego recogerá y almacenará en una variable el nombre del texto, así como en 
otra todo el bloque de texto correspondiente que aparece después. Una vez conseguidas estas 
dos variables se almacenan en un vector de textos, que ha sido pasado por referencia 
previamente, devolviéndose ya lleno. 
 
3.7 Entes 
En el juego existen una gran cantidad de entidades que contienen propiedades comunes entre 
ellos, como es la facultad de realizar colisiones (ya sea con tiles o con otras entidades), poder 
desplazarse con velocidad, o la posibilidad de ser animado, entre muchas otras. Estas 
entidades se crean gracias a la clase Ente, la cual los dota de todos estos aspectos. En todo 
momento los entes reaccionarán a la gravedad (si se ha especificado que un ente en concreto 
sea ingrávido) así como tienen la posibilidad de “morir”, siendo eliminados cuando se detecte 
que han muerto. 
 
De este modo tenemos como ejemplo de entes al personaje principal, enemigos, obstáculos 
como jarrones o rocas, proyectiles, objetos o NPCs. Todos tendrán la posibilidad de colisionar 
entre ellos (a menos que se especifique lo contrario teniendo en cuenta la situación), ser 
animados y desplazarse, según se requiera. 
 
Sin embargo un objeto consumible dista mucho de lo que podría ser el personaje principal o de 
un enemigo, por lo que la clase Ente tendrá una herencia comprendida por otras subclases, 
especializándolos aún más según se requiera. 
 
3.7.1 Seres Atacables 
Dentro de ésta clase hija de Ente encontramos a aquellas entidades que contienen aspectos 
tales como una cantidad de vida propia o la posibilidad de recibir y de emitir daño a otros 




seres atacables. En esta categoría encontramos tanto al personaje como a los enemigos, así 
como a los obstáculos que existirán en el juego. Al tener el atributo de VidaActual y 
VidaMáxima los seres atacables morirán en cuanto su VidaActual sea menor o igual a 0. 
 
3.7.1.1 Personaje Principal 
El personaje principal tiene más características que cualquier otro ente del juego, ya que tiene 
que poder desenvolverse correctamente en todos los géneros, haciendo uso de un amplio 
número de habilidades y adaptándose a cada situación sin problemas. Hijo de la clase 
SerAtacable, contiene el atributo de VidaActual y VidaMaxima, mostrado por pantalla 
mediante el HUD, de modo que pueda recibir daño por parte de los elementos dañinos que 
vaya encontrando (ya sean obstáculos, tiles especiales peligrosos o enemigos) así como 
recuperar vida con los objetos que vaya recogiendo o haciendo uso de la habilidad 
correspondiente.   
 
3.7.1.1.1 Sistema de Niveles 
El personaje irá evolucionando conforme avance en el juego puesto que tras eliminar 
enemigos recibirá una cantidad de experiencia determinada por el tipo de enemigo destruido. 
Esta experiencia se irá incrementando hasta sumar la experiencia máxima que tenga en cada 
momento, y una vez superada subirá un nivel más. Tras la subida del nivel el personaje se 
quedará con la experiencia que haya sobrado de la subida de nivel, de modo que si por 
ejemplo la experiencia para subir nivel es 1000 y el jugador tenía 1020 en un determinado 
momento, subirá un nivel y se pondrá con 20 de experiencia, tras lo cual podrá ir recolectando 
más experiencia para repetir el proceso. 
 
Al subir de nivel suceden varias cosas: por una parte la cantidad máxima de experiencia para 
subir de nuevo un nivel se incrementará, costando así algo más subir de nivel (evitando que 
sea demasiado fácil, teniendo en cuenta además que conforme avance el jugador los enemigos 
serán más duros y darán más experiencia aún); y por otra parte el jugador recibirá un punto de 
recompensa para poder distribuirlo entre los atributos de los que dispone. 
 
Al subir estos atributos el personaje mejorará en el aspecto al cual corresponda el atributo, a 
tener en cuenta: 




- FUERZA: determina la capacidad ofensiva del personaje. Subir éste atributo 
aumentará la fuerza base con la cual emitirá daño al atacar. 
- DEFENSA: determina la capacidad defensiva del personaje. Al subir éste atributo se 
incrementará la resistencia del personaje, reduciendo el daño que pueda recibir. 
- VITALIDAD: determina la vida máxima del personaje. Subir este atributo permite 
aumentar el máximo de vida que tendrá el personaje. 
- ENERGÍA: determina la energía máxima del personaje. Subir éste atributo aumentará 
la cantidad máxima de energía que dispone el personaje. 
 
Para subir cualquiera de éstos atributos el jugador simplemente tiene que ir al menú de pausa 
y, si tiene puntos disponibles, pulsar en el botón al lado de cada atributo para incrementar el 
atributo correspondiente. La mejora es instantánea, de modo que en el momento en el que 
gaste el punto recibirá los beneficios asociados a ésta mejora. 
 
 
Fig. 3.16 – Menú de pausa con estadísticas 
 
De este modo se ofrece un sistema que permite la evolución en juego del personaje y por 
tanto mejorar la jugabilidad  del juego, ya que el jugador puede elegir qué potenciar en cada 
momento del personaje, inclinándolo en hacerlo mucho más ofensivo, defensivo, con mayor 
capacidad de supervivencia o mayor facultad para realizar habilidades, o incluso mezclar 
atributos y crear un personaje híbrido acorde a sus gustos. 
 




A pesar de que el sistema de niveles y de reparto de puntos a atributos es propio (o 
mayormente extendido) de géneros como el RPG, se ha comprobado que funciona 
perfectamente en otros géneros, como se ha podido demostrar con éste proyecto, ya que se 
adapta sin problemas a géneros como el de acción/plataformas o el Shoot ‘Em Up, algo que no 
se suele ver. 
3.7.1.1.2 Movimientos Base 
Aparte de las habilidades el personaje podrá realizar una serie de movimientos que 
determinan la base de su control. Estos movimientos dependen del género en el que esté 
jugando el jugador en cada momento, pero en esencia tienen un comportamiento similar. 
 
El jugador, tanto en el género Acción/Plataforma como en el de Carrera podrá hacer que el 
personaje salte. Estos saltos vienen determinados por el tiempo que mantenga pulsado el 
jugador el botón de salto, de modo que si lo suelta rápidamente el salto tendrá poca altura 
pero si lo mantiene pulsado más tiempo la altura será algo mayor (siempre alcanzando un 
máximo para evitar volar). 
 
De este modo según el género encontramos: 
- Género Acción/Plataformas: en éste género el jugador podrá desplazarse andando 
horizontalmente, de modo que pueda recorrer con total libertad el escenario sin 
ningún problema. Junto con el movimiento horizontal en jugador podrá saltar para 
poder superar obstáculos o atacar desde el aire. Tanto el hecho de andar como el de 
saltar está condicionado por el terreno, ya que en éste género colisiona con los tiles de 
tipo colisionable. Tanto al personaje como a cualquier elemento que se desplace 
horizontalmente, su movimiento está también afectado por un leve rozamiento con el 
aire, casi imperceptible, que evita que puedan desplazarse eternamente. En cuanto al 
ámbito vertical se verá afectado por la gravedad que tenga cada pantalla. 
 
- Género Shoot’Em Up: en éste género el jugador podrá desplazarse al igual que lo 
hacía en horizontal, pero como novedad podrá hacerlo también de forma vertical, 
pudiendo desplazarse libremente por toda la pantalla. Al contrario que en el género 
Acción/Plataformas, en éste género el jugador no será el que desplace la cámara, sino 
que la cámara se moverá independientemente del jugador, con una velocidad 
determinada por el mapa. Aquí no existirá ni rozamiento con el aire ni gravedad, pero 
si el jugador deja de desplazarse el personaje comenzará a frenar hasta dejar de tener 




velocidad, de modo que el control no sea confuso y difícil de manejar. En éste género 
el jugador no podrá saltar, ya que sería ilógico pues no hay gravedad. Al contrario que 
en el género RPG o Acción/Plataformas, colisionar con el terreno que pueda aparecer 
supone reducir la vida drásticamente al personaje, por lo que tendrá que tener 
cuidado de no rozar ningún tile de tipo colisionable. 
 
- Género Carrera: este género mezcla los dos anteriores, de modo que el jugador podrá 
desplazarse tanto horizontal como verticalmente pero también podrá saltar. Solo 
podrá desplazarse por dentro de la zona de circulación, ya que está delimitada por tiles 
de colisión que dañan al personaje si entra en contacto con ellos (aunque reduciendo 
menos la vida que en el género Shoot ‘Em Up). Existirá gravedad de modo que los 
saltos puedan realizarse correctamente. En cuanto al movimiento horizontal hay que 
tener en cuenta que al ir a gran velocidad cuesta más acelerar y menos frenar, por lo 
que será más fácil ir hacia atrás que ir hacia delante. La cámara se desplazará como en 
el género Shoot ‘Em Up, de modo que no será el jugador el que la maneje… 
 
- Género RPG: aquí no existirán físicas, ya que se ha pretendido desarrollar un tipo de 
RPG rememorando los antiguos, tales como Zelda, Final Fantasy o Pokémon, de modo 
que el jugador se desplazará por celdas, sin necesitar acelerar para moverse. El jugador 
solo podrá desplazarse horizontal y verticalmente siempre y cuando la celda contigua 
no sea colisionable. La cámara se moverá con el jugador, de modo que conforme vaya 
avanzando la cámara avanzará con él. 
 
- Género Vertical: el movimiento es similar al del género Carrera, pero la fricción con el 
aire (al descender) será mayor por lo que costará algo más desplazarse hacia abajo y 
menos hacia arriba. En éste género también podrá desplazarse en horizontal y en 
vertical. La cámara se moverá con la velocidad que tenga predefinida en el mapa, 
independientemente del jugador. 
  
3.7.1.1.3 Habilidades 
El personaje (aparte del movimiento base) tendrá una serie de habilidades, ya sean innatas o 
adquiridas por el escenario. Estas habilidades le serán útiles para sortear los diversos 
obstáculos que encontrará por el camino. Éstas habilidades podrán usarse en múltiples 
géneros, pero existirán diversas ocasiones en las que no podrá utilizarlas si la situación no lo 




permite.  La mayoría de éstas habilidades consumen puntos de energía, de modo que el 
jugador tendrá que sopesar si realizarlas o no teniendo en cuenta si quiere ahorrar energía o 
prefiere gastarla y luego recuperarla por otros medios. 
 
Sin embargo a lo largo de la aventura el jugador podrá ir consiguiendo una serie de habilidades 
para su personaje que le permitirán o bien mejorar en algún aspecto o bien añadirán un 
comportamiento nuevo al personaje. Estas habilidades se pueden conseguir ya sea a mitad de 
camino o bien tras un evento como puede ser el fin de una pantalla o derrotar a algún 
enemigo en concreto. 
 
Las habilidades son las siguientes: 
 
- Espada: el personaje contará con ésta habilidad nada más empezar el juego, 
suponiendo su principal forma de atacar en tal momento. Podrá atacar en cualquier 
dirección (arriba, abajo, izquierda y derecha), pudiendo realizar un combo de dos 
ataques si es el ataque es lateral. 
 
Fig. 3.17 – Ataque lateral 1 
 
 





Fig. 3.18 – Ataque lateral 2 
 
- Ataque Cargado: el personaje podrá cargar el ataque de su espada dejando pulsado el 
botón de atacar (siempre y cuando sea el primer ataque y no sea el combo de 2 
ataques el que esté realizando), de modo que tras transcurrido un breve periodo de 
tiempo pueda soltarlo y liberar el ataque, produciendo una gran cantidad de daño a 




Fig. 3.19 – Utilizando el ataque cargado 
 
- Pistola: permite al personaje disparar proyectiles con ella, permitiendo así alcanzar 
una distancia mayor que con la espada. Esta habilidad no entra en la categoría del 
resto, de modo que solo se puede seleccionar alternando entre la espada o ésta 
mediante la rotación de armas y no la de habilidades (como ocurre en otros casos). 
Tiene infinitos proyectiles pero solo puede haber un reducido número de ellos en 




pantalla a la vez, de modo que hay que esperar a que se elimine uno para lanzar el 
siguiente tras superar ese máximo. No consume energía. 
 
 
Fig. 3.20 – Disparo con la “pistola” 
 
- Disparo Cargado: al igual que ocurría con el Ataque Cargado, cuando consiga esta 
habilidad el jugador podrá activar el ataque cargado manteniendo pulsada la tecla de 
ataque, pero en esta ocasión podrá liberarlo en cualquier momento, sin necesidad de 
que cargue completamente. Sin embargo esto determina el daño producido por el 
disparo cargado, ya que cuanto más se mantenga pulsado mayor daño ocasionará (con 
un máximo, de modo que si pulsa más allá de éste solo quitará el máximo posible). 
Consume una pequeña cantidad de energía 
 
 
Fig 3.21 – Lanzando Disparo Cargado 
 




- Esquive: el personaje podrá realizar un esquive lateral que ignorará todo daño 
recibido durante dicha habilidad, avanzando a la vez a gran velocidad hacia el lado al 
que se haya ejecutado.  Esta habilidad permite además que si el usuario salta antes de 
acabar el esquive pueda saltar una distancia aún mayor. Consume una pequeña 
cantidad de energía. 
 
- Doble Salto: el personaje podrá saltar en el aire, de modo que pueda llegar a una 
mayor distancia que antes. Si el jugador ha iniciado un salto podrá ejecutar otro en 
cualquier momento, si por el contrario el jugador no ha realizado un salto pero está 
cayendo desde alguna plataforma podrá pulsar en el aire el botón de salto para realizar 
un salto en mitad del aire, ya que de otro modo si no tuviese esta habilidad y se 
hubiese caído de una plataforma no podría hacer nada por evitar la caída. No consume 
energía. 
 
- Regenerador de energía: tras adquirir esta habilidad, el jugador podrá ir recuperando 
energía progresivamente. El contador de regeneración no comenzará hasta que no 
haya pasado un breve periodo de tiempo desde que se realizó la última habilidad que 
consuma energía. No consume energía (por motivos evidentes). 
 
- Transmutador de energía: ésta habilidad permite que el personaje pueda transmutar 
su energía convirtiéndola en vida, de modo que por cada cierta cantidad de energía se 
regenere un poco de vida. Esto podrá realizarlo siempre que tenga la energía necesaria 
para iniciar la transmutación. Durante la transmutación el jugador se quedará 
desprotegido y no podrá atacar, pero puede detenerse ésta habilidad siempre que se 
quiera soltando el  botón. Consume tanta energía como se quiera transmutar. 
 
Fig. 3.22 – Usando transmutador de energía. 





- Escudo de Energía: el personaje podrá, con esta habilidad, protegerse temporalmente 
de daños que pueda causarle cualquier elemento del entorno. El escudo comenzará a 
parpadear cuando vaya a acabarse, indicando al usuario de ello. Consume una 
moderada cantidad de energía. 
 
Fig. 3.23 – Escudo de energía rodeando al personaje 
 
- Ametralladora: con ésta habilidad el personaje podrá mantener pulsado el botón de 
la habilidad y, tras un breve periodo de carga, disparar una gran cantidad de disparos 
horizontales. Cada disparo consume una pequeña cantidad de energía, de modo que 
hay que tener cuidado de cuánto tiempo hay que mantener activada esta habilidad, ya 
que podría consumir toda la energía disponible en cuestión de segundos. Consume 
energía por disparo. 
 
Fig. 3.24 – Ametralladora mientras se desplaza hacia arriba 
 




- Bomba de Energía: ésta habilidad permite que, tras su carga (manteniendo pulsado el 
botón) se libere un pequeño proyectil que no afectará a los enemigos, el cual recorrerá 
una determinada distancia para luego detenerse y, tras unos segundos, detonar en una 
gran explosión que dañará bastante a los enemigos que la colisionen. Esta explosión 
durará unos segundos por lo que puede afectar múltiples veces a los enemigos que 
sigan colisionándola. Consume una elevada cantidad de energía. 
 
Fig. 3.25 – Proyectil pequeño que precede a la Bomba de Energía 
 
Fig. 3.26 – Bomba de energía una vez explotando. 
 
3.7.1.2 Enemigos 
Durante el juego el jugador se irá encontrando con un amplio número de enemigos que 
intentarán acabar con su personaje, todos ellos con un comportamiento determinado 
teniendo en cuenta su inteligencia artificial.  
 




El juego identifica el nombre de cada enemigo de modo que sepa a qué parte dirigirse para 
establecerle los datos según aparecen con el nombre del enemigo correspondiente dentro de 
los ficheros oportunos. De este modo cada tipo de enemigo tendrá una vida, energía, 
experiencia, dimensiones del cuerpo, IAs y demás atributos de forma personalizada, por lo que 
cada vez que se cree un enemigo se genere acorde a los datos de cada tipo. Esto permite que 
se modifiquen éstos datos de forma muy sencilla e intuitiva simplemente acudiendo a los 
ficheros correspondientes, permitiendo así generar múltiples enemigos nuevos sin salir del 
fichero. De hecho el juego no es el encargado de crear nuevos tipos de enemigos, es el propio 
desarrollador el que los especifica fuera del código, siendo éste el encargado únicamente de 
recogerlos. 
 
De este modo encontramos enemigos que pueden volar/levitar, arrastrase por el suelo, dar 
saltos, embestir al jugador, dispararle, volverse invencibles, etc, todo determinado por la 
inteligencia artificial que disponga cada uno. 
 
Al ser de tipo Ser Atacable, los entes creados bajo la clase Enemigo dispondrán de vida y por 
tanto pueden ser eliminados. Una vez eliminados éstos proporcionarán una cantidad de 
experiencia al personaje principal, así como también existe la posibilidad de dejar caer un 
objeto que pueda ayudarle (como restauración de vida o de energía, así como un poder 
temporal). 
 
Cuando un enemigo recibe daño aparecerá su barra de vida sobre él, mostrando la vida actual 
de dicho enemigo. Además de la barra también aparecerá un número mostrando el daño 
causado. 
 
Los enemigos solo comenzarán a actualizarse cuando estén dentro de un rango de proximidad 
respecto al personaje, de modo que aquellos que estén lejos de éste no se tendrán en cuenta 
para actualizarse, optimizando el juego (ya que éstos enemigos no tendrían forma de afectar al 
usuario de ninguna forma). 
 
3.7.1.2.1 Inteligencia Artificial 
Se han realizado en total 22 comportamientos distintos que dotan de un gran repertorio de 
acciones a los enemigos que los contienen. De este modo existirá una amplia gama de recursos 




para poder elaborar nuevos enemigos y que se puedan adaptar a las situaciones que se 
presenten para hacerle la aventura más difícil al protagonista. 
 
Cada enemigo, por tipo, contiene en un fichero todos sus datos como se ha mencionado antes, 
inclusive todas aquellas IAs (como se indica, una por clase), que contiene. Además del nombre 
de la IA en cuestión que deba utilizar, cada una de éstas tienen una serie de variables que 
definen todas y cada una de sus propiedades, lo que significa que varios enemigos con la 
misma IA podrán utilizarla de forma distinta.  
 
Entre estas variables encontramos el daño que pueden efectuar (si son ofensivas), el tiempo 
de espera para volver a utilizarla, el número de proyectiles a disparar si los tuviese (así como el 
tipo de proyectil y velocidad entre otras), el rango espacial en el cual realizar la IA, entre otras 
muchas cosas. 
 
Sin embargo, lo que más cabe destacar de éstos datos es que, aparte de aquellos que 
simplemente sirven para cambiar variables sin que se modifique el comportamiento en sí 
(como los comentados anteriormente), existen otros que sí permiten alterar el 
comportamiento de la IA sin cambiar su filosofía, de modo que una misma IA puede generar 
dos, tres o incluso en alguna ocasión hasta 5 comportamientos parecidos pero con aspectos 
únicos. Al tratarse modificaciones de una IA base se ha decidido que se puedan elegir así , 
mediante un número (indicando la variante de la propia IA que se quiere realizar) en vez de 
crearlo en una IA aparte. Gracias a esto, de 22 IAs se podría decir que en realidad existen más 
de una decena extra. 
 
Cabe destacar que todas las IAs tienen un tiempo de espera tras la realización, el cual se 
especifica al lado de cada IA en su correspondiente fichero, de modo que no volverá a realizar 
una IA hasta que no se haya superado este tiempo. Aun así se puede establecer a 0 y no 
esperar.  A su vez, es importante recordar que todos los aspectos esenciales de una IA pueden 
ser modificados desde el fichero correspondiente (ya sea velocidades de movimiento, numero 
de disparos, tiempos de espera, etc). 
 
A continuación se detallan cómo se comportan  las distintas inteligencias artificiales así como 
sus variantes: 
 




- PatrullarRandom: el enemigo en cuestión se desplazará horizontalmente en una dirección 
durante un breve periodo de tiempo, tras lo cual parará y se mantendrá quieto hasta superar 
otro lapso de tiempo, retomando tras ello de nuevo el desplazamiento pero en una dirección 
aleatoria. Si está cerca de una pared no se desplazará en la dirección en la que ésta esté. 
 
- PatrullarSeguido: el enemigo se desplazará horizontalmente en una dirección 
constantemente. Existen dos variantes: 
- Detectando colisión: cuando choque contra una pared lateral cambiará el rumbo y se 
desplazará en dirección contraria hasta que vuelva a suceder lo mismo. Se puede 
especificar si se desea que se quede parado un determinado tiempo tras chocar. 
- Sin detectar colisión: el enemigo seguirá eternamente en una dirección sin importar si 
colisiona o no. 
 
- Perseguir: si el enemigo detecta en un rango determinado al jugador, se desplazará hacia él a 
mayor velocidad. Existen 3 variantes 
 - En rango: se activa siempre que el personaje haya sido detectado. 
- En rango y visto: solo se activará cuando el personaje haya sido detectado y el 
enemigo lo esté viendo. Si el personaje se aleja de su campo de visión el enemigo 
dejará de perseguirle.  
- En rango y fijado: si el enemigo está próximo al personaje y ha sido detectado en su 
campo de visión lo fijará y no dejará de perseguirle nunca, aunque se aleje de su rango. 
 
- Embestir: si el personaje está dentro del rango de embestida del enemigo, éste embestirá al 
personaje mediante un impulso en horizontal y/o en vertical para atacarle con su cuerpo. El 
número de embestidas también se puede configurar, de modo que hará seguidas tantas como 
se haya estipulado. Cabe destacar el hecho de que al poder establecerse el impulso en ambos 
ejes, es posible utilizar esta IA para un gran número de enemigos distintos, como pueda ser 
alguno que salte en vertical solamente para alcanzar al personaje en altura o bien en vertical y 
horizontal para emboscarle desde arriba, entre otras. 
Tiene 2 variantes: 
 - En rango: solo la realizará si el personaje  está cerca de él. 
 - En rango y visto: solo cuando esté próximo y sea observado lo hará. 
 
- Invencible: durante la realización de esta IA el enemigo no se moverá pero tampoco podrá 
recibir daño. 





- Invocar: el enemigo invocará a otro de un tipo determinado para que ataque al jugador. 
Podrá crear tantos como se haya especificado, de modo que si ha superado este límite no 
podrá crear nuevos hasta que los anteriores mueran. 
 
- DispararRecto: el enemigo podrá disparar proyectiles (tantos como se haya especificado). Se 
puede especificar si los disparos se hacen en horizontal o si se fijará al jugador para dispararle 
a él. A su vez existen 4 variantes: 
 - En rango: solo disparará cuando el personaje esté dentro del rango de detección. 
 - En rango y visto: solo si el personaje está en rango y el enemigo lo está mirando. 
- Constante: el enemigo disparará sin ningún requisito de forma constante.  
- Constante y finito: al igual que el anterior pero con número de disparos finitos. 
 
- DispararRadial: el enemigo disparará una serie de proyectiles en varias direcciones, teniendo 
en cuenta las variantes de ésta IA. Los disparos vienen fijados por éstas variantes pero jamás 
apuntan al personaje intencionadamente. Existen 3 variantes en cuanto a forma de activarse: 
 - En rango: solo disparará cuando el personaje esté dentro del rango de detección. 
 - En rango y visto: solo si el personaje está en rango y el enemigo lo está mirando. 
- Constante: el enemigo disparará sin ningún requisito de forma constante.  
Pero el punto fuerte de esta IA reside en sus 7 variantes de disparos, permitiendo usar el 
mismo modus operandi de disparos pero cambiando éstos: 
- 8 Direcciones: dispara tanto en cada punto cardinal como en sus bisectrices a la vez. 
 - En forma de +: dispara 4 proyectiles, uno en cada punto cardinal. 
 - En forma de x: dispara 4 proyectiles, uno en cada bisectriz de los puntos cardinales. 
- 8 direcciones random: al igual que el primero pero solo se emitirán aquellos disparos 
cuyo random entre 0 y 1 de 1. Cada vez que se dispara una ronda se realiza el random. 
- Dirección aleatoria: realizará a la vez el número de disparos que se le indique, pero 
cada uno se lanzará en un ángulo aleatorio. 
- Dirección aleatoria por cuadrante: al igual que el anterior pero solo se realizará en el 
cuadrante que se indique (1: arriba-der, 2: arriba-izq, 3: abajo-izq, 4: abajo-der) 
- 3 disparos: realizará 3 disparos (diagonal-arriba, central, diagonal-abajo) en la 
dirección en la que esté el jugador. 
 
- DispararCurvo: disparará iniciando desde arriba o abajo una serie de disparos, bajando o 
subiendo el ángulo (respectivamente) para abarcar 180º. Una vez llegue al extremo opuesto 




repetirá el proceso disparando en la otra dirección. Esto cuenta como una ronda, se pueden 
especificar el número de rondas seguidas desde fichero.  
 
- DispararTanda: dispara 4 proyectiles en unos angulos predeterminados (creando una forma 
de “(“ ) tras lo cual volverá a disparar 3 proyectiles abarcando los huecos entre cada disparo de 
la tanda anterior. 
 
- Ametralladora: el enemigo subirá hasta la parte superior de la parte visible de la pantalla y 
comenzará a descender disparando una serie de proyectiles hasta llegar abajo del todo, tras lo 
cual se desplazará (ya sin disparar) hasta la posición desde la cual comenzó a realizar la IA. 
Tiene dos variantes: 
 - Disparo horizontal: dispara horizontalmente con respecto a su posición en Y. 
 - Disparo al jugador: cada disparo es lanzado apuntando al jugador. 
 
- Electrocutar: el enemigo entrará en modo electrocución durante un periodo de tiempo, 
mediante el cual será invulnerable, permitiendo además dañar al personaje si éste le ataca 
durante la realización de ésta IA. 
 
- Aplastar: el enemigo se dejará caer en una determinada posición (horizontal o vertical) 
intentando aplastar al jugador ocasionándole gran daño, tras lo cual esperará un determinado 
periodo de tiempo y volverá a su posición original. Existen 3 variantes: 
- Perseguir: el enemigo perseguirá al jugador ubicándose encima de él, y tras pasar un 
breve periodo de tiempo se dejará caer para aplastarlo. 
- Fijo y en rango: solo aplastará si el jugador está cerca del enemigo. 
 - Constante: aplastará constantemente, esté o no cerca del personaje. 
 
- Kamikaze: el enemigo, tras detectar al personaje dentro de un rango de proximidad, se 
abalanzará hacia él incrementando su velocidad hasta chocarse o con él o con un tile 
colisionable, generando una explosión dañina tras ello. Está pensado especialmente para el 
género Carrera. 
 
- Misiles: el enemigo fijará la posición del personaje y le lanzará un misil que caerá pasado una 
determinada cantidad de tiempo en la posición fijada. 
 




- AparecerDisparar: estando fuera de la cámara el enemigo se adentrará en ella por un lateral y 
tras frenar comenzará a disparar. Una vez haya disparado tantos proyectiles como se le 
indique, se volverá a ir por donde vino para así desaparecer. Existen 2 variantes: 
 - Horizontal: disparará horizontalmente. 
 - Fijando jugador: disparará al jugador exclusivamente. 
 
- PerseguirEmbestir: pensado para enemigos de aire, el enemigo perseguirá al personaje por 
encima si éste está dentro del rango de detección, y si tras acercarse supera el rango de 
ataque se lanzará a por el jugador para chocar contra él y ocasionarle daños. Tras chocar 
contra el suelo comenzará a ascender verticalmente hasta la altura que tenía originalmente 
cuando lo perseguía. 
 
- BatallaRPG: los enemigos con ésta IA elegirán de forma aleatoria (teniendo en cuenta una 
serie de pesos) uno de los posibles ataques que se hayan especificado en la IA y lo ejecutarán 
contra el personaje cuando les corresponda. Los enemigos también pueden elegir esperar y 
pasar el turno sin atacar. 
 
- RayoLaser: el enemigo cargará un potente y gigantesco rayo láser, lanzándolo después 
durante un periodo de tiempo y ocasionando serios daños al personaje si entra en contacto 
con él. 
 
- VolarRecto: el enemigo volará en una dirección constantemente. Se puede especificar si se 
desea que el enemigo vaya disparando al jugador mientras se desplaza. 
 
- VolarOnda: el enemigo volará en una dirección horizontal constantemente, elevándose hasta 
una determinada altura para luego bajar hasta otra, repitiendo este proceso para dar origen al 
nombre de la IA. También se puede especificar si se desea que el enemigo dispare mientras. 
 
- Jefe: es una IA encargada de elegir otras IAs. Diseñada para enemigos de tipo Jefe, como su 
propio nombre indica, se encargará de elegir aleatoriamente una serie de IAs asignadas a ese 
jefe, cada una con un peso determinado (de forma que tenga más o menos probabilidades de 
aparecer), de modo que acabe desarrollando un combate de jefe correctamente. Para cada 
jefe e IA que contenga se le puede especificar que se desplace en la pantalla a una 
determinada posición para realizarla, por lo que, por ejemplo, si ha realizado una IA de 
Embestir y quiere realizar una de Aplastar, se deberá indicar que se desplace a una posición en 




la cual esté por encima del personaje. Para ello se hace uso de un método que contiene la IA 
denominado Desplazar, indicando solamente la posición permitirá que el jefe se desplace sin 
problemas. 
3.7.1.3 Obstáculos 
Los obstáculos son entes de tipo Ser Atacable que no realizan ninguna acción por sí mismos, 
simplemente sirven, como su propio nombre indica, para obstaculizar el camino del personaje.   
 
Estos obstáculos pueden aparecer con diferentes tamaños y formas, pero todos realizan la 
misma función.   
 
Mientras que en el género de Acción/Plataformas son inofensivos, en el género de Shoot ‘Em 
Up, Carrera y Vertical son bastante peligrosos debido a la velocidad en la que se desplaza el 
jugador, de modo que si choca con ellos recibirá daño. Dependiendo de qué tipo de obstáculo 
sea el daño puede ser mayor o menor, o incluso matar al personaje al instante, por lo que es 
importante no chocarse con ellos. Si el obstáculo no mata de un golpe significa que tras chocar 
contra éste se romperá, pudiendo continuar sin más problemas. 
 
Cuando un obstáculo recibe daño se muestra una barra con la vida actual del obstáculo, de 
modo que se pueda tener esa información presente. Además también mostrará un indicador 
con la cantidad numérica del daño causado. Cuando la vida del obstáculo es menor o igual a 0 
se romperá, existiendo la posibilidad de que libere un objeto consumible de entre los 
disponibles. 
 
En el género Acción/Plataformas, el obstáculo puede tener dos comportamientos:  
- Bloque sólido: actuará como un tile de tipo colisión, de modo que no se pueda 
traspasar, chocando contra él en cualquier lado. 
 - Plataforma: en vez de colisionar por todos los lados solo lo hará por el de arriba, de 
modo que si la parte inferior del usuario no está por encima de la del obstáculo, éste 
podrá ser atravesado. Si por el contrario el jugador cae encima de un obstáculo de tipo 
plataforma se posicionará encima. 
 





Los proyectiles son un tipo de Ente cuyo única función es la de desplazarse en la dirección en la 
cual se ha especificado a la hora de ser creados.  
 
Los proyectiles pueden “morir” de varias formas, teniendo en cuenta qué comportamiento se 
les ha especificado a la hora de su creación. De este modo un proyectil puede tener o no 
activada la variable de colisión con tiles, de modo que si la tiene activada nada más chocar con 
un tile de tipo colisión será eliminado. Si tiene activado el contador de tiempo de vida, 
solamente permanecerá vivo como máximo hasta que el tiempo de vida supere el establecido, 
eliminándose acto seguido. 
 
Junto con los datos sobre cómo ha de ser eliminado, también se le especifica el daño que hará, 
la velocidad con la que se moverá y las dimensiones de su bounding box. 
 
3.7.3 Objetos 
Durante el juego el jugador irá descubriendo objetos que le ayudarán de forma inmediata en 
su aventura. Estos objetos pueden ser de tres tipos: de recuperación, potenciadores o de 
habilidad. 
 
Objetos de Recuperación 
Los objetos de recuperación son objetos que en el momento de entrar en colisión con el 
personaje le permiten recuperar o bien energía o bien vida. De este  modo el jugador 
encontrará: 
 - Recuperación de vida pequeña: recupera la vida en una cantidad reducida. 
 - Recuperación de vida mediana: recupera la vida en una cantidad moderada. 
 - Recuperación de energía pequeña: recupera la energía en una cantidad reducida. 
 - Recuperación de energía mediana: recupera la energía en una cantidad mediana. 
 
Potenciadores 
Los potenciadores permiten aumentar los atributos del jugador durante un breve periodo de 
tiempo. Tras acabar el periodo volverá a tener los atributos como los tenía antes de coger el 
objeto. La probabilidad de que un enemigo u objeto suelte un potenciador es más reducida 
que la de que suelten un objeto consumible debido a los beneficios que representa.  





Como los potenciadores mejoran atributos, se han creado 4, uno orientado a cada atributo, 
pudiéndose generar aleatoriamente cualquiera de ellos cuando un enemigo u obstáculo lo 
genere. 
 
Objetos de Habilidades 
Los objetos de habilidades son aquellos que al recogerlos proporcionan una habilidad nueva al 
jugador. Estos objetos solo aparecen de forma predeterminada en el juego, ya que tienen que 
ver con el desarrollo de éste, de modo que aparecerán solo en determinados eventos (como 
llegar a un punto del juego o vencer a un determinado jefe). Una vez el personaje consiga el 
objeto de una habilidad la tendrá para siempre. 
 
3.7.4 NPCs 
Los NPC (Non Playable Character) son entes que no entran en contacto con el jugador 
físicamente, de modo que no existe colisión entre ellos. Su única función es (aparte de servir 
como refuerzo visual a la escena) la de proporcionar información al jugador a través de 
diálogos. Un ejemplo de NPC es el letrero que se puede encontrar por varias partes del juego. 
 
Una vez el jugador esté lo suficientemente cerca del NPC, podrá pulsar la tecla 
correspondiente e iniciar así el diálogo que el NPC tiene asignado. 
 
Los NPCs no pueden ser atacados ya que sería algo contraproducente eliminar aquello que 
pueda dar información vital como tutoriales de juego u otros aspectos.  
 
3.8 Tiles 
Como el proyecto consiste en la realización de un videojuego multigénero, es vital la creación 
de pantallas de todo tipo, por lo que se ha elegido la creación de mapas basados en tiles 
debido a su versatilidad y facilidad de uso, ya que pueden adaptarse a cualquiera de los 
géneros ideados para este proyecto.  
 
Para la inclusión de tiles se ha optado por utilizar la herramienta Tiled. Tiled permite la 
creación de pantallas en relativamente poco tiempo, gracias a sus múltiples herramientas y 
opciones así como a su interfaz intuitiva (al estilo de programas de diseño gráfico). 





3.8.1 Pantallas basadas en Tiles 
Para otro tipo de juegos quizás no sea necesario el uso de tiles (como aventuras gráficas) pero 
tratándose de géneros como las plataformas, el RPG o el Shoot ‘Em Up, es un aspecto vital 
para darles forma. 
 
La clave para la realización de tiles que encajen bien en el aspecto visual de la escena es 
diseñarlos de forma que puedan ubicarse muchos tiles del mismo tipo en un escenario sin que 
extrañe visualmente al usuario por su repetición o por la falta de coherencia entre ellos. Para 
ello se suelen diseñar de forma que en sus lados (dependiendo del tipo de tile puede ser en 
uno, dos, tres o los cuatro lados) exista una coherencia por lo que si se pusiesen seguidos no se 
note la repetición de éstos al no notarse donde empieza y donde acaba. 
 
Junto con los tiles, es necesario crear capas (como se ha mencionado antes) para separarlos 
por categorías. Dependiendo del posicionamiento de las capas (por orden de aparición) éstas 
se sobrepondrán a las anteriores, de modo que la capa número 0 sería la del fondo y la 1 
podría ser la de colisiones, siendo la 2 una de detalles que estén en el frente.  
 
Además, a estas capas se les pueden otorgar propiedades que uno mismo puede definir tanto 
en nombre como en valor, de modo que, por ejemplo, si indicamos que la capa del fondo 
tenga una variable “colisiona” con valor false, se puede hacer que luego el parseador lea ésta 
variable y asigne a todos sus tiles que no puedan colisionar. Esto ha sido utilizado en el 
proyecto en varias formas, como por ejemplo definiendo la velocidad de desplazamiento que 
tendrá cada capa (ya que se ha implementado Parallax Scrolling en todas ellas), o si es de tipo 
colisionable, entre otras características. 
 
A la propia pantalla también se le pueden proporcionar características propias definidas por el 
usuario, del mismo modo que se hacía con las capas (definiendo el nombre de la variable y su 
valor). Así se pueden definir propiedades globales a ésta pantalla, como se ha hecho en el 
proyecto al incluir la posición inicial del personaje en ésta o el número de capas de tiles que 
contiene.  
 




Tiled proporciona también vías para definir la animación de tiles o la creación de objetos 




Los tilesets son todos aquellos archivos de imagen que conforman cada mapa, de los cuales se 
sacan todos los distintos tiles que lo rellenarán. Contienen de forma ordenada (en forma de 
matriz de tiles) todos éstos, de modo que en cada celda se dibuje los tiles como correspondan. 
En tiled se seleccionarán éstas celdas de los tilesets y se “pintará” la pantalla con el contenido 
de cada una. Al tratarse de imágenes individuales, por lo general se suele englobar en una 
misma imagen todos aquellos tiles que estén relacionados de algún modo, como por ejemplo 
que pertenezcan a una misma pantalla formando la capa colisionable, o bien todos aquellos 
tiles que forman la capa del fondo, u otro que contenga los tiles de los detalles. 
 
Esto permite que se puedan combinar de múltiples formas, pudiéndose elegir un tileset para el 
diseño de la capa de colisión para cada pantalla pero uno común a 4 o 5 pantallas que defina el 
fondo. Esta versatilidad y su fácil modificación (ya que solo es volver a pintar cuando se quiera 
modificar el aspecto visual de algún tile) agilizan en gran medida la creación de pantallas. 
3.8.3 Tipos de Tiles 
Aparte de la representación visual de cada tile, éstos pueden variar en comportamiento a la 
hora de ejecutar el juego. De este modo un tile puede representar simplemente una nube que 
no pueda ser colisionada, o bien un trozo de tierra que entre en colisión con el jugado 
sirviéndole de suelo, o incluso un bloque de pinchos  que dañe al jugador si entra en contacto 
con él, entre muchas otras posibilidades.  
 
La definición de cada tipo de tile puede realizarse mediante tiled (agregando múltiples 
variables a cada tile) o bien mediante el propio usuario, desarrollando una serie de 
comportamientos y aspectos para tiles especiales que vayan más allá de si colisionan o no, o 
de si se han de dibujar o no. 
 
Dentro de estos tiles especiales, se ha decidido implementar los siguientes para este proyecto:  
- Plataformas: son tiles que actúan como tiles sólidos pero únicamente si el usuario 
está ubicado encima y está colisionando con ellos. De este modo el usuario podrá 




atravesarlos sin problema por los laterales o por el inferior del tile en cuestión, pero si 
por ejemplo salta y se posiciona encima el tile no le dejará avanzar más hacia abajo. 
- Trampas: son tiles que dañan al jugador si colisiona con ellos, como pueden ser 
pinchos, lava, zonas de calor, etc. Contienen diversas propiedades que las identifican 
dentro de todas las que existen, pudiendo catalogarse en estáticas, temporales o de 
proximidad. 
- Sensores: son tiles que detectan colisión pero no afectan a la ubicación del usuario 
como haría por ejemplo un tile del suelo, si no que una vez que detecte la colisión 
activará ciertos eventos como diálogos, indicadores textuales, cambios de mapa o 
inicio de batallas contra jefes, entre otros. Por lo general suelen ser invisibles de forma 
que trabajen sin que el usuario se dé cuenta de su ubicación, pero también existen 
algunas que son visibles simulando láseres. 
- Detalles: son tiles cuya única función es la de resaltar algún aspecto visual de la 
escena o directamente proporcionarlo, pero no tienen repercusión de cara a la 
jugabilidad. Estos detalles pueden ser gotas de lluvia chocando contra el suelo o 
burbujas en el agua, entre otros. Se diferencian de los efectos provocados por el gestor 
de efectos o de las partículas del gestor de partículas en que mientras que éstos suelen 
ser provocados por factores externos, los detalles simplemente son tiles animados que 
están ahí de forma permanente. 
 
3.9 Sprites 
Los sprites suponen uno de los pilares principales que forman el proyecto, ya que 
prácticamente todo lo que se mostrará por pantalla está formado por ellos. Desde el personaje 
que maneje el jugador, hasta los enemigos y objetos, pasando por todo el terreno, el fondo e 
incluso los indicadores del HUD estarán compuestos de sprites.  
 
SFML proporciona una clase llamada Sprite que incluye aspectos básicos para tratar con ellos, 
como la posibilidad de rotarlos o escalarlos, poder establecer su centro u origen, asignarle una 
textura, así como asignarle una posición en pantalla, entre otros. Además, es uno de los 
elementos clave que la ventana de SFML puede dibujar por pantalla, facilitando mucho las 
cosas. De este modo lo esencial a la hora de crear un sprite es establecerle una posición y 
asociarle una textura (y por lo general indicarle qué parte de ésta será la que componga el 
sprite, ya que puede haber múltiples dibujos en cada textura), para luego simplemente 
mostrarlo por pantalla.  





Debido a la cantidad de elementos que contiene esta clase así como a su más que frecuente 
uso, se vio que la necesidad de crear dinámicamente elementos tales como enemigos, objetos 
o indicadores de muchos tipos era muy alta, y teniendo en cuenta que cada uno de éstos suele 
usar mínimo un Sprite (teniendo en cuenta la situación), se comprobó que se necesitarían 
crear dinámicamente muchos Sprites, aumentando el consumo de recursos y por tanto 
aumentando también la posibilidad de ocasionar frames congelados en el transcurso del juego.  
 
Ante este problema  se decidió cambiar por completo el sistema de creación de objetos de tipo 
Sprite de forma que en vez de que se fuesen creando éstos objetos dinámicamente cuando se 
necesitasen, se creasen todos una única vez al principio de la carga de cada pantalla (de modo 
que solo se creasen aquellos que se fuesen a utilizar en ésta), pudiendo así aliviar bastante el 
caos en el código y evitando éste aumento en el consumo de recursos por estar más 
optimizado. De esta forma cuando un elemento del juego necesite, durante la ejecución de 
éste, tener y usar un Sprite, simplemente tendría que pedir una referencia a éstos que ya 
existían, de modo que al final hubiese un único sprite para cada tipo de elemento, de modo 
que si se hubiesen creado 40 enemigos, todos compartiesen el mismo Sprite, aunque cada uno 
lo maneje de una forma u otra. 
 
Tras realizarse el patrón fachada con ésta clase, se consiguió adaptar ésta que proporcionaba 
SFML a una propia con el mismo nombre (Sprite), la cual se encargaba tanto de ser la 
intermediaria entre el desarrollador y la propia librería SFML, como de la realización de nuevas 
acciones que se le incluyeron, de forma que ésta nueva clase está mucho más preparada para 
su labor a la hora de realizar videojuegos de lo que ya estaba su predecesora en SFML. 
 
3.9.1 Animaciones en Sprites 
La principal de estas mejoras añadidas a la clase Sprite es la posibilidad de manejar 
animaciones, de modo que cada Sprite animado se encargará de controlar la suya. Toda 
animación utiliza las mismas variables, las cuales indican el frame inicial, el frame actual y el 
frame final, así como un tiempo por frame que indica cuánto ha de pasar para cambiar entre 
frames, o la variable “loop” que indicará si la animación se repite una vez se llegue al frame 
final o no. 
 
El procedimiento para animar un Sprite es el siguiente:  




1. Se comprueba si el frame actual es menor que el inicial o mayor que el final (ya que puede 
ser que se estuviese realizando otra animación justo cuando se ha cambiado a la que se ha de 
realizar ahora, de modo que el frame actual siguiese siendo el de la anterior), de modo que si 
es cierto se establece como frame actual el inicial (empezando así ésta animación). 
2. Si el reloj (el cual se inició con el juego) ha superado el tiempo necesario para cambiar de 
frame (variable “tiempoPorFrame”), se sumará 1 al frame actual y se reiniciará el reloj. 
3. Si el frame actual es mayor que el frame final (es decir, si se ha sumado 1 al frame actual y 
se ha pasado del límite) y la variable “loop” es true, se establecerá como frame actual el frame 
inicial, permitiendo así repetir la animación de nuevo. Si la variable “loop” es false, se asignará 
el frame final siempre que se cambie de frame, de modo que no se pase de éste. 
4. Se asignan los datos del frame actual al sprite, como son la posición del frame en la textura, 
sus dimensiones o su centro, de modo que el Sprite tenga en cada frame un dibujo distinto.  
Existen dos tipos de animaciones: una para tiles, otra para trampas y otra para el resto de 
elementos del juego (enemigos, objetos, efectos, etc.). Las diferencias entre éstos varían según 
qué se esté animando, de modo que, aparte de los datos que se asignan a cada tipo de 
elemento (paso 4), se pueden encontrar diferencias como en el uso o no de la variable “loop”, 
ya que los tiles siempre tendrán repetición en la animación, o en el caso de las trampas de tipo 
temporal que se animen únicamente cuando estén activas. 
 
3.10 Gestor de Textos 
En el videojuego existirán situaciones en las cuales aparezca texto ya sea en un diálogo, en un 
mensaje indicativo en la pantalla, al dañar algún elemento mostrando así su daño con números 
o bien para informar de algo en pantalla como puede ser la vida o la información en menús. 
 
Todos estos textos tienen en común que están formados por sprites ubicados en un mismo 
spritesheet, de modo que deberá existir algo que sepa identificar éstos sprites y los muestre 
teniendo en cuenta los caracteres que se necesiten representar. 
 
Para ello se ha decidido desarrollar un gestor de textos, que será el encargado de transformar 
las cadenas en un medio que pueda ser dibujado por pantalla con éstos dibujos dentro del 
spritesheet.   
 





Los diálogos son el ejemplo más claro de lo que se pretendía conseguir con el gestor de textos. 
Permiten mostrar por pantalla un texto que va apareciendo progresivamente (con una 
velocidad determinada al lado del texto en cuestión en el propio fichero de textos) 
especificado desde fichero.  
 
Cuando se detecta que la siguiente palabra no podrá caber en la línea actual se enviará esa 
palabra a la línea siguiente, y cuando se detecta que eso mismo ha pasado pero con el número 
máximo de líneas en pantalla, se pausará el texto y se tendrá que pulsar el botón de continuar 
para que borre el texto en pantalla y continúe mostrándolo en la primera línea. De este modo 
se generan correctamente diálogos independientemente del tamaño del texto. 
 
Además, es posible especificar en cada diálogo si existe otro texto asociado a éste, de modo 
que cuando acabe de mostrar el diálogo comience el que referencia, permitiendo así mantener 
una conversación. Es posible también especificar la imagen del “autor” del diálogo, de modo 
que para cada texto lo acompañe una imagen representando a quien lo dice, e incluso se 
puede especificar si mostrar esa imagen a la derecha del texto o a la izquierda, dando la 
sensación de que están comunicándose dos entidades separadas entre sí, haciéndolo mucho 
más intuitivo. 
 
A un diálogo también se le puede asociar un evento, de modo que cuando termine se active 
inmediatamente. De este modo es viable encontrase con un enemigo de tipo Jefe, entablar un 
diálogo y tras acabar éste, iniciarse la batalla. 
 
Fig. 3.27 – Personaje enfrente de un NPC que emite diálogo 
 





Fig. 3.28 – Diálogo emitido por el NPC en concreto 
 
3.10.2 Indicadores 
Los indicadores son mensajes en pantalla que permiten, como su propio nombre muestra, 
indicar algo. Se puede especificar el lado en el que aparecerán, y una vez han entrado en 
pantalla por ese lado, la recorrerán hasta el centro, donde se quedarán parados (o se moverán 
a una velocidad pequeña, según se indique en el fichero de textos) hasta pasar un periodo de 
tiempo, tras lo cual volverán a moverse, ya sea continuando la dirección que llevaban o bien 
regresando (también según se especifique).  
 
Son útiles por tanto para indicar aspectos como la pantalla actual, o bien avisar de si se acerca 
un enemigo de tipo Jefe, entre otras cosas. 
 
A estos textos también se les puede asociar un evento que ocurra cuando desaparecen. 
 
3.10.3 Creación de textos 
Los ficheros pueden generarse de múltiples formas, teniendo siempre en cuenta qué se quiere 
representar con esos textos. De este modo es posible que se quiera mostrar un diálogo o 
indicador por pantalla, para lo cual se necesitará cargar desde fichero (pudiendo así ser 
modificado de forma muy sencilla e intuititiva), o bien se puede querer mostrar un número por 
pantalla así como por ejemplo información sobre alguna variable que tenga el jugador, como 
su vida.  
 
Para ello se ha desarrollado una serie de métodos y parseadores que permiten satisfacer estas 
necesidades.  





3.10.3.1 Textos generados desde Fichero 
Los textos cuyo origen sea un fichero de texto, en el cual se muestre toda la información de 
cada uno de éstos textos, serán “procesados” para que puedan ser mostrados por pantalla 
gracias al método CrearTextosDesdeFichero de la clase GestorTextos. 
 
Tras haberse recogido los textos desde el fichero gracias al parseador de textos, este método 
almacenará en un vector de letras todos aquellos datos referentes a cada letra dentro del 
spritesheet, de forma que cada posición del vector contenga una serie de información como 
puede ser la posición del dibujo de la letra en el spritesheet, sus dimensiones, su identificador 
o su centro. 
 
De esta forma iremos recorriendo carácter a carácter del texto en cuestión, y si el carácter es 
alfanumérico o bien es un punto, coma, admiración o interrogación, simplemente se meterá 
en el vector de letras la información referente al carácter correspondiente en el spritesheet. 
 
A continuación se muestra un ejemplo de 2 variables de las que encontramos entre las que 
definen un texto: 
nomTexto:"Prueba"  
texto:"¡Vuelve aquí, no he terminado contigo!" 
 
Como se puede ver, gracias a la línea donde pone “nomTexto” se atribuirá un identificador a 
ese texto, recogiendo lo que ponga en la línea de abajo tras el indicador de “texto:”. Esto 
permite almacenar desde un inicio todos los textos de cada pantalla y acceder a ellos de forma 
mucho más rápida, intuitiva y menos costosa al conocer su identificador. 
 
De esta forma se tiene control sobre los textos pudiéndose modificar en cualquier momento 
sin que afecte en lo más mínimo al código ya que éste lo realizará correctamente. 
 
Así, si queremos mostrar indicadores de pantalla como, por ejemplo, el nombre de la pantalla 
nada más entrar en ella solo tendremos que establecer un 0 en la velocidad, mostrándose el 
texto completo de forma instantánea. 




3.10.3.2 Textos generados desde Número 
Sin embargo existen otras ocasiones en las cuales el texto no proceda desde ficheros, sino que 
se genere de forma dinámica durante la ejecución, siendo imposible predefinirlo antes. Un 
ejemplo de estos textos es el que se muestra cuando se daña alguna entidad, de forma que se 
muestre unos caracteres numéricos indicando la cantidad de daño infligido (como ya se ha 
explicado en el apartado Gestor de Efectos). 
 
Estos textos varían según muchas situaciones por lo que serán necesario crearlos 
dinámicamente en el momento en que se necesite. Para ello se ha desarrollado el método 
CrearTextosDesdeNumero, mediante el cual, pasándosele la cadena con los números del daño 
generado, se comprobarán qué números son y se recogerá la información correspondiente a la 
posición, dimensiones, centro e identificación del dibujo de dichos números dentro del 
spritesheet en el que aparecen. Una vez se tiene esa información se guarda en una posición 
del vector de letras para que el juego se encargue de dibujarlos adecuadamente gracias a éstos 
datos. 
3.10.3.3 Textos generados desde Cadena de caracteres 
Existirán situaciones en las que se requiera mostrar alguna información puntual o bien un 
indicador en algún menú, es decir, aspectos que varían con el flujo del juego y que no se 
pueden prever en ningún momento, por lo que no es viable ponerlos en fichero, pero tampoco 
son números, por lo que tampoco podremos usar el sistema anterior. 
Para ello se ha elaborado un método llamado CrearTextosDesdeString, que permite convertir 
cualquier cadena de carácter a formato sprite y mostrarlo así por pantalla. Esto es 
especialmente útil en el ámbito de menús, como por ejemplo el de pausa en el cual se 
muestran los atributos y estadísticas del jugador, ya que si solo se pusiesen números no se 
podría saber a qué corresponde cada uno. 
 
3.11 Gestor de Menús 
En el juego existen una serie de menús en los cuales el jugador puede navegar, ya sea para 
iniciar partida como para subir los atributos al jugador , así como para elegir habilidades, entre 
otras cosas. 
 
Para cubrir la necesidad de menús en el juego se ha ideado este gestor, que permite la 
creación de cualquier tipo de menú independientemente del número de botones de una 




manera relativamente sencilla. Una vez definido el Sprite que compondrá todos los botones el 
menú, se crea en el gestor posicionando los botones en el lugar que se quiera en pantalla. 
Cuando están posicionados solo queda definir qué hará cada botón, de modo que cuando se 
pulse realice la acción sin problemas. 
 
De este modo existe un método encargado de controlar en qué botón se encuentra el jugador 
y hacia donde puede ir, impidiendo que se sitúe sobre aquellos botones que estén en estado 
“bloqueado” (los botones pueden tener múltiples estados, los más usados son SinFoco, 
ConFoco y Bloqueado). Este método también controla cuando el jugador pulsa el botón de 
aceptar en un determinado botón, marcándolo como que ha sido pulsado. 
 
De este modo cuando un botón ha sido pulsado se comprueba cual ha sido y se actúa en 
consecuencia, de modo que si estamos en el menú principal y se ha pulsado sobre Iniciar 
Partida se llamará al código que iniciará una nueva partida y se desactivará el menú principal. 
 
Menú Principal 
Es el menú que aparece nada más cargar el juego. En él podremos iniciar una nueva partida, 
cargar una ya existente o salir del juego.  
 
Menú de Pausa 
Aparte de pausar el juego (como su propio nombre indica), también permite volver al menú 
principal y abandonar la partida, continuar la partida quitando la pausa o bien poder distribuir 
los puntos que tenga pendientes tras subir de nivel, en uno de los posibles atributos de los que 
dispone el jugador (fuerza, defensa, vitalidad y energía). Cuando no le queda ningún punto los 
botones de asignación de puntos de cada atributo se bloquean de forma que no pueda 
distribuir ninguno. 
 
Menú de Batalla RPG 
Este menú es algo particular ya que se compone a su vez de varios submenús. Primero el 
jugador podrá seleccionar una de las 4 posibilidades iniciales, ya sea Atacar, Habilidades, 
Defensa o Huir.  
 
Si elige atacar, aparecerá un submenú con la lista de enemigos en combate, de modo que 
podrá elegir a cual atacar. Una vez atacado, el submenú de enemigos desaparecerá y hasta 




que no termine el turno de ambos contrincantes no podrá volverse a manejar el menú base de 
batalla. 
 
Si elige usar una habilidad, aparecerá un submenú de habilidades con aquellas que posea. Tras 
elegir una aparecerá el submenú de enemigos para elegir el objetivo de ésta. Cuando la realice 
sobre algún enemigo desaparecerán tanto los submenús de habilidades como de enemigos, 
volviendo al menú base cuando le toque elegir al jugador. 
 
Si elige defenderse, el jugador podrá recuperar un determinado porcentaje de energía, así 
como bloquear los siguientes ataques de los enemigos hasta el siguiente turno, reduciendo su 
daño considerablemente. 
Si elige huir el combate acabará, volviéndose a ubicar en la pantalla RPG. 
 
Si el jugador consigue ganar el combate, un último submenú aparecerá indicando la 
experiencia obtenida. 
 
Aparte de estos menús, el menú de batalla RPG cuenta con un apartado donde se indica la vida 
actual y máxima, así como la energía actual y máxima del jugador. Aparte de ello también se 
indica la acción que se está realizando hasta tomar una nueva, de modo que se recuerde qué 
se ha hecho el último turno. 
 
3.12 Gestor de Audio 
Para manejar todos los efectos de sonido y la banda sonora del juego se ha implementado un 
gestor de audio. El gestor se encargará de cargar todos los sonidos y melodías de la pantalla 
actual, así como de cambiar el estado de cada elemento sonoro, pudiendo así reproducir, 
pausar o detenerlo en cualquier momento con solo una llamada a un método indicando el 
nombre del elemento sonoro al que se hace referencia y la acción a realizar. 
 
El gestor es capaz de ubicar sonidos en el espacio, de modo que si ubicamos el “listener” (u 
oyente) en la posición que tenga el personaje en cada momento podremos apreciar como si se 
ha reproducido un sonido medianamente lejos éste se oye con menor intensidad que si 
estuviese más cerca de él. Esto proporciona una mayor inmersión en el juego y da una mayor 
sensación de realismo. 





Junto con esta ubicación espacial dentro del juego, los sonidos también permiten ser 
escuchados con mayor intensidad en un altavoz u en otro (o en los dos) según sea el caso, de 
modo que si un proyectil ha impactado a unos “metros” del personaje por su parte izquierda 
se oirá algo más en el altavoz izquierdo que en el derecho.  
 
3.13 Controles 
Al contar con múltiples géneros dentro de un mismo videojuego existirán diversas situaciones 
en las que se deba manejar de una u otra forma. Sin embargo se ha mantenido el mismo 
esquema para todos los géneros ya que no era necesario un cambio significativo en la forma 
de manejarse. 
 
De este modo tenemos por una parte las teclas de dirección, encargadas de dotar movimiento 
al personaje, el cual variará según el género (ya que en algunos puede desplazarse horizontal y 
verticalmente y en otros solamente en horizontal).  
 
Por otra parte tenemos la tecla X, encargada de hacer que el personaje salte si el género lo 
permite. Esta tecla también será la encargada de aceptar el botón del menú en el cual el 
jugador se esté ubicando en cada momento. 
 
Al pulsar la tecla C realizaremos el ataque seleccionado en cada momento, ya sea proyectiles si 
se tiene seleccionada la pistola o cuchillada si se tiene ésta seleccionada. Si mantenemos la 
tecla pulsada (y tenemos las habilidades correspondientes) podremos cargar el ataque, sea 
disparo o cuchillada. 
 
Para evitar activar el menú de diálogos si se está realizando un salto, así como para permitir 
precisamente saltar y atacar en frente de algún NPC que lo proporcione, se ha utilizado la tecla 
S para iniciar diálogos y continuarlos. 
 
Para poder acceder al menú de pausa se puede utilizar la tecla Intro. 
 
Se ha otorgado a la tecla A la posibilidad de cambiar de habilidad dentro de las disponibles en 
cada momento, indicándose en la interfaz cual se tiene seleccionada.  
 




Para utilizar estas habilidades se ha de pulsar la tecla Z. 
3.14 Eventos 
A lo largo del juego sucederán una serie de eventos de varios tipos, que dan mayor jugabilidad 
y ayudan a la inmersión y realismo del propio juego. 
 
Estos eventos pueden ser opcionales u obligatorios, dependiendo de la importancia de cada 
uno. 
 
El jugador puede activar un evento de varias formas, ya sea voluntariamente pulsando la tecla 
de inicio de diálogo frente a un NPC (por ejemplo), o bien chocando contra un tile sensor 
(invisibles, ubicados en el momento de crear el mapa). En este último caso suelen ser 
obligatorios, y lo más normal es que sean únicos, es decir, que no puedan repetirse de nuevo. 
 
Entre los eventos encontramos los siguientes. 
- Inicio de diálogo: ya sea pulsando la tecla correspondiente frente a un NPC o 
chocando contra un tile de diálogo, se indicará al gestor de textos que inicie la 
conversación correspondiente a dicho evento. 
 
- Cambio de pantalla: cuando se dé este evento la pantalla se irá oscureciendo 
progresivamente (con fade out) para pasar a cargar otro mapa y mostrarlo de forma 
progresiva del mismo modo pero con un fade in. Una vez activado este evento el juego 
dejará de llamar al Update de todas las entidades (para evitar problemas), pero sí se 
mantendrán las animaciones. 
 
- Inicio de batalla con un jefe: cuando se active este evento la cámara se fijará en la 
posición en que estaba (a no ser que se haya activado con el jugador estando en el 
aire, ante lo cual se fijará la cámara en el eje X y cuando éste caiga a tierra, en el Y), 
activando a su vez el comportamiento correspondiente al jefe en cuestión. A su vez, el 
jugador no podrá alejarse más allá de los bordes de la pantalla, que actuarán como 
paredes con colisión, evitando así que salga del campo de visión de la cámara y por 
tanto que se aleje de la batalla. 
 




- Inicio de texto indicativo: al activar el evento un texto indicativo pasará por la parte 
superior de la pantalla. Esto se suele utilizar cuando, por ejemplo, en el género Shoot 
‘Em Up el jugador se acerca al encuentro con un jefe.  
 
- Indicadores de obstáculos: en el género de Carrera existen una serie de obstáculos en 
el camino que dañarán o acabarán con la vida directamente del protagonista, por lo 
que, sumado a la gran velocidad con la que transcurre esta pantalla, se ha decidido 
poner una serie de indicadores que avisen de que un objeto se acerca en una 
determinada posición de la carretera, mediante un aviso intermitente con una 
exclamación en el lado derecho de la pantalla. 
4. Conclusiones 
Tras haberse completado el proyecto se ha echado la vista atrás y se han comparado tanto los 
objetivos propuestos como los detalles personales que se esperaban realizar con el resultado 
obtenido tras tanto tiempo de desarrollo, pudiéndose decir sin lugar a dudas que se ha 
completado satisfactoriamente todo lo establecido, y más aún de aquello propuesto 
inicialmente, quedándome no solo satisfecho con el resultado final sino también algo más 
importante: orgulloso por cómo ha quedado. 
 
Ya que inicialmente el proyecto consistía en la elaboración de un videojuego multigénero que 
pudiese abarcar al menos tres géneros propuestos originalmente (Acción/Plataformas, Shoot 
‘Em Up y RPG), y tras ver que no solo se han incluido esos tres sino que también se han 
elaborado dos formas de jugar el de Acción/Plataforma, además de poder crear el género de 
Carreras así como el género híbrido “Vertical”, sumado a todos los elementos incluidos en el 
motor del videojuego que originalmente no estaban planeados (sistema de partículas, sonido 
ubicado en 2D, tal número de enemigos implementados y de comportamientos,  habilidades 
del protagonista, etc.), se puede concretar sin temor a equivocarse que el resultado ha sido 
todo un éxito, tanto en el ámbito del proyecto final de grado como en el ámbito personal por 
lo que supone el tener tanto un juego original como un propio motor de videojuegos 
completamente funcional de cara ya no a este, sino también a posteriores proyectos. 
 
Durante el proyecto se han tenido que realizar numerosos cambios y modificaciones ante 
situaciones que originalmente no estaban planificadas, llegando en algunos casos a retrasar la 




elaboración del proyecto (véase la utilización de Box2D), pero sin embargo tras seguir la 
planificación original se ha podido realizar paso a paso todo lo establecido. 
 
Todos estos aspectos han quedado reflejados en la herramienta Cloud, la cual se ha utilizado 
todos y cada uno de los días desde que se integró en el proyecto, pues ha servido de gran 
ayuda para la planificación de éste, así como para realizar un seguimiento y suponer un escudo 
ante problemas que hayan podido surgir durante la elaboración del proyecto gracias al 
repositorio que incluye. 
 
Gracias al planteamiento seguido y al desarrollo genérico se ha podido elaborar un motor que 
permite realizar cambios sin apenas tocar el código (de hecho en la gran mayoría de casos sin 
siquiera tocarlo), ya sea creación de mapas, eventos, diálogos, enemigos, modificación de la IA 
de los enemigos, o la creación de eventos activados por sensores, facilitando así la creación de 
contenido para cualquier videojuego de una forma rápida y sencilla. A pesar de que esto 
estaba planificado desde el principio, no se ha podido ver el verdadero potencial hasta que se 
ha puesto en marcha todo este sistema, demostrando con creces que ha merecido la pena 
orientarlo de este modo. 
 
Por tanto, de todo lo diseñado y desarrollado si se tuviese que elegir lo que destaque por 
encima de lo demás, se podría decir que ésta posibilidad de no tocar código y sin embargo 
poder crear contenido nuevo desde fichero sería la que sobresaldría del proyecto. 
 
Casi 800 horas de trabajo, aproximadamente 17.000 líneas de código, más de 250 sprites y 30 
sonidos originales, 22 tipos de inteligencia artificial distinta (modulables), entre otras muchas 
cosas, han permitido que el proyecto vaya a buen puerto una vez terminado.  
 
5. Líneas futuras 
Gracias al hecho de haber realizado este proyecto mediante un diseño genérico se ha 
conseguido realizar una librería propia con la cual se puedan desarrollar nuevos videojuegos 
siguiendo los mismos pasos seguidos para la realización de éste. Gracias al sistema de archivos 
y sus correspondientes parseadores se pueden cambiar por completo los elementos que 
definen un videojuego, tales como pantallas, enemigos, eventos u objetos de una forma 
mucho más sencilla e intuitiva.  





Además se puede comprobar tras la realización del proyecto que se pueden desarrollar 
videojuegos de cualquier género con éstas herramientas, puesto que se han añadido géneros 
completamente distintos entre sí y no solo han funcionado correctamente si no que han 
coexistido en un mismo juego sin problemas. De este modo con crear nuevos tipos de 
enemigos y objetos en los archivos de texto, crear nuevas pantallas con la herramienta Tiled y 
dibujar nuevos spritesheets y tilesheets se podría tener un juego completamente distinto sin 
necesidad de tocar apenas código (según se necesite). 
 
Así, el proyecto puede ser utilizado en el futuro para añadir nuevas herramientas a la librería o 
incluso para desarrollar nuevos videojuegos multigénero (o con género único) gracias a ella.  
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