Abstract. Data access in an enterprise setting is a determining factor for the potential of value creation processes such as sense-making, decision making, and intelligence analysis. As such, providing friendly data access tools that directly engage domain experts (i.e., end-users) with data, as opposed to the situations where database/IT experts are required to extract data from databases, could substantially increase competitiveness and profitability. However, the ever increasing volume, complexity, velocity, and variety of data, known as the Big Data phenomenon, renders the end-user data access problem even more challenging. Optique, an ongoing European project with a strong industrial perspective, aims to countervail the Big Data effect, and to enable scalable end-user data access to traditional relational databases by using an ontology-based approach. In this paper, we specifically present the preliminary design and development of our ontology-based visual query system and discuss directions for addressing the Big Data effect.
Introduction
A tremendous amount of data is being generated every day both on the Web and in public and private organisations; and, by all accounts, in this increasingly data-oriented world, any individual or organisation, who posses the necessary knowledge, skills, and tools to make value out of data at such scales, bears a considerable advantage in terms of competitiveness and development. Particularly, in an enterprise setting, ability to access and use data in business processes such as sense-making and intelligence analysis is key for its value creation potential (cf. [1] ). Today, however, data access still stands as a major bottleneck for many organisations. This is mostly due to the sharp distinction between employees who have technical skills and knowledge to extract data (i.e., database/IT experts, skilled users etc.) and those who have domain knowledge and know how to interpret and use data (i.e., domain experts, end-users etc.). The result is a workflow where domain-experts either have to use pre-defined queries embedded in applications or communicate their information needs to database-experts. The former scenario is quite limiting, since it is not possible to enumerate every possible information need beforehand, while the latter scenario is hampered by the ambiguity in communication. In such a workflow, the turn-around time from users' initial information needs to receiving the answer can be in the range of weeks, incurring significant costs (cf. [2] ).
Approaches that eliminate the man-in-the-middle and allow end-users to directly engage with data and extract it on their own, have been of interest to researchers for many years. As anticipated, for end-users, the accessibility of traditional structured query languages such as SQL and XQuery fall far short, since such textual languages do require end-users to have a set of technical skills and to recall domain concepts and the terminology and syntax of the language being used. For this very reason, visual query systems and languages (cf. [3] ) have emerged to alleviate the end-user data access problem by providing intuitive visual query formulation tools. A visual system or language follows the directmanipulation idea (cf. [4] ), where the domain and query language are represented with a set of visual elements. End-users recognise relevant fragments of the domain and language and formulate queries basically by instantly manipulating them. A good deal of research on visual query formulation has been carried out both for structured (e.g., relational data) and semi-structured data (e.g., XML), such as QBE [5] and Xing [6] . Early approaches (cf. [3] ) successfully establish the fundamentals of research on visual query formulation. However, on the one hand, their success, in practical terms, remains within the confines of abstraction levels they operate on; database schemas, object-oriented models etc. are not meant to capture a domain per se and are not truly natural for end-users. Recent approaches (e.g., [7, 8] ) close this gap by employing ontologies for visual query formulation, due to their closeness to reality; and the emergence of ontology-based data access (OBDA) technologies (cf. [9] ) complete the overall picture by making it possible to access data residing on traditional relational databases over ontologies. On the other hand, visual query formulation, still being a considerable challenge in itself, faces inevitable scalability issues both in terms of query answering and query formulation (aka query construction), mainly introduced by the ever increasing volume, complexity, velocity, and variety of data -the so-called Big Data phenomenon (cf. [10, 11] ).
In this respect, a European project named Optique 1 -Scalable End-user Access to Big Data, with an industrial perspective, has been undertaken in order to enable end-user data access to traditional relational databases and to countervail the Big Data effect characterised by the aforementioned four dimensions. To this end, Optique employs an ontology-based approach for scalable query formulation and evaluation, along with other techniques such as query optimisation and parallelisation. The project involves two industrial partners, namely Statoil 2 and Siemens 3 , which provide real-life use cases. In this paper, we specifically present the preliminary design and development of our ontology-based visual query system and discuss directions for addressing the Big Data effect.
The rest of the paper is structured as follows. Section 2 sets the main research context, while Section 3 presents the related work. Section 4 describes our preliminary query formulation system, in terms of its architecture and interface. Finally, a discussion and conclusion are given in Section 5.
Background
Visual query formulation is indeed an end-user development (EUD) practice (cf. [12] ), where the goal is to allow end-users to program without significant programming skills and knowledge. The evaluation criteria are expressiveness, i.e., the breadth of a system or language to characterise the domain knowledge and information need, and usability, i.e., in terms of effectiveness, efficiency, and usersatisfaction (cf. [3] ). From the usability point of view, the selection of appropriate visual attributes (i.e., perceptual such as size, texture, and colour), representation paradigms (i.e., cognitive such as forms and diagrams) and interaction styles (e.g., navigation, range selection etc.), that lead end-users to discern, comprehend, and communicate a maximal amount of information with minimum effort, is of the utmost importance. From the expressiveness point of view, one must identify and support frequently repeating query tasks and necessary domain constructs, that could be easily communicated and realised by end-users through a visual tool. At this point, the difference between visual query languages (VQL) and visual query systems (VQS) comes into play. A VQL is a language that has a well-defined syntax and formal semantics independent of how queries are constructed, while a VQS is a system of interactions between a user and a computer, with or without an underlying visual language, that generates queries (cf. [13] ). A VQS has a natural advantage over a VQL, since users might forget languages, but common knowledge and skills are mostly non-volatile (cf. syntactic/semantic model of user behaviour [4] ). In any case, there are basically two types of activities, namely exploration (aka understanding the reality of interest) and query construction [3] , that have to be supported by a data access system. The goal of the former is to establish an understanding of the domain by means of finding and identifying domain constructs, such as concepts and relationships, and their organisation. The goal of the latter is to formally express the information need. Exploration and construction have adverse (i.e., breadth vs. depth), yet complementary roles; therefore, they have to be addressed and intertwined adequately.
Visual query formulation relies on a domain model to enable end-users to communicate with the system. Experimental research suggests that approaches built on logical models, such as database schemata and object role models, are not as effective as conceptual approaches, where interaction is in terms of real world concepts and hence more natural [14] . In this respect, the use of ontologies for query formulation is quite promising, since they are semantically richer and close the gap between the end-user's understating of reality and the system's representation of it. Moreover, ontologies, due to their reasoning power, provide the capability of expressing more with less both in the query formulation stage and the answering stage by relating the whole set of implied information instead of what is explicitly stated and available. However, almost all of the world's enterprise data today resides in relational databases. At this point, the Semantic Web [15] and OBDA technologies (e.g., [16, 17] ) play an essential role by bridging traditional relational data sources and ontologies. An ontology-based VQS falls into the category of ontology-driven information systems (cf. [18] ). The OBDA approach, over relational databases, is typically built on mappings (cf. [19] ), to relate the concepts and relations of the ontology to data sources, and query rewriting (cf. [17] ), to transform queries into complete, correct, and highly optimised queries over possibly disparate data sources (see Fig. 1 ). As such, an ontology-based VQS employs the visual representations of terms coming from an ontology (e.g., an OWL ontology) for visual query formulation. Once a query is formulated by an end-user, it is extracted in the form of an underlying formal linguistic language (e.g., SPARQL). Then, a query transformation process takes place with two query rewriting phases. The former, by taking constraints coming from the ontology into account, rewrites the query in the same language; while the latter translates query into the language of underlying data sources (e.g., SQL) through mappings defined between ontology and data sources. Visual query formulation is still an open challenge, yet the Big Data effect has substantially rescaled the problem. Firstly, the volume and complexity dimensions hinder human perception and cognition respectively. A data access system, therefore, has to orient and guide users within the large conceptual space and should provide the right amount of information in intuitive forms. Secondly, the variety dimension necessitate more specific presentations and interaction experiences adapted to data at hand at any moment, while the velocity dimension requires data access systems to address reactive scenarios, where data is automatically detected, assessed, and acted upon. Ontologies have potential to address some of these new challenges; however, in general, a data access system, should support users in various ways (e.g., visualisations, recommendations etc.) and should be integrated and adapted into the context, such as personal, data-related, task-related, and organisational (cf. [20, 21] ).
Related Work
Early approaches to visual query formulation rely on low level models (i.e., database schemas) (cf. [3] ), while recent ontology-based approaches mostly target open web data (i.e., linked data browsers) (cf. [22] ). Data access on the Web is inherently different from traditional database systems, where information needs have to be precisely described with a very weak tolerance for missing or irrelevant results. However, the apparent success of web search makes it a sensible direction to adapt web search approaches to traditional settings. Faceted search (cf. [23] ) and Query by Navigation (QbN) (cf. [24] ) are prominent in terms of their suitability for ontology-based query formulation and their inherent compatibility. Faceted search, being an advanced form-based approach, is based on series of orthogonal dimensions, that can be applied in combination to filter the information space; each dimension, called facet, corresponds to a taxonomy. In its most common form, each facet option is accompanied with the number of accessible instances upon a possible selection. This is to prevent users from reaching empty result sets. QbN exploits the graph-based organisation of information to allow users to construct queries by traversing the relationships between concepts. Each navigation from one concept to another is indeed a join operation. Actually, end-users are quite familiar with both types of search approaches; faceted search is widely used in commercial websites such as eBay and Amazon for listing and filtering products, while the navigation is the backbone of web browsing. Since, there is a fair share of primary query construction operations, i.e., select and project for faceted search and join for QbN, their combination is promising.
Examples of QbN are Tabulator [25] , SEWASIE project [7] , ViziQuer [26] , and Visor [27] , and well-known examples of faceted search are Flamenco [28] , mSpace [29] , and Exhibit [30] . The examples of first category provide weak or no support for select and projection operations; similarly the examples on the latter do not provide sufficient support for joining concepts. The hybrid of QbN and faceted search is available in two forms in the literature. The former is built on menu-based QbN; the prominent examples are Parallax [31] , Humboldt [32] , and VisiNav [33] . The latter is built on diagram-based QbN; the prominent examples are OZONE [34] and gFacet [35] . In menu-based QbN, domain concepts are repented in the form of lists and a user navigates by selecting a concept from the list every time; while, in a diagram-based QbN, concepts are represented as nodes in a graph and a user navigates by expanding and retracting nodes. Moving from once concept to another changes the focus (i.e., pivoting) and the user can impose constraints on the active concept by selecting options within each facet.
However, the problem with these approaches is their strong focus on web data, which leads them to be highly explorative and instance oriented. That is, firstly, the result of user navigation in the conceptual space is mostly for data browsing purposes; a final query, which encompasses the visited concepts, is not generated. Hence, there is no clear distinction between explorative and constructive user actions and there is a lack of support for view (i.e., the active phase of a query task) and overview (i.e., the general snapshot of a query task). Secondly, a frequent interaction with the data is required (i.e., database-intensive), which is problematic with large scale data sources. The scalability problem is indeed more severe, since no support for tackling with large ontologies is provided.
Optique Approach
Our goal, from an architectural perspective, is extensibility and flexibility to ensure scalability and adaptivity to different contexts and needs, and, from a human-interaction perspective, is to minimise both the perceptual and cognitive load on users and to provide intuitive and natural experiences.
Architecture
The approach we pursue is built on widget-based user-interface mashups (i.e., UI mashups), which aggregate a set of applications in a common graphical space, in the form of widgets, and allow an interplay between them for achieving common goals (cf. [36] ). In our context, widgets are the building blocks of a UI mashup and refer to portable, self-contained, full-fledged, and mostly client side applications with lesser functionality and complexity. In a query formulation scenario, a set of widgets could be employed together. For instance, one widget for QbN and one for faceted search could handle query construction synchronously, and one widget could represent query results in a tabular form.
Widgets are managed by a widget run-time environment, which provides basic communication and persistence services to widgets. The orchestration of widgets relies on the requirement that each widget discloses its functionality to the environment through a client side interface and notifies any other widget in the environment (e.g., broadcast, subscription etc.) and/or the widget environment upon each user action. Then, either each widget decides what action to execute in response, by considering the syntactic or semantic signature of the received event; or the environment decides on widgets to invoke. The core benefits of such an approach are that it becomes easier to deal with the complexity, since the management of functionality and data could be delegated to different widgets; each widget could employ a different representation paradigm that best suits its functionality; widgets could be used alone or together, in different combinations, for different contexts and experiences; and the functionality of the overall interface could be extended by introducing new widgets.
The preliminary architecture for our query formulation system is depicted in Fig. 2 . The architecture assumes that each widget has client side and server side components (for complex processing), and that widgets can communicate with each other and with the environment through a communication channel. Communication usually happens through the client side, but a server side communication mechanism could also be realised in order to support remote experiences (i.e., widgets running on distributed devices). There exists an environment controller at the client side and a component control logic at the server side. The former is responsible for operational tasks such as collecting event notifications from widgets and submitting control commands to them. The latter is responsible for the orchestration logic, that is, it decides how widgets should react to specific events. The widget specification of the W3C 4 and the widget run-time environment proposed in [36] guide our architectural design. Note that the architecture depicted here only concerns the visual query formulation system; the overall Optique architecture which includes other core components, such as for query evaluation, ontology management and evolution, mappings, and distributed query execution, has been discussed in another publication (cf. [37] ).
Interface
The choice of visual representation and interaction paradigm, along with underlying metaphors, analogies etc., is of primary importance for the query formulation interface. We have observed that a single representation and interaction paradigm is not sufficient for developing successful query formulation interfaces. Therefore, we strive to combine the best parts of different paradigms (cf. [3] ). We have implemented a preliminary visual query system, OptiqueVQS, 5 which is depicted in Fig. 3 . The OptiqueVQS is initially composed of three widgets. The first widget (W1), see the bottom-left part of Fig. 3 , employs menu-based representation and QbN interaction paradigms. This widget also supplements domain concepts with meaningful icons and short descriptions. The role of this widget is to allow end-users to navigate concepts through pursuing relationships between them, hence joining relations in a database. Every time a concept is selected, the focus of the interfaces changes to the selected concept (i.e, pivot operation). The second widget (W2), see the top part of Fig. 3 , follows a diagram-based representation paradigm with QbN; it utilises geometric symbols to depict relationships among schema concepts in a graph. The role of this widget is to provide an overview of the constructed query; it also supports pivoting limited to the concepts involved in a query. Every node appearing in the diagram corresponds to a variable (i.e., of SPARQL) and called variable-node. The last widget (W3), see the bottom-right part of Fig. 3 , is meant to employ a faceted search approach. However, in the current form, it follows a generic form-based representation paradigm. The role of this widget is to allow end-users to identify attributes that will be included in the result list and to place constraints on the attributes of the active (i.e., focus/pivot) concept. W1 and W3 support view (i.e., the active phase), while W2 supports overview (i.e., the snapshot). Concerning the design rationale behind each individual component, in terms of representation paradigm, lists (i.e., W1) are good at communicating large amount of information, forms (i.e., W3) are a well-known metaphor for end-users, and a diagram-based approach (i.e., W2) is good at communicating relationships between concepts; and, in terms of interaction paradigm, navigation (i.e., W1 and W2), matching, and range selection (i.e., W3) are known to be intuitive (cf. [3, 38] ).
In a typical query construction scenario, a user first selects a kernel concept, i.e., the starting concept, from W1, which initially lists all available domain concepts. The selected concept immediately becomes the focus concept (coloured in orange), appears in the the graph (i.e., W2), its attributes are displayed by W3, and W1 displays all the concept-relationship pairs pertaining to this concept. The user can select attributes to be included in the result list (i.e., using the "eye" button of each attribute) and/or impose constraints on them through form elements (i.e., W3). Note that W1 does not purely present relationships, but combine relationship and concept pairs (i.e., relationship and range) into one selection; this helps us to reduce the number of navigational levels a user has to pass through. The user can select any available option from the list and this results in a join between two variable-nodes over the specified relationship and moves focus to the selected concept. The user has to follow the same steps to involve new concepts into the query and can always jump to a specific part of the query by clicking on the corresponding variable-node on the graph. An example query is depicted in Fig. 3 for the Statoil use case in energy domain. The query asks for all fields which has a specific facility (e.g., an oil producing platform) and is operated by a specific company (e.g., Statoil).
Regarding the access to result lists, the system will provide several specialised presentation widgets specific to the nature of the data. An example has been depicted in Fig. 4 , which shows all fields on a map, colouring those that are operated by Statoil and have an oil producing facility. In this context, it is important that widgets should have the ability to intelligently detect the data type (e.g., items with a geo-spatial extent) and act accordingly, which is not hard to realise in an ontology-driven environment. The data source and widgetised map application used in this example comes from a project providing a semantic gateway to the Norwegian Petroleum Directorate's FactPages dataset [39] .
Discussion and Conclusion
In this paper, we have introduced a preliminary ontology-based approach on query formulation for Big data. As far as the approach itself is concerned, the multi-paradigm approach that we follow firstly allows us to provide a good balance between view and overview. Secondly, one should be aware that an ontology is more than a class hierarchy and includes complex axioms. In our context, each representation paradigm could handle different kinds of ontology axioms, for instance, a faceted search paradigm is better suited for representing disjointness, a menu-based paradigm with QbN may be a better option for handling cyclic queries, and a diagrammatic representation is better in visualising them.
Concerning the expressiveness, we categorise queries into three levels with respect to their perceived complexity. First level corresponds to simple three-shaped conjunctive queries, while the second level refers to cyclic and disjunctive queries. The last level corresponds to queries with universal quantifiers, and negation. We postulate that most of the end-user queries will be centred around first level. The current interface at the moment addresses the first level queries and basic cycles (i.e., where a concept appears twice). However, we do see possibilities to address second level and third level queries to support advanced users.
At this stage, the current proposal attacks the query formulation challenge itself; our work for addressing the Big Data effect is under progress. Particularly for large ontologies, guiding users among hundreds of concepts, attributes, and relationships is of crucial importance. The possible approaches that we have identified include adaptations, that take previous interaction/query logs into account, for pruning the navigational space and to provide recommendations; heuristics, that consider what really occurs in data; and annotations to rule out unreasonable cases. Such information could be used to rank concepts, relationships, and attributes and then to gradually present them to users.
