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INTRODUCTION
Control systems are usually implemented using real-time digital computers, which conduct control tasks by executing a sequence of instructions. Execution of these instructions does not occur instantaneously, as may be assumed during the control system design phase.
Computational delay (CD) refers to the computational time required for a computer to complete a control algorithm. The CD for a control system is defined as the period from when the control algorithm is triggered to the generation of a corresponding control command. In general, the computational delay of the control system arises from the fact that the real-time digital computer needs to handle the data-dependent conditional branches, resource sharing delays, processing exceptions, interrupt handling, as well as regular computation simultaneously [1] . For example, it is reported in [2] that the execution of an adaptive robot computed torque control algorithm requires 17 milliseconds on a MC68000 microprocessor. The concept of computational delay for a discrete-time control system is illustrated in Figure 1 . The computational delay decreases considerably with the increasing speed of the hardware. On the other hand, to meet growing demands, complexities in control system algorithms (e.g. artificial intelligence, knowledgebased control, hybrid control) and sampling frequency continue to increase dramatically, requiring significant amounts of computational time compared to the sampling period. Therefore, it is important to quantify the effect of computational delay on the performance of a control system.
Of late, vehicle control systems have become more and more sophisticated and many different advanced vehicle control systems continue to appear in the market, such as ACC, traction control system (TCS), electronic stability program (ESP), direct yaw-moment control (DYC), and so on.
As all these systems are implemented on computers, the effect of computational delay on the system performance requires attention. Analysis of the effect of computational delay can be helpful in allocation of hardware resources for system design and evaluation of system performance.
Recently, the effects of computational delay on control systems have attracted research efforts reported in the literature. Yang [3] compared the effect of computational delay on the performance of a linear robotic control system. The results show that the closed-loop system performance with an adaptive controller designed without considering the computational delay is even worse than that with a simple fixed parameter controller due to the large computational time. The computational delay in this work was treated as a fixed time delay, which did not reflect its random nature. Shin and Cui [1] studied the effect of computational delay on conventional real-time control systems. A quantitative analysis was made based on an example of the computed torque control of a robot. An upper bound for the computational delay that the system performance can tolerate was derived. Nilsson, et al. [5] studied the effect of a randomly varying computational delay on a linear control system and proposed a LQG optimal control based on a stochastic description of the computational delay. Anderson and Reed [6] presented the results of a simulation study of the effect of computational delay modeled as certain percentage of sampling period, on a robot manipulator controller. It was shown that computational delay stability boundaries directly depend on the sampling frequency for both the step response and trajectory tracking cases. In addition, given the fact that the computational delay is inherent to real-time control systems, several approaches have been suggested to compensate for it as well [7] [8] [9] .
Most of the research results reported are for linear systems. Hybrid control systems (involving the interactions between continuous dynamic system and discrete eventdriven automation) have recently been studied to improve system performance and fulfill the increasing demands in many engineering areas [10] . However, the complex nature of these control systems has made it difficult to predict and/or evaluate the system performance as well. A study of the effect of computational delay on the performance of a hybrid control system has not been found in the literature. As pointed out in [1, 3, 4, 6] , it is difficult to generally analyze the effects of computational delay for different control systems, and insight requires case-bycase evaluation.
The rest of this paper is organized as follows. In the next section, a vehicle longitudinal braking dynamic model is established. Based on this model, a hybrid ACC system is designed, which includes a low-rank nonlinear sliding mode controller and a high-rank supervisory controller. The performances of these controllers without computational delay are verified in simulation.
The subsequent section examines the effects of computational delay and its location (within the control system hierarchy) on the performance of this hybrid control system using simulation studies. A computational delay compensation technique is then designed for the high-rank controller, and the performance is compared with the uncompensated system. Finally, conclusive remarks are given in the last section of the paper.
DESIGN OF HYBRID ACC SYSTEM
This section describes the design of a hybrid adaptive cruise control system, which will be used as a platform to evaluate the effect of the computational delay on system performance.
HYBRID ADAPTIVE CRUISE CONTROL
As opposed to a conventional cruise control system, which maintains a user-set vehicle speed as a regulation problem, the ACC is a tracking control system that adjusts vehicle speed to a desired value according to specified spacing policies [11] [12] [13] . One ACC speed policy is to track the speed of the preceding vehicle in the same lane; this is a so-called constant-gap policy. This paper uses this policy in the scenario where only the brake is applied for both the current vehicle and the preceding one for simplicity. Recently, some intelligence has been built into the regular ACC system to improve performance [15] [16] [17] , which essentially makes the ACC a hybrid control system. From a practical point of view, it is not very wise/necessary for the ACC vehicle to actively track the speed of the preceding vehicle at all times, especially during a braking/coasting situation.
The following subsections describe a hybrid ACC design that conducts the brake only when it is necessary. The system could potentially save energy compared to a conventional ACC system. This system consists of a supervisory controller and a speedtracking controller in hierarchy.
Brake-by-Wire
The advanced automotive brake-by-wire technology usually employs the electromechanical braking system, which dispenses with the brake fluid and hydraulic line completely.
The braking force at each wheel is generated directly by a high-performance electric motor controlled by an ECU individually. The system can perform all the vehicle brake and stability functions, as required by anti-lock braking system (ABS), traction control system (TCS), vehicle stability control (VSC), and adaptive cruise control (ACC) etc.
Supervisory Control Design
The supervisory controller dictates the ACC vehicle to perform either braking or coasting. The goal is to avoid unnecessary brake actions, and therefore save energy. Define the speed error, , then the state will be switched to a brake state to reduce the ACC vehicle speed to more effectively track the p v _ . In the "brake" state, if the speed error is small enough,
then the state is switched back to "coasting", which disables the brake action and allows the ACC vehicle to potentially run at a higher speed than the preceding one.
There is a potential for chattering whenever a switching interface exists in a control system. Such chattering is usually caused by noise in the signal used to determine the switching condition, discrepancies between the modeled and actual values of the interface, as well as other reasons. To avoid chattering in this controller, two threshold values, This discrete control system can be described by the equation,
is the discrete state of the system and Notice that, for a complete ACC system, there should be an "acceleration" state that has not been considered in this paper for simplicity sake.
Modeling the Vehicle Braking Longitudinal Dynamics
This subsection describes the modeling of the vehicle longitudinal braking dynamics. The longitudinal slip is defined as the relative difference between a driving wheel's circumferential velocity and the vehicle's absolute velocity, v , as [18] ,
whereω is the wheel angular velocity, and R is the tire effective radius.
The brake-by-wire actuators usually have an associated built-in closed-loop controller to accept the brake torque command as an input and regulate the actual brake torque [19] . The dynamics of this kind of actuator can be approximately modeled as a first-order system with sufficient accuracy [14, 20] , T is the desired braking torque dictated by the higher level controller.
The motion of the wheel during braking is determined by the force from the ground and braking torque. It can be represented as,
where, w J is the moment of inertia of the wheel, w ω is the wheel angular velocity, and g F is the force from ground, which is equal to the sum of friction force and rolling resistance. Ignoring the lateral dynamics, the vehicle longitudinal motion can be described by,
where, v is the vehicle longitudinal absolute speed,
is the vehicle air drag coefficient with d C being the aerodynamic friction coefficient, ρ being the air density, and A being the vehicle frontal area. The wind speed is assumed to be zero. The number n is the number of braking wheels of the vehicle. Since the rolling resistance is generally small compared with both the braking force and air drag force at high speed, it is ignored here. The force from the ground can then be described as,
where, N is the normal force acting on the tire due to the vehicle weight, and ) ( x s μ is the tire-road friction coefficient. The friction coefficient is a nonlinear function of the amount of slip at that tire-road interface. One famous model that describes this relationship is the socalled "Magic Formula" tire model developed by Pacejka [21] . However, as an experimental model, there are many parameters that need to be defined in the Magic Formula tire-road friction model, and the format of the model is complicated as well. A simplified model is given in [19] as,
where, k is a constant related to the road surface friction condition [22] . In this paper, we focus on the normal braking condition (small slip ratio range) rather than ABS mode in which slip ratio is greater. In this case, the specified model should describe the tire-road friction coefficient with sufficient accuracy.
Combining the equations (1)- (6) T is the control input to the system, and v x = 1 is the output. It is assumed that there are four braking wheels, and the vehicle weight is equally distributed on the front and rear axes. In addition, the effect of pitching on the distribution of front and rear normal forces is ignored.
Design of the Low-Rank Sliding Mode Controller (SMC)
Sliding mode control (SMC) offers a robust control approach to deal with system uncertainties and modeling error.
A low-rank sliding mode tracking controller is designed based on the nonlinear model developed above with the desired brake torque, , as the output. The following coordinated transformation is used for the model described in equation (7) 
where,
, and P is a positive number determining the control gain. The derivative of the sliding surface becomes,
The control law then can be set as,
Consider the candidate Lyapunov function, 
By choosing the K large enough, we can guarantee
, and the sliding surface is attractive.
In practice, to reduce the chattering effect caused by the switching of the SMC around 0 = S , a continuous approximation with a thickness of Φ around the switching surface is used to smooth out the control input discontinuity. The approximation function is defined as,
with Φ being a positive number. The control law is then
In the above SMC, it is assumed that the controller has full-state feedback, which means all the system states, v , w ω , and b T , are assumed to be available for the controller. In practice, the wheel rotational speed, w ω , is very easy to measure. The vehicle longitudinal speed can be estimated accurately by using a sensor fusion technique that incorporates signals from both an accelerometer and a GPS [23] . By using an accelerometer to measure the vehicle deceleration in real-time, the brake torque, b T , can be estimated reasonably well. However, these efforts are not the focus of this paper, and the states will be assumed to be available for direct feedback to the controller.
It needs to be pointed out that the SMC controller designed above is based on the assumption that the system is in continuous time domain and the control action can switch at infinite frequency. However, when implementing this controller in a computer, a fixed sampling rate is used and switching frequency is therefore limited, which means that
T is constant during the sampling interval and changes only at the moment of sampling time. This type of action may not be able to guarantee that the system states are maintained inside the defined neighborhood Φ around the sliding surface. There have been several approaches proposed for the design of discrete-time sliding mode control (DSMC) [24] [25] [26] . However, for the system with high sampling rate and large time constant (relative to the sampling period), the effect of the sampling will be diminished [27, 28] and the above control law is used in the simulation.
The performance of this controller is verified in simulation. Figure 3 shows a comparison between the desired speed and actual speed along with the applied brake torque, wheel slip, and friction coefficient. As one can see, the controller can perform the task well. The wheel slip is relatively small and is in the linear region of the slip-friction function, which makes the equation (6) valid. Notice that no computational delay is considered in this simulation.
Hybrid ACC System
In this hybrid ACC system, to ensure fast response of the low-rank controller to a request from the supervisory controller, the low-rank controller takes the output of the supervisory controller, n cst brk _ / , as an interrupt with high priority, while it samples other signals with fixed sampling rate. Figure 4 shows the simulation results and Table 1 compares the peak error, root mean square error (RMSE), and control effort between the conventional and hybrid ACC. Notice that the error of the hybrid ACC is mainly generated during the coasting mode, in which the speed tracking is disabled. However, in the 20 seconds simulation, the hybrid ACC reduces more than 12% control effort compared with that of the conventional ACC. 
EFFECT OF THE COMPUTATIONAL DELAY ON THE PERFORMANCE OF THE HYBRID ACC
This section investigates the effect of the computational delay on the performance of the hybrid adaptive cruise control system.
COMPUTATIONAL DELAY
For the hybrid ACC system, computational delay can arise from several sources. For example, the low-rank brake controller must perform the regular braking task in addition to other control modes, such as ABS, traction control, and stability control. This requires the brake controller to monitor additional sensor signals, detect critical conditions, and respond, communicate, and cooperate with other controllers (e.g. powertrain controller, steering controller etc.) at similar or different ranks all in real-time. These time-consuming processes, along with the calculation of the ACC control algorithm, cause computational delay in the regular brake control task.
Besides, for the high-rank controller, the information coming from low-rank controller and/or sensors are usually through a network (such as CAN bus). The communication delay of the network may vary significantly in magnitude depending on the load of the network. We consider this communication delay as part of the computational delay in this paper.
The computational delay can be described as a random number [1, 5, 29] . In [5] , it is modeled as a random number uniformly distributed on the interval , because all the computation will realistically take at least a minimum amount of time assumed here to be h 05 . 0 .
ANALYSIS OF THE EFFECT OF COMPUTATIONAL DELAY
For linear discrete-time systems analyzed with Ztransforms, computational delays can only be assumed to be zero or a whole sampling period. This does not reflect the random nature of computational delay. For nonlinear systems, the standard frequency-domain analysis methods cannot be applied. As suggested in [6] , simulation is an effective approach to evaluate the effect of computational delay. In this subsection, the effect of CD will be roughly analyzed, while simulation results will be presented in the following subsection.
When computational delay is purely located in the highrank supervisory controller, it affects the hybrid ACC system performance by delaying the decision making output n cst brk _ / an amount of time ε . Since the number of the states is finite in the high-rank controller, its effect will only occur during the state transition, namely from brake to coasting state or from coasting to brake state in this case. For transition from brake to coasting state, computational delay of the n cst brk _ / will cause the low-rank SMC to perform "unnecessary" braking for a time period ε , which causes "unnecessary" use of brake energy and reduces the benefit of the hybrid ACC. For transition from coasting to brake state, computational delay of the n cst brk _ / will postpone brake action, and this increases initial speed error for the low-rank SMC and sacrifices safety.
When the computational delay is purely located in the low-rank SMC controller, which is implemented in discrete-time with a sampling period, h , the sliding surface between samples for the case of no computational delay can be approximately evaluated as,
Substituting the control law equation (14) into equation (10) 
Given the fact that h is usually small, the high order term can be ignored and the distance between
and the sampling interval, h . If computational delay is considered, the sliding surface between samples can be evaluated as (the subscript c denotes the CD case.), 
As opposed to the case of no computational delay, . Notice that due to the state and control input mismatch, the nonlinear terms in equation (10) to try to bring the surface back to zero faster. If the control gain is big enough and the sampling rate is much faster than the system time constant, then the computational delay will just expand the thickness of the sliding surface and the divergence of the surface caused by the CD is limited.
When there are computational delays located at both the high-rank and low-rank controllers, their effects on the system performance will be greater than if CD is located only at high-rank or low-rank controller. As mentioned above, the effect of the CD on the high-rank controller will arise only during the state transition, but it affects both the tracking and control energy. With the delay at the low-rank controller, the sliding surface will diverge from the desired surface for a longer time during the state transition, which could increase the tracking error and cause more control energy to bring the surface back later.
Since the computational delay is bounded within the sampling period, if the sampling rate is much faster than the system time constant (which is the time constant of the brake actuator here), then the system state will not diverge as much from the desired by the delayed control actions within the delay time.
SIMULATION STUDIES
The hybrid ACC system developed in the previous section is simulated in Matlab/Simulink for evaluating the effect of the computational delay and its location on the performance of this hybrid control system in terms of peak error, RMSE, and control energy. Four different hybrid ACC systems: without computational delay (No CD), computational delay at the low-rank controller only (LR CD), computational delay at the high-rank controller only (HR CD), and computational delay at both low-rank and high-rank controllers (HLR CD) are compared. Figure 6 , and Figure 7 show the simulation results of the peak error, RMSE, and control energy, respectively, for different λ values at a sampling rate of 200 Hz. As expected, the peak error, RMSE, and the control energy generally increase with the upper bound of the computational delay. The performance has deteriorated most at the HLR CD case and the least at the LR CD case. Comparing the HR CD and LR CD cases, one can find that the effect of the computational delay located at the high-rank controller is more pronounced than that located at the low-rank controller. Similar simulations were conducted for slower sampling rates as well. The same general trend was found. As the sampling rate is reduced, the baseline performance is degenerated and the computational delay upper bound is increased, which causes more deterioration of the performance when computational delay exists in the system. Figure 8 shows simulation results for the control energy at sampling rate of 100 Hz.
COMPENSATION OF THE COMPUTATIONAL DELAY
Knowing that the computational delay at the high-rank supervisory controller deteriorates the system performance greater than that at the low-rank controller, a simple computational delay compensation technique is designed for the high-rank controller to improve the system performance.
As described before, the supervisory controller switches between the coast and braking states based on two variables, speed error, ) (t v err , and spacing, ) (t s .
However, the switching decision will be postponed by the computational delay, ε . To compensate for the computational delay associated with the decision making process, we can employ lead compensation to form two new variables, . Therefore, the effect of the computational delay at the high-rank controller can be compensated.
The performance of the compensated system is compared with that of the one without compensation in simulation.
The HLR CD case is used for the comparison. The compensation is applied only at the high-rank controller while there is still the same computational delay at the low-rank controller for both systems. Figure 9 shows the simulation results, which generally indicate that the compensated system exhibits better performance in terms of smaller RMSE, smaller peak error, and less control effort, especially for the high computational delay region where the effect of the CD is significant. 
CONCLUSIONS
The effect of the computational delay on the performance of a hybrid ACC control system is evaluated. The bounded computational delay affects the performance of this hybrid control system in terms of peak error, RMSE, and control energy. The performance generally deteriorates as the upper bound of the computational delay increases. It is also noticed that the effect of the computational delay at the highrank controller is more pronounced than that at low-rank controller.
The hybrid ACC system with a computational delay compensator applied at the high-rank controller shows improved performance compared with that of the one without compensation. The effect of the computational delay on the system performance also depends on the sampling rate compared to the system time constant. 
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