In this paper, we present feedback-driven points-to analysis where any classical points-to analysis has its points-to results at certain program points guarded by a-priori upper bounds. Such upper bounds can come from other points-to analyses -this is of interest when different approaches are not strictly ordered in terms of accuracy -and from human insight, i.e., manual proofs that certain points-to relations are infeasible for every program run. 
OVERVIEW
We start with a short introduction to points-to analysis below. Then we present feedback-driven points-to analysis in Section 2. Section 3 concludes this paper with an evaluation of our approach. An extended version of this paper is available as a technical report [2] 1 . Any static program analysis needs to abstract from the values which expressions may take during a real application run, as it is impossible to model the exact program state at any time of any possible run of a program. An abstract object o ∈ O is an analysis abstraction that represents a set of runtime objects. We use an abstraction where all objects created at the same syntactic creation point s correspond to a unique abstract object os. The actual analysis associates 1 Available online at http://urn.kb.se/resolve?urn=urn:nbn:se:lnu:diva-9212
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The results of points-to analysis are usually very low-level, so we use the following client analyses for accuracy assessment: (1) The object call graph consisting of nodes and edges (2) The call graph which is a projection of the object call graph to just methods; (3) The abstract heap consisting of relations [oi, fs] ← oj which indicates which abstract objects are potentially stored in fields fs of objects oi.
FEEDBACK-DRIVEN ANALYSIS
Predefined upper bounds for points-to analysis can stem from two sources: results from conservative points-to analysis, which allow for automated feedback, and manual feedback, i.e., expert knowledge.
Automated Feedback
Our approach to automated feedback is to set upper bounds for the operands to two kinds of operations: Store-operations that write values to memory slots on the heap, and Calloperations. We describe the handling of Store-operations in the following. Call -operations are handled in a similar way; for details, see [2] .
Each Store-operation S.f has, next to the (fixed) field f that is being accessed, two operands that depend on intermediate analysis results: addresses Ai ⊆ O where to store, and corresponding values Vi ⊆ O what to store.
For example, assume that the results for S.f are A1 = {o1}, V1 = {o2}, A2 = {o3}, V2 = {o4}. The heap then contains the relations (f, o1) ← o2 and (f, o3) ← o4. In a new analysis, we use these as upper bound for S.f . Assume that this new analysis updates S.f with the input pair A3 = {o1, o3}, V3 = {o2, o4}. Without filtering, the heap contains four relations (f, o1) ← o2, (f, o1) ← o4, (f, o3) ← o2, and (f, o3) ← o4. This is larger than the previously computed upper bound that does not contain the pairs (o1, o4) and (o3, o2), which are filtered in the new analysis.
Manual Feedback
Users can manually annotate a program in the following ways: (1) which code can be considered dead, (2) what call relations can not be taken.
By means of an initial case study, we have identified a number of patterns of imprecision in static points-to analysis which can be (at least partly) overcome by either manual annotations or even automated improvements. These are:
Dead code. If an application is built on top of a more general framework, unused parts of the framework are often still deployed with the application, be it for convenience or inaccessibility of the source code of the framework, or because instantiation options are delayed until runtime by means of dynamic binding or other means of configuring the framework at runtime. This is often not recognizable by points-to analysis.
Polymorphic Calls in Branching Conditions. When a branching condition compares the result of a polymorphic call with a given constant value, some possible target methods of the polymorphic call may provably never fulfill the given condition. This can be the case if such a method returns a constant value (but other related methods do not). Then, the value of the receiver object can be restricted in the then-block of the condition: abstract objects of the types that never fulfill the condition can be filtered.
Collections and Maps. Storing objects in collection objects yields to merging of the stored objects even for distinct collection objects. This is because backing abstract array-objects are shared by different collection objects. In the case of the Java Collections Framework, we know that the backing arrays are never passed to the outside. Thus, we implemented a transformation on the intermediate representation that replaces all collections classes with implementations backed by regular, non-array fields; this is possible because no strong updates are performed. These replacements fulfill the general contract of the Java Collections Framework wrt. points-to analysis.
Shared Caches. A program may have general, untyped general-purpose object caches that are shared by different parts of the program. If it is guaranteed that each part of the program retrieves only those objects that it puts into a cache itself, the caches can be considered being logically partitioned. However, points-to analysis cannot, in general, recognize this, and thus assumes that all objects stored in the cache may be read by any part of the program.
EVALUATION
We performed experiments on six benchmark programsbloat 1.0, javac 1.3.1, javacc 4.2, jlayer 1.0.1, recoder 0.94c, and sablecc 3.2 -for which our points-to analysis is conservative. We obtained the initial static results by running the different context-sensitive approaches mentioned in Section 1 and combining the results (cf. [1] ). Running examples provided by the programs gave us the initial dynamic results. Applying the automated and manual improvements presented in the previous section, as well as generating better coverage for each benchmark program, led to the final static and dynamic results. Note that library-classes are omitted for computing the client analyses.
Figures 1(a) to 1(e) show lower bounds of the precision P − of the static client analyses for four of the benchmark programs. For bloat 1.0 and sablecc 3.2, we could not improve the precision of the static analysis; these programs are thus omitted.
The actual precision is unknown as it requires the Gold Standard, but a lower bound can be computed as
with Aopt being the result obtained by dynamic analysis, and Acons being the result obtained by conservative static analysis [1] .
For each program, the initial P − , P − with only increased dynamic coverage, and the final P − are shown. The final P − reflects all our efforts on automatically and manually improving precision.
All of the improvements presented in previous section have shown improvements in precision for at least one of the programs. For project jlayer, we were even able to compute the exact set of reachable methods, i.e., we have computed the Gold Standard for this client analysis for this program. A more detailed evaluation can be found in [2] .
