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Abstrakt 
Hlavním úkolem bylo vytvořit program umožňující hru člověka proti počítači a počítače proti počítači 
s možností volby vybraných variant šachŧ. Začátek práce opisuje algoritmy pro hraní her a jich rŧzné 
vylepšení. Následuje opis vybraných variant, ohodnocovací funkce, jejich změn, návrh programu a 








The main task was create a program allowing human play against the computer and computer to 
computer with the option selected variants of chess. To start work describes algorithms for playing 
games and their various features. The following is a copy of selected options, evaluation function, the 
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Šach je dosková hra pre dvoch hráčov. Šachovnica má 64 polí rozdelených do ôsmich radov a ôsmich 
stĺpcov. Každý hráč má na začiatku partie 16 figúr, ktoré sú biele alebo čierne. Názvy figúr sú 
nasledujúce: pešiak, veža, jazdec, strelec, dáma a kráľ. Každá má osobitný význam, pohyb                    
po šachovnici, začiatočnú pozíciu. Hra sa delí na otvorenie, strednú hru a koncovku. Hra sa začína 
ťahom bieleho. Cieľom hry je dostať súperovho kráľa do matu. Šach nastane, keď súperova figúrka 
priamo ohrozuje kráľa. Kráľ musí ustúpiť alebo prekrytím zabrániť šachu. Ak tieto ťahy nemá 
k dispozícií nastane mat a partia končí. Môže nastať aj remíza(pat), kedy nie je možné dať súperovi 
mat a kráľ a ani ostatné figúry farby kráľa nemajú možný žiaden legálny ťah. Súťažný šach sa hrá    
na čas. Hráč má určený čas na partiu. Po uplynutí času, automaticky prehráva. 
Spolu so šachom sa vyvíjali aj rôzne jeho varianty. Vznikali pridávaním nových figúr                 
na šachovnicu(maharadža u maharadžových šachov), zmenšovaním(los alamos šach) alebo 
zväčšovaním šachovnice(veľký šach, ambasádový šach), zmeneným začiatočným postavením figúr 
na šachovnici(rohový šach, fisherov šach), značným zmenením pravidiel(masakrový šach) alebo 
pridaním náhody do hry(kockové šachy). 
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2 Metódy hrania hier 
Kapitola pojednáva o spôsoboch hrania hier vo forme pre počítače. Sú vymenované a opísané 
najpoužívanejšie algoritmy a ich rôzne modifikácie.  
Metódy hrania hier poskytujú algoritmické riešenie problému nájdenia najlepšieho ťahu v hre. 
V našom prípade hru hrajú 2 hráči, ktorí sa po jednotlivých ťahoch striedajú. Obaja hráči majú úplný 
prehľad o stave hry a obaja sa snažia zvíťaziť. Hľadanie najlepšieho ťahu vedúceho k výhre je 
založené na prehľadávaní AND a OR grafov. 
Nakoľko šach patrí medzi zložité hry, kde nie je možné prehľadať stavový priestor úplne, 
využívajú sa metódy, ktoré prehľadávajú stavový priestor do určitej hĺbky. Medzi tieto metódy patria 
algoritmy MiniMax a Alfa-Beta. Jednotlivé uzly v grafe sa potom ohodnocujú funkciami, ktoré 
vracajú celé čísla. Kladné číslo znamená priaznivé hodnotenie pre hráča A, záporné číslo naopak    
pre hráča B. Práve tento princíp je základom pre MiniMax a Alfa-Beta algoritmus. Kapitola je 
spracovaná podľa [1], [2] a [3]. 
 
2.1 Algoritmy a ich modifikácie 
2.1.1 MiniMax  
Tento algoritmus prehľadáva celý stavový priestor do určitej hĺbky. Základom tohto algoritmu je 
rekurzívna procedúra, ktorá sa zavolá pre aktuálny stav hry. Procedúra vracia aktuálne ohodnotenie 
uzlu a ťah k uzlu, ktorý je pre hráča najvýhodnejší. V programoch máme z tohto pohľadu dve hlavné 
vlastnosti, ktoré by mali byť čo najefektívnejšie. Sú nimi hĺbka prepočtu a faktor vetvenia stromu. Ak 
chceme aby bol program kvalitný, hĺbku prepočtu obmedzovať nemôžeme, faktor vetvenia však áno. 
Práve táto vlastnosť je v nasledujúcom algoritme vylepšená, kedy dochádza k orezávaniu vetiev 
programu. 
2.1.2 Alfa-beta  
Alfa-beta je vylepšená varianta algoritmu MiniMax. Zavádzajú sa tzv. alfa a beta rezy. Do algoritmu 
vstupujú hodnoty α = -∞ a β = ∞. Algoritmus skončí, keď α ≥ β. Tento algoritmus nám teda nebude 
prepočítavať ťahy, pri ktorých je jasné, že nech skončia akokoľvek, pozíciu v hre nezlepšia. Toto nám 
výrazne zefektívni výpočet a zmenší spotrebovaný čas na výpočet. Orezávanie však silno závisí na 
poradí ťahov, preto je nutné algoritmus alfa-beta vylepšiť. Keď narazíme na posledný list v rámci 
vetvy, ohodnotenie tohto listu je potrebné upraviť. Keďže je to posledný uzol do algoritmu nevstupuje 
hodnota β ale len hodnota α.  
Ukážka funkcie getBestMove(int depth, ChessBoard *b), ktorá vracia najlepší 
ťah v poslednom liste stavového priestoru. 
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Move getBestMove(int depth, ChessBoard *b) 
{ 
    QVector<Move> moves;   
    int best = 0;             
    int value;   
    int alfa;   
     
    moves = genMoves(b);   
     
    alfa = INT_MIN;   
     
    for(int i = 0; i < moves.size(); i++)  
    { 
        if(makeMove(moves[i],b))   
        { 
            value = -alfaBeta(INT_MIN, toMate(-alfa),depth,b);  
            value = fromMate(value); 
            returnMove(moves[i],b); 
            if(value > alfa)    
            { 
                alfa = value; 
                best = i; 
            } 
        } 
    }   




Alfa-beta pracuje efektívne vtedy, keď postupne nájde najmenej ohodnotený ťah až po najlepšie 
ohodnotený ťah. Vylepšenie by spočívalo v tom, keby sa hneď na začiatku našiel najlepší ťah, tým 
pádom by došlo k orezaniu väčšej časti podstromu, teda urýchleniu celého algoritmu. My však na 
začiatku nevieme či náš ťah je ten najlepší. Existujú však rôzne heuristiky, ktoré nám to umožňujú. 
 
a) Metóda okienka: Na začiatku prehľadávania stavového priestoru sa volí α najmenšie možné 
číslo a β naopak najväčšie. Interval je veľký a jeho zužovanie zaberá určitý čas. Výpočet by 
bolo možné značne urýchliť, keby sme poznali najlepšie ťahy oboch hráčov. Nakoľko ich 
nepoznáme, môžeme tieto ťahy odhadnúť. Určíme si hodnoty α a β približne. Ak zvolíme 
hodnotu α príliš vysokú nedopočítame sa k najlepšiemu ťahu. Výpočet však môžeme 
opakovať, zmenšením hodnoty α teda ako keby „posunutím okienka“. Za stred intervalu 
zvolíme hodnotu najlepšieho ťahu z predchádzajúceho prepočtu. Veľkosť intervalu môžeme 
určiť buď konštantou alebo vzorcom             , kde „rozdiel“ je daný rozdielom cien 
najlepších ťahov z posledných dvoch iterácií a ε je malá konštanta. Tento odhad je založený 
na myšlienke, že rozdiel cien medzi iteráciami môže byť pre rôzne pozície rôzny. Pri 
prepočte jednej pozície by sa však typicky nemal meniť. 
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b) Kaskádová metóda:  Algoritmus alfa-beta prehľadáva stav do pevnej hĺbky n. Kaskádová 
metóda prehľadáva postupne hĺbku 1,2,3 a nakoniec n. Na prvý pohľad nie je vidno žiadnu 
úsporu času. Vďaka exponenciálnej zložitosti však prepočty do menších hĺbok(dohromady) 
trvajú kratšie ako prepočty do maximálnej hĺbky n. V praxi je táto metóda vhodnejšia ako 
klasická alfa-beta. Pri hraní šachu očakávame, aby program vrátil výsledok(potiahol figúrou) 
v rozumnom čase a nie vtedy, keď prehľadá celý stavový priestor s hĺbkou n. 
c) Prehlbovanie vyhľadávania: Prehľadávanie je ako také rovnomerné v celom podstrome.    
V niektorých pozíciach potrebujeme však počítať hlbšie. Sú to tieto pozície: 
 Hráč je v šachu – prehlbovanie pomôže odhaliť útoky na kráľa alebo prípadné 
dvojúdery(ťah spôsobujúci dve hrozby naraz) 
 Prednastavenia matu – strana, ktorá dostáva mat prednastaví figúru, pretože mat 
nastane až za posledným prehľadávaným listom/ťahom 
 Premena pešiaka – pešiak potiahol v poslednom ťahu na siedmy rad, je vhodné 
prehľadať aj ďalšie ťahy a objektívnejšie zhodnotiť premenu pešiaka 
 Výmeny figúr – je vhodné prehlbovať výpočet pri výmenách, pretože bývajú často 
vynútené 
 Rôzne na prvý pohľad správne, ale v skutočnosti chybné ťahy – veľmi známa je 
pozícia, kedy biely má pešiakov na poliach F2, G2, H2 a čierny strelec je na D6. 
Čierny môže zobrať pešiaka na H2 relatívne zdarma, ale po ťahu G2-G3 je čierny 
strelec na H2 uväznený a biely ho môže neskôr vyhodiť. Táto pozícia býva 
problémom pre klasické algoritmy, takže prehlbovanie tu má značnú výhodu. 
Prehlbovanie nachádza uplatnenie v takticky náročných pozíciach, ktoré často rozhodujú 
o výsledku partie. Prehlbovať sa však musí opatrne, kvôli exponenciálnej zložitosti. 
  
d) Metóda nulového ťahu: Právo ťahu je v šachu výhoda. Predstavme si, že by sme mohli 
ťahať dvakrát za sebou. Naše ťahy by tým nabrali na sile. Presne túto možnosť využíva 
metóda nulového ťahu. Súperovi, ktorý je na ťahu a zároveň nie je v šachu, neumožníme 
vykonať ťah, ale toto právo si ponecháme my. Po zahratí nulového ťahu(namiesto ťahu 
súpera) ohodnotíme pozíciu danou ohodnocovacou funkciou do menšej hĺbky akou je 
pôvodne nastavená hĺbka. Tu dochádza k potrebnej úspore výpočtu. Ak hodnota tejto pozície 
je menšia ako α, bola by menšia aj bez výhody nultého ťahu. Tým pádom je táto časť 
podstromu neaktuálna a môžeme ju orezať. 
 
e) Dopočet do tichej pozície:  Táto heuristika rieši prípady vyhadzovania figúr v koncovom 
liste prehľadávaného stromu, teda v poslednom ťahu. Pozícia nie je hodnotená 
ohodnocovacou funkciou ale upravenou alfa-beta metódou. Do úvahy sa berie len branie 
figúr a premena pešiakov. Keďže súpera týmto obmedzujem vo vykonaní zvyšných ťahov, 
musím mu umožniť neťahať, pretože by musel zahrať nevýhodné výmeny alebo premeny 
pešiakov. Výsledná hodnota je potom súčtom hodnoty ohodnocovacej funkcie a rekurzívnym 
prepočtom do tichej pozície. Prepočet sa tým stáva stabilný, tzn. že zmena hĺbky prepočtu 
o jedna nemá veľký vplyv na výraznú zmenu hodnoty hlavnej varianty. Je potrebné tento 
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prepočet obmedziť do vhodnej hĺbky, pretože by dochádzalo k prehľadávaniu nezmyselných 
variantov, napríklad pri vzájomnom vyhadzovaní ťažkých figúr oboma súpermi.   
 
f) Metóda „zoţer čo môţeš“: Ako už názov napovedá táto metóda bude mať súvis hlavne 
s ťahmi, pri ktorých dochádza k vyhodeniu figúr. Pri generovaní ťahov sa ťahy zoradia tak, 
že najprv sa vyselektujú ťahy, pri ktorých dochádza k výmene materiálu a až potom ťahy bez 
materiálovej zmeny. Dôvodom je predpoklad, že väčšina ťahov meniacich počet figúr na 
šachovnici je dobrá a málokedy sú tieto ťahy chybné.  
 
g) Historická heuristika: Ak bol ťah dobrý v jednej variante, bude s veľkou 
pravdepodobnosťou dobrý aj v ďalšej variante. Heuristika obsahuje 3 metódy: 
 
 Globálna tabuľka: Najlepšie ťahy sa priebežne zaznamenávajú do 
tabuľky(napr. 16 B). Na začiatku obsahuje tabuľka samé nuly. Každá nula 
reprezentuje jeden ťah. Ako náhle nájdem priebežne najlepší ťah(väčší ako α) 
zväčším hodnotu tohto ťahu v tabuľke. Potom pri generovaní ťahov beriem do 
úvahy spolu s ohodnocovacou funkciou aj hodnoty z tejto tabuľky. Zväčšovanie 
hodnoty ťahu, závisí na vzdialenosti od koreňa stromu. Čím je ťah bližšie tým 
je pridaná hodnota do tabuľky väčšia a naopak. 
 
 Najlepšie ťahy pre danú hĺbku: V každom zanorení danej hĺbky si 
zapamätám posledné dva zlepšujúce ťahy a priradím im určitý bonus. Získam 
tým väčšiu pravdepodobnosť, že sa tieto ťahy budú počítať aj na začiatku 
prehľadávania. Táto heuristika pôsobí viac lokálne, na rozdiel od globálnej 
tabuľky ťahov. Nevýhodou je ohodnotenie málo uzlov. 
 
 Hlavná varianta: Doposiaľ najlepšie ťahy oboch hráčov, si zaznamenávam do 
matice ako hlavnú variantu a priradím im bonus. Potom ťahy, ktoré sa 
vyskytujú v hlavnej variante, budú dobré aj v iných variantách.   
2.1.4 Hash tabuľky 
Princíp hashovania je v tom, že program priebežne ukladá do pamäte pozície, ktoré už raz niekedy 
skúmal s informáciou o výsledku. V priebehu riešenia sa vždy najprv pozrie do pamäte, či už sa touto 
pozíciou niekedy nezaoberal. Ak áno, použije túto informáciu z tabuľky a vracia sa na pôvodnú 
úroveň riešenia. Ak sa táto pozícia v pamäti nenašla, pokračuje v prehľadávaní priestoru klasicky. Do 
pamäte sú ukladané pozície s informáciami v koľkých ťahoch boli tieto pozície skúmané. Veľkosť 
jednej položky je daná počtom figúr a dĺžkou doplňujúcej informácie. Vlastné prehľadávanie je 
urýchlené rozdelením týchto pozícií podľa kľúčov. Problém nastane pri vyčerpaní dostupnej pamäti. 
Potom sa musia niektoré položky odstrániť, uvoľniť časť pamäti a pokračovať. Uchovávajú sa tie 
informácie, ktoré je výpočtovo náročnejšie obnoviť. Zvyšok je voľný pre nové pozície.    
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3 Vybrané šachové varianty a ich 
rozdelenie do skupín 
Kapitola klasifikuje šachové varianty podľa určitých vlastností do skupín. Dve hlavné vlastnosti sú 
začiatočná pozícia(pôvodná podľa klasického šachu alebo nová) a veľkosť šachovnice. Ďalšou 
vlastnosťou, ktorá slúžia na podrobnejšiu klasifikáciu do podskupín je sada figúr (pôvodná alebo  
pridané nové figúrky). Vybrané varianty sú navzájom odlišné a každý variant má svoje špecifické 
pravidlá, taktiku a stratégiu hry. Každý variant obsahuje základné pravidlá a odlišnosti od klasického 
šachu. Všetky varianty s výnimkou Los alamos šachu sa odohrávajú na štandardnej šachovnici 
veľkosti 8x8. Pravidlá sú voľne prevzaté z [4] a šachové varianty sú rozdelené podľa [5].    
3.1 Šachy s pôvodnou začiatočnou pozíciou 
3.1.1  Pôvodná sada figúr 
 Cyklický šach 
Základnou odlišnosťou je vyhadzovanie figúr. Keď biely vyhodí čiernemu figúrku, tá 
sa objaví v extra poli pre vyhodené figúrky a zmení farbu. Biely získa novú figúrku, 
ktorú potom v rámci jedného ťahu môže umiestniť na šachovnicu. V prípade extra 
pešiaka nie je možné ho umiestniť na posledný rad.  
 
 Ţravý šach 
Nie je povolená rošáda. Pešiak sa na poslednej rade môže premeniť okrem ľahkých 
a ťažkých figúr aj na kráľa. Neexistuje šach ani mat. Hra končí, keď sa hráč zbaví 
všetkých figúr, vrátane kráľa, alebo keď nemôže urobiť ťah. Názov žravý šach je 
odvodený od hlavného pravidla tejto varianty. Hráč na ťahu, pokiaľ má možnosť 
zobrať súperovi figúrku, musí tak aj urobiť. Ak nemá možnosť vziať súperovi 
figúrku, môže potiahnuť ktoroukoľvek figúrkou. 
 
 Vymretý šach 
V tejto variante neexistuje šach ani mat. Hráč vyhrá vtedy, keď zajme všetky 
súperove figúrky rovnakého druhu(oboch jazdcov, strelcov, atd.). V prípade zajatia 
súperovho kráľa, hráč okamžite víťazí(kráľ je jediný svojho druhu). Pešiaci sa môžu 
premeniť na ľubovoľnú figúru, vrátane kráľa. Avšak v prípade premenenia 
posledného pešiaka, hráč okamžite prehráva, pretože stratil posledného pešiaka 
svojho druhu. 
 
 Trojšachový šach 
Hrá sa ako klasický šach. Existuje tu však jedno nové pravidlo. Hráč vyhráva vtedy 





 Valcový šach 
Stĺpce A a H sú spojené, tzn. že stĺpec A sa ako keby nachádza hneď vedľa stĺpca H 
a naopak. 
 
 Berlínsky šach 
Pešiaci sa pohybujú po diagonále vždy o jedno políčko vpred. Vyhadzujú figúrky 
vertikálne vpred. 
 
 Jazdcový šach 
Figúrka, ktorá je krytá jazdcom vlastnej farby, sa môže pohybovať ako jazdec. 
Pešiaci sa však nemôžu pohnúť na prvú radu zo svojho pohľadu. Jazdec nemôže 
vyhadzovať a ani byť vyhodený. Neexistuje pravidlo brania mimochodom. 
 
 Mačacie šachy 
Po tom ako sa figúrka premiestni na iné pole, pôvodné pole zmizne a žiadna figúrka 
naň nesmie vstúpiť. Neexistuje rošáda, pretože kráľ sa pri svojom prvom ťahu môže 
pohybovať ako dáma.   
 
 Kockové šachy 
Neexituje šach ani mat. Hráč na ťahu najprv hodí kockou. Čísla na kocke 
reprezentujú jednotlivé figúrky a to nasledovne: 1 – pešiak, 2 – jazdec, 3 – strelec, 4 – 
veža, 5 – dáma, 6 – kráľ. Ak sa hodí číslo figúrky, ktorá nemôže ťahať hod sa 
opakuje. V prípade premenenia pešiaka nemusí byť hodená jednotka na kocke. Pešiak 
sa premení na figúrku podľa hodu kocky (okrem kráľa).  
3.1.2 Nová figúrka 
 Maharadţov šach 
Názov vyplýva z novej figúrky na zvanej maharadža, s ktorou hrá jeden hráč. Táto 
figúrka spája vlastnosti klasickej dámy, jazdca a kráľa. Nesmie vstúpiť na polia 
ohrozené súperovými figúrkami a v prípade jej ohrozenia šachom musí ustúpiť. 
Protihráč má všetky figúrky ako v klasickom šachu, avšak nemôže si premieňať 
pešiakov, ostávajú na poslednej rade. Na začiatku hry stojí maharadža na poli 
E1(biely). 
 
 Amazonský šach 
Hrá sa ako klasický šach, s jednou zmenou. Namiesto dámy je tu figúrka nazývaná 
amazonka. Tá sa pohybuje ako dáma + jazdec. Ostatné pravidlá sú rovnaké. 
 
 Behemotské šachy 
Je pridaná nová figúrka – Behemot. Pohybuje sa s ňou po každom vykonanom ťahu. 
Na začiatku je umiestnená na poli D4. Môže sa pohybovať v náhodnom smere 
a náhodne o 1 až 4 polia. Všetky figúrky, ktoré mu stoja v ceste sú odstránené. Ak sa 
dostane mimo šachovnicu, objaví sa na jej druhej strane. Behemot nie je možné 
vyhodiť. Neexistuje šach ani mat. Hra končí po strate kráľa. 
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3.2 Šachy s rozdielnou začiatočnou pozíciou 
3.2.1 Pôvodná sada figúr 
 Rohový šach 
Králi oboch strán sú umiestnený do pravého dolného rohu z pohľadu každého hráča. 
Všetky ostatné figúry, okrem pešiakov, sú náhodne rozmiestnené na 1. resp. 8. rade. 
Strelci musia byť jeden na bielom poli a druhý na čiernom. Základné postavenie figúr 
musí byť vzhľadom na symetrické podľa stredu šachovnice. V tejto variante nie je 
povolená rošáda. 
 
 Pozičný šach 
Pred začiatkom hry sa obom hráčom objaví editovacie okno s polovicou šachovnice. 
Hráči si zvolia vlastné postavenie figúr. Obmedzenie je v tom, že pešiaci musia byť 
každý v inom stĺpci a žiaden pešiak nemôže stáť na prvom rade. Strelci musia byť na 
rôznofarebných políčkach. Ako náhle obaja hráči si vyberú postavenie figúr, hra sa 
môže začať. V tejto variante nie je povolená rošáda a ani branie mimochodom. 
 Voľný pozičný šach 
Pravidlá sú rovnaké ako pre pozičný šach, avšak tu nie je obmedzenie pri postavení 
figúr. V prípade umiestnenia pešiaka na prvý rad je možné ťahať o jedno políčko 
a následne o jedno alebo dva vpred. 
 
 Fisherov šach 
Rozostavanie figúr na prvej(poslednej) rade je náhodné, avšak musia platiť tieto 
podmienky:  
 Kráľ musí stáť medzi oboma vežami, z toho vyplýva, že nemôže stáť na 
krajných stĺpcoch. 
 Strelci musia byť na rôznofarebných poliach. Pozícia bielych a čiernych figúr 
je symetrická – rovnaké figúrky stoja na rovnakých stĺpcoch. 
 
 Leganov šach 
Špecifikum tejto hry je v začiatočnom postavení figúr. Králi sú v pravom dolnom 
rohu z pohľadu hráča. Ostatné figúry sú sústredené okolo kráľa. Pešiaci sa pohybujú 
iba o jedno pole diagonálne vpred(biely – doľava a nahor) a môžu vyhadzovať 
figúrky o jedno pole vpred a diagonálne vpred. Neexistujú rošády ani branie 
mimochodom. Pešiaci sa premieňajú na tých poliach, kde na začiatku stáli súperove 
figúrky: veža, jazdec, strelec a kráľ. 
3.2.2 Rozdielna sada figúr 
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 Opevnený šach 
Pred kráľom sú navyše traja pešiaci. Hrá sa podľa pravidiel pre rohový šach. 
 
 
 Prepadový šach 
Biely má klasické figúry a rovnaké postavenie ako v klasickom šachu. Čierny nemá 
žiadne ľahké a ani ťažké figúry, iba 32 pešiakov, ktorý sú špeciálne umiestnený. 
Biely vyhrá ak zajme všetky čierne figúrky. Čierny vyhrá ak dá bielemu mat. Hra 
končí remízou ak sa žiadna čierna figúrka nemôže pohnúť. Čierny pešiaci sa môžu 
klasicky premeniť na inú figúrku ak dorazia na posledný rad a posun o dva políčka je 
možný len na druhej rade z pohľadu čierneho.  
 
 Závod kráľov 
V tejto variante sa nepoužívajú pešiaci. Základné postavenie je u oboch hráčoch na 
prvej a druhej rade. Cieľom je dostať kráľa čo najskôr na poslednú radu. Nie je tu 
dovolené ohroziť súperovho kráľa šachom. 
 
 Masakrové šachy 
Každý hráč začína s 8 dámami, 8 vežami, 8 strelcami a 8 jazdcami. Šachovnica je na 
začiatku plná. Branie figúr je povinné, iné ťahy nie sú možné. Hráč, ktorý nemôže 
potiahnuť podľa pravidiel alebo stratí všetky svoje figúry prehráva hru.  
3.3 Šachy s rozdielnou veľkosťou šachovnice 
 Los alamos šach 
Hrá sa na šachovnici o veľkosti 6x6. Postavenie figúr je rovnaké ako u klasického 
šachu, len bez strelcov. Pešiaci sa nemôžu posunúť z počiatočnej pozície o 2 polia. 



















4 Ohodnocovacia funkcia  
Táto kapitola pojednáva o základnom prvku šachového myslenia a to o ohodnocovacej funkcii. 
Aby šachový program vôbec mohol potiahnuť v partii a potiahnuť tak aby daný ťah bol aj dobrý musí 
vedieť vybrať najlepší ťah v danej pozícií a v relatívne krátkom čase. Túto úlohu vykonáva 
ohodnocovacia funkcia, ktorá ohodnocuje každý možný ťah a vyberá ten s najväčším 
ohodnotením(vracia najväčšie číslo). Funkcia berie do úvahy viacero faktorov, ktorými sú napríklad 
hodnota figúr, postavenie figúr vzhľadom na priebeh partie(otvorenie, stredná hra, koncovka).  
4.1 Ohodnocovacia funkcia klasických šachov 
Pri prehľadávaní stavového priestoru do určitej hĺbky musí počítač vedieť, ktorý z vybraných stavov 
(ťahov) vykonať. Na to slúži ohodnocovacia funkcia, ktorej vstupom je hodnota materiálu, pozičná 
hodnota, zabezpečenie kráľa a ďalšie možné vlastnosti. Pre program ako taký je najdôležitejší 
materiál. Každá figúrka má určitú číselnú hodnotu.  Každý šachový program používa rôzne hodnoty, 
v programe sú použité tieto(prevzaté z [6]): 
 
Figúra Hodnota figúry Popis 
Pešiak 100 Najslabšia figúra 
Jazdec 320 Približná hodnota 3 pešiakov 
Strelec 330 Trocha lepší ako jazdec 
Veža 500 Hodnota 5 pešiakov 
Dáma 900 Hodnota 9 pešiakov 
Kráľ 20000 Nesmie byť obetovaná 
 
Tabuľka 4.1: Materiálová hodnota figúr 
 
 
Hodnoty figúr sú nastavené tak, aby zodpovedali aj možným kombináciam figúr. Napríklad 
jazdec a strelec je v klasickom šachu o niečo lepší ako veža a pešiak. Alebo dvaja jazdci sú slabší ako 
dvaja strelci, atď. Materiál sa počíta jednoducho prehľadaním celej šachovnice a pripočítavaním 
hodnôt figúr hráča, pre ktorého sa táto funkcia počíta a odpočítavaním hodnôt súperových figúr. Keď 
je výsledok kladný materiálovú výhodu má hráč, pre ktorého sa ťah vypočítava, naopak záporný 
výsledok znamená materiálovú výhodu súpera. Táto hodnota je najpodstatnejšia, pretože pri vážnych 
partiách je výhoda figúry(jazdec, strelec, veža) prakticky rozhodujúca. Hráč s figúrou navyše sa snaží 
ostatné ľahké(jazdec a strelec) a ťažké(veža a dáma) figúry čo najskôr vymeniť a v koncovke samých 
pešiakov mu táto figúra ostane a partia je poľahky vyhratá. Výnimku tvoria prípady obetovania týchto 
figúr s cieľom získať pozičnú výhodu a partiu čo najskôr ukončiť vo svoj prospech. Takéto prípady sú 
však zriedkavejšie. 
Ďalšou dôležitou zložkou šachovej hry je pozícia figúry na šachovnici. Každá figúrka má svoju 
vlastnú pozičnú hodnotu vzhľadom na jej aktuálnu polohu na šachovnici a na stav hry v akej sa 
nachádza. Pozičná zložka však väčšinou neprekročí hodnotu pešiaka. Pridáva alebo odoberá sa 
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k hodnote materiálu. Patrí sem mobilita figúr(voľnosť pohybu, teda počet polí, na ktoré môže figúra 
potiahnuť), vývoj figúr na začiatku partie. Cieľom každého otvorenia je ovládnuť centrum 
šachovnice(D4,E4,D5,E5), vývin jazdcov a strelcov, zahranie rošády. Kráľ by mal byť v strednej hre 
v bezpečí rohu šachovnice a rošáda je aj najrýchlejší a najjednoduchší spôsob ako zapojiť do hry 
veže, prípadne ich zdvojiť. Dôležitá je aj súhra figúr, tzn. figúry spolu útočia na kráľovské(stĺpce E až 
H) prípadne dámske krídlo(A až D) a navzájom sa kryjú. Tieto všetky faktory patria do 
ohodnocovacej funkcie, pretože hrajú podstatnú úlohu v pokračovaní partie. Po zlom zahájení partie, 
ktoré je pasívne, teda ľahké figúry a pešiaci nekontrolujú centrum šachovnice, je len veľmi ťažké 
získať prevahu v partii a tá potom väčšinou končí prehrou. Preto existujú stovky šachových otvorení, 
ktoré ukazujú ako čo najlepšie zahrať otvorenie, tak aby pozícia do strednej hry bola aspoň o niečo 
výhodnejšia ako je tá súperova. Šachové programy potom využívajú databázu šachových otvorení, 
podľa ktorých začínajú partiu. Samotné prehľadávanie priestoru a využívanie ohodnocovacích funkcií 
nastáva až po ukončení otvorenia. Tento spôsob je samozrejme efektívnejší, pretože začiatky partií 
bývajú rovnaké takže by bolo zbytočné počítať niečo, čo už niekedy bolo zahraté.   
4.1.1 Pozičné vlastnosti jednotlivých figúr: 
Pešiak   
 centrálni pešiaci sú najsilnejší v strede šachovnice 
 krajní pešiaci sú na začiatku partie bez pohybu, chránia kráľa 
 centrálny pešiak má väčšiu hodnotu ako krajný 
 dvaja krytí pešiaci majú väčšiu hodnotu ako dvaja izolovaný 
 voľný pešiak po prekročení polovice šachovnice by mal ťahať do dámy 
 zdvojený izolovaný pešiak a zablokovaný pešiak má zápornú hodnotu 
 
Jazdec   
 má najväčšiu hodnotu v centre šachovnice, kontroluje najviac polí záporná hodnota je 
v rohoch a na krajoch šachovnice 
Strelec 
 kladné ohodnotenie obsadenia hlavných diagonál  
 
Kráľ     
 na začiatku a v strednej časti partii by mal byť na poliach rošády alebo v rohoch 
 akékoľvek iné pozície sú hodnotené záporne   












8 -30 -30 -30 -30 -30 -30 -30 -30 
7 -30 -30 -30 -30 -30 -30 -30 -30 
6 -30 -30 -30 -30 -30 -30 -30 -30 
5 -30 -30 -30 -30 -30 -30 -30 -30 
4 -30 -30 -30 -30 -30 -30 -30 -30 
3 -15 -15 -18 -20 -20 -18 -15 -15 
2 -5 -5 -10 -15 -15 -10 -5 -5 
1 10 15 13 -5 0 -5 17 12 
 A B C D E F G H 
 
Tabuľka 4.2: Pozičná zložka bieleho kráľa na začiatku partie 
 
8 -20 -15 -12 -10 -10 -12 -15 -20 
7 -15 -12 -7 0 0 -12 -15 -15 
6 -12 -7 1 5 5 1 -7 -12 
5 -10 0 5 10 10 5 0 -10 
4 -10 0 5 10 10 5 0 -10 
3 -12 -7 1 5 5 1 -7 -12 
2 -15 -12 -7 0 0 -7 -12 -15 
1 -20 -15 -12 -10 -10 -12 -15 -20 
 A B C D E F G H 
 
Tabuľka 4.3: Pozičná zložka kráľa v koncovke 
 
Tabuľky sú prevzaté z [1]. 
 
Veţa 
 najsilnejšia je na voľnom stĺpci alebo na predposlednom rade 
 obidve veže by sa mali navzájom kryť 
 
Dáma 
 na začiatku partie bez pohybu 
 v strednej hre silná na ktoromkoľvek poli 
 
Ohodnocovacia funkcia je zastúpená metódou  Evaluation(ChessBoard *board, int 
type_chess) triedy Engine. Funkcia vracia hodnotu listu prehľadávaného stromu. Hodnote sa 
najprv priradí hodnota materiálu, vrátená funkciou findMaterialValue(ChessBoard 
*board). Potom sa prechádza a kontroluje každé pole na šachovnici. Ak na poli stojí figúrka, podľa 
jej typu sa k aktuálnej hodnote priradí pozičná hodnota danej figúrky. Sú tu implementované aj ďalšie 










- pre figúry v extra poli sa pri vkladaní kladne hodnotí ohrozenie kráľa, pozícia vhodná pre 
daný typ figúry(veža voľný stĺpec, jazdec centrum šachovnice a pod.) 
- kladne sa hodnotí zabránenie šachu, ochrana vlastného kráľa 
- udelenie bonusu pri krytí izolovaných pešiakov 
 
Ţravý šach  
- kladne sa hodnotí pozícia pod kontrolou súperovej figúry 
- ako prvé sa podhadzujú najsilnejšie figúrky, pretože tie majú najväčší dosah 
 
Vymretý šach 
- pri možnosti vyhodenia figúr sa väčšou hodnotou označujú tie, ktoré už boli vyhodené 
- párová figúrka, ktorá ostala sama, sa nevymieňa so súperovou figúrkou rovnakej hodnoty, 
hodnota tejto figúrky bude rovná hodnote kráľa 
 
Trojšachový šach 
- kladne sa hodnotí pole, ktoré chráni kráľa 
- kladne sa hodnotí ústup kráľa v prípade zistenia možného šachu 
- možnosť zahrania šachu aj napriek hrozbe vyhodenia šachujúcej figúrky menej cennou 
figúrkou(dáma za vežu) 
 
Jazdcový šach 
- jazdec podporuje(kryje) figúry vlastnej farby na súperovej polovici 




Maharadţov  šach 
- pešiaci sa po prekročení polovice, neťahá do dámy 
- maharadža má najväčšiu hodnotu v centre, zápornú na krajoch šachovnice 
- maharadža nesmie vstúpiť na pole kontrolované súperovou figúrkou 
  
Amazónsky šach 
- záporne sa hodnotí vývin amazónky na začiatku partie, vzhľadom na polohu súperových 





- pešiaci sa pohybujú po diagonále, úprava pravidla o prekročení polovice šachovnice na 
pravidlo prekročenia diagonály 
- úprava ohodnotenia krajných pešiakov 




- zmena ohodnotenia pozície kráľov – čím vyššia rada tým väčšia hodnota 
- zrušenie pravidiel tykajúcich sa pešiakov 
- kladne sa hodnotí vývin figúr s cieľom zablokovania súperovho kráľa 
- zrušenie ostatných pravidiel klasického šachu 
Masakrové šachy 
- zrušenie pravidiel pre pešiakov 
- uprednostňuje sa vyhadzovanie, ktorým následným ťahom súpera nepríde k vyhodeniu 
figúry, ktorá práve vyhadzovala 
- najväčšiu hodnotu dáma a jazdec, majú dosah na najviac polí  
- neskôr sa hodnota jazdca znižuje s počtom figúr na šachovnici  
 
3. a) 
Los alamos šach 
- bez vlastností strelcov 
- vývin pešiakov len o jedno pole vpred 
 





5 Návrh programu 
Kapitola sa venuje návrhu programu, výberu vývojového prostredia a návrhu základných častí 
šachovej hry, ktorými sú šachovnica, figúrky, ťah, detekcia šachu, matu a patu. 
 Ako implementačný jazyk som si zvolil C++ a vývojové prostredie Qt, viz[7]. Toto prostredie je 
voľne šíriteľné a obsahuje mnoho vstavaných funkcií, takže práca s ním je pohodlná. Na začiatok som 
implementoval šachovnicu, následne figúrky a ich pohyb, potom to bolo ošetrenie pravidiel ako 
detekcia šachu, matu, patu, nedovolených ťahov. Poslednou položkou bolo samotné prehľadávanie 
priestoru a implementácia alfa-beta algoritmu so statickou ohodnocovacou funkciou. Po vytvorení 
funkčného programu som spojil tento šachový motor s grafickým užívateľským rozhraním. 
5.1 Reprezentácia šachovnice 
Šachovnica je základom šachovej hry. Je to priestor, na ktorom sa pohybujú figúrky, určuje ich 
hranice. Najdôležitejším parametrom pri návrhu je jej veľkosť. V klasickom šachu je to 8 riadkov  
a 8 stĺpcov, tzn. 64 hracích polí. Polovica polí je biela, druhá polovica čierna(najmä kvôli 
rôznofarebnosti strelcov). Z programátorského hľadiska je to dvojrozmerné pole 8x8. Avšak táto 
reprezentácia nie je vhodná z hľadiska generovania pohybu figúr a hlavne určenia okrajov 
šachovnice. Pri generovaní ťahov by sa muselo pri každom jednom ťahu generovať prekročenie 
okraju šachovnice, teda za hranicu poľa políčok. Táto kontrola by celé generovanie ťahov spomalila. 
Preto som si zvolil šachovnicu ako jednorozmerné pole veľkosti 120 prvkov – políčok. 
5.1.1 Šachovnica 10x12 
K normálnej veľkosti sú pridané dva riadky nad a pod šachovnicou a jeden stĺpec zľava a sprava. 
Dôvodom je hlavne figúrka jazdca, ktorá na rozdiel od ostatných figúr môže polia, teda aj figúrky 
preskakovať. Jazdec preskakuje polia o 2 vertikálne/horizontálne, preto sú nad a pod šachovnicou 
pridané 2 riadky. Stĺpec stačí pridať len jeden po oboch krajoch, pretože v zvolenej reprezentácii 
šachovnice pravý okraj nadväzuje na ľavý okraj. To znamená, že jazdec na krajnom stĺpci v prípade 
skoku o dva polia sa dostane síce na ľavý okraj ale stále to bude pole mimo šachovnice.  
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 O O O O O O O O O O 
 O O O O O O O O O O 
8 O R N B Q K B N R O 
7 O P P P P P P P P O 
6 O F F F F F F F F O 
5 O F F F F F F F F O 
4 O F F F F F F F F O 
3 O F F F F F F F F O 
2 O P P P P P P P P O 
1 O R N B Q K B N R O 
 O O O O O O O O O O 
 O O O O O O O O O O 
  A B C D E F G H  
 
Tabuľka 5.1: Šachovnica na začiatku partie 
 
O – okraj; F – prázdne; R – veža; N – jazdec; B – strelec; Q – dáma; K – kráľ; P – pešiak;  
Začiatok šachovnice je pole A1 s indexom 21. Posledné pole H8 s indexom 98. Generovanie ťahov sa 
týmto zjednoduší o kontrolu okraja šachovnice, vďaka poliam, ktoré sú označené ako O. 




    char type;               
    int pos;                 
    int value;               
    char color;              
    bool was_moved;    
}       
 
Všetky polia sú inicializované touto triedou. Pole má 5 prvkov/vlastností, ktoré jednoznačne definujú 
jeho obsah a význam. Na poli môže stáť figúrka, môže byť pole prázdne alebo mimo 
šachovnice(char type). Ďalšou vlastnosťou je jeho index v poli, tzn. jeho názov(int pos). 
Napríklad A1, B5, C3. Ak na políčku stojí figúrka je uložená jej hodnota(int value)a jej 
farba(char color). Poslednou vlastnosťou, ktorá je využívaná kráľom a vežou je ich pohyb 
v prípade rošády(bool was_moved). Ak sa tieto dve figúrky už niekedy pohli, je to zaznamenané 
a rošáda už nie je možná. Ťah je potom implementovaný v triede Move spojením zdrojového poľa 
a cieľového poľa do jednej štruktúry. 
5.1.2 Ďalšie reprezentácie šachovnice 
a) Bitmapové pole 
Táto reprezentácia je úplne odlišná od predchádzajúcich založených na jednorozmerných 
alebo dvojrozmerných poliach. Šachovnica je reprezentovaná ako 64 bitové číslo. Každý 
bit reprezentuje jedno pole, 0. bit predstavuje pole A1 a 63. bit pole H8. Figúrka je 
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tvorená týmto 64 bitovým číslom. Vytvorením 12-tich takýchto čísiel(bitmáp) môžeme 
udržiavať informácie o kompletnom postavení figúr na šachovnici. Najlepšie využitie má 
samozrejme na 64-bitových platformách. U 32-bitových stráca táto reprezentácia väčšinu 
zo svojich výhod. Je možné bitmapové pole kombinovať s dvojrozmernou alebo 
jednorozmernou šachovnicou. Výhodou je veľmi rýchla a efektívna práca so šachovnicou 
a figúrami, keďže operácie sa vykonávajú na úrovni jednotlivých bitov. Nevýhodou je 
horšia predstavivosť samotnej šachovnice. Takúto reprezentáciu používa napríklad 
šachový program Crafty[8]. 
b) 0x88 šachovnica 
Tento spôsob šachovnice je založený starších počítačových systémoch. Počítače mali 
málo vyrovnávacej pamäte a práce s pamäťou boli pomalé. Preto hlavným cieľom bolo 
minimalizovať počet prístupov do pamäte. Šachovnica je tvorená 128 prvkovým poľom. 
Pričom index poľa A1 = 0, index poľa H1 = 7, A8 = 112 a H8 = 119. Šachovnica má teda 
8 riadkov, ale 16 stĺpcov. Legálnych je prvých 8 stĺpcov.  
 
8 112 113 114 115 116 117 118 119 120 121 122 123 124 125 126 127 
7 96 97 98 99 100 101 102 103 104 105 106 107 108 109 110 111 
6 80 81 82 83 84 85 86 87 88 89 90 91 92 93 94 95 
5 64 65 66 67 68 69 70 71 72 73 74 75 76 77 78 79 
4 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 
3 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 
2 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 
1 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 
 A B C D E F G H         
 
Tabuľka 5.2: 0x88 šachovnica 
 
Každý index je veľkosti 1 Byte, kde prvé 4 bity uchovávajú informáciu o rade a posledné 
4 bity informáciu o stĺpci. Všetky legálne polia majú index v tvare 0xxx0xxx. Pri 
zisťovaní legálneho/ilegálneho poľa využijeme operáciu AND s operandami index 
skúmaného poľa a konštanty 10001000(0x88). Ak je výsledkom 0 pole je legálne, 1 pole 
je ilegálne. Je zrejmé, že operácia AND je rýchlejšia ako prístup do pamäte. Hlavná 
myšlienka tejto reprezentácie bola dodržaná, avšak pri súčasných pamäťovo vyspelých 
počítačoch sa už nepoužíva. 
 
Podkapitola 5.1.2 bola voľne prevzatá z [9]. 
5.2 Generátor ťahov 
Generátor ťahov patrí k najdôležitejším prvkom šachovej hry. Spolu s ohodnocovacou funkciou patrí 
k výpočtovo najnáročnejším operáciam. Ťahy by sa mali generovať efektívne, pretože pri každom 
jednom ťahu, v každom prehľadávanom uzle stromu je tento prvok využívaný. Pri zisťovaní možných 
ťahov je farba figúrok irelevantná(výnimkou sú pešiaci, pretože sa pohybujú len jedným a to 
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navzájom opačným smerom). Pre figúrky okrem pešiakov existuje 64 * 5 = 320 možných umiestnení 
na šachovnici. Pešiaci majú 48 možných kombinácií umiestnení. 
Generátor je zastúpený triedou chessmanMoves, ktorá obsahuje funkcie na generovanie ťahov 
pre všetky figúrky. Funkcia genAllMovesMove (ChessBoard *b, bool king) vráti 
zoznam všetkých ťahov. Zoznam je tvorený ťahmi na voľné polia a ťahmi vyhadzujúcimi súperovu 
figúru. Ťahy spôsobujúce šach vlastnému kráľovi (napríklad pri väzbe na kráľa, kedy sa figúrka farby 
kráľa nachádza medzi ním a súperovou šachujúcou figúrkou) sú taktiež vygenerované. Ich správnosť 
sa kontroluje až po zahraní ťahu, kedy sa zistí, že tento ťah spôsobil šach vlastnému kráľovi. Takýto 
ťah je nelegálny, takže sa vráti späť.  
Princíp generovania jedného ťahu: Každá figúrka má priradené svoje pole s číslami, ktoré 
znamenajú maximálny posun v rámci šachovnice(jednorozmerného poľa veľkosti 120 prvkov). Posun 
vzhľadom na aktuálnu pozíciu môže byť kladný(nahor a doprava z pohľadu bieleho) alebo 
záporný(nadol a doľava z pohľadu bieleho).  
 
Príklad pohybu jazdca na poli D4 s indexom 54: 
 
Posun Cieľový index Cieľová pole 
21 75 E6 
19 73 C6 
12 66 F5 
8 62 B5 
-8 46 F3 
-12 42 B3 
-19 35 E2 
-21 33 C2 
 
Tabuľka 5.3: Pohyb jazdca 
 
Tento spôsob umožňuje pomerne rýchle a efektívne generovanie ťahov pre jednu figúrku 
Princíp generovanie všetkých možných ťahov: Pri prechádzaní šachovnice sa najprv zistí typ 
figúrky. Následne sa podľa typu vygenerujú všetky ťahy. Tieto ťahy sú reprezentované číslom, 
indexom cieľového poľa šachovnice. Vytvorí sa dočasná figúrka(objekt triedy Chessman) 
s parametrami figúrky, ktorej ťahy generujeme. Ďalej sa vytvorí figúrka s vlastnosťami figúrky na 
cieľovom poli. Nakoniec jeden ťah je reprezentovaný vlastnosťami poľa, na ktorom stojí figúrka 
a cieľového poľa.  
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Pseudokód generovania ťahov pre jednu figúrku: 
 
zoznamTahov generujTahy(int aktualnaPozicia) 
{ 
    novaPozicia = aktualnaPozicia+posun; 
    while som na sachovnici       
    { 
       if nie som na okraji sachovnice             
       { 
          if pole je prazdne                      
         { 
       tahy = novaPozicia;                         
       novaPozicia += posun;                
         }  
         else pole je obsadene 
         { 
            if na poli je superova figura  
            {   
              tahy = novaPozicia 
         vyskoc z cyklu;    
       } 
         } 
       }      
    } 
   vrat tahy; 
} 
 
Podobne fungujú aj ostatné figúrky. Pri generovaní pohybov kráľa sa vylučujú ťahy, ktoré by 
viedli do šachu.  
Pri ťahu človeka, je nutné každý ťah, ktorý chce vykonať skontrolovať. Kontrola je 
implementovaná vo funkcii isMovePossible(int from_pos, int to_pos). Vstupnými 
parametrami je zdrojový index políčka a cieľový index políčka. Najprv sa vygenerujú všetky možné 
ťahy. Následne sa porovnávajú s ťahom daným parametrami. Ak sa tento ťah vyskytuje vo 
vygenerovaných ťahoch je možné ho vykonať. Keď je kráľ hráča, ktorý je na ťahu, v šachu, generujú 
sa len ťahy zabraňujúce šachu(prekrytím kráľa alebo vyhodením šachujúcej figúrky) metódou 
genMovesInCheck(int king_pos, int checked_figure_pos, ChessBoard *b) 
z triedy Chess a ťahy kráľa genAllMovesMove(ChessBoard *b, bool king) kde 
parameter king je nastavený na true. Ak je prevedený ťah v jednom z týchto dvoch zoznamov, 
ťah je vyhovujúci pravidlám. 
Generovanie ťahov sa vykonáva do konečnej, určitej, pevne danej hĺbky. Hĺbka prepočtu 
samozrejme skvalitňuje samotný prepočet a výsledný efekt. Avšak bez použitia potrebných heuristík 
a opatrení časová zložitosť rastie exponenciálne. V programe je zvolená maximálna hĺbka prepočtu 3 
vzhľadom na potrebný výpočtový čas. Tabuľka 5.4 ukazuje počet prehľadaných pozícií 
a spotrebovaný čas(prevzaté z [10]). 
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Hĺbka Počet pozícií Spotrebovaný čas 
2 900 0,018 s 
3 27 000 0,54 s 
4 810 000 16,2 s 
5 24 300 000 8 min 
6 729 000 000 4 hod 
7 21 870 000 000 5 dní 
 
Tabuľka 5.4: Závislosť času na hĺbke prepočtu 
 
Ako je z tabuľky vidieť, poslednou prípustnou hodnotou je hĺbka 4. Tieto údaje sú však pre 
priemernú pozíciu s 30-timi legálnymi ťahmi a výkonom počítača prepočítavať 50 000 ťahov za 
sekundu. Takže už aj hĺbka prepočtu 4 pre náročnejšie pozície s veľkým množstvom možných ťahov 
je nevyhovujúca vzhľadom na pomerne veľkú časovú zložitosť.  
 
5.3 Detekcia šachu, matu, patu 
Tieto tri pravidlá spôsobujú koniec šachovej partie, ich detekcia musí byť preto bezchybná.  
Kontrola začína u aktuálnej pozícií kráľa. Prehľadávajú sa polia v smere možného pohybu 
súperových figúr. Ak sa narazí na figúru, znamená to, že aj táto figúra sa mohla premiestniť na 
pozíciu kráľa, čiže kráľ je v šachu. Aby sa následne mohlo zabrániť šachu, pozícia šachujúcej figúrky 
sa zaznamená a vygeneruje sa zoznam polí medzi kráľom a súperovou figúrkou, tak aby bolo možné 
na tieto polia postaviť figúrku farby kráľa a tým zabrániť šachu. V tomto prípade sa zoznam možných 
ťahov zužuje na ustúpenie kráľom alebo prekrytie kráľa. Tieto funkcie sa následne využívajú pri 
detekcii matu, kedy sa vygenerujú ťahy kráľa a ťahy zabraňujúce šachu a ak obidve funkcie vrátia 
prázdny zoznam ťahov tak nastal mat.  
 Pat alebo tiež remíza, nastáva vtedy, keď kráľ nemá žiadny legálny ťah a zároveň nie je možné 
pohnúť zvyšnými figúrkami farby kráľa. Ďalej je remíza, keď na šachovnici nie je dostatočný počet 
figúr(dvaja králi, dvaja králi a dvaja jazdci). 
 Pri ukončovaní hry sa nastaví premenná END_GAME na true, ktorá indikuje pre všetky funkcie 
koniec hry a ďalej premenná state_end_game sa inicializuje na jednu z troch číselných hodnôt:  
0 – partiu vyhral biely, 1 – partiu vyhral čierny, 2 – partia skončila remízou.  
Princípy podkapitol 5.2 a 5.3 boli založené na [11].  
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6 Grafické uţívateľské rozhranie 
V tejto kapitole je rozobraný návrh a realizácia grafického užívateľského rozhrania pre aplikáciu.  
Šachovnica je imitáciou klasickej drevenej šachovnice. Veľmi podobný vzhľad je používaný aj 
v jednom z najznámejších šachových programov série Fritz. Veľkosť jedného poľa je 69x69 bodov, 
teda celá šachovnica je veľkosti 552x552 bodov. Dizajn figúrok je tiež klasický a patrí medzi 
najpoužívanejšie v šachových programoch. Zdrojové obrázky políčok a figúr je možné nájsť na [12]. 
Cieľom bolo vytvoriť intuitívne rozhranie s jednoduchým ovládaním, tak aby užívateľ bol schopný 
používať aplikáciu bez predošlého študovania návodu.  
6.1 Hlavné okno programu 
Hlavné okno aplikácie je inštanciou triedy QMainVindow, ktoré obsahuje menu a centrálny widget 
Centrálny widget dedí z QWidget a obsahuje tieto časti: 
 
 board – šachovnica, trieda QGraphicsView  
 moves – partiár, trieda QTextEdit pre zaznamenávanie ťahov 
 clock, clock_2 – hodiny, tireda QWidget 
 nameWhite, nameBlack – mená hráčov, trieda QLabel 
 
Na šachovnicu sú vykresľované jednotlivé políčka ako obrázky pomocou triedy QPixmap. 
V programe sú reprezentované triedou QGraphicsPixmapItem. Podobne sú na scénu pridané aj 
figúrky. Obrázky polí a figúrok majú rovnakú výšku a šírku, aby boli vycentrované. Všetky zdrojové 
obrázky sú zaznamenané v súbore resource.qrc, pomocou ktorého je ich možné vkladať do aplikácie.  
Po skončení partie sa objaví informačné okno s výsledkom partie, ktoré oznámi víťaza partie. 
Súčasťou hlavného okna je aj menu. To je vytvorené pomocou QMenu, QAction. Menu obsahuje 
zložky Hra a Pomoc. Hra obsahuje položku Nová hra, ktorá slúži na vytvorenie novej hry so 
zadanými parametrami. Položka Pomoc obsahuje nápovedu vo formáte HTML. Nápoveda obsahuje 































6.2 Okno s parametrami novej hry 
Pred začiatkom partie je potrebné zvoliť parametre hry. Dialógové okno je implementované v triede 
Newgame, ktorá dedí vlastnosti z triedy QDialog. Okno novej hry obsahuje tieto prvky: 
 
 name_white, name_black – mená oboch hráčov, pri hraní počítača je jeho meno 
implicitne nastavené na „Počítač“, trieda QLineEdit 
 human_human, human_pc, pc_human, pc_pc – farba figúrok, prvá časť sú 
biele, druhá časť čierne figúrky, trieda QRadioButton 
 easy, medium, hard – nastavená hĺbka prepočtu(1,2,3), trieda QRadioButton 
 time – čas určený na partiu pre jedného hráča, trieda QTimeEdit 
 type_chess – výberový box obsahujúci varianty šachu, trieda QComboBox 




Obrázok 6.2: Okno pre výber parametrov novej hry 
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Šachové varianty sú v programe definované ako konštanty so svojou odpovedajúcou hodnotou. 
Napríklad CLASSIC_CHESS, MAHARAJAH_CHESS a pod. Každý z variantov má svoje špecifické 
pravidlá. Spojitosť s klasickým šachom je hlavne v troch pravidlách: existencia šachu(matu), 
existencia rošády a brania mimochodom(enpassant). Preto trieda ChessBoard obsahuje konštanty: 
 bool CHESS_ENABLED  
 bool CASTLE_ENABLED 
 bool ENPASSANT_ENABLED 
kde hodnota true znamená povolené pravidlo a hodnota false zakázané (neexistujúce) pravidlo 
pre daný variant šachu.  Pomocou týchto konštánt sa hromadne pre všetky varianty, kde neexistuje 
šach, generujú ťahy, ktoré by v klasickom šachu povolené neboli. Nastavením všetkých parametrov 
a potvrdením sa okno zavrie a spustí nová hra. Základne postavenie figúr pre jadro ako aj pre grafické 
užívateľské rozhranie zvoleného variantu sa spracováva vo funkcii selectTypeChess(), kde 
podľa hodnoty vo výberovom boxe type_chess sa inicializuje šachovnica pre šachový motor 
funkciou initBoard(int selected_variant) a šachovnica pre grafické rozhranie funkciou 




7 Ovládanie programu 
Kapitola je stručným návodom na ovládanie aplikácie. Obsahuje aj zmeny v ovládaní v závislosti na 
niektoré špeciálne šachové varianty a im potrebné doplnky. 
7.1 Ovládanie hry 
Celý program sa plne ovláda myškou. Ovládanie je intuitívne, podobné iným šachovým programom. 
Po spustení aplikácie je ako hra nastavený klasický šach, kde človek má biele figúrky, počítač čierne. 
Hra začína potiahnutím bieleho. Ťah sa vykonáva kliknutím na figúrku. Figúrka sa označí červeným 
rámom. Po kliknutí na cieľové pole sa figúrka premiestni, ťah je zaznamenaný a pokračuje súper. Po 
kliknutí na už označenú figúrku sa figúrka odznačí a je možné si vybrať inú figúrku. Pri vyhadzovaní 
figúr je potrebné kliknúť na súperovu figúrku, kliknutie mimo figúrky tento ťah nerozpozná. Pri 
snahe potiahnuť nelegálny ťah, sa tento ťah nevykoná a figúrka sa odznačí. Premena pešiaka je 
zabezpečená dialógovým oknom, ktoré sa automaticky spustí pri vstupe pešiaka na posledný rad(pri 
variantoch kde je premena povolená).  
7.2 Špeciálne ovládacie prvky 
7.2.1 Cyklický šach 
Po zvolené tejto varianty sa nad/pod šachovnicou objavia 2 výberové boxy a 2 potvrdzovacie tlačidlá. 
Prvý box obsahuje vyhodené figúrky súpera, ktoré je možné vložiť na šachovnicu. Po vybratí figúrky 
je potrebné generovať voľné polia, kam môže byť figúrka umiestnená. Vybratá figúrka sa potom 
postaví na zvolené pole. Toto je považované za ťah, takže pokračuje ťah súpera.  
7.2.2 Kockový šach 
V hlavnom okne sú pridané 2 prvky. Textové okno, pre výpis hodeného čísla a zodpovedajúcej 
figúrky a tlačidlo reprezentujúce hod kockou. Ťah je možné vykonať až po hodení kockou a to len 
danou figúrou. Ostatné ťahy nepovolené.  
7.2.3 Pozičný a voľný pozičný šach 
Po spustení tejto varianty sa zobrazí polovica hracej plochy. Všetky polia sú prázdne. Po kliknutí na 
zvolené pole sa objaví okno s voľnými figúrkami, ktoré je možné na toto pole postaviť. Figúrky sú 
reprezentované triedou QRadioButton, to znamená, že je možné vybrať maximálne jednu figúrku. 
Okno sa aktualizuje a hra začína po vyprázdnení okna, teda postavením všetkých 16-tich figúr na 
šachovnicu. Pozičný šach má 2 obmedzenia. Na stĺpci môže byť maximálne jeden pešiak a strelci 
musia byť na rôznofarebných poliach. Voľný pozičný šach je bez obmedzení.   
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8 Záver 
Práca sa zaoberá umelou inteligenciou aplikovanou na  hru šach. Výsledná aplikácia umožňuje hranie 
šachu proti počítaču, počítača proti počítaču ako aj lokálne medzi dvoma ľuďmi. Okrem klasického 
šachu je možné hrať aj jeho odvodené varianty. Celkový počet variant je 23. Aplikácia zobrazuje 
zoznam zahratých ťahov a pri hraní dvoch ľudí sú k dispozícií aj šachové hodiny.  
V prvej kapitole sú vymenované a detailne opísané algoritmy pre hranie zložitých hier, konkrétne 
minimax a alfa-beta. Uvedené sú aj ich vylepšenia a modifikácie. Nasleduje kapitola o vybraných 
implementovaných variantách šachu s popisom ich pravidiel. Ďalšia kapitola sa venuje 
ohodnocovacej funkcii klasického šachu ako aj jeho variantov. Pokračuje opis návrhu programu, 
reprezentácie šachovnice, generátora ťahov ako aj zisťovanie šachu, matu a patu. Predposledná 
kapitola sa venuje návrhu grafického užívateľského rozhrania, obsahuje aj obrazové ukážky hlavného 
okna programu a okna pre výber šachového variantu. Na záver je stručne načrtnuté ovládanie 
aplikácie so zmenami u niektorých šachových variantov.  
Aplikácia je použiteľná na hranie šachu, ako aj na prehrávanie si partií. Táto práca mi bola 
prínosom hlavne v poznaní princípov algoritmov používaných pri prehľadávaní stavového priestoru, 
ktoré sú základom zložitých hrania hier s dvoma hráčmi. Vyskúšal som si návrh a implementáciu 
jednotlivých prvkov šachovej hry, ako aj prácu s grafickým užívateľským rozhraním.  
Možným zlepšením programu by bolo  zefektívnenie alfa-beta algoritmu patričnými 
heuristikami,  vylepšenie ohodnocovacej funkcie šachových variantov a pridaním databázy otvorení 
a koncoviek. Z hľadiska použiteľnosti aplikácie by mal mať program možnosť uloženia hry vo 
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