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I. INTRODUCTION 
A System of Systems (SoS) is an arrangement of useful and 
independent complex systems, which are integrated into a 
bigger system that delivers unique capabilities [1]. In this 
context, it is important to notice that each independent system 
should be capable of operate and fulfil useful purposes on its 
own environment, but, when these independent systems are 
together and become a SoS they are able to achieve new 
objectives that could not be achieved by the individual 
systems. This means that, while at the same time achieving 
key quality objectives such as performance, reliability or 
security, a SoS can offer more functionality than the sum of 
the constituent systems [2]. 
However, as the SoS is formed by the integration of 
independent complex systems, this will increase the 
complexity of the SoS to, at least, one more order than its 
component systems [3]. This means that problems in the SoS 
environment are harder to handle than in the component 
system environment. A common problem that is present into 
all types of systems is the conflicting requirements. Due to 
voluminous requirements documents, constant changes into 
requirements, complexity and presence of different 
stakeholders, conflicts arise within each component system 
and also across the SoS due to unexpected interactions 
between components, users and SoS goals [4].  
In the SoS environment, there are different 
component systems that often came from different domains, 
developed by different teams, under different circumstance 
and time. Also, each component system evolves into a 
different rhythm. Therefore, the SoS environment is even 
more likely to present and be affected by conflicting 
requirements. Actually, there are approaches to handle with 
conflicting requirements, however, no one of them takes into 
account the differences present in the SoS environment: the 
independence of each component system, the increased order 
of complexity, the distributed nature and the dynamic and 
flexible boundaries. On the other hand, adaptation is way to 
support a system and help it to modify their behaviour and 
structure in response to their perception of the environment 
[5]. Moreover, the SoS is known to be adaptive by nature [6]. 
Thus, this research aims to propose a way to support the SoS 
in its task to manage conflicting requirements by adaptation. 
II. CONFLICTING REQUIREMENTS 
Conflicting requirements isn’t a new area of study. Conflicting 
requirements are the requirements held by two or more 
stakeholders that provoke an inconsistency [4]. Also, [7] 
define inconsistency as “any situation in  which  two  parts  of  
a  specification  do  not  obey  some relationship that should 
hold between them”. So, conflicting requirements brings 
inconsistency, which means that conflicts reflect into 
problems in the relationship of two or more parts in the 
system. In the SoS context, there are three main parts that may 
influence the appearance of conflicting requirements: each 
component system, the SoS and the users preferences. 
 Thus, as each component system exists into an 
independent context so they will present their own 
requirements and these requirements may be conflicting with 
some of the SoS global requirements, moreover all them could 
be conflicting with the user’s preference as well. In fact, 
conflicting requirements will exists and this can’t be avoided, 
the way to handle with them is by managing the inconsistency 
that triggers them [7]. In this context, there are many examples 
of tackling the problem of conflicting requirements [8] [9] 
[10]. However, all these approaches are based on design-time 
considerations. But, knowing that each component system was 
designed at different times and under different circumstances. 
Also, that the interaction between them will exist at runtime 
and that the conflicts will arise by the evolution of them. Then, 
these approaches can’t be directly applied to manage the 
conflicting requirements problem in the SoS environment, 
because this is a runtime problem. Thus, there are some 
examples of tackling the problem of managing conflicting 
requirements at runtime [11] [12] [13] [14]. But, even 
considering conflicting requirements at runtime, all these 
approaches don’t take the SoS environment in consideration.  
There are many different and important issues to be 
taken into account and that is able to bring challenges to the 
process of manage them. It is important to take into account 
that: 1. Each component system is independent and the SoS 
has a limited control over them; 2. There are different levels of 
requirements (the component systems level and the SoS level); 
3. The SoS is a complex distributed system and 4. The 
boundaries aren’t fixed. Thus, by taking account the SoS 
environment, [15] presents ReMinds, a flexible framework 
that is able to monitor events in the SoS at runtime. Further, 
they applied ReMinds at an industrial SoS and presented a 
promising result when working with realistic event loads [16]. 
However, this approach is only able to monitor the SoS and is 
focused just at unexpected events, it doesn’t take account how 
to handle with conflicting requirements and all the 
implications presents in the inconsistency management. 
Therefore, conflicting requirements are harder to manage in 
the SoS environment. Also, the existing approaches can’t be 
directly applied without reasoning about this environment and 
its particularities. 
III. ADAPTATION IN THE SOS ENVIRONMENT 
The main features of a SoS are autonomy, connectivity 
between the systems and emergent behaviours [17]. All these 
features are very important to a SoS, moreover, they can be 
considered as basic features to the adaptation process. In fact, 
adaptation is present and necessary to the SoS environment 
[6]. So, in other words, the SoS is adaptive by nature [6]. As 
adaptation is a natural mechanism to the SoS handle its 
problems, it might be a way to support the problem of 
managing conflicting requirements. Indeed, [18] argue about 
the importance of the self-adaptive system be aware of its own 
requirements at runtime, in order to reason if they are being 
attended and, if necessary, manage conflicts between them. 
This means that the adaptation process is not just able to 
receive enough information about the conflicting 
requirements, but also, the adaptation process is into a perfect 
position to manage them at runtime. Also, [19] uses adaptation 
to propose a component to manage some conflicts between 
Java classes that arise from integration and evolution. Also, 
[20] introduce MobiWeb and argue that it is able to manage 
conflicting requirements by using a priority scheme in the 
adaptation process. Finally, [21] proposes an extension to the 
KAOS method by incorporating “adaptive goals”, in order to 
represent adaptation strategies to tackle conflicting goals. 
IV. CONCLUSION AND RESEARCH PROPOSAL 
In fact, Conflicting requirements exists in all kinds of systems 
and they are an important problem to manage. In the SoS 
context, these problems are more acute. This happens because 
the SoS is an arrangement of complex and independent 
component systems, so, the differences between each 
component system, as well as the difference between their 
goals and stakeholders increase the frequency and impact of 
conﬂicting requirements. Actually, the approaches to manage 
conflicting requirements at runtime don’t take into account all 
the issues and differences present in the SoS environment: the 
independence of each component system and the limited 
control to them by the SoS; The complexity of each 
component system and the powerful sum of them; The 
distributed nature of the SoS and its components; The dynamic 
and flexible boundaries; The many dimensions where the 
conflicts may happen. On the other hand, adaptation is a 
natural issue to the SoS context. Furthermore, the adaptation 
process operates at runtime and is able not just to monitor the 
requirements, but it may also be able to reason about them, 
identify conflicts and propose actions in the SoS environment, 
in order to support the management of conflicting 
requirements. Thereby, as actually there is no approach able to 
support the SoS in its tasks to manage the conflicting 
requirements, and as adaptation is a natural mechanism to the 
SoS, so, this research aims to the following question: How to 
support the management of conflicting requirements in the 
SoS environment by using adaptation?? 
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