JavaScript is the most popular programming language for the Web. Although the language is prototype-based, developers can emulate class-based abstractions in JavaScript to master the increasing complexity of their applications. Identifying classes in legacy JavaScript code can support these developers at least in the following activities: (1) program comprehension; (2) migration to the new JavaScript syntax that supports classes; and (3) implementation of supporting tools, including IDEs with class-based views and reverse engineering tools. In this paper, we propose a strategy to detect class-based abstractions in the source code of legacy JavaScript systems.
• We conduct a new study and increase our dataset from 50 to 918 systems. We use an external library called Linguist to allow the extraction of a large dataset from GitHub, ignoring binary or third-party files and suppressing files generated automatically.
• We perform a field study with 60 professional JavaScript developers to evaluate the accuracy of the proposed strategy to detect class-like structures in legacy JavaScript code.
• We measure precision, recall, and F-score for the identification of classes, methods, and attributes. The overall results range from 97% to 100% for precision, from 70% to 89% for recall, and from 82% to 94% for F-score.
• We investigate if JavaScript developers intend to use the new support for classes that comes with ES6.
The main objective of this work is to propose, implement, and evaluate a set of heuristics to identify class-based structures and their dependencies, in legacy JavaScript code. Identifying classes in legacy JavaScript code is important for 2 major reasons. Firstly, it can support developers to migrate their legacy code to ES6, manually or by using tools that rely on the heuristics proposed in this paper. Secondly, it opens the possibility to implement a variety of analysis tools for legacy JavaScript code, including IDEs with class-based views, bad smells detection tools, reverse engineering tools, and techniques to detect violations and deviations in class-based architectures.
The main contributions of our work are as follows:
• We document how prototypes are used in JavaScript to support the implementation of structures including both data and code and that are further used as a template for the creation of objects (Section 2). We use the term classes to refer to such structures, because they have a very similar purpose as the native classes from mainstream object-oriented languages.
• We propose a strategy to statically identify classes in JavaScript code (Section 3). We also propose an open source supporting tool, called JSCLASSFINDER, that practitioners can use to detect and inspect classes in legacy JavaScript software.
• We provide a thorough study on the usage of classes in a dataset of 918 JavaScript systems available on GitHub (Section 4). This study aims to answer the following research questions: (RQ #1) Do developers emulate classes in legacy JavaScript applications? (RQ #2) Do developers emulate subclasses in legacy JavaScript applications?
(RQ #3) Is there a relation between the size of a JavaScript application and the number of class-like structures? (RQ #4) What is the shape of the classes emulated in legacy JavaScript code? By "shape of a class" we mean how it is organized in terms of the number of attributes and methods.
• We report the results of a field study with 60 professional JavaScript developers (Section 5). We rely on these developers to validate our findings and our strategy to detect classes. This study aims to answer the following research questions: (RQ #5) How accurate is our strategy to detect classes? (RQ #6) Do developers intend to use the new support for classes that comes with ECMAScript 6?
The remainder of this paper is organized as follows: Section 2 provides a background on how classes are emulated in legacy JavaScript code using functions and prototypes. Section 3 introduces our strategy and tool to identify classes in JavaScript. Section 4 describes the research questions that guide this work, along with the dataset, metrics, and methodology used in our studies. We show and discuss answers to the proposed research questions in Section 5. We discuss the implications of our results and future research opportunities in Section 6. Threats to validity are exposed in Section 7, and related work is discussed in Section 8. We conclude by summarizing our findings in Section 9.
CLASSES IN JAVASCRIPT
In this section, we discuss how classes can be emulated in legacy JavaScript code (Subsection 2.1). We also describe the syntax proposed in ECMAScript 6 to support classes (Subsection 2.2).
Class emulation in legacy JavaScript code
This section describes the different mechanisms to emulate classes in legacy JavaScript. To identify these mechanisms, we conducted an informal survey on documents available on the web, including tutorials ‡ , blogs § , and StackOverflow discussions ¶ . We surveyed a catalogue of five encapsulation styles for JavaScript proposed by Gama et al 10 and JavaScript books targeting language practitioners. 11, 12 We also interviewed the developer of a real JavaScript project to tune our tool and strategy. This developer is the leader of the open source project select2 ‖ (a customizable replacement for select boxes).
An object in JavaScript is a set of name-value pairs. Methods and variables are called properties, and their values can be any objects, including immediate values (eg, numbers and boolean) and functions. To implement classes in JavaScript, prior to ECMAScript 6 standard, the most common strategy is to use functions. Particularly, any function can be used as a template for the creation of objects. When a function is used as a class constructor, its this is bound to the new object being con- Each object in JavaScript has an implicit prototype property that refers to another object. The instance link between an object and its class in mainstream object-oriented languages is assimilated to the prototype link between an object and its prototype in JavaScript.
To evaluate an expression like obj.p, the runtime system starts searching for property p in obj, then in obj.prototype, then in obj.prototype.prototype, and so on until it finds the desired property or the search fails. When an object is created using newC its prototype is set to the prototype of the function C, which by default is defined as pointing to Object (the global base object in JavaScript).
Therefore, a chain of prototype links usually ends at Object.
By manipulating the prototype property, we can define methods whose implementations are shared by all object instances. It is also possible to define attributes shared by all objects of a given class, akin to static attributes in class-based languages. In Listing 2, Circle includes a pi static attribute (line 2) and a getCircumference method (lines 5-7). It is worth noting that getCircumference is not attached to the class (as a static method in Java). It has for example access to the object this, whose value is not determined using lexical scoping rules, but instead using the caller object.
Prototypes are also used to introduce inheritance hierarchies. 13, 14 In JavaScript, we can consider that a class C2 is a subclass of C1 if C2's prototype refers to C1's prototype or to an instance of C1. For example, Listing 3 shows a class Circle2D that extends Circle with its position in a Cartesian plane.
Alternatively, the subclass may refer directly to the prototype of the superclass, which is possible using the Object.create() method.
This method creates a new object with the specified prototype object, as illustrated by the following code: Table 1 summarizes the mechanisms presented in this section to map class-based object-oriented abstractions to JavaScript abstractions. 
ECMAScript 6 classes
ECMAScript is the standard definition of JavaScript. 5 ECMAScript 6 8 is the latest version of this standard, which was released in 2015 ** . Interestingly, a syntactical support to classes is included in this last release.
For example, ES6 supports the following class definition:
However, this support to classes does not impact the semantics of the language, which remains prototype-based. For example, the previous class is equivalent to the following code:
The emulation strategies discussed in the previous section straightforwardly detects this code as a Circle class, with a radius attribute and a getArea method. Therefore, identifying class-like structures in legacy JavaScript code can, for example, motivate developers to migrate such structures to syntax-based classes, according to the ES6 standard.
DETECTING CLASSES IN LEGACY JAVASCRIPT
In this section, we describe our strategy to statically detect classes in legacy JavaScript source code (Subsection 3.1). Subsection 3.2 describes the tool we implemented for this purpose. We also report limitations of this strategy, mainly because of the dynamic nature of JavaScript (Subsection 3.3). ** https://developer.mozilla.org/en-US/docs/Web/JavaScript/New_in_JavaScript/ ECMAScript_6_support_sin_Mozilla
Strategy to detect classes
To detect classes, we reuse with minimal adaptations a simple grammar, originally proposed by Anderson et al 15 to represent how objects are created in JavaScript and how objects acquire fields and methods. This grammar is as follows:
This grammar assumes that a program is composed of functions and that a function's body is an expression. The expressions of interest are the ones that create objects and add properties to functions via this or prototype.
Definition 1.
A class is a tuple (C, , ), where C is the class name, in a JavaScript program P, must respect the following conditions:
• P must have a function with name C.
• For each attribute a ∈ , the class constructor or one of its methods must include an assignment this.a= Exp or P must include an assignment C.prototype.a= Exp.
• For each method m ∈ , function C must include an assignment this.m= function{ Exp } or P must include an assignment C.prototype.m= function{ Exp }.
However, when functions matching Definition #1 are implemented in the same lexical scope, as functions Circle and setColor in Listing 1, we must distinguish those that are class constructors from those that are methods. To achieve that, we do not consider as a class constructor a function that (1) has no inner functions bound to this, (2) does not participate in inheritance relationships defined using prototypes, and (3) is never instantiated with neither new nor Object.create. In Listing 1, function setColor does not have inner functions bound to this nor inheritance relationships and it is never instantiated. Therefore, it
is not considered a function constructor, but a method of class Circle.
Definition 2.
Assuming that (C1, 1, 1) and (C2, 2, 2) are classes in a program P, we define that C2 is a subclass of C1 if 1 of the following conditions holds:
• P includes an assignment C2.prototype=newC1().
• P includes an assignment C2.prototype=Object. create (C1.prototype).
Tool support
We implemented a tool, called JSCLASSFINDER, 16 for identifying classes in legacy JavaScript programs. As illustrated in Figure 1 , this tool Parser-is used to generate a full abstract syntax tree (AST), in JSON format. In the second step, the "Class Detector" module is responsible for identifying classes in the JavaScript AST and producing an object-oriented model of the source code.
The models generated by JSCLASSFINDER are integrated with Moose ‡ ‡ , which is a platform for software and data analysis. 17 This platform provides visualizations to interact with the tool and to "navigate" the application's model. It is possible for a user to customize the diagrams and to choose which elements to expose. For example, Figure 2 shows a distribu- 
Limitations
We acknowledge that there is not a single strategy to emulate classes in JavaScript. For example, it is possible to create "singleton" objects directly, without using any class-like constructions, as in Listing 4. Even though we do not consider such objects as classes, we chose to follow the definition presented in the previous study, 21 in which Booch et al state that classes and objects are tightly interwoven, but there are important differences between them ("a class is a set of objects that share a common structure, common behavior, and common semantics,"
"a single object is simply an instance of a class," page 93). Moreover, there are object-oriented abstractions that are more difficult to emulate in JavaScript, like abstract classes and interfaces.
Encapsulation is another concept that does not have a straightforward mapping to JavaScript. A common workaround to simulate private members in JavaScript is by using local variables and closures. As shown in Listing 5, an inner function f2 in JavaScript has access to the variables of its outer function f1, even after f1 returns. Therefore, local variables declared in f1 can be viewed as private, because they can only be accessed by the "private function" f2. However, we do not classify f2 as a private method, mainly because it cannot be accessed from the object this, nor can it be directly called from the public methods associated to the prototype of f1.
In JavaScript, it is possible to remove properties from objects dynamically, eg, by calling deletemyCircle.radius. Therefore at runtime, an object can have less attributes than the ones initially defined. It is also possible to modify the prototype chains dynamically, which would mean modifying the "inheritance" links. Finally, the behavior of a program can also be dynamically modified using the eval operator. 22, 23 However, we do not consider the impact of eval in the strategy described in Subsection 3.1. For example, we do not account for classes entirely or partially created by means of eval.
Still because of the dynamic nature of JavaScript, if a class has a property that receives the return of a function call, this property is classified as an attribute, even if this call returns another function.
Listing 6 shows an example in which the property this.x (line 6) is classified as an attribute, instead of a method, because the language is loosely typed and we do not evaluate the results of function calls.
EVALUATION DESIGN
In this section, we describe the methodology we use to evaluate and to validate the strategy proposed to detect classes in legacy JavaScript code. We first present the questions that motivate our research (Subsection 4.1). Next, we describe the process we follow to select JavaScript repositories on GitHub and to carry out the necessary clean up of the downloaded code (Subsection 4.2). The metrics we use in our evaluation are described in Subsection 4.3. Finally, we report the design of a field study with JavaScript developers in Subsection 4.4.
Research questions
Our main goal is to evaluate the strategy that we propose to detect class-like abstractions in legacy JavaScript software. To achieve this goal, we pose the following research questions:
• RQ #1: Do developers emulate classes in legacy JavaScript applications?
• RQ #2: Do developers emulate subclasses in legacy JavaScript applications?
• RQ #3: Is there a relation between the size of a JavaScript application and the number of class-like structures?
• RQ #4: What is the shape of the classes emulated in legacy JavaScript code?
• RQ #5: How accurate is our strategy to detect classes? 
Dataset
Our dataset includes the last version of the top 1000 JavaScript repositories on GitHub, according to the number of stars. This selection was performed in July, 2015. After cloning the repositories,
we used an external library called Linguist ‖‖ to clean up the source code files. Linguist is used by GitHub to ignore binary, third-party, and automatically-generated files when computing statistics on the programming languages used by a repository. After this clean up process, 82 systems were not exploitable because they did not contain any significant contributions, ie, they remained with no source code files. Therefore, the final dataset was composed of 918 systems. 
Metrics
In the following, we describe the metrics we use to answer the first 4 research questions proposed in Subsection 4.1.
Class density (CD)
To measure the amount of source code related to the emulation of classes (as defined in Subsection 3.1) we use Class Density (CD), which is defined as: We used CD to classify the systems in 4 main groups:
• Class-free systems: systems that do not use classes at all (CD = 0).
• Class-aware systems: systems that use classes but marginally (0 < CD ⩽ 0.25).
• Class-friendly systems: systems with an important usage of classes
• Class-oriented systems: systems where most structures are classes (CD > 0.75).
Subclass density (SCD)
To evaluate the usage of inheritance, we propose the metric subclass density (SCD), defined as:
where Classes is the set of all classes in a given system and DIT is the Depth of Inheritance Tree. Classes with DIT = 1 only inherit from the common base class (Object). SCD ranges from 0 (system that does not make use of inheritance) to 1 (system where all classes inherit from another class, except the class that is the root of the class hierarchy). SCD is only defined for systems that have at least 2 classes.
Data-oriented class ratio (DOCR)
In a preliminary analysis, we noticed many classes having more attributes than methods. This contrasts to the common shape of classes in class-based languages, when classes usually have more methods than attributes. 24 To better understand the members of JavaScript classes, we propose a metric called Data-oriented class ratio (DOCR), defined as follows:
where Classes is the set of all classes in a system. Data-oriented class ratio ranges from 0 (system where all classes have more methods than attributes or both measures are equal) to 1 (system where all classes are data-oriented classes, ie, their number of attributes is greater than the number of methods).Data-oriented class ratio is only defined for systems that have at least one class.
Field Study Design
To validate our strategy for detecting classes, we perform a field study with the developers of 60 JavaScript applications, including 50 systems from our previous work 9 and 10 new systems. These systems have at least 1000 stars on GitHub, 150 commits, and are not forks of other projects. After checking out each system, we cleaned up the source code to remove unnecessary files, as we did for the dataset described in Subsection 4.2.
The systems considered in the field study are presented in Table 2 This field study was conducted between March and June, 2015. For each system, we performed the following steps:
1. We downloaded the latest version on GitHub and cleaned up the source code.
2. We executed the parser (Esprima) to generate the AST. In the mails to the developers, we asked 2 questions:
• Do you agree that the classes in the attached class diagram are correct?
• Do you intend to use the new support for classes that comes with ECMAScript 6? Why?
The developers had to answer the questions and point out their reasons. The first question aims to evaluate the accuracy of our approach to detect class-like structures (RQ #5). The second question aims to measure the interest in a concrete syntax to implement classes in JavaScript (RQ #6). In the cases where, after 1 month, an answer was not received, a gentle reminder was sent. For the systems where we did not find any classes, we also sent emails requesting the developers to confirm that they really do not emulate classes in their systems.
We sent 60 emails and received 33 answers, which represents a response ratio of 55%. Out of the 33 answers, 29 were obtained after a first round, and the other 4 after sending a gentle reminder.
We had 3 answers that could not be properly classified in our study. The first came from a developer who said he agreed with our findings but he was not totally sure. In the second case, the developer sent a web link which contains the API documentation of his application, and he recommended us to validate the classes ourselves. In the last case, the developer just stated that we should never use classes. Therefore, after discarding these cases, we have 30 valid answers. class-free (4 answers), class-aware (15 answers), class-friendly (7 answers), and class-oriented (4 answers).
Finally, we use developers' answers to measure precision, recall, and F-score for the classes, methods, and attributes identified by our tool.
These measures are calculated as follows: 
RESULTS
In this section, we present the answers to the 6 proposed research questions.
Do developers emulate classes in legacy JavaScript applications?
We found classes in 623 out of 918 systems (68%). The system with the largest number of classes is GAIA (1,001 classes), followed by NODEIN-
SPECTOR (330 classes), and BABYLON.JS (294 classes). MATHJAX is
the largest system (122,683 LOC) that does not have classes. Figure 6A shows the distribution of the number of classes for the systems that have at least 1 class. The first quartile is 2 (lower bound of the black box within the "violin") with 135 systems having only 1 class. The median is 5 and the third quartile is 15 (upper bound of the black box). Listing 8 shows an example of a class Color, detected in the system THREE.JS.
We omit part of the code for the sake of readability. Figure 6B shows the distribution of the CD values. We found that 295 systems have CD equal to 0. In other words, 32% of the systems do not use classes at all or are using an abstraction other than the one we are looking for. The median is 0.08 and the third quartile is 0.41. We also found seven fully class-oriented systems (CD = 1). Table 3 shows the 10 systems with the highest values of CD. Figure 6C shows the CD distribution when we only consider the systems with CD greater than 0. The first quartile is 0.08, the median is 0.26, and the third quartile is 0.52. In other words, the emulation of classes represents on the median 26% of the functions, for the systems that include at least 1 class. class-aware (34%), in which systems use classes but they correspond to less than 25% of the implemented functions. Class-oriented is the smallest group, in which the systems use more than 75% of their functions to emulate classes. FIGURE 7 Class density groups
Do developers emulate subclasses in legacy JavaScript applications?
As shown in Figure 8 , the use of prototype-based inheritance is rare in JavaScript systems. First, we counted 499 systems (54%) having 2 or more classes, ie, systems where it is possible to detect the use of inheritance. However, in 429 of such systems (86%), we did not find any subclasses (SCD = 0). The system with the highest use of inheritance is PROGRESSBAR.JS (SCD = 0.8). Figure 9 shows the class diagram for this system. As can be seen, the Shape class has 4 subclasses: Circle, Line, SemiCircle, and Square.
5.3
Is there a relation between the size of a JavaScript application and the number of class-like structures? Figure 10 shows scatterplots with size metrics on the x-axis in a logarithmic scale and CD on the y-axis. We also computed the Spearman's rank correlation coefficient between CD and the following size metrics: size KLOC, number of files, and number of functions. The results are presented in Table 4 . We found a weak correlation for KLOC (P = .250), number of files (P = .178), and for number of functions (P = .289). For example, there are systems with similar sizes having both low and high class densities. ALOHA-EDITOR is an example of a system with a considerable size (69 KLOC) and low class density (CD = 0.05). By contrast, END-TO-END is also a large system (67 KLOC) but with a high class density (CD = 0.78).
We also used the Kruskal-Wallis test to check if the LOC distributions in all 4 groups (class-free, class-aware, class-friendly, FIGURE 8 Subclass density distribution and class-oriented systems) are equal. The test resulted in a p-value < 2.2e−16, leading us to reject the null hypothesis (the groups have systems with equal size), at a 5% significance level. In fact, the median measures of each tested group are quite different (690, 5667, 2578, and 1150).
5.4
What is the shape of the classes emulated in legacy JavaScript code?
To verify the shape of JavaScript classes, regarding the number of methods and attributes, we focus on systems that have the number of classes greater than or equal to 15 (which represents the 3rd quartile of this distribution). Figure 11 shows the quantile functions for the NOA and NOM in such systems. The x-axis represents the quantiles, and the y-axis represents the metric values for the classes in a given quantile.
For example, suppose the value of a quantile p (x-axis) is k (y-axis), for NOA. This means that p% of the classes in this system have at most k attributes. As can be observed, the curves representing the systems have a right-skewed (or heavy-tailed) behavior. In fact, this behavior is normally observed in source code metrics. [25] [26] [27] Regarding NOA, the quantile functions reveal that the vast majority of the classes have at most 28 attributes (90th percentile). Regarding NOM, the vast majority of the classes have less than 61 methods (90th percentile). To compare NOA and NOM measures, Figure 12 shows the DOCR distribution using a violin plot. The median DOCR value is 0.39, which is a high measure when compared to other languages. For example, metric thresholds for Java suggest that classes should have at most 8 attributes and 16 methods. 28 By contrast, half of the JavaScript systems that we studied have more than 39% of their classes with more attributes than methods. We hypothesize that it is due to JavaScript developers placing less importance on encapsulation. For example, getters and setters are rare in JavaScript.
5.5
How accurate is our strategy to detect classes?
As described in Section 4, we measure accuracy using precision, recall, and F-score. FIGURE 9 Inheritance in system PROGRESSBAR.JS 
Precision
We achieve a precision of 100% in 28 out of 30 systems for classes; in all 30 systems for methods; and in 29 systems for attributes. In the following paragraphs, we discuss the false positives we detected for classes and attributes. In this case, the property $get receives an array that contains a function in its second element. Although the developer considers that this property is a method, our approach identifies it as an array and therefore classifies it as an attribute.
Recall
We achieve a recall of 100% in 24 out of 30 systems for classes;
in 22 systems for methods; and in 23 systems for attributes. In the following paragraphs, we discuss the false negatives we detected for classes, methods, and attributes.
False negatives for classes. Six developers pointed out at least 1 missing class in their systems. In the case of the system CLUMSY-BIRD, the base class constructors are not available in the GitHub repository.
The application imports an external file, which contains these base classes. *** The import statement is placed directly in the main HTML file. For this reason, we were not able to detect classes in this system.
As a second case, EXPRESS' developer stated that our tool missed 2
classes, as shown in the following answer excerpt:
"So I have taken a look at the UML diagram you attached to the email and they do look mostly right. The main thing missing is there is also an Application class and a Router class, to round out a total of five main classes. The three you have there do look right, though." (Developer of system EXPRESS)
According to our strategy, Application and Router are not classes. Application is implemented as a singleton object, and we do not identify such structures as classes, as commented in Subsection 3.3. Router is not a class because its methods and attributes are not directly bound to this nor prototype. Instead, the constructor function uses __proto__ (an accessor property), as we can see in Listing 12 (line 5). In fact, __proto__ is a special name used by Mozilla's JavaScript implementation to expose the internal prototype of the object through which it is accessed. However, the use of __proto__ has been discouraged † † † , mostly because it is not supported by other browsers.
In the 4 remaining systems (D3, JASMINE, VIDEO.JS, and LEAFLET), Table 5 also reports the F-score results. The measures are equal to 100% in 22 out of 30 systems for classes, methods, and also for FIGURE 13 Overall results for precision, recall, and F-score Did not know 2 6 attributes. In the remaining systems, the measures range from 0%
F-Score
(CLUMSY-BIRD) to 96% (ACE and ANGULAR.JS) for classes, from 0%
(CLUMSY-BIRD and LEAFLET) to 96% (ANGULAR.JS) for methods, and from 0% (CLUMSY-BIRD) to 93% (ANGULAR.JS) for attributes. The system CLUMSY-BIRD has F-score equal to 0 because it uses base class constructors that are not available in its source code repository, as discussed in Subsection 5.5.2. Figure 13 presents the results for precision, recall, and F-score considering the whole population of classes, methods, and attributes, independently from system. The overall measurements range from 97%
Overall results
(classes) to 100% (methods) for precision, from 70% (methods) to 89%
(attributes) for recall, and from 82% (methods) to 94% (attributes) for F-score. 
Do developers intend to use the new support for classes that comes with ECMAScript 6?

DISCUSSION
Heuristics limitations and improvement opportunities
On the basis of the evaluation presented in Subsection 5.5, we summarize possible improvements to our heuristics to avoid both false positives and false negatives.
A false positive may occur when there are different identifiers with equal names, in different scopes. For example, when an identifier is declared with the same name of a global function. In this case, when the identifier is assigned to a class property, we can improve our heuristics by checking if this identifier corresponds to a variable or parameter that is valid in the same scope. This way, the property can be classified as an attribute, instead of being wrongly classified as a method.
We also acknowledge that, during the program's execution, identifiers can receive a function as a value, transforming the class property into a method. However, this is the case of dynamically modified features, and our approach identifies class structures statically. The same understanding can be applied to class properties assigned to functions that are not part of the application, ie, functions that belong to the JavaScript API or to external libraries and frameworks.
To reduce the chances of false negatives, we can modify the heuristics to also recognize the syntax with __proto__, used by Mozilla's JavaScript implementation, to expose the internal prototype of objects. Even though, as mentioned in Subsection 5.5.2, the use of this syntax has been discouraged by Mozilla. Moreover, we can also review our heuristics regarding singletons. Because not every singleton object is a class, further research is needed to precisely determine which ones indeed represent classes in a legacy JavaScript system. For the other false negatives pointed in Subsection 5.5, the base class constructors implemented in external files (eg, in libraries and frameworks) cannot be statically identified as classes because their source code is not part of the system under analysis.
Practical implications
Almost 70% of the systems we studied use classes (CD > 0). In fact, this usage may increase in the future because many developers intend to use the new ES6 syntax for classes, as shown in our field study (Subsection 5.6). Therefore, we might consider the adaptation to the JavaScript ecosystem of many tools, concepts, and techniques widely used in class-based languages, like (1) metrics to measure class properties like coupling, cohesion, complexity, etc; (2) reverse engineering techniques and tools to extract class and other diagrams from source code; (3) IDEs that include class-based views, like class browsers; (4) tools to detect bad smells in JavaScript classes; (5) recommendation engines to suggest best object-oriented programming practices; (6) techniques to detect violations and deviations in the class-based architecture of JavaScript systems; and (7) tools to migrate to ES6.
THREATS TO VALIDITY
This section presents threats to validity according to the guidelines proposed by Wohlin et al. 29 These threats are organized in 3 categories, addressing internal, external, and construct validity.
Internal Validity. In the field study, to address RQ #5, we recognize 3 internal threats. First, we consider that the developers correctly evaluated all elements we provided in the class diagrams of their systems. We acknowledge this activity is error-prone. However, we asked the main developers of each system, who are probably the most qualified people to conduct such evaluation. Second, because some developers did not provide the names of all classes that represent false negatives in their systems, the first author of this study performed a manual verification in the related source code files to identify the remaining structures. The third internal threat is related to the nonclassification of singletons as classes, as mentioned in Subsection 3.3. In fact, in our field study some of the interviewed developers considered that singletons are classes.
External Validity. To address the first 4 research questions, we used a dataset of 918 JavaScript systems. For research questions RQ #5
and RQ #6, which involved contacting developers, we used a dataset of 60 JavaScript systems. As a threat, our datasets, both obtained from GitHub repository, might not represent the whole population of JavaScript systems. But, at least, we selected a representative number of popular and well-known systems, of different sizes and covering various domains.
Construct Validity. We use the library Linguist and a custom-made script, as described in Subsection 4.2, to remove unnecessary files from our dataset. We assume that this clean up process does not remove any source code files that could be used to implement classes.
RELATED WORK
Richards et al 22 conduct a large-scale study on the use of eval in JavaScript, on the basis of a corpus of more than 10,000 popular web sites. They report that eval is popular and not necessarily harmful, although its use can be replaced with equivalent and safer code or language extensions in most scenarios. Moreover, it is usually considered a good practice to use eval when loading scripts or data asynchronously.
After this first study, restricted to eval, the authors conduct a second study on a broad range of JavaScript dynamic features. 4 They conclude, for example, that libraries often change the prototype links dynamically, but such changes are restricted to built-in types, like Object and Array, and changes in user-created types are more rare. The authors also report that most JavaScript programs do not delete attributes from objects dynamically. To some extent, these findings support the feasibility of using heuristics to extract class-like structures statically from JavaScript code, as proposed in this paper.
Gama et al 10 identify 5 styles for implementing methods in JavaScript: inside/outside constructor functions using anonymous/nonanonymous functions and using prototypes. Their main goal is to implement an automated approach to normalizing JavaScript code to a single consistent object-oriented style. They claim that mixing styles in the same code may hinder program comprehension and make maintenance more difficult. The strategy proposed in this paper covers the 5 styles proposed by the authors. Additionally, we also detect attributes and inheritance.
Feldthaus et al 30, 31 describe a methodology for implementing automated refactorings on a nearly complete subset of the JavaScript language (ECMAScript 5). The authors specify and implement 3 refactorings: rename property, extract module, and encapsulate property.
The rename property is similar to the refactoring rename field for typed languages. The main difference is that while fields in Java, for example, are statically declared within class definitions, properties in JavaScript are associated with dynamically-created objects and are themselves dynamically-created after first write. The goal of the refactoring extract module is to use anonymous functions to make global functions become local. These anonymous functions will then return object literals with properties through which the previous global func- Nguyen et al 36 use a static-analysis-based mining method to mine JavaScript usage patterns in web applications. They introduce JSModel, a graph representation for JavaScript code, and JSMiner, a tool that mines interprocedural and data-oriented JavaScript usage patterns.
Although they do not consider class-like structures in their work, the different strategies for class emulation can be considered usage patterns in JavaScript.
There is also a variety of tools and techniques for analyzing, improving, and understanding JavaScript code, including tools to prevent security attacks, [37] [38] [39] and to understand event-based interactions. [40] [41] [42] [43] CoffeeScript ‡ ‡ ‡ is another language that aims to expose the "good parts of JavaScript" by only changing the language's syntax. 44, 45 CoffeeScript compiles one-to-one into JavaScript code. As ECMAScript 6, the language includes class-related keywords, like class, constructor, extends, etc.
CONCLUSION
This paper provides a large-scale study on the usage of class-based structures in JavaScript, a language that is used nowadays to implement complex single-page applications for the Web. We propose a strategy to statically detect class emulation in JavaScript and the JSCLASSFINDER tool, which supports this strategy. We use JSCLASSFINDER on a corpus of 918 popular JavaScript applications, with different sizes and from multiple domains, to describe the usage of class-like structures in ‡ ‡ ‡ http://coffeescript.org legacy JavaScript systems. We perform a field study with JavaScript developers to evaluate the accuracy of our strategy and tool.
We summarize our findings as follows. First, there are essentially 4 types of JavaScript software, regarding the usage of classes: class-free (systems that do not make any usage of classes), class-aware (systems that use classes marginally), class-friendly (systems that make relevant usage of classes), and class-oriented (systems that have the vast majority of their data structures implemented as classes). The systems in these categories represent, respectively, 32%, 34%, 27%, and 7% of the systems we studied. Precision, recall and F-score measures indicate that our tool is able to identify the classes, methods, and attributes in JavaScript systems. The overall results range from 97% to 100% for precision, from 70% to 89% for recall, and from 82% to 94% for F-score.
Second, we found that there is no significant relation between size and class usage. Therefore, we cannot conclude that the larger the system, the greater the usage of classes, at least in proportional terms.
For this reason, we hypothesize that the background and experience of the systems' developers have more impact on the decision to design a system around classes, than its size.
Third, prototype-based inheritance is not popular in JavaScript.
We counted only 70 out of 918 systems (8%) using inheritance. We hypothesize that there are 2 main reasons for this. First, even in class-based languages there are strong positions against inheritance, and a common recommendation is to "favor object composition over class inheritance". 46,47 Second, prototype-based inheritance is more complex than the usual implementation of inheritance available in mainstream class-based object-oriented languages.
Fourth, classes in JavaScript have usually less than 28 attributes and 61 methods (90th percentile measures). It is also common to have data-oriented classes, ie, classes with more attributes than methods. In half of the systems, we have at least 39% of such classes.
Fifth, 58% of JavaScript developers answered our field study saying they intend to use the ES6 new syntax for class emulation, but usually only for new features and projects.
As future work, we plan to adapt our approach to be able to (1) measure other class properties, like coupling, cohesion, and complexity; (2) extract class dependencies and other diagrams from source code; (3) identify bad smells in JavaScript classes; (4) recommend best object-oriented programming practices for JavaScript; (5) detect violations and deviations in the class-based architecture of JavaScript systems; and (6) support developers that intend to migrate their legacy code to use ES6 classes.
All our data and toolset are publicly available at https://github.com/ aserg-ufmg/JSClassFinder.
