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Abstract—We propose a novel framework that detects conflicts in 
IoT-based smart homes. Conflicts may arise during interactions between 
the resident and things in smart homes. We focus on single resident 
smart homes setting. We propose an ontology to model different types 
of contexts for IoT services. The ontology is used as a vehicle to 
accurately model and detect a variety of conflicts. We conduct a set of 
experiments on real dataset and synthesized dataset to validate the 
effectiveness of our proposed approach. 
Index Terms—Internet of Things, edge computing, IoT service, smart 
home, context, conflict detection, ontology 
I. INTRODUCTION 
The Internet is evolving from connecting computers to 
connecting things. The rapid development of Internet of Things 
(IoT) technology empowers the connected things with 
capabilities such as sensing, actuating, and communication [9]. 
The functional and non-functional properties of connected things 
are natural fit to service paradigm and are abstracted as IoT 
services [12]. For example, the functionality of an IoT stove 
service is cooking and non-functional or Quality of Service (QoS) 
attributes may include the stoves’ temperature and energy 
efficiency. An application domain for IoT is the smart home. A 
smart home is any regular home which has been augmented with 
a variety of IoT services [13]. One of important goals for smart 
homes is to improve convenience in residents’ life via reducing 
interactions with IoT services. Invoking IoT services on behalf 
of residents by IoT-based applications is a promising direction to 
make residents free from repetitive efforts of interacting with IoT 
services. For example, when the resident is watching TV in the 
living room, the light is dimmed automatically to create a theater-
like atmosphere. 
We consider a four-layer system architecture for IoT-based 
smart homes (see Fig.1): (1) Thing, (2) IoT service, (3) Edge, and 
(4) Cloud. The Things layer consists of all artifacts (aka things) 
that are internet enabled, called IoT devices. These IoT devices 
are equipped with sensors that generate continuous or 
intermittent data. These IoT devices are wrapped as Services [12], 
called IoT services which transforms their data to be useful, i.e., 
to be manipulated as a service. We assume that each smart home 
comes with an Edge server to allow low levels of latency for 
decision making [10]. More complex computations involving 
multiple homes and a variety of data sources may require the use 
of the Cloud. 
Conflicts are a natural phenomena in smart homes and are 
defined as the undesirable effects resulting from the direct or 
indirect interactions between the resident and IoT services [23]. 
An undesirable effect is the outcome of an interaction that may 
alter the desired outcome of the IoT service the resident is 
interacting with. For example, when the airconditioner is cooling 
the room, opening the window in hot summer would decrease the 
cooling effect. Therefore, there is a conflict between the 
airconditioner and the window over the temperature in the room. 
There are two major types of conflicts: (1). conflicts that arise 
when there are multiple residents, and (2). conflicts that occur 
when there is one single resident. We focus on the latter, i.e., 
conflicts in single-resident smart homes. To the best of our 
knowledge, there are few works focus on detecting conflicts in 
single resident smart home. This type of conflict is fundamental 
in understanding the general case of conflicts in multi-resident 
smart homes. Understanding how a single resident interacts with 
IoT services without interference or need for compromise 
(because of the presence of other residents) is key to providing 
the best convenience, hence our focus on conflicts in single 
resident smart homes. 
Conflicts and the contexts of IoT services are highly 
correlated. The IoT-based application takes actions based on 
various types of contexts. The context is defined as any 
information that can be used to characterize the situation of a 
system [1]. We identify three categories of contexts: (1) the state 
of IoT services. For example, the airconditioner is cooling the 
bedroom from 2pm to 3pm. The state of the airconditioner is 
active during 2pm to 3pm in the bedroom. (2) IoT service 
properties. The properties of airconditioner service include 
actions (e.g., turn on, turn off, and set temperature) and qualities 
(e.g., input temperature and wind speed), pre-conditions (e,g., 
temperature is more than 26C ), and post-conditions (e.g., room 
temperature is decreasing). (3) environment information. For 
example, the temperature in the room is 25C at 2pm. If contexts 
are not considered during the IoT service execution, unwanted 
consequence may happen. For example, when the heater in the 
kitchen is 
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Fig. 1. The architecture of the smart home system 
heating while the stove is being used to cook, the temperature 
may exceed the comfortable temperature threshold (e.g., 26C) 
due to the context of shared environment. 
Conflicts usually cause unwanted consequences and should be 
detected and resolved. We focus on detecting different types of 
conflicts in single resident smart homes. Conflict detection plays 
an important role in recommending appropriate IoT services for 
the resident. For example, if the airconditioner is cooling the 
room while the window in the same room is opened, a 
notification could be sent to the resident to remind him/her to 
close the window. 
Existing approaches on conflict detection focus on the service 
functionality and environment [23][3][20]. Other contextual 
information such as the time and location of IoT services are 
largely ignored. These work suffers from the problem of large 
numbers of redundant conflicts being detected because time and 
location of IoT services are not considered [15]. Recently, a few 
studies have realized the importance of time in detecting conflicts 
[19][6]. However, these studies model IoT services in a coarse 
grained manner, only considering service functionality and time 
and environment while ignoring various contextual aspects such 
as location and IoT services’ effects on environment. 
It is challenging to detect conflicts because of complex context 
associated with IoT services. As discussed before, context has 
various aspects and changes over time. The other challenge is to 
model conflicts. Conflicts occur in many cases and have different 
types under diverse circumstances. To address these challenges, 
we propose a novel framework Conflict-detector to detect 
different types of conflicts based on various aspects of contextual 
information. In a nutshell, contributions of the paper are as 
follows. 
• We propose an ontology-based context model to capture 
different types of context related to IoT services. 
• We propose a conflict model to define different types of 
conflicts based on the ontology-based context model. 
• We propose a new conflict detection approach. A case study 
is conducted to show the effectiveness and completeness of 
our approach. We evaluate the performance of conflict 
detecting algorithm on a real dataset. 
Motivation. There are a variety of conflicts that may happen. For 
example, when the airconditioner is cooling the room, opening 
the window in hot summer would decrease the cooling effect. 
Therefore, there is a conflict between the airconditioner and the 
window over the temperature in the room. This type of conflict 
is referred as opposite-environment-conflict describing two IoT 
services updating an environment variable in the opposite way. 
When two IoT services update a shared environment variable in 
the same way, their cumulative effect on this environment 
variable may exceed the comfortable environment threshold. For 
example, when the heater in the kitchen is heating while the stove 
is being used to cook, the temperature may exceed the 
comfortable temperature threshold (e.g., 26C). This type of 
conflict is named as additive-environment-conflict. When an IoT 
service is being used, its effect may trigger another IoT service. 
For example, when it is dry in the living room, the humidifier is 
invoked to increase the humidity. We assume the humidifier 
works for a time period and the resident forgets to turn it off. As 
a result, the humidity in the room increases dramatically, which 
triggers the dehumidifier to work. The conflict between the 
humidifier and dehumidifier over the humidity is referred as 
transitive-environment-conflict. It should be noted that not all 
transitive-environment-conflicts would cause undesirable 
consequences, rather, some of them may be useful. For example, 
when the stove is used for cooking, the ventilator would be 
invoked to absorb smoke generated by cooking. Apart from the 
three type of environment related conflicts, there are other IoT 
service property related conflicts including action-conflict and 
quality-conflict. An example of action-conflict is about the 
window in the kitchen. When the air pollution particle PM2.5 is 
more than 200 outside, the window in the kitchen is closed. We 
assume the resident is using the stove to cook. The window in the 
kitchen is requested to be opened to release smoke. Therefore, 
there is a conflict over the window because it could not be opened 
and closed simultaneously. Quality properties of an IoT service 
may include various aspects. For example, an TV’s quality 
properties include channel, volume, and brightness. In this regard, 
a quality-conflict may occur if the quality property of an IoT 
service is updated simultaneously. For example, the 
simultaneous execution of the following two rules will incur a 
quality-conflict over the light: “ If it is at night, then the light in 
the living room is turned on and the brightness is set to be 300 
lux” and “ If I am watching TV in the living room, then the light 
is turned on and the brightness is set to be 150 lux”. This situation 
is characterized by two unsatisfiable updating on the common 
IoT service quality attribute (i.e, brightness). 
 II. AN ONTOLOGY CONTEXT MODEL 
Context modelling plays an essential role in identifying 
conflicts. Various context modelling approaches have been 
proposed to define and structure context information 
[8][22][14][11][26]. Examples of these approaches include 
graphical modelling, logic-based modelling, object-based 
modelling, and ontologybased modelling methods [8]. The 
ontology-based approach is demonstrated to be the most effective 
in managing context because of its flexibility in supporting 
knowledge sharing and reasoning [22]. In this work, we adopt 
ontology-based approach to model context. Ontology is a formal 
specification of a shared knowledge for a particular problem 
domain, which is often conceived as a set of entities, relations, 
functions, axioms and instances [25]. Although many studies 
have been conducted in ontology-based context modelling 
[14][11][26], most of the proposed models are problem specific 
and lack resuability and extensibility and could not be used 
directly in our work. Therefore, we propose a new ontology-
based context model for the purpose of detecting conflicts. We 
identify three categories of contextual information, state of IoT 
services, environment, and IoT service properties. As shown in 
Fig.2, solid lines denote has relations. Each aspect of context is 
explained as follows. 
Definition 1: Context. The context Conti has multiple aspects, 
which are associated with the interaction between the resident 
and an IoT service. It is defined as a tuple Conti =< 
si,Fi,Qi,Loci,Stai,Prei,Posi >, where: 
• si is a unique IoT service identifier. 
• Fi = {act1,act2...actn} is a set of functionality/actions offered by 
the IoT service. 
• Qi = {q1,q2...qn} is a set of IoT service qualities. 
• Loci is the location of the IoT service 
 
Fig. 2. An ontology-based context model 
For example, the functionality of the light service is illumination 
and it has a set of actions including “ON” and “OFF”. The quality 
includes a brightness intensity and a light color. The light service 
is in the bedroom. 
• Stai =< ready,active,inactive > is the set of possible state of 
the IoT service, where 
− The IoT service in a ready state if a request for taking an 
action acti on this service is initiated at a time ti. The ready 
state is represented by a tuple < acti,ti >. − The IoT service 
in an active state when it is working. We represent the 
active state as < si,sti,eti > where si is the IoT service ID. sti 
and eti are the start time and end time, respectively. 
− The IoT service in an inactive state if an invoking 
request has not been made. 
For example, the airconditioner is working/active during 
2pm-4pm. Turning on the airconditioner at 2pm (i.e., < 
ON,2pm >) is the ready state. 
• Pre = {pre1,pre2...pren} is a set of pre-conditions required 
before taking an action acti to execute an IoT service. For each 
pre-condition, it is defined by a tuple prei =< acti,env,con > 
− acti is the action exerted by a resident. 
− env is the environment variable such as temperature and 
humidity. 
− con is the condition with respect to the environment 
variable env. 
Note that other types of variable such as season, daytime, 
and weather can also be pre-conditions. In this paper, we 
focus on environment variables. 
• Pos = {pos1,pos2...posn} is a set of Post-conditions after 
executing the IoT service by taking an action acti. The post-
condition posi is defined as an environment effect after 
executing the IoT service. posi is formalized as a tuple posi =< 
acti,env,eff > where: 
− acti is the action exerted on an IoT service. 
− env is the environment variable effected after taking the 
action acti. 
− eff ∈{increasing,decreasing} is the measurement of 
impact on the environment env after taking the action 
acti. We use qualitative description increasing and 
decreasing to represent the effect on the environment 
variable. 
When the temperature is more than 25C, the airconditioner 
is turned on and temperature is set to be 20C. “ temperature > 
25C ” is the pre-condition of the action “turning on 
airconditioner” and decreased temperature “eff = 
decreasing” is the post-condition of this action. 
III. CONFLICT MODEL 
We define a variety of conflicts based on the ontology-based 
context model. The conflict model is summarised in TABLE I 
and each type of conflict is formalized as follows. Suppose S = 
{S1,S2,...,Sn} is the set of IoT services that are in active states. 
Suppose the resident requests to execute an action actj on the IoT 
service Sj at time tj and the quality is set to be qi, which is denoted 
as < Sj,actj,tj,qi > (e.g., turn on the TV at time 3pm and set channel 
to be 10.). 
Definition 2: Action-conflict. An action conflict occurs when two 
incompatible actions are exerted on a common IoT service 
simultaneously. As discussed above, the resident takes the action 
acti on an IoT service at time ti. Later he requests to take another 
action actj on the same IoT service at time tj. The action-conflict 
happens if the following conditions are satisfied. 
 tj − ti ≤ ζ (1) 
 acti ∧ actj = ⊗(incompatible) (2) 
For example, as previously discussed, opening window and 
closing window at the same time are incompatible, that is, 
(window = open ) ∧ (window=close)= ⊗(incompatible). For 
each IoT services si, we collect its potential incomptible action 
pairs < acti,act′i > which constitute the incomptiable actions set 
W = {w1,w2,...,wn} (wi =< si,acti,act′i >). The imcomptible actions 
set W is used for later action-conflict detection. 
Definition 3: Quality-conflict. A quality-conflict happens if the 
common quality attribute of an IoT service is updated 
simultaneously. Suppose the quality qi of an IoT service is set to 
be m at time ti. Later, it is updated to be m′ at time tj. The quality-
conflict is said to occur if the following conditions are satisfied. 
 tj − ti ≤ ζ (3) 
 (qi = m)∧(qi = m′) =⊥ (unsatisfiable) (4) 
For example, as previous discussion, the simultaneously 
updating the brightness of the light service would incur a 
qualityconflict, that is, (brightness = 300 lux) ∧ (brightness = 150 
lux) = ⊥ (unsatisfiable). 
When the resident is interacting with IoT services, the 
surrounding environment may be effected via the implicit and 
functionality 
quality 
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hidden relations among IoT services. An environment conflict 
happens if the two IoT services interacts with each other in an 
undesirable way. We identify three types of environment related 
conflicts, these are, opposite-environment-conflict, 
additiveenvironment-conflict, and transitive-environment-
conflict. 
Definition 4: Opposite-environment-conflict. An 
oppositeenvironment-conflict happens if two IoT services impact 
the same environment variable in the opposite way. The 
following conditions are satisfied. 
• sti ≥ stj ≥ eti, meaning that Si and Sj are invoked simultaneously 
and there is a temporal overlap between them. 
• loci = locj, denoting that the two IoT services are executed in 
the same location. 
• For the IoT service Si, its Post-conditions are Posi = 
{pos1,pos2...posn} where posi =< acti,env,eff) >. For each post-
condition, we collect its affected environment variable env. 
All these environment variables constitute the set Posi(env). 
Similarly, we have the set Posj(env) for the IoT service Sj. In 
this regard, the following condition must be satisfied. 
 Posi(env)∩ Posj(env) 6= ∅ (5) 
which means that the two IoT services influence at least one 
common environment variable. 
• Given the commonly affected environment variable envk by 
the two IoT services Si and Sj, their effects on the environment 
are effi and effj, respectively. The two IoT services change the 
same environment variable in an incompatible/opposite way 
when the following condition is satisfied. 
 effi 6= effj (6) 
For example, as previously discussed, when the airconditioner is 
cooling the bedroom with the window being opened, there is an 
opposite-environment-conflict. The Post-conditions of the 
window and the airconditioner are <(temperature, 
description=increasing)> and <(temperature, 
description=decreasing) >, respectively. The simultaneous 
execution of the airconditioner and the window updates the 
temperature in the opposite way. This situation is characterized 
by two incompatible Post-conditions on the common 
environment variable, i.e., [temperature=increasing] ∧ 
[temperature=decreasing] = ⊗ (unsatisfiable). 
Definition 5: Additive-environment-conflict. An 
additiveenvironment-conflict happens if two IoT services impact 
the same environment factor in the same direction, which is 
formalized as follows. 
• sti ≥ stj ≥ eti, meaning that the two IoT services are executed 
simultaneously and there is a temporal overlap. 
• loci = locj, denoting that the two IoT services are invoked in 
the same location. 
• The two IoT services impact at least one common environment 
variable, that is, 
 Posi(env)∩ Posj(env) 6= ∅ (7) 
• For the commonly impacted environment factor envk by the 
two IoT services Si and Sj, their environment eff are effi and effj, 
respectively. When the cumulative effects on the same 
environment factor exceed a threshold ρ, it means the two IoT 
services change the common environment factor in the same 
direction. 
 effi = effj (8) 
 envk > ρ (9) 
For example, as previously discussed, the resident sets the heater 
to be 25C to heat the kitchen. When he uses the stove to cook, it 
generates a lot of heat. Thus, when the heater and the stove are 
used simultaneously in the kitchen, it is likely that the cumulative 
effect on the temperature would exceed a comfortable 
temperature threshold (i.e., 25C). In this regard, there is an 
additive-environment-conflict between the heater and the stove. 
Definition 6: Transitive-environment-conflict. A 
transitiveenvironment-conflict occurs if the usage of one IoT 
service Si would affect that of Sj via their post-pre-condition 
relationships. 
The following conditions should be satisfied. 
• sti > stj, indicating that Si is invoked before Sj 
• loci = locj, meaning that the two IoT services are invoked in the 
same location. 
• The post-condition of the IoT service Si impacts the 
precondition of the IoT service Sj, that is, 
 Posi(env)∩ Prej(env) 6= ∅ (10) 
• Suppose envk is the shared environment factor for the 
postcondition of Si and the pre-condition of Sj, respectively. 
There is a transition relation between Si and Sj if the post-
condition of Si (i.e., effects on the envk) makes the pre-
condition of Sj become true, that is, condk = True. 
For example, as previously discussed, the post-condition of the 
stove (increasing the smoke level) may make the pre-condition 
of the window (smoke level >0) become true and trigger it to be 
opened. It is worth noting that some transitive-
environmentconflicts might be useful for developing rules for 
triggering IoT services such as the stove and the window. 
TABLE I CONFLICT 
MODEL 
Conflict type Condition 
Action-conflict ( tj − ti ≤ ζ) ∧ (acti ∧ actj) = ⊗(incompatible)) 
Quality-conflict (tj − ti ≤ ζ) ∧ ((qi = m) ∧ (qi = m′) =⊥ (unsatisfiable)) 
Opposite-environment-conflict (sti ≥ stj ≥ eti) ∧ (loci = locj) ∧ (Posi(env) ∩ Posj(env) 6= ∅) ∧ (effi =6 effj) 
Additive-environment-conflict (sti ≥ stj ≥ eti) ∧ (loci = locj) ∧ (Posi(env) ∩ Posj(env) 6= ∅) ∧ (effi = effj) ∧ (envk > ρ) 
Transitive-environment-
conflict 
(sti > stj) ∧ (loci = locj) ∧ (Posi(env) ∩ Prej(env) =6 ∅) ∧ (condk = True) 
 
IV. CONFLICT DETECTING APPROACH 
We develop the algorithm Conflict-detector to efficiently 
detect conflicts. The Conflict-detector consists of three 
components based on functionalities, i.e., a storage component 
the Knowledge Base, two processing components - the Context 
Associating module, and the Conflict Detecting module. Each of 
the component is explained as follows. 
The Knowledge Base stores ontology-based contexts including 
IoT service properties, environment, and IoT service states as 
described in Fig.2. It also stores the metadata of IoT service 
properties, environment, and IoT service states. The metadata is 
provided by domain experts using knowledge engineering 
techniques and described by OWL language. It should be noted 
that domain experts provide knowledge regarding IoT service 
location, actions, pre-conditions, Post-conditions, and quality. 
The states of IoT services and quality value are assigned by 
Context associating module when IoT services are working. The 
context metadata is described and stored in OWL files. However, 
OWL files contain too much useless information for detecting 
conflicts. Thus, we need to convert the OWL record into a more 
simple format. For this purpose, we extract only relevant data 
fields and stores them in a dictionary. 
The Context Associating module aims to identify IoT services 
and their associated contexts from the Knowledge Base. Input 
data includes the Knowledge Base and a sequence of time 
interval data D = {d1,d2,...,dn}. di =< ID,sti,eti > denotes the IoT 
service is active from start time sti to end time eti. There are two 
steps for associating context. First, we need to find IoT services 
that have temporal overlap because conflicts may occur when 
IoT services are working simultaneously. As shown in Algorithm 
1, we sort all elements in D based on order to their start time for 
the purpose of reducing searching scope. If two IoT services have 
time interval overlap, we collect them and insert them to the set 
α (line 4-6). In the second step, we focus on finding context 
information for IoT services, which is shown in Algorithm 2. 
Specifically, given a set of overlapping time interval data α and 
the knowledge base β, we aim to find corresponding context 
information βk for αi. We first finds IoT services’ associated 
contexts by their ID ( line 3). Then, we create a temporary 
dictionary temp to store the context information. After assigning 
the time information to temp, it becomes active meaning that the 
IoT service is associated with context from knowledge base and 
time information (procedure Create(αi, βk)). The output of 
Context Associating algorithm is a set of active IoT services 
associated with contextual information, denoted as S = 
{S1,S2,...,Sn}. 
 
 
 
    The Conflict Detecting module aims to detect different types 
of conflicts based on our conflict model. The process of detecting 
conflicts is shown in Algorithm 1. The Environment conflict 
detection procedure focuses on detecting environment related 
conflicts. For any two active IoT services Si  
 
and Sj, if they occur in the same location and have temporal 
overlap as well as affect at least one common environment 
variable(line 3), they probably have a conflict. Once the two IoT 
services update the shared environment in the same direction, 
that is Si.eff == Sj.eff, the their accumulative effect on the shared 
environment is likely to exceed a preferred threshold ρi (line4-5). 
The simultaneously updating the same environment in the same 
direction would result in an additive-environmentconflict(i.e., 
AEconflict) between Si and Sj. By contrast, if the two IoT services 
change the shared environment in the opposite way (e.g., 
Opening window would increase room temperature in hot 
summer Versus airconditioner would cool the room.), an 
opposite-environment-conflict (i.e., OEconflict) will be detected 
(line6-7). Additionally, when two IoT services work sequentially 
in the same location, they may conflict through their post and 
pre-condition relations. More specifically, the impact on the 
environment exerted by the former active IoT service Si, referred 
as post-condition, may make the pre-condition of the later IoT 
service Sj become true (line 9). The interaction between Si and Sj 
through their pre/post-condition relations is identified as a 
transitive-environment-conflict(i.e., TEconflict). The procedure 
Action conflict detection aims to identify the incompatible 
actions on an IoT service. If two incompatible actions acti and 
actj of the same IoT service Si are executed simultaneously, an 
action-conflict(i.e., Aconflict) is detected (line 14-15). Similarly, 
it is conflicting to update the same quality property of an IoT 
service to two different values simultaneously, which is 
identified as a quality-conflict(i.e., Qconflict) (procedure Quality 
conflict detection). 
IoT services ID  Location  Actions   Preconditions  Postconditions  Quality  
Light1  Living 
room  
ON  [brightness, brightness < 
100]  
[brightness, increasing]  brightness  
OFF  N/A  [brightness, decreasing]  
Stove1  Kitchen  ON  N/A  [temperature,  
increasing]  
[smoke, increasing]  
mode   
OFF  N/A  N/A  
Ventilator1  Kitchen  ON  [smoke, smoke > 0]  [smoke, decreasing]  scale   
OFF  N/A  N/A  
TV1  Living 
room  
ON  N/A  [brightness, increasing]  
[sound volume, 
increasing]   
brightness    
sound 
volume  
media 
content   
OFF  N/A  N/A  
Airconditioner1  Living 
room  
ON  [temperature, temperature >  
]  
[ temperature, 
decreasing] [humidity, 
decreasing]  
temperature   
OFF  N/A  N/A  
Window1 
(Window2)  
Living 
room 
(Kitchen)  
OPEN  [smoke, smoke>0]    [temperature, increasing]  
[smoke, decreasing]   
N/A  
CLOSE  [temperature, 
temperature>26]  
[temperature, 
decreasing]  
[smoke, increasing]  
Fig. 3. The domain knowledge of IoT services 
 
Fig. 4. Detected conflicts between IoT services 
V. EVALUATION 
We conduct a set of experiments to evaluate our proposed 
approach. Experiments are performed on a 3.4 GHZ Intel 
processor and 8 GB RAM under Windows 10. We design a case 
study to validate the effectiveness our conflict model. We use a 
real dataset to evaluate the performance of our proposed 
approach in terms of: (1) conflict completeness, the types of 
conflicts could be detected by our approach, (2) accuracy, the 
ratio of correctly detected conflicting IoT services to the total 
numbers of IoT services, and (3) runtime. The dataset was 
collected from an old person who lived in a single apartment [24]. 
The dataset is in the format of <id, start time, end time, location> 
(e.g., <light, 7:00, 8:00, bedroom>). There are 76 daily life things 
such as burner, light, and dishwasher involved in the dataset. All 
things are annotated with contextual information including 
actions, pre-conditions, post-conditions, and quality such as 
those shown Fig.3. Since most things such as “cabinet” and 
“drawer” have limited effects on environment, we augment the 
dataset with more things whose pre-conditions or post-conditions 
are related to environment. The conflicts in the augmented real 
dataset are manually analysed by human and form the baseline. 
A. Case Study 
We conduct a case study to analyze and showcase the 
effectiveness of our proposed conflict model based on the 
motivating examples. As shown in Fig.3, we annotate seven IoT 
services with contexts. For example, the light1 is in the living 
room. After turning on it, the brightness will increase. Its quality 
property brightness could be updated. For example, the light 
brightness may be set as 100 lux once it become active. Fig.4 
displays active IoT services and their conflicts. For example, the 
Airconditioner1 starts to work at 9pm in the living room and its 
temperature is set to be 25C. Similarly, the resident requests to 
invoke combined IoT services CS2 at 6:20pm in the living room 
to close Door1 and turn on Light2 and set brightness as 200. We 
set the time threshold ζ to be 20 minutes. Input domain 
knowledge of IoT services and their time information, the 
Conflict-detector algorithm detects five types of conflicts shown 
in the middle of Fig.4. The simultaneous usage of the 
airconditioner1 and the window1 in the living room would cause 
an opposite-environment-conflict. Specifically, turning on the 
airconditioner1 and opening the window1 in the same living 
room is conflicting due to their contradict effects on temperature. 
As shown in Fig.3, the post-conditions for the airconditioner1 
and window1 are [temperature, decreasing] and [temperature, 
increasing], respectively. Therefore, turning on airconditioner1 
would decrease the temperature while opening the window1 
would increase the temperature. An additiveenvironment-
conflict happens between the light1 and the TV1. The post-
conditions of the two IoT services would increase the brightness 
and the accumulative effects on the brightness may exceed the 
desired brightness level. In the kitchen, the postcondition of 
using stove would increase the smoke level and the increasing 
smoke level would make the pre-condition of the ventilator 
become true. Thus, there is a transitive-environmentconflict 
between the stove and the ventilator. For service CS1, the resident 
is watching TV and he/she sets the light2’ brightness to be 100 
to create a theatre atmosphere. When the service CS2 is required 
to execute, the light2’ brightness is set to be 200. Therefore, there 
is a quality-conflict over the light2’ brightness level. For the 
service CS3, when the smoke sensor in the kitchen detects the 
smoke, the window2 is designed to be opened to release smoke. 
At the same time, if the outdoor temperature is more than 26C, 
the window should be closed to keep cool (i.e., pre-condition of 
window2 is satisfied as shown in Fig.3). 
Therefore, there is an action-conflict over the window2. 
B. Performance Analysis 
To evaluate the completeness of the conflict model, we 
compare our ontology-based approach with objected-oriented 
and rule-based approaches proposed in [18] and [21], 
respectively. As illustrated in Table II, symbol “X” represents the 
type of conflict that can be detected, and symbol “×” represents 
the type of conflict that cannot be detected. As we can see, four 
types of conflicts can be detected by the approach proposed in 
[18]. This approach considers two categories of conflicts: 
appliance interactions and environment interactions. An 
appliance interaction occurs when two services request 
incompatible operations on the same appliance, which is 
modeled as action-conflict and quality-conflict in our approach. 
The environment interaction is characterized by conflicting 
read/write operations on the same environment type. However, 
they environment interaction model does not consider the degree 
of environmental impact caused by operations nor environment 
constraints. Therefore, the environment interaction model is 
coarse grained and could not capture the additive-environment-
conflict. The rule-based approach in [21] mainly focuses on 
detecting incomplete rules. For each rule, one or multiple 
appliances are triggered by conditions. Conflict may occur when 
two appliances are triggered simultaneously, which is modeled 
as action-conflict in our approach. Since the rule-based approach 
does not consider the impact of appliances on the environment, 
environment related conflicts can not be detected. The 
comparison results show that our ontology-based approach could 
capture more types of conflicts. 
TABLE II 
CONFLICT COMPLETENESS COMPARISON 
 Our approach [18] [21] 
Action-conflict X X X 
Quality-conflict X X × 
Additive-environment-conflict X × × 
Opposite-environment-conflict X X × 
Transitive-environment-
conflict 
X X × 
 Fig. 5. Runtime of Conflict-detector algorithm 
Next, we evaluate the accuracy and runtime of our approach. 
We set the number of active IoT services to be 130 for the 
purpose of evaluate detection accuracy. There are 30 conflicts 
including 12 environment related conflicts and 18 action and 
quality related conflicts. We vary the time threshold ζ from 5 to 
20 minutes. Experimental results are shown in TABLE III. The 
results show that the conflict detection accuracy is related to the 
time threshold ζ. The accuracy increases with an increasing in ζ. 
The reason is that more action and quality related conflicts could 
be included as the time threshold relaxes/increases. Actually, all 
environment related conflicts including opposite-environment-
conflict, additive-environment-conflict and transitive-
environmentconflict could be correctly detected. action-conflict 
and quality-conflict types are sensitive to the time threshold ζ. 
The reason is that it is difficult to differentiate the resident’s 
actual intended actions from those conflicting actions based on ζ. 
For example, if the window is opened at 2pm because of smoke 
and the window is requested to be closed at 2:03pm because the 
airconditioner is cooling, there is a conflict over the window. 
Opening window for releasing smoke and closing window to 
keep low temperature could not be met at the same time. 
However, it is possible that the resident close window for other 
reasons and there is no conflict between opening the window and 
closing the window. Therefore, it is difficult to identify 
actionconflict and quality-conflict because they are sensitive to 
the time threshold ζ. More information and sophisticated 
techniques are required to decide the time threshold ζ. 
TABLE III 
CONFLICT DETECTION ACCURACY 
 5 10 15 20 
Accuracy 0.876 0.907 0.946 0.969 
We vary the number of active IoT services from 20 to 60 to 
test the runtime of our approach. All experiments are conducted 
10 times and the average results are computed. The experimental 
results are shown in Fig.5. The runtime of conflict detection 
algorithm linearly increases as the number of active IoT services 
increases. For example, when there are 50 numbers of active IoT 
services involved, the average runtime of our conflict detection 
algorithm is 3.54 seconds. The experimental results indicate that 
our algorithm may be suitable for real-time conflict detection in 
smart homes. 
VI. RELATED WORK 
There is a large body of work in conflict detections that span 
several areas such as telecommunication systems [7], software 
ecosystems [5], smart cities [16], smart homes 
[23][18][3][19][20][4][2][17]. In particular, conflict detection in 
area of smart homes is relevant to our work. In [18], an 
objectoriented approach is presented to model appliances as a set 
of methods and properties. Two types of interactions are 
modelled including appliance interaction and environment 
interaction. In [23], a rule based approach is proposed to detect 
the conflicts among services. Users’ preferences are specified 
using rules which consist of user, triggers, environment, and 
actuators attributes. Conflicts among appliances can be 
identified through analyzing the rule relations. In [20], a method 
is proposed to detect conflicting rules introduced by different 
users. These conflicting rules are identified based on the a rule 
relation model. A conflicting rule detection technique is 
proposed to identify the inconsistency between rules [4]. These 
work discussed above mainly adopt an offline conflict detection 
approach. The offline approach suffers from the problem of 
combinatorial explosion when the number of services or 
appliances increases. Actually, potential conflicts exhibit only 
when appliances are working. There are a few works employ an 
online conflict detection approach. An online approach is 
proposed in [19] to detect appliance and environment conflicts. 
Specifically, the appliance conflict detection is to identify a 
situation where two services access the common appliance in a 
incompatible way. The environment conflict detection focuses on 
detecting a situation where two services simultaneously change 
a common environment attribute in a incompatible way. In [2], 
an agentbased negotiation approach is proposed to detect 
conflicts in services’ goals with considering users’ preferences. 
The conflict model is formalized using calculus of contexts. A 
new approach is proposed in [17] to detect conflicting rules 
across sensor networks deployed in smart homes. Four types of 
conflicts are detected based on the interactions between devices 
and environment. 
In summary, most of the state-of-the-art work have considered 
various types of appliance interactions and environment 
interactions based on their attributes. However, these work 
seldom consider spatio-temporal aspects of appliances and 
environment and other contextual information such as pre-
condtions and postconditions. 
VII. CONCLUSION 
This paper introduces an ontology-based model to structure 
various aspects of contexts. The ontology-based context model 
serves the basis for defining variety of conflicts. We presents a 
new framework to detect different types of conflicts. A 
compelling feature of our proposed approach is that it combines 
the strengths of ontology-based explicit context modeling and 
that of real-time data analysis technique, making our context 
model flexible and scalable. The other novelty of this paper is 
that it identifies varieties of conflicts in a single resident smart 
home setting. We implement our approach and conduct 
systematic experiments on both real and synthesized datasets. 
The experimental results shows the feasibility of our proposed 
approach. Our future work will focus on resolving the detected 
conflicts, making the smart home conflict-aware. We also plan to 
extend the conflict detecting framework to the multiple resident 
smart home setting. 
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