Simple and easy-to-play casual games are flooding the mobile gaming market and are best-sellers on the mobile game charts of several cellphone network operators. Most of the titles are mobile versions of videogames developed in the '80s and '90s, which were also very simple and easy-to-play. In this article we focus on adventure and movie games, a genre simple, easy-to-play, and very popular in the past. We propose a software architecture to easily produce full-motion adventure games for the mobile scenario, and thus potentially transform any modern cellphone into an adventure game console. The games are portable and protected against un-authorized usage. The feasibility of our approach is shown through a prototype player and an evaluation that shows the suitability of the proposed approach for the mobile scenario. The simplicity of our approach along with the ubiquity of modern cell-phones may bring new life to adventure games, which can also become an exciting genre for the current mobile gaming scenario. 
INTRODUCTION
Recent research indicates that the mobile gaming market continues to expand rapidly, with $3 billion US revenue in 2006 and an expected $10.5 billion by 2009 [Gibson 2006 ]. Different actors contribute to the success of this market--giants of the game industry like Electronic Arts and Ubisoft are releasing more and more titles for the mobile gaming market; the cellphone industry is producing devices with more and more appealing multimedia features; cellphone operators are offering customers an easy way of downloading mobile games (in US, on-portal mobile game revenues account for 74% of total mobile game revenues [Telephia 2007]) . As a result, the mobile gaming scenario is filled with a wide range of games: from very simple graphic games to cutting-edge 3D graphics; from single to multiplayer games. Looking at market sales, it is interesting to note that customers prefer the so-called casual games that are easy and simple to play. Just look at the best-seller mobile game charts of the various operators of cellphone networks to see that most of the titles are simple and easy to play (e.g., Tetris, Pac-Man, Pong, Frogger, just to name a few). The reasons for this are various: (i) mobile games are used by people to kill time or to mitigate boredom, and are not meant to replace play on powerful gaming consoles;, (ii) on average, a mobile game is played for only 11 minutes [Telephia 2007 ]; (iii) limited screen size and input keyboards are a limiting factors for complex games, whereas they are sufficient for casual games; (iv) familiarity is important in deciding to purchase a game, and hence, old titles, which are usually simple and easy to play, are very popular [Telephia 2007 ]; (v) the computational power of current cellphones is limited compared to a gaming console, but is comparable to an old gaming console, and hence sufficient to support simple games. Thus it is not surprising that based on these considerations the gaming industry is proposing old video games for the current mobile scenario, since the old games are usually easy and simple to play, and moreover are familiar to a wide segment of the population. That's why, looking at screen-shots of some popular mobile games ( Figure  1 ), it seems like we are back in the '80s.
In such a scenario, adventure games might be a big hit. In fact, the characteristics of this genre are well suited for the current mobile gaming scenario. The genre was very popular in the '80s and '90s and hence a wide segment of the population is familiar with it; it does not require several system resources; it can be challenging enough to kill time or to mitigate boredom; the action is very limited, so a limited screen size and input keyboard are not a impediments. Furthermore, interest in adventure games is still high, as shown by the success of Sam and Max by Telltale, 1 a sequel of an old adventure game, 2 and by the popularity of tools like Adventure Game Studio 3 and Visionaire, 4 which allow fans to develop their own adventure games. For this reason, we focus our attention on adventure games.
The most important thing in an adventure game is the story-line. In fact, such games are not based on reflex challenges as console games are, but on stories and problemsolving within a narrative framework. Needless to say, the story-line is predetermined, but it unfolds one step at a time, depending on the player's actions. For instance, in Myst (one of the most popular adventure games in the '90s), the player's goal is to perform a first-person journey through an interactive world, where the player moves a character by clicking on locations shown in the display; thus the next step in the story depends on the action taken by the player. The game graphics varied from simple text (e.g., Zork, a 1977 text-based adventure game developed by MIT in MDL programming language for a PDP-10 computer), to 2D graphics (e.g., The Curse of Monkey Island, a 1990 adventure game in which a young man wants to become a pirate), to 3D graphics (King's Quest in 1984; the first adventure game in 3D), to full-motion video (e.g., Dragon's Liar in 1983; the very first full-animation adventure game, where the player has to decide which move or action the main character must take). The latter subgenre was very popular and addictive, as it offered graphics completely different from other adventure video games.
In this article we propose an architecture with which full-motion adventure games for the mobile scenario can be easily produced. and thus to potentially transform any modern cellphone into an adventure-gaming console. Our proposed architecture creates a fullmotion adventure game using standards MPEG-4, MPEG-7, and 3GP: MPEG-7 DDL is used to describe the pre-determined story-line and possible user actions; MPEG-4 is for audio-visual encoding; and the 3GP file format is used to store all the media objects that compose the adventure game. The novelty in our approach is the combination of these standards, which makes it possible to easily produce secure and portable full-motion adventure games. Security is achieved by designing a mechanism that protects the content of the adventure game from un-authorized use and discloses the material to authorized users only; Portability guarantees that every modern cellphone can potentially become an adventure-gaming console.
Our proposal is evaluated through a developed prototype player via an analysis that shows the feasibility of the protection mechanism and the suitability of our proposal for the mobile scenario. The only requirement for using our proposal is that an enhanced player must be installed on the mobile device. Thus, a simple software update is sufficient to transform a cellphone into an adventure gaming console.
Thanks to the full-motion quality of adventure games and to the simplicity, portability, and security of our approach, adventure games may get new life and become an exciting genre in today's mobile gaming market, especially appreciated by commuters and the young (who represent a relevant and interesting population for investigating novel applications [Pooley et al. 2006] ).
The remainder of this article is organized as follows. In Section 2 we briefly review related work and the standards we used in our approach; in Section 3 we present details and characteristics of our proposal, and evaluate it in Section 4; conclusions are drawn in Section 5.
RELATED WORK AND PRELIMINARIES
In the following we present related work in the area of story-based games and briefly review the basics of the standards used to guarantee high portability (i.e., MPEG7-DDL, MPEG-4, the 3GP File Format), and the basics of the tools used to design the security mechanism that protects the game's material.
Related Work
Adventure games focus on narratives, are story-centered, and allow users to interact with the story-line and to modify it. The same applies to interactive storytelling, where a system produces consistent stories as a consequence of players' interactions [Barros and Musse 2007] , and to interactive drama, in which the player acts as the main character in the story [Szilas et al. 2007] . Despite their similarities, it is important to note their differences. A game based on interactive storytelling is able to organize the development of the story-line via user interactions. In essence, the story is generated in real-time, which makes it possible to propagate the consequences of user interactions while retaining the overall logic of the baseline plot [Cavazza 2004 ]. Hence, AI techniques such as planning [Ciarlini et al. 2005; Charles et al. 2003 ], are used to support interactive storytelling systems. Similarly, a game based on interactive drama is also based on AI to generate narrative actions. For instance, Façade [Szilas et al. 2007 ] presents an implementation of a 3D real-time interactive drama, where the player acts as the main character in the story, while other characters are controlled by the computer. Conversely, an adventure game is more similar to a movie: prewritten segments compose the story, which is carefully authored. As a consequence, adventure games are less resource-consuming and can be played on devices with limited resources.
In this article we consider the mobile scenario, so tools like 3D rendering or natural language understanding cannot be considered, as they are too complex to be managed on devices with limited resources. Hence, we want adventure games to consume the least resources possible. To this end, our proposal considers a story composed of prewritten, carefully authored, segments, with the goal of producing full-motion adventure games for the mobile scenario.
Preliminaries

2.2.1
The MPEG7-DDL. The MPEG-7 Description Definition Language is a core part of the MPEG7 standard [Hunter 2001 ], designed to describe multimedia content with a set of textual tags. It is a mark-up description language based on XML-schema that allows a description of the spatial layout of different media objects (e.g., audio, video, text, graphics). as well as the temporal order in which these objects will play out. The description is based on tags that define the purpose of the media object. A tag usually has attributes and values that define the media object's aspect (e.g., position, color, etc.) and has the form <tag attribute=value> (with the exception of tags that do not have attributes).
MPEG7-DDL has several predefined tags and, if necessary, additional tags can be defined. In the following we simply present tags used in our proposal. The <VideoSegment>...</VideoSegment> tags allow a virtual segmentation of a video stream, where each video segment is defined by specifying its showtime and its duration (via the tags <MediaTime>...</MediaTime>).The <AudioSegment> ...</AudioSegment> is a similar tag, which allows decomposing an audio stream into several audio segments. The <TextAnnotation> and <FreeTextAnnotation> tags are used to associate simple text description to a media object, whereas the <Label>...</Label> tags allow labeling a portion of the MPEG7 description, and hence makes it possible to associate a unique label to each video(audio) segment. An example of an MPEG7-DDL description is given in Table I which is designed to provide videos for devices with limited system resources (e.g., cellphones, iPods). Part 3 (also known as advanced audio coding) specifies audioencoding algorithms and provides higher quality than previously released versions. Details of these encoding algorithms go beyond the scope of this article, but what is important for our proposal is that the exceptional performance and quality of Parts 2 and 3 are at the core of the Third Generation Partnership Project (3GPP) specifications, the worldwide standards for multimedia over third generation cellular networks.
2.2.3
The 3GP File Format. 3GP is a multimedia file container designed by the Third Generation Partnership Project (3GPP) for the use of multimedia material over 3G mobile phones. The file format is based on the ISO Base Media File Format (see MPEG [2005] for a detailed description), and may contain time-based audio-visual information with an object-oriented structure (each object represents a media object). The container is designed to store video and audio encoded with different algorithms (e.g., MPEG-4 Part 2, H.263, MPEG-4 Part 10 for the video, and AMR-NB, AMR-WB, AMR-WB+ or AAC-LC for the audio).
The stored data is organized through data structures called boxes. Each box may contain either actual media data or metadata; it is identified by a header that includes its size and type (to indicate what kind of data it contains). A combination of different boxes produces a multimedia movie. Figure 2 shows a simple example of a 3GP file composed of four main boxes: file type (ftyp); movie (moov); media data (mdat); and user data (udta). The ftyp identifies the type and properties of the file itself (e.g., 3GP file, MP4 file, JPEG2000 file); the moov box and the mdat box are the containers of the presentation (they may include several boxes, each representing the container of an individual object); the udta box stores descriptive metadata (in MPEG-7 format) related to the whole presentation.
In our proposal, a moov box may contain track boxes (for audio or video). A track box contains (among others) the track header box (tkhd); the media header box (mdhd); the media information container (mdia); the metadata contains (meta) and the media information box (minf). The track header box specifies the characteristics of a single track; the media data box contains the media data itself. The user data box (udta box) is a container of informative user-data and stores the adventure game's story-line.
Since nowadays most cellphones support the play-back of multimedia material stored in 3GP files, the employment of such a format ensures wide portability for our adventure games. 
Security Tools.
The most popular tool used to protect digital contents from unauthorized usage is a digital rights management (DRM) system, which is basically a mechanism that controls access to and restricts use of digital content.
Nowadays the mobile market is filled with a variety of proprietary DRM systems, but the idea of a DRM is basically as outlined in the following.
A DRM transforms the content from a clear into an encrypted format. This process converts data into a form that can only be understood by those with special knowledge of the so-called cryptographic key. Without this knowledge it would be hard to decrypt the digital content. The transformation can be based on two techniques: symmetric or asymmetric. The former requires the content provider and the content consumer to share a key (needless to say, this key should be kept secret from everybody else); the latter technique makes use of two separate keys: a public key (which is published and enables any content provider to encrypt data) and a private key (which is kept secret by the consumer and enables only the key-holder to decrypt data). A DRM system usually combines these techniques, as shown in Figure 3 .
A DRM protects media content by producing two different files: one containing the media data and the other, the license, containing the rights to play the media data. Media data is encrypted with a symmetric technique, and the symmetric key is usually stored in the license file, which is encrypted with an asymmetric technique. In this way, the license file is bound to the owner of the private key (hence, the license file must be released for any other user), whereas media data is bound to a license file (so a digital content file can be produced once for everybody). On the decoding side, the device acquires the digital content and the license 5 in order to decrypt the content and render it. This type of protection is effective as long as the user can't capture the unencrypted data while the player outputs it, and the key remains secret to the user (to avoid unauthorized usage or distribution).
Information hiding can be used to increase the security of a DRM system by hiding important data (e.g., copyright, user name, cryptographic keys) inside a media file; code authentication can be used to ensure that the DRM is working in an unmodified environment (either software or hardware) [Bar-El and Weiss 2004] .
Information hiding is done via watermarking techniques, which spread the hidden information (the watermark) into the media file [Cox et al. 1997] . Where the watermark Fig. 3 . A DRM system: basic steps. First the digital content is encrypted with a symmetric algorithm; the key is stored in the license file, which is encrypted with an asymmetric algorithm. On the decoding side, the license is decrypted, and using the retrieved symmetric key, the content can be decrypted and rendered.
is hidden depends on the watermarking key, which is used to generate a random sequence during the embedding process. To extract the watermark, it is essential to know the watermarking key. The security of the watermark relies on the fact that it has to be hidden, imperceptible, and directly connected to the media content (e.g., it can be spread throughout the media file); be statistically invisible (users should not be able to compare different watermarked copies); be robust (it cannot be removed by simply manipulating the media file; for instance, by compression or conversion); and be tamper resistant (it should be impossible to alter, identify, or remove a watermark and to insert a valid watermark for an un-authorized person). If all these properties are met, extracting and altering a watermark with no knowledge of the watermarking key will be difficult. On the decoding side, the watermarking key is used to extract the watermark.
To avoid key retrieval, code authentication is essential. In fact, all the processes authorized to handle sensitive cryptographic data and the data stream must be cryptographically checked for integrity (this prohibits user-controlled code), and the player should be bound either to the device on which the code runs or to the user.
Finally, it is worth pointing out that although widely used, DRM does not offer a final and provably strong solution, since security basically rests on the obscurity of the code [Biddle et al. 2002] . Its security is questionable because DRM systems run on untrustworthy environments (the playout device is under the user's control) and because watermarking techniques are not considered completely secure [Schonberg and Kirovski 2004] . However, for the purposes of this research, we simply note that there are different opinions about the security of watermarking techniques (e.g., He and Hu [2004] are much more optimistic about the security of watermarking techniques; Li and Yu [2000a; 2000b] demonstrated that it is possible to achieve a high degree of robustness, with good transparency and a significant capacity for information hiding, which makes the embedded data difficult to read). Furthermore, the level of DRM security may be higher in a mobile scenario, where cellphones offer reliable information on both the device and the user (e.g., the IMEI and the IMSI code). Consequently, the mobile scenario can be considered a more secure environment than the one based on personal computers [Messerges and.Dabbish 2003] .
OUR PROPOSAL
In this section we present details of the architecture we propose in order to produce full motion adventure games for the mobile scenario. The motivation for our proposals is the following: (i) adventure games are casual and simple to play; ( ii) adventure games are familiar to a large segment of cellphone owners, due to their popularity in the '80s and '90s; (iii) adventure games do not require a multiplicity of system resources; and (iv) adventure games don't need special or particular input devices (a cellphone keyboard is sufficient).
Our proposal uses standard techniques to easily produce secure and portable adventure games. Both attributes are very important in the mobile scenario: portability ensures that the file produced can be used over several different devices, and security ensures that only authorized users can play-out adventure games, and that altering the adventure data (or a part of it) is not allowed. Portability is achieved through the use of standard tools like MPEG7-DDL (for the description and organization of media objects); MPEG-4 (for encoding media objects); and a 3GP file (for the final package of the adventure game); whereas security is achieved with a protection mechanism based on standard security tools. Fig.4 . The proposed software architecture for the production and protection of adventure games: The script manager defines an MPEG7-DDL description, while the scene manager and the advanced player cooperate to render the adventure game to the end user.
The proposed software architecture is shown in Figure 4 : three different entities participate to produce, protect, and play an adventure game. In the following we present details of this process.
Producing the Adventure Game Script
Before discussing the details in the production of adventure games, let us consider a very simple game that follows a knight and adventure story line:
A knight enters a castle looking for a treasure. Three doors are before him: one leads to a death-trap; another to a lion's cage; and one to the door which must be opened to reach the treasure.
Although very simple, this story presents a character (the knight) who has to take decisions (which is the right door?) in order to accomplish a task (find the treasure).
In an adventure game, the player must affect the development of the story line by interacting with the game. Since the player's choices are unknown in advance, the plot has to contain all possible developments. Hence, multiple story lines and multiple choices have to be described in advance.
Since story development depends on the player's choices, the story, along with all its possible developments, is divided into chapters. A chapter is a portion of the story, and can have different types of media objects associated with it, depending on the type of adventure game (e.g., in an audio-based game the chapter will contain audio data, in a movie-based game the chapter will contain video data). Note that chapter segmentation is virtual only, as the media file is unique and contains all possible scenes. In fact, the media file can be thought of a repository of media material: the story line is defined by the script, as described later.
Regardless of the media object associated to a chapter, the chapter can be of four possible types: initial, interactive, sequential, and ending. The initial chapter is the first to be played-out; it contains the beginning of the story and only one initial chapter per adventure game is allowed. An interactive chapter allows users to interact with the story, whereas a sequential chapter does not allow interactions (it just presents information to the user). An ending chapter ends a story-line (note that there may be multiple ending chapters).
For instance, our knight adventure may be composed of seven different chapters, as depicted in Figure 5 .
A knight enters the castle. He is looking for a treasure.
He opens the door and he takes the stairs up to the roof.
The knight dies
He has three doors before him. Left, right or center door?
He opens the door and fifty swords hit him He opens the door. A lion appears and roars at him. He tries to escape, but the Lion is already upon him.
Ch. 1 -Initial
A box is partially hidden, but he spots it and he finally finds the treasure Although very simple and with only one interactive chapter, there are possibly three different story lines with two different endings.
Once the plot is divided into several chapters, the adventure game script can be produced. 6 The script is written in MPEG7-DDL and specifies (i) all the chapter information (e.g., beginning and duration times of the associated media object); (ii) a predefined story-line; and (iii) the choices offered to the player for interacting with the story-line. Table I shows an example of a chapter description of a video-based adventure game. The videosegment tag is used to define a video chapter; every video chapter is identified with a unique label and specifies the beginning (mediatimepoint) and the duration of the segment (mediaduration). If available, a text description of the chapter may be specified through the textannotation tags. Note that if the adventure game were only audio-based, a similar description would be made (in this case the audiosegment tag would be substituted for the videosegment tag). In addition to a chapter description, it is necessary to have a predefined story-line, as well as all the possible player' choices. To do so, the script manager defines a chapter transition table. This table is used to specify where and how a user can interact with the story-line and how a story will continue when interactions are not allowed. Each entry in this table uniquely identifies a chapter and includes a possible question (for interactive chapters) and possible chapter destinations. If the chapter is interactive, there are at least two possible chapter destinations; if the chapter is of an ending type, no chapter destination is present. If the chapter is sequential, a single destination is present. Table II shows an example of a chapter transition table, in which entries for chapters 2 and 3.3 only are shown. Chapter 2 is interactive, and hence the entry specifies a question and multiple possible destinations. Depending on the user's choice, the story-line will be taken to chapters 3.1, 3.2, or 3.3. Conversely, chapter 3.3 is sequential, and hence the entry does not specify a question and presents a story-line destination only. This is used by the player to move to the next step of the adventure game story-line.
In summary, the script manager is in charge of (i) describing each chapter with its timing characteristics; and (ii) defining a transition from one chapter to another.
But before storing the text-based description into the 3GP file, protection must be added.
Protecting the Adventure Game
To protect the rights of the content provider (e.g., play-out accessible to authorized users only) and to protect both users and content providers from unauthorized alteration of the contents (e.g., changes to the story-line or to media objects), we designed a license-based security mechanism using classic security tools, as described in the following. Figure 6 shows details of the protection mechanism: The media file (i.e., audio/video MPEG4 stream) and the adventure game script (i.e., MPEG7 description) are encrypted with a symmetric algorithm, whereas the license file is encrypted with an asymmetric algorithm. The content provider first generates two keys, α and k, and encrypts the media file and the MPEG7 description, respectively. Both keys will be stored inside the license file, so the player can access t them. To ensure integrity, the content provider uses a hash function to compute the hash value of the media file (denoted HV mf ) and of the game script (denoted HV desc ). Both values are stored in the license file, and also hidden in the media file and in the MPEG-7 description. Information hiding is realized with a watermarking technique that spreads the hidden content into the media file without compromising the media content [Cox et al. 1997; Cheng et al. 2002] . In particular, both keys (i.e., α and k) are spread using another key, the so-called watermarking key (WKey); this key will be stored in the license file.
Once the media file and the game script are encrypted, the 3GP file can be packaged. Specifically, media material (e.g., audio, video) is stored inside a trak box, and the static MPEG7 description is stored inside the udta box. In this way, portability is achieved, as every device that can handle 3GP files can also handle MPEG-4 streams and MPEG-7 descriptions.
The license file contains a variety of data (e.g., the rights to play the song, the game identifier, user identifier, keys, etc.), but it must contain (i) the α key for decrypting the media file; (ii) the k keys to decrypt the adventure game script; (iii) the watermark key (WKey) to retrieve the hash values hidden in the media file and in the MPEG-7 descriptiMedia File on; (iv) the hash value HV mf to check media file integrity; and (v) the hash value HV desc to check script integrity. To protect the license file content, an asymmetric encryption binds the file to the owner of the private key (only the person who owns the private key can decrypt the license file, and hence the media file and the adventure game description as well, by retrieving the watermarking WKey from the license file). We recall here that the private key is usually stored (and hidden via suitable software engineering techniques) in the device repository when the user signs up for the service. Due to the protection mechanism, the 3GP file is produced once; while a license file is produced on-the-fly when a user wishes to acquire it.
The protection mechanism hides the following data:
• HV mf , the hash value of the media file, is hidden to check its integrity via a lightweight verification procedure; • HV desc , the hash value of the adventure game script, is hidden to check integrity via a lightweight verification procedure.
Whereas, the license file contains • α, the key to decrypt the media file;
• k, the key to decrypt the MPEG7 description;
• HV mf , the hash value of the media file;
• HV desc , the hash value of the adventure game description;
• Wkey, the watermarking key to retrieve the hidden HV mf and HV desc values.
Playing an Adventure Game
To play an adventure game, it is necessary to have an enhanced player, as it has to deal with decryption procedures and understand the script of the adventure game. The enhanced player is in charge of (i) decrypting encrypted data; (ii) checking file integrity; (iii) playing the adventure game; (iv) interacting with the user; and (v) jumping from chapter to chapter, as the user chooses. To do all this (see Figure 4) , the player must cooperate with the scene and with the interaction manager.
3.3.1 Adventure Game Decryption. The player first accesses the user's private key (stored and hidden among the device repository keys) and then decrypts the license file. This allows retrieval of the watermarking key, Wkey. With this key, it retrieves the data hidden in the 3GP file, HV mf and HV desc, for integrity verification. 3.3.3 Interaction Manager. The interaction manager is in charge of handling the interactions between the user and the system. It is activated when an interactive chapter is played via the chapter transition table, it then identifies the question to ask the user and, using the answer and the chapter transition table, it gives the next chapter identifier to the scene manager. Note that the interaction interface depends on the available hardware (in cellphones, interaction is via keyboard, but more complex input devices may be available, for example, a pad, a voice or visual recognition system).
3.3.4 Scene Manager. The scene manager is in charge of identifying the chapter to play. It controls both the player and the interaction manager. By cooperating with the interaction manager, it gets the chapter identifier that has to be played, and using this identifier it accesses the MPEG7-DDL description and finds out the corresponding segment of the media file to play; it analyzes the description and gives the play timing information to the enhanced player.
MECHANISM EVALUATION
In this section we evaluate the characteristics of the produced adventure game, showing a prototype player implementation and investigating both the achieved security and the introduced overhead.
Prototype Implementation
A prototype implementation was realized using Adobe's Flash Lite, a technology specifically designed for mobile phones and consumer electronics devices. We focus on Flash Lite as this technology is becoming very popular and allows an easy development of mobile applications (e.g., games, utility, multimedia). Furthermore, it is being adopted by different cellphone producers and operators (e.g., Sony Ericsson, Nokia, Verizon), and provides extended support across key open platforms, including Symbian S60 v2/v3, Qualcomm BREW 2.x/3.x, and Microsoft Windows Mobile 5. Figure 7 shows three output scenes of our knight adventure game for which a very basic video was produced: the video is encoded at 64kbps with MPEG-4 Part 2 (simple profile) at 15 frames per second with a resolution of 176x144 pixels, whereas audio is encoded at 64kbps with MPEG-4 Part 3 (AAC-LC). When the user is presented with scenes of chapter 2 (Figure 7(a) ), the user has to choose the door he/she wants to open. Despite the bad-looking graphics and the very silly story-line, the prototype shows the feasibility of the proposed approach. In fact, using a group of 16 computer science students, we asked them to evaluate the proposed approach. It is to noteworthy that, among these students, 6 (i.e., 38%) defined themselves as hard-core gamers (they played console games or online games almost every day); 7 (i.e., 44%) defined themselves as casual gamers (they played games now and then); and 2 (i.e., 18%) didn't like videogames. Hard-core gamers considered the possibility of adventure-movie games in cellphones an interesting opportunity (not necessary, interesting and good were the possible answers); whereas casual gamers considered it a good opportunity. We also asked them where they thought the adventure-movie games would be played more (home, outside, or anywhere). The majority of casual gamers ticked off the anywhere answer; whereas hard-core gamers mostly ticked off the outside answer. The final question (Do you think ordinary people will love adventure-movie games in cellphones?) received a general agreement on the yes answer.
Adventure Game Security
Our security mechanism was designed to protect contents from un-authorized usage and alterations. In the following we investigate whether this goal has been met or not.
4.2.1 Sharing. Without loss of generality, we can assume the existence of cryptographically secure hash functions and of secure symmetric/asymmetric key encryption schemes. Since it is computationally unfeasible to break such cryptographic schemes, sharing a license file and a 3GP file is useless, unless a skilled adversary is able to break such cryptographically secure schemes.
Content Alteration.
Alteration of content relies on the security offered by the watermarking scheme. In fact, to modify the content, an adversary has to watermark the hash values of the media file and of the adventure game script. Without knowing the watermarking key, this is hard. In fact, the software player performs a lightweight verification procedure that inhibits playout if contents have been altered. It checks the hash of the media file, against value stored in the license file, and the same happens for the adventure game script. Note that this verification is simply based on a comparison, for performance reasons. In fact, since this check is performed by the software player on a device with limited computational resources, we want it to be as simple and selfcontained as possible (requiring no complex cryptographic tools, no public-key certificates, and no Internet connectivity).
Security Mechanism Overhead
The protection mechanism introduces an overhead, which is worth investigating because we are dealing with mobile devices, usually equipped with limited processing power and resources. Hence, in the following we analyze whether the protection mechanism can be supported or not.
To decrypt a signal, complex mathematical operations have to be computed. This can be problematic for mobile devices such as cellphones with limited processing power. Both the media file and adventure game script are encrypted with a symmetric technique. Ravi et al. [2004] showed that a 206MHz SA-1110 processor can sustain a decryption rate of 1.8 Mbps when fully dedicated to the task, and a decryption rate of 180kbps when only 10% of the computational resource is dedicated. Since our approach uses MPEG-4 Part 2 for video encoding and MPEG-4 Part 3 (i.e., AAC) for audio encoding, we can affirm that the decryption workload of the media stream can be sustained by new generation cellular phones. In fact, a classic bitrate of an MPEG-4 video, encoded at 15 frames per second, with a resolution of 176x144 pixels, with AAC 7 For instance, the Nokia N90 series is equipped with a 220 MHz processor. audio encoded in two channels, lead to an overall bitrate of 192 kbps (64 kbps for each audio channel and 64 for the video stream). In order to handle interactions, the adventure game script has to be decrypted before beginning the adventure game play-out. The decryption time of the MPEG-7 description depends on its length. Since the decryption has to be done before beginning the adventure game play-out, we can consider a decryption rate of 1.8 Mbps (i.e., 225KB/sec). Unfortunately, we have no realistic adventure game data, but we note that 216KB corresponds to a description of 1200 video chapters similar to the one in Table I . Hence, it is reasonable to say that the decryption workload of the adventure game script can be sustained by recent cellphones.
Finally, we investigate the time necessary to decrypt the license file. This file is encrypted with an asymmetric technique, and hence uses more intensive mathematical operations than a symmetric technique.
A study done by Mclvor et al. [2003] shows that an asymmetric decryption takes 2.63 ms for 1 KB of data, using a 100 MHz processor. Again, since this file is usually very small (around 2-4 KB), cellphones can sustain the decrypting of the license file without causing an excessive delay to the content material play-out.
CONCLUSIONS
In this article we presented a software architecture to easily produce secure and portable full-motion adventure games for the mobile scenario. Through a very simple story line, we showed that our proposal can easily produce adventure games using the 3GP file format; we also showed the sustainability of the introduced protection mechanism and the feasibility of the proposed approach using a prototype implementation of an adventure game player. An investigation among computer science students highlighted a general approval for adventure-movie games on cellphones.
Thanks to the characteristics of the produced adventure games, this genre may get new life, and become a success in today's mobile gaming market, as it potentially transforms any modern cellphone into an adventure-gaming console.
