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荷額は約 1 兆 244 億円と報告されている [ces09]．
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static final int STATE_IDLE = 0; // キャラクタ立ち状態
static final int STATE_RUN = 1; // 走り状態
static final int STATE_PUNCH = 2; // 攻撃状態
int state = STATE_IDLE; // 初期状態
// キャラクタの処理
void update( ) {
switch ( state ) {
case STATE_IDLE: // 立ち状態処理
..
state = STATE_RUN; // 走り状態へ遷移
..
break;





























図 1.6では，キャラクタ Charに変数 timerをもたせ，毎フレームに 1回
呼び出される手続き update内で，timer変数を 1フレーム時間だけ増加させ
ることで，timer変数に経過時間を記憶させている．update内では if-else


























int timer = 0; // 時間変数
// 毎フレームの処理
void update( ) {
if (timer == 30) { // 30フレーム経過時の処理
...
} else if (timer == 60) { // 60フレーム経過時の処理
...
} else if (timer >= 100) { // 100フレーム以降の処理
...
}









表す変数 walk state，shoot stateや，時間の経過を表す変数 walk timer，
shoot timerを用意している．updateは 1フレーム分の処理をする手続き















































int walk_state = ...; // 歩く処理の状態を表す変数
int walk_timer = 0; // 歩く処理用のタイマー
int shoot_state = ...; // 弾を撃つ処理の状態を表す変数
int shoot_timer = 0; // 弾を撃つ処理用のタイマー
// 毎フレームの処理
void update( ) {
walk( ); // 歩く処理の呼び出し
shoot( ); // 弾を撃つ処理の呼び出し
}
void walk( ) { // 1フレーム分の歩く処理
.. 状態遷移と時間に沿った処理 ..
}
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class ParentChar { // 親キャラクタ
int x, y; // 親の位置
ChildChar child = ...; // 子供キャラクタ
void update( ) { // 毎フレームの処理
..




class ChildChar { // 子供キャラクタ
int x, y; // 子供の位置
void update( ) { // 毎フレームの処理
..
child.set_position(x, y); // 子供キャラクタの位置設定
..
}
void set_position( int _x, int _y ) { // 位置の設定




class ParentChar { // 親キャラクタ
int x, y; // 親の位置
ChildChar children[] = ...; // 子供キャラクタの列
void update( ) { // 毎フレームの処理
..
// 全ての子供キャラクタについて処理
for ( ChildChar c : children ) {





















int point = 0;
// PlayerChar に何かが衝突した際に呼び出される．
void collides( Char other ) { // other は衝突したキャラクタ
if ( other instanceof Enemy ) { // 衝突した相手が敵キャラの場合
point += 10; // ポイント加算
other.damage( 10 ); // ダメージを与える




















































































































































































local c = {}
c.position = { x:_x, y:_y } -- キャラクタ位置




if self.state == "idle" then idle()





















CharArray[0] = Char.new(10, 20, 1, 1)
CharArray[1] = Char.new(40, 100, 0.5, 3)


















































34 第 2章 関連研究
/* キャラクタの処理の記述 */
char_main(ch) {
state idle /* 最初の状態:立ち状態 */
@keypresssed(key) <idle> { state(isPadButton(key)) run }
@keypresssed(key) <> { } /* fallback */
@keyreleased(key) <run> { state(isPadButton(key)) idle }
@keyreleased(key) <> { } /* fallback */
entry() <idle> { /* 立ち状態に入ったときの処理 */ }






















要件 1 Stateや Event機能で状態遷移処理の記述が容易である．
要件 2 時間に沿った処理の記述に適した機能は無い．
要件 3 並行処理を記述する機能はない．
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// キャラクタの定義
class Char {




position.x = _x; position.y = _y;




if state == "idle" { idle(); }













CharArray.push( Char(10, 20, 1, 1) )
CharArray.push( Char(40, 100, 0.5, 3) )
CharArray.push( Char(40, 0, 2, -2) )
// 実行時に毎フレーム呼ばれる関数 (組み込み側プログラムで指定)
function handleFrame()
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<html><head>
<script>
canvas = document.getElementById( "myCanvas" );
context = canvas.getContext( "2d" );
setInterval( update, 25 ); // 25msおきに update呼び出し
//キャラクタオブジェクト
var Char = function(_x,_y,_vx,_vy) {
var o = {}
o.x = _x; o.y = _y;
o.vx = _vx; o.vy = _vy;
o.update = function() { // 毎フレームの処理
o.x += o.vx; o.y += o.vy;
};





context.clearRect(0, 0, canvas.width, canvas.height);





objs = new Array();
objs.push( Char( 10, 50, 1, 1 ) );
objs.push( Char( 50, 100, 2, -2 ) );
</script><body>






































































































[go "fallen"] ] )
(on (event "hanging-from")







[go "fallen"] ) )
(state ("fallen")
(on (begin)
[animate "self" "sign-broken"] ) ) )
図 2.5: Uncharted2のサンプル
き型言語等に比較して実装が容易であることから，組み込みやリアルタイム
アプリケーション用途への研究や開発も行われている [湯浅 03, DF05, Fje04,
ソニ 96, SS98]．























































































































3D Game Studio[CD95]は 3Dゲーム開発を目的とした開発環境で，Lite-C
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表 2.1: 2.2節のプログラミング言語
名前 言語の種類 状態遷移 時間の流れ 並行処理 通信
Lua 手続き型   4 コルーチン 
Pawn 手続き型 State   4Event
Squirrel オブジェクト指向   4 コルーチン 
Javascript プロトタイプ方式   4 コルーチン 
Stackless オブジェクト指向  4schedule 4 コルーチン 4 チャネル
Python  タスクレット
Uncharted2 関数型 state/go wait track 4 イベント
(Scheme) シグナル
Ruby オブジェクト指向    
(ツクール)
xtal オブジェクト指向   4 軽量スレッド 
GameMonkey オブジェクト指向 states   
AngelScript オブジェクト指向    
Mana オブジェクト指向 4 アクター 4wait 命令 4 アクター 4 リクエスト
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// キャラクタのデータや設定
var runAnimationSpeed = 1.5;
:
// キャラクタ登場時の初期化の処理





function Update () {
var controller:PlatformerController = ...
// 立っているときの処理





































































50 第 2章 関連研究
図 2.9: Adobe Flash CS5の画面
では，統合開発環境として良く整備されていることから，Adobe社が提供し
ている Adobe Flash CS5を取り上げる．
Adobe Flash上での開発は，Unityと同じく，グラフィカルインターフェー
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[wait time=200]








[eval exp="f.num = f.num + 1"]



























Studio [CD95]，XNAGame Studio[Cor]，HSP[悠黒 01]やGameClosure [CHFL11]
2.3. ビデオゲーム開発を目的とした統合開発環境 57
等が挙げられる．
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表 2.2: 2.3章の統合開発環境
名前 プラット 目的ゲーム 記述言語 状態 時間 並行 通信
フォーム 遷移 処理
Unity Windows リアルタイム JavaScript   4 
その他 C#
Flash Web ブラウザ - Action   4 
モバイル Script
CryEngine Windows 主に FPS Lua   4 
Tonyu Windows リアルタイム 独自言語  4 4 
3D GameStudio Windows リアルタイム Lite-C   4 
XNA Game Windows - C#  4 4 
Studio
HSP Windows - 独自言語    
GameClosure Web ブラウザ - JavaScript    
吉里吉里 Windows シナリオ 独自言語    
ゲーム
SCUMM Windows シナリオ Lua    
その他 ゲーム
NScripter Windows シナリオ 独自言語    
ゲーム






























例えば，Unityや CryEngineは，記述言語として Luaや JavaScriptを用
いており，これらのプログラミング言語と同様の記述機能不足の問題を持つ．



















本節で説明する QuakeCや Unreal Scriptは記述ツールが公開されている
もので，ユーザーに製品購入後にゲームの修正を可能にさせること目的とし
ている．先に述べた Pawnを利用した Grand Theft Autoも，記述ツールが
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表 2.3: 個々のゲーム専用の記述ツール
記述言語名 ゲーム名 ゲームのタイプ プラットフォーム
QuakeC Quake FPS Windows
Unreal Script Unreal Tournament













































ム毎に，player stand1，player stand2，player stand3 と呼び出す関数
を切り替えながら処理を進める．次のように []内に次に処理する関数を指
定することで，処理する関数の切り替えを記述できる．
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void() player_stand1 =[ $stand1, stand2 ]
{
/* 移動速度が設定されているなら走り状態にする */
if (self.velocity_x || self.velocity_y) {
self.think = run1; /* 次のコマを強制的に run1に変更 */
}
};
/* プレーヤー走り状態 (アニメーション 2コマ目以降) */
void() player_stand2 = [ $stand2, stand3 ] { ... }
void() player_stand3 = [ $stand3, stand4 ] { ... }
void() player_stand4 = [ $stand4, stand5 ] { ... }
void() player_stand5 = [ $stand5, stand6 ] { ... }
:
:
/* プレーヤー走り状態 (アニメーション 1コマ目) */
void() player_run1 =[ $run1, run2 ]
{
/* 移動速度が０なら立ち状態にする */
if (!self.velocity_x && !self.velocity_y) {
self.think = stand1; /* 次のコマを強制的に stand1に変更 */
}
};
/* プレーヤー走り状態 (アニメーション 2コマ目以降) */
void() player_run2 = [ $run2, run3 ] { ... }
void() player_run3 = [ $run3, run4 ] { ... }
void() player_run4 = [ $run4, run5 ] { ... }
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class Player extends Actor;
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/* 技 mh_n07_rp2についての記述 */
MH(mh_n07_rp2)
　 MH_HIGH(PUNCH_L, 0,12,0,35,11,
ATF_NORMAL,TACHI,TACHI) /* 攻撃力，攻撃発生時間等の指定 */
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# H_JKD_STEP_LHK という技についての記述
[action]
name "H_JKD_STEP_LHK" # 技名
motion "H_JKD_STEP_LHK" "" # アニメーションデータの指定
shift button 39 39 # ボタン入力を受け付ける時間
# 攻撃力や攻撃方向等の指定
attack 18 asi_l -1 15 +1 hi none fr
# 攻撃成功時の相手のリアクション指定
yarare damage_hi_large -1 damage_hi_counter -1





　 file btn_a 0 "L_JKD_L_STEP_LOW_K"
# ボタン aかつボタン yの時の遷移先指定


























le名 種別 判定 判定モデル 値 攻撃方向 高さ . . .
JAB pnch 8 右手+右肘 3 NORMAL H . . .
RLRP pnch 19 左手+左肘 17 NORMAL H . . .
MAWAK kick 22 左足+左膝 19 RIGHT H . . .









































































char Car : Obj {
/* 回転速度と移動速度を指定する関数 */






　 load_poly("car_model"); /* 表示データ設定 */
　 play_motion("drive_car"); /* アニメーションデータ設定 */
　 set_pos([10, 0, 10]); /* 位置設定 */
　 set_rotvel(0, 0, 2); /* 回転，移動速度設定 */
　_D_WAIT(100); /* 100 フレーム待つ */
　 set_rotvel(45, 2, 2); /* 回転，移動速度修正 */
　_D_WAIT(50); /* 50 フレーム待つ */
　 set_rotvel(0, 0, 2); /* 回転，移動速度修正 */
　_D_WAIT(100); /* 100 フレーム待つ */
　 set_rotvel(-180, 0, -2); /* 回転，移動速度修正 */
　/* y 位置が-100 以下になるまで待つ */
　_D_WAIT_IF(get_pos().y < -100);
　 hide(); /* キャラクタを隠す */




char Bom : Obj {
/* 爆発開始を指示する関数 */
int start;
void enable_bom() { start = 1; }
/* 爆発キャラクタの処理の記述 */
@main() {
　 start = 0;
　_D_WAIT_IF(start == 0); /* 爆発開始が指定されるまで待つ */
　 load_poly("bom_model"); /* 表示データ設定 */
　 play_motion("effect_bom"); /* アニメーションデータ設定 */
　_D_WAIT(40); /* 40 フレーム待つ */


























の代わりに char 4 を使用することでクラスで定義されるキャラクタをゲー
ムシーン中に登場させることができる．C++言語や Java言語にある継承機
























要件 2 D WAIT命令を用いて，時間に沿った処理の記述が容易．
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enemy ENEMY
　 pos swidth/2, top # 初期位置設定
　 dir 90deg # 初期方向設定
　 speed 2.0 # 初期移動速さ設定
* 100 # 100フレーム待つ
　 turn left 45deg # 45度左へ向きを変える
* 50 # 50フレーム待つ
　 turn right 45deg # 45度右へ向きを変える
* 100 # 100フレーム待つ
　 dir up # 上方向を向く
* after
　 dead if out # 画面外に出たら処理終了
* killed
　 create BOM :pos x, y # 殺された場合 BOMを作る
-----------------
# 40フレーム待ってループ処理開始
# ループ中は 30フレームおきに TAMAを作る
* 40 loop




























































76 第 2章 関連研究
/* 車キャラクタの処理の定義 */
car1 () {
hit_point ( 5 ); /* 耐久力 5 */
model(MODEL_CAR_TAXI); /* 表示データ設定 */
suffer_svsection (car1_hurt); /* ダメージ時の処理指定 */
dying_svsection (car1_crash); /* 死んだときの処理指定 */
set_posi(-30m, 0, 10m); /* キャラクタ位置設定 */
set_roll(0, 0x4000, 0); /* キャラクタの向き設定 */
set_move_mode(
MOVE_AIM_STOP,
MOVE_AIM_STOP); /* 移動モード */
move_posi(8:00, 10m, 0, 10m); /* キャラクタの向き指定 */
wait(100); /* 100フレーム待つ */
set_roll(0, 0x0000, 0); /* キャラクタの向き指定 */
set_speed(0, 0, 2); /* キャラクタの速度指定 */
wait(50); /* 50フレーム待つ */
set_roll(0, 0x4000, 0); /* キャラクタの向き指定 */
set_speed(0, 2, 2); /* キャラクタの速度指定 */
wait(100); /* 100フレーム待つ */
set_roll(0, 0x0000, 0); /* キャラクタの向き指定 */




move_roll(8, 0x400, 0x4100, 0); /* 向きを少し変える */
wait 8; /* 8フレーム待つ */
move_roll(16, -0x800, 0x3f00, 0); /* 向きを少し変える */




hit_point(-1); /* 無敵にしておく (2度以上死なないようにする) */
move_posi_rel(3:00, 0, 0, 2m);
move_roll_rel(1:00, 0, 0x2000, 0); /* がたがたさせる処理 */































かし，この機能は 1対 1の通信で，1.9節で述べた，1対 1ではない通信の記
述には適さない．
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表 2.4: 個々のゲーム専用の記述ツールの比較
言語名 ゲーム名 ゲームのタイプ プラットフォーム 状態 時間 並行 通信
遷移 処理
QuakeC Quake FPS Windows 4 4 4 
Unreal Unreal FPS Windows   4 
Script Tournament
K1 対戦格闘 家庭用ゲーム機 ※ ※  
K2 対戦格闘 家庭用ゲーム機 ※ ※  
K3 対戦格闘 家庭用ゲーム機 ※ ※  
A キャラクタ 家庭用ゲーム機   4 
アクション
S1 シューティング 携帯電話    4













































































































































































































































coroutine.yield( 1 ) -- 1 を返して中断
coroutine.yield( 2 ) -- 2 を返して中断
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図 2.27: コルーチンの処理の流れ
coroutine.yield( 3 ) -- 3 を返して中断
end
local call_a = coroutine.wrap( sub_a )
print( call_a( ) ) -- sub_a を呼び出して値を表示
print( call_a( ) ) -- sub_a を呼び出して値を表示
print( call_a( ) ) -- sub_a を呼び出して値を表示














































































































































図 2.30: Tuple Spaceの概念図
in命令 Tuple Spaceから指定した引数にマッチするTupleを読む．このとき
読んだ Tupleは Tuple Spaceから消去される．マッチする Tupleが無
いと，プロセスは待たされる．
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def echo(x) = print_int x; 0 ;; (* チャネル echoの定義 *)
spawn echo(5);; (* echoに 5を渡すプロセスを起動 *)







(* bombと igniteのメッセージを受けると処理を始めるチャネル *)
def bomb(n) & ignite() =
　 print_int n;
　 print_endline " bombs exploded!"; 0;;
(* 2つのプロセスを起動 *)
spawn bomb(3);; (* bombを送る．何も実行されない *)




図 2.31: JoCamlプログラム例の 3つのプロセスのシーケンス図
スへ返す例である．チャネルから値を得ようとすると，プロセスは値が返っ
てくるまで停止する．
(* p1と p2を通して 2つの整数を取得し,cを通して合計を返す *)
def p1(m) & p2(n) & c() = reply (m+n) to c;;





let sum = c() in (* チャネル cで合計値をもらう *)

























































名前 理解のしやすさ 複数の並行処理間の 種類や状態に 処理順序の
通信 依存した処理 明示
手続き呼び出し，RPC    
コルーチン 4   
イベント駆動型    
プログラミング
データバインディング    
Reactive Programming    
ルールベースシステム    
Tuple Space   4 











































































































































































































































































































































































































































































IF 体力 <= 0
　 GOTO ＠死亡状態
ELIF 体力 <= 10
　 GOTO ＠弱り状態















条件ループ カウント <= 10













　積 = 積 * 2
終わり
プリント 積











































　 IF 回数 == 10
　　ループ脱出
　 END




























待つ 体力 < 10
「待つ」は，次に挙げる条件ループを使った方法で代替可能だが，頻繁な
使用が予想されることから，可読性のために用意している．













































































「書く」は，Tuple Spaceへ Tupleを書き込む命令である．「書く」の第 1














 Tuple Spaceから読んで，読んだ Tupleを消す．
 Tuple Spaceから読むが，読んだ Tupleはそのまま残す．


































































　取る (加算処理，?データ 1，?データ 2)
　プリント データ 1 + データ 2
終わり
このプログラムが実行されている状態で，次の例の，整数の引数を 2つと






図 3.4と図 3.5 は「ロボット」という名前のキャラクタの記述例で，図 3.3
はこのプログラム例の構造図である．
図 3.3: 図 3.4と図 3.5の構造図
「ロボット」には 3つの並行処理が記述されている．1つは，図 3.4の部
分で，歩いて移動したりパンチというアクションの処理を行い，残りの 2つ








　　　 IF 取ってみる (攻撃コマンド, 自分)
　　　　 GOTO ＠パンチ



































　　　 IF レバー ()
　　　　書く (移動コマンド, 自分, レバー向き ())
　　　 ELIF レバーオフ ()
　　　　取ってみる (移動コマンド, 自分, レバー向き ())
　　　 END












　　　　書く (移動コマンド, 自分, 乱数 (0,360))
　　　　待つ 60















図 3.4 は次の 4つの状態を持つ「ロボット」という名前のキャラクタの記
述例である．
 ＠開始．キャラクタの初期化をする．
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public class Robot extends Character implements Runnable {
/* 状態を表す ID */
static final int IDLE = 0; /* 立ち状態 */
static final int PUNCH = 1; /* パンチ状態 */
static final int WALK = 2; /* 歩き状態 */
int state = IDLE, dir;
/* 初期化 */
public Robot() { model("human_model"); }
/* 処理の委譲 */
void sync() { /* ... */ }
/* メッセージ受信 */
synchronized public void punch() {
if (state == IDLE) state = PUNCH;
}
/* walkコマンドの処理 */
synchronized public void walk(int dir) {
if (state == IDLE || state == WALK) {





















































































　 extern void 人間 "human" (string)









　 void human(SObj* obj, Tuple* arg, void* res) {
　 Tuple::iterator i = arg->iterator();
　 const char* name = i.get_string();
　 // nameのデータをロード
　}
　 void turn(SObj* obj, Tuple* arg, void* res) {
　 Tuple::iterator i = arg->iterator();
　 int dir = i.get_int(); i.next();
　 int spd = i.get_int();
　 // objを dir方向へ spdで移動
　}
C言語プログラム側の関数は必ず次の引数型としなければならない．
　 (SObj* obj, Tuple* arg, void* res)
ゲームシステムプログラム側から渡される実際の引数を取得するには，Tuple
型の第 2引数 argの iterator()関数で反復子を取得し，その反復子のデー





　 extern int 足す "add" (int, int)
この S540の手続きに対する C言語プログラム側の実装は次である．resを
使って加算結果をゲームシステムプログラム側へ返している．
　 void add(SObj* obj, Tuple* arg, void* res) {
　 Tuple::iterator i = arg->iterator();
　 int a = i.get_int(); i.next();
　 int b = i.get_int();






















































































































4画面は PC 上でのテスト用のもので，実際の画面は家庭用機上で 3D グラフィクスを使用
したものとなっている．
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1キャラクタあたりのスレッド数 2つのキャラクタが 8．残りは 1つ
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表 3.8: 実行時の主な Tupleのアクセス量
Tupleの識別子 OUT READ HIT HITRATE LEFT
ターゲット 82 230 134 0.5826 0.7035
選択キャラ 4 60 4 0.0667 0.8687
プレーヤーロボット 2 33733 33677 0.9983 0.8664
状態 1909 1057087 40365 0.0382 5.2192
敵ロボ 6 3864 2058 0.5326 0.3238
コマンド 16061 214676 53174 0.2477 1.6599
攻撃判定 437 12483 437 0.0350 0.0315
攻撃当たった 67 60322 112 0.0019 0.6861
カメラ揺らし 19 18919 19 0.0010 0.0000
選択 3 19248 3 0.0002 0.0000
イベント終了 2 527 2 0.0038 0.0000
表示人数 12 12 12 1.0000 0.0007
位置情報 20 44 20 0.4545 0.0000
誰 2 11 2 0.1818 0.0000



























図 3.11: 敵ロボ Tupleを inする処理の Tupleの奪い合い
　 while inp(敵ロボ, ?A)








　 each 人間, A
　 if rdp(敵ロボ, A)
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表 3.10: 本章のプロジェクトと他のプロジェクトの人数の比較
4ヶ月 完成時
プロジェクト デザイナー プログラマー デザイナー プログラマー
本章の 3 2
プロトタイプ開発
Prj-1([新宅 03]) 2 9 8 19



































































































































































































































そこで，Tuple Spaceと join calculusの特徴を併せ持ち，上記の 3つの機能
を持つ新しい通信モデル Join Tokenを考案した．次節では，この Join Token
について説明する．
4.3 Join Token: Tuple SpaceとJoin機能の統合
4.3.1 Join Tokenの概要
Join Token[NK11a, NK11b]は，Tuple Spaceと join calculusの特徴を併
せ持った新しい通信モデルである．
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し処理の制御をするもので，ifや while等がある．次は，変数 nを 1から
10まで変化させながら繰り返し nの値を表示する while文の例である．
n = 1;
while (n <= 10) {
print "n=" + n;










foo = method(n) { result n * 2; };
a = foo(5); # a = 10
Mogemogeにおいてはメソッドは整数や文字列等と同様に値である．メソッ
ドは次の形式で記述する．













foo = method() {
my x = 1;
result method(d) { result x; x = x + d; }
};
f = foo(); # f = メソッド
b = f(5); # b = 6 (1+5)








Account = object {
v = 0;
deposit = method(n) { v = v + n; };
withdraw = method(n) {
v = v - n;
if (v < 0) { v = 0; }
};
get = method() { result v; };
};
a = new Account; # 新しい口座オブジェクト生成
a.deposit(100);
a.withdraw(50);
print "outstanding : " + a.get();










うちに 1つの object fgで囲まれており，オブジェクトの記述の外側で定義
された変数やメソッドは，そのプログラム全体を囲っているオブジェクトに







A = object {
foo = method { print "A.foo"; };
};
B = object {
bar = method { print "B.bar"; };
};













join r1.tok1(a, b) r2.tok2(c, d) {
print "a + c = " + (a + c);
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致したハンドラが起動される．このとき一致したトークン列が実引数として



























るオブジェクトが同じ名前のトークンを 2度 throwすると，先に throwされ
たトークンは後に throwされたトークンで上書きされる．次は，tok(1)が
tok(2)によって上書きされる例である．
A = object {
m = method() {
throw tok(1);
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しかし，次の tok(1) は tok(2) と投げ入れるオブジェクトが異なるので
tok(2)で上書きされない．
A = object {
m = method() { throw tok(1); };
};
B = object {

















































































これらのゲームルールは，キャラクタ間の関係を表すルール ( R2, R3, R4,
R5, R6 )と，キャラクタ固有のルール ( R1, R7 )に分類することができる．
キャラクタ固有のルール ( R1, R7 )は，オブジェクトのメソッドで自然に
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Ship = object {
id = 0; x = 0; y = 0; dir = 0; timer = 0;
init = method() { throw normal; }
update = method() {
if (exist unbeatable) {
timer = timer - 1;
if (timer < 0) {
dispose unbeatable;




m = new Missile;





make_unbeatable = method() {
timer = 100;
dispose normal;
throw unbeatable; # change ship's status
};
damage = method(d) { ダメージ処理 };
is_collide = method(o) { 衝突検査処理 };




















図4.3がキャラクタ (船)固有の記述であるのに対して，図4.4は Join Token



























































































二つに分けられる．キャラクタ間の関係を表すルールは，R3, R4, R5, R6,




するのは容易ではない．しかし Join Token を使用すると，このゲームのキャ
ラクタ間の関係を表すルールを直接的に記述することが可能である．
次は，風船と爆弾のプログラムの初期化部分である．
Balloon = object {
init = method( x ) { # 風船初期化処理
bomb = new Bomb; bomb.init( x, 0 ); # 爆弾生成
throw balloon(bomb); # 爆弾を引数に風船トークン投入
}
};
Bomb = object {
init = method( x, y ) { # 爆弾初期化処理
throw bomb; # 爆弾トークン投入
}
};







衝突や爆発に関係したルールは (R4, R5, R6, R7, R8, R9) である．こ
れらは図 4.6のハンドラコード群で実装できる．







# rule R3: 爆弾は風船に結び付けられている
join *bln.balloon(child) *b.bomb() where child == b {













ルール R5 は，ルール R4，R6, R7 のハンドラで実装されている．例え
ば，風船がミサイルに衝突した場合，風船の速度が次のコードで再設定され，
落下速度が増す．
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# rule R4+R5: ミサイルは風船を破壊できる
join m.missile() bln.balloon(bomb) where m.is_collided( bln ) {
m.destroy(); bln.destroy(); # ミサイルと風船を破壊
bomb.set_vel( 0, 2 ); # 爆弾の落下を速くする
}
# rule R4(+R5): ミサイルは爆弾を破壊できる
join m.missile() b.bomb() where m.is_collided( b ) {
m.destroy(); b.destroy(); # ミサイルと爆弾を破壊
}
# rule R6(+R5): 爆風は風船を破壊できる
join *e.explosion() bln.balloon(bomb) where e.is_collided( bln ) {
bln.destroy(); # 風船を破壊
bomb.set_vel( 0, 2 ); # 爆弾の落下を速くする
}
# rule R7(+R5): 爆風は爆弾を破壊できる
join *e.explosion() b.bomb() where e.is_collided( b ) {
b.destroy();
e = new Explosion; # 爆風の発生
e.init( b.x, b.y, 1.2 ); # 爆風の位置設定
}
# rule R8: 爆弾は建物を破壊できる
join b.bomb() bld.building() where b.is_collided(bld) {
bld.destroy(); b.destroy(); # 建物と爆弾を破壊
}
# rule R8+R9: 爆風は建物を 1度だけ破壊できる




















このゲームのルールを次にまとめる．ルールR6以外は全て Join Token ハ

































Player = object {
update_descending = method() { ... }
update_moving_horizontally = method() { ... }
update_falling_horizontally = method() { ... }




update_descending = method() {
if ( guiKeyPressed( KEY_DOWN ) ) {
throw cmd_descend;
}
if ( guiKeyOn( KEY_LEFT ) ) {
throw cmd_shoot_hrope;
} elif ( guiKeyOn( KEY_RIGHT ) ) {
throw cmd_shoot_hrope;
}
is_left_side = ( x == LEFT_PLAYER_X );
if (guiKeyPressed( KEY_RIGHT ) and is_left_side) {
throw cmd_go_side;








トークン，水平ロープを張るコマンドは cmd shoot hropeトークン，水平移
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join p.cmd_descend *r.v_rope where r.is_on( p.x, p.y ) {
d = min( r.by - p.y, 2 );
if ( d > 0 ) { # 降下 (R1)
throw scroll( d );
p.anim_descend();
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# bg_objectを投げるオブジェクト全てを画面上方向へ移動
join *any.scroll(d) *o.bg_object {
o.y = o.y - d;
if ( o.y < SCROLL_OUT_LIMIT_Y ) { o.destroy(); }
};
# 垂直ロープのスクロールについての特殊ルール
join *any.scroll(d) *r.v_rope {
if ( r.y > 0 or d > 0 ) { #
r.y = r.y - d;
if ( r.y < 0 ) { r.y = 0; }
}
if ( r.by < HEIGHT ) {
r.by = r.by - d;




join *any.scroll(d) *c.cloud {
c.y = c.y - d / 2.0;
};
# 次のフレームに影響しないようにトークンを削除



































hr = new HorizontalRope;
if ( p.x == LEFT_PLAYER_X ) {
hr.init( p.y, false );
p.anim_shoot_hrope( false );
} else {





join p.cmd_shoot_hrope { };
図 4.9: 水平ロープを張る処理のハンドラの記述
水平ロープは h ropeトークン (反対側に張られていてプレーヤーが掴める)




この二つのハンドラは，水平ロープを張るコマンド cmd shoot hropeトーク
ンがあっても，プレーヤーとのY座標の差が BREADTH TO CHANGE ROPE未満
の水平ロープ (もしくは水平に張っている最中のロープ)がある場合，なにも
せずに cmd shoot hropeトークンを削除している．
図 4.9の三つ目のハンドラが，実際に水平ロープを張る処理をするハンド
ラである．このハンドラは，R5を満たすケースでは，先の二つのハンドラ
により cmd shoot hropeが削除されてしまうため，起動されない．
四つ目のハンドラは他のコマンド処理をするハンドラと同様，そのフレー

















join a.cmd_cut_rope { };
垂直ロープのメソッド cutはロープを切る処理を行う．このメソッドは垂




join *p.player rope.cut_vrope( by, cut_y )
where p.x == rope.x
and rope.y <= p.y and p.y <= by
and cut_y < p.y {
p.update = p.update_falling;
};
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def check_collision( c1, c2 )
o1s = $obj_list.find_all { |o| o.kind_of? c1 }
o2s = $obj_list.find_all { |o| o.kind_of? c2 }
o1s.each do |o1|
o2s.each do |o2|
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# rule R4+R5: ミサイルは風船を破壊できる
check_collision( Missile, Balloon ) do |m,bln|
m.destroy; bln.destroy
bln.bomb.set_vel( 0, 2 ) if !bln.bomb.nil?
end
# rule R4(+R5): ミサイルは爆弾を破壊できる
check_collision( Missile, Bomb ) do |m,b|
m.destroy; b.destroy
end
# rule R6(+R5): 爆風は風船を破壊できる
check_collision( Explosion, Balloon ) do |e,bln|
bln.bomb.set_vel( 0, 2 ) if !bln.bomb.nil?
bln.destroy
end
# rule R7(+R5): 爆風は爆弾を破壊できる
check_collision( Explosion, Bomb ) do |e,b|
b.destroy()
Explosion.new( b.x, b.y, 1.2 )
end
# rule R8: 爆弾は建物を破壊できる
check_collision( Building, Bomb ) do |bld,b|
bld.destroy; b.destroy
end
# rule R8+R9: 爆風は建物を 1度だけ破壊できる
check_collision( Explosion, Building ) do |e,bld|
if e.active then e.active = false; bld.destroy end
end






check collision というメソッドを導入している．Join Token では，
発火時のハンドラとトークンのマッチングとし処理されるので，このよ
うなメソッドは必要ない．












































































Join Tokenは 3章で説明した S540の通信モデルである Tuple Spaceの問
題点を解決するために考案した新しい通信モデルである．















序も適切に指定可能であることを示し，Tuple Spaceの問題点が Join Token
では解決できていることを示した．







例えば，Mogemoge上に Join Tokenを実装した理由は，Join Tokenのみの
評価を行いたいことと，Join Tokenの構文や実装を簡潔にするためであった
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式 ::= 数字列 | 式 '+' 数字列







fXg 空または 1回以上の Xの繰り返し












プログラム ::= { プログラム要素 }
プログラム要素 ::= キャラクタ定義 | ライブラリ関数定義
キャラクタ定義 ::= 識別子 改行 変数宣言並び スレッド並び 終わり 改行
変数宣言並び ::= { 識別子 ':' 型 改行 }
型 ::= 'INT'|'REAL'|'STRING'|'CHARACTER'|'VECTOR'|'BOOL'|
'整数'|'実数'|'文字列'|'キャラクタ'|'ベクタ'|'論理'
スレッド並び ::= スレッド { スレッド区切り 改行 スレッド }
スレッド ::= 状態 { 状態 }
状態 ::= '@' 識別子 改行 文並び
文並び ::= { 文 改行 }
文 ::= if先頭 { elif節 } [ else節 ] 終わり |
('WHILE'|'条件ループ') 式 改行 文並び 終わり |
('TIMES'|'ループ') 式 改行 文並び 終わり |
('INFLOOP'|'無限ループ') 改行 文並び 終わり |
('SYNC'|'同期') | ('BREAK'|'ループ脱出') |
('WAIT'|'待つ') 式 | 'GOTO' '@' 識別子 |
'CHANGE' '@' 識別子 |
('ERASE'|'消す') 式 |
('OUT'|'書く') '(' Tupleデータ並び ')' |
('IN'|'取る') '(' Tupleデータ並び ')' |
('RD'|'読む') '(' Tupleデータ並び ')' |
('EACH'|'組み合わせ') 識別子 カンマ {識別子} 改行 文並び 終わり |
('PRINT'|'プリント') 引数並び | 識別子 ':' 型 | 式
if先頭 ::= 'IF' 式 改行 文並び
elif節 ::= 'ELIF' 式 改行 文並び
else節 ::= 'ELSE' 改行 文並び
Tupleデータ並び ::= 識別子 [ カンマ Tuple引数並び ]
Tuple引数並び ::= Tuple引数 { カンマ Tuple引数 }
Tuple引数 ::= 式 | '?' | '?' 識別子 | '?' 識別子 ':' 型
式 ::= 論理和式 '=' 論理和式 | 論理和式
論理和式 ::= 論理和式 'OR' 論理積式 | 論理積式
論理積式 ::= 論理積式 ('AND'|'且つ') 論理否定式 | 論理否定式
論理否定式 ::= 'NOT' 比較式 | 比較式
比較式 ::= 加減算式 '>' 加減算式 | 加減算式 '>=' 加減算式 |
加減算式 '<' 加減算式 | 加減算式 '<=' 加減算式 |
加減算式 '==' 加減算式 | 加減算式 '!=' 加減算式 | 加減算式
加減算式 ::= 加減算式 '+' 項 | 加減算式 '-' 項 | 項
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項 ::= 項 ('*'|'×') 冪乗項 | 項 ('/'|'÷') 冪乗項 | 項 '%' 冪乗
項 | 冪乗項
冪乗項 ::= 冪乗項 ('**'|'××') 単項式 | 単項式
単項式 ::= '-' ベクタ要素式 | ベクタ要素式
ベクタ要素式 ::= 関数呼び出し式 左カギ括弧 式 右カギ括弧 |
関数呼び出し式
関数呼び出し式 ::= [ 因子 小数点 ] 識別子 '(' 引数並び ')' | 因子
因子 ::= 実数リテラル | 整数リテラル | 識別子 | 文字列リテラル |




'(' 式 ')' |
'(' 式 カンマ 式 カンマ 式 ')' |
('RDP'|'読んでみる') '(' Tupleデータ並び ')' |
('INP'|'取ってみる') '(' Tupleデータ並び ')'
ライブラリ関数定義::=
'EXTERN' 型 識別子 文字列リテラル '(' [ 型並び ] ')'
引数並び ::= | 式 { カンマ 式 }
型並び ::= 型 { カンマ 型 }
スレッド区切り ::= '===' { '=' }
整数リテラル ::= 数字 { 数字 }
実数リテラル ::= { 数字 } 小数点 { 数字 }
識別子 ::= (英字|仮名|漢字) { (英字|仮名|漢字) }
文字列リテラル ::= '"' {"以外の文字} '"'
小数点 ::= '.' | '。'
カンマ ::= ',' | '、'
終わり ::= 'END' | '終わり' | 'おわり' | 'オワリ' | '終り'
左カギ括弧 ::= '[' | '「' | '『'
右カギ括弧 ::= ']' | '」' | '』'














































































































































































































































































































































































































































































































































文列 ::= { 文 }
文 ::= 'if' '(' 式 ')' '{' 文列 '}' { elif部 } [ else部 ] |
'while' '(' 式 ')' '{' 文列 '}' |
'for' '(' 式 ';' 式 ';' 式 ';' ')' '{' 文列 '}'
'print' 式 ';' |
'result' 式 ';' |
'inspect' 式 ';' |
式 ';' |
代入文 ';' |
'throw' 識別子 '(' [ 式列 ] ')' ';' |
'dispose' 識別子 ';' |
'ignition' |
'join文頭部 '{' 文列 '}
elif部 ::= 'elif' '(' 式 ')' '{' 文列 '}'
else部 ::= 'else' '{' 文列 '}'
代入文 ::= 変数 '=' 式 | 論理和式
変数 ::= 呼び出し式 '.' 識別子 | 識別子
join文頭部 ::= 'join' { トークン } [ 起動条件 ]
トークン ::= ['*'] 識別子 '.' 識別子 '(' [ 識別子列 ] ')'
起動条件 ::= 'where' 式
式 ::= 論理和式
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論理和式 ::= 論理和式 'or' 論理積式 | 論理積式
論理積式 ::= 論理積式 'and' 論理否定式 | 論理否定式
論理否定式 ::= ['!'] 比較式
比較式 ::= bit演算式 ('<'|'<='|'>'|'>='|'=='|'!=') bit演算式 |
bit演算式
bit演算式 ::= bit演算式 ('&'|'|'^'>>'|'<<') 加減算式 |
加減算式
加減算式 ::= 加減算式 ('+'|'-') 項 | 項
項 ::= 項 ('*'|'/'|'\%') 単項式 | 単項式
単項式 ::= '-' 呼び出し式 | 'new' 呼び出し式 | 呼び出し式
呼び出し式 ::= 呼び出し式 '(' 式列 ')' | 呼び出し式 '.' 識別子 |
因子
項 ::= 識別子 | 整数リテラル | 実数リテラル | 文字列リテラル |
'self' | 'true' | 'false' | 'nil' |
'exist' 識別子 | 'object' '{' 文列 '}' |
'method' '(' [ 識別子列 ] ')' '{' 文列 '}' |
'java' 文字列 '(' [ 文字列並び ] ')' |
'(' 式 ')'
式列 ::= 式 | 式列 ',' 式
識別子列 ::= 識別子 | 識別子列 ',' 識別子
文字列並び ::= 文字列並び ',' 文字列 | 文字列
整数リテラル ::= 数字 { 数字 }
実数リテラル ::= { 数字 } '.' { 数字 }
文字列リテラル ::= '"' {"以外の文字} '"'
識別子 ::= (英字|'_') { (英字|数字|'_') }













Char = object {
x = 0; y = 0;
vx = 0; vy = 0;
dir = 0; spd = 0;
init_char = method( _x, _y, _dir, _spd ) {
x = _x; y = _y;
set_vel( _dir, _spd );
ObjectList.add( self );
};
update_vel = method() {
vx = cos( dir ) * spd; vy = sin( dir ) * spd;
};
set_vel = method( _dir, _spd ) {
dir = _dir; spd = _spd;
update_vel();
};
update_position = method() {
x = x + vx; y = y + vy;
if ( ( vx < 0 and x < 0 ) or ( vx > 0 and x > WIDTH ) ) {
vx = -vx;
}
if ( ( vy < 0 and y < 0 ) or ( vy > 0 and y > HEIGHT ) ) {
vy = -vy;
}
dir = atan2( vy, vx );
};
is_collided = method( obj ) {
dx = obj.x - x;
dy = obj.y - y;





Ship = Char + object {
wcr = 128; wcg = 230; wcb = 70;
id = 0;
timer = 0;




init = method( _x, _y, _dir, _spd, _id ) {




update = method() {
control();
update_position();
if ( exist unbeatable ) {
timer = timer - 1;






set_color = method( r, g, b ) {
wcr = r; wcg = g; wcb = b;
};
cmd_turn_left = method() { dir = dir - PI / 30; };
cmd_turn_right = method() { dir = dir + PI / 30; };
cmd_shot = method() {
m = new Missile;
m.init( x, y, dir, spd * 2, id );
m.r = wcr * 7 / 5;
m.g = wcg * 7 / 5;
m.b = wcb * 7 / 5;
};
key_control = method() {
if ( guiKeyPressed( KEY_LEFT ) ) { cmd_turn_left(); }
if ( guiKeyPressed( KEY_RIGHT ) ) { cmd_turn_right(); }
if ( guiKeyOn( KEY_SPACE ) ) { cmd_shot(); }
update_vel();
};
ai_control = method() {
ai_timer = ai_timer - 1;




if ( stat == 0 ) {
ai_timer = rand() * 30 + 30;
n = rand();
if ( n < 0.5 ) { stat = 1; }
elif ( n < 0.75 ) { stat = 2; }
else { stat = 3; }
} elif ( stat == 1 ) {
;
} elif ( stat == 2 ) {
cmd_turn_left();
} elif ( stat == 3 ) {
cmd_turn_right();





draw = method() {
if ( exist unbeatable and frame_timer % 2 == 0 ) {
guiDrawShip( x, y , dir, 255, 255, 0 );
} else {
guiDrawShip( x, y , dir, wcr, wcg, wcb );
}
};










damage = method( d ) {
damage_total = damage_total + d;
b = new Bang;
b.init( x, y );







PowerFood = Char + object {
init = method( _x,_y ) {
init_char( _x, _y, 0, 0 );
throw power;
};
update = method() {};
draw = method() {
guiDrawPowerFood( x, y, 15, 255, 120, 0 );
};











r = 255; g = 128; b = 70;
init = method( _x, _y, _dir, _spd, _id ) {
init_char( _x, _y, _dir, _spd );
id = _id;
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throw missile;
};
update = method() {
update_position();
timer = timer - 1;
if ( timer < 0 ) {
destroy();
p = new Pom;
p.init( x, y );
}
};
draw = method() {
guiDrawMissile( x, y, dir, r, g, b );
};







Bang = Char + object {
life = 15;
init = method( _x, _y ) {
init_char( _x, _y, 0, 0 );
};
update = method() {
life = life - 1;




draw = method() {
guiSetColor( 180, 0, 0 );
guiSetLineWidth( 2 );





Pom = Char + object {
timer = 10;
size = 1.5;
init = method( _x, _y ) {
init_char( _x, _y, 0, 0 );
};
update = method() {
timer = timer - 1;




draw = method() {
guiSetColor( 100, 100, 100 );
guiDrawCircle( x + SOFS_X, y + SOFS_Y, timer * size );
guiSetColor( 220, 220, 220 );
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join *s1.normal() *s2.normal() where s1.is_collided( s2 ) {
dx = s2.x - s1.x;
dy = s2.y - s1.y;
len = sqrt( dx * dx + dy * dy );
dx = dx / len;
dy = dy / len;
s1.x = s1.x - dx * 8;
s1.y = s1.y - dy * 8;
s2.x = s2.x + dx * 8;
s2.y = s2.y + dy * 8;
p = new Pom;





join *s.normal() m.missile() where s.id != m.id and s.is_collided( m ) {
p = new Pom;















where s.is_collided( m ) and s.id != m.id {
p = new Pom;






myship = new Ship;
myship.init( WIDTH / 2, HEIGHT / 2, 0, 4, 0 );
# 敵生成
id = 1;
while ( id < 3 ) {
e = new Ship;
e.init( rand() * WIDTH, rand() * HEIGHT, rand() * PI * 2, 3, id );
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e.control = e.ai_control;
e.set_color( 230, 200, 200 );
id = id + 1;
}
# power food 生成
i = 0;
while ( i < 10 ) {
p = new PowerFood;
p.init( rand() * WIDTH, rand() * HEIGHT );
i = i + 1;
}
# メインループ
init_game = method() {
guiSetClearColor( 180, 180, 180 );
};
update_game = method() {
ObjectList.iterate( method( e ) { e.update(); } );
ignition;
};
draw_game = method() {
guiDrawGrid( WIDTH, HEIGHT, 64 );
ObjectList.reverse_iterate( method( e ) { e.draw(); } );
};
game_loop( WIDTH, HEIGHT, init_game, update_game, draw_game, 20 );












Char = object {
x = 0; y = 0;
vx = 0; vy = 0;
spd = 0;
diameter = 16;
init_char = method( _x, _y ) {
set_pos( _x, _y );
set_vel( 0, 0 );
ObjectList.add( self );
};








update_position = method() {
x = x + vx;
y = y + vy;
};
is_collided = method( obj ) {
dx = obj.x - x;
dy = obj.y - y;
r = (diameter + obj.diameter) / 2;





Balloon = Char + object {






init = method( x ) {
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init_char( x, 0 );
set_vel( 0, rand() * 1.2 + 0.3 );
r = irand(128) + 100;
g = irand(128) + 100;
b = irand(128) + 100;
radius = 20;
bomb = new Bomb;
bomb.init( x, 0 );
throw balloon(bomb);
};




update = method() {
swing_cycle = swing_cycle + PI / 40;
update_position();
update_tip_pos();




update_tip_pos = method() {
swing_angle = sin( swing_cycle ) * PI / 4;
tipx = x + sin( swing_angle ) * string_len;
tipy = y + 8 + cos( swing_angle ) * string_len;
};
draw = method() {
guiSetColor( r, g, b );
guiDrawCircle( x, y, diameter );
guiSetColor( 255, 255, 255 );
guiSetLineWidth( 2 );





Bomb = Char + object {
init = method( _x, _y ) {








update = method() {
update_position();
if ( y > HEIGHT ) {
destroy();
e = new Explosion;
e.init( x, y, 1 );
}
};
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draw = method() {
guiSetColor( 255, 0, 0 );





BalloonGenerator = object {
timer = 0;
update = method() {
n = 200 - frame_timer / 20;
if ( n < 50 ) {
n = 50;
}
if ( frame_timer % n == 0 ) {
b = new Balloon;






Missile = Char + object {
timer = 0;
init = method( _x, _y, _vx, _vy ) {
init_char( _x, _y );








update = method() {
vy = vy + G;
timer = timer + 1;
if ( timer > 10 and not guiKeyPressed( KEY_SPACE ) ) {
destroy();
b = new Explosion;
b.init( x, y, 0.8 );
}
update_position( );




draw = method() {
guiSetColor( 0, 255, 255 );





Explosion = Char + object {
timer = 0;
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init = method( _x, _y, _diameter_scale ) {
init_char( _x, _y );
diameter = 100 * _diameter_scale;
throw explosion;
};




update = method() {
timer = timer + 1;




draw = method() {
n = ( irand(2) % 2 ) * 100;
guiSetColor( 180, n, n );





Battery = Char + object {






init = method() {
init_char( 0, HEIGHT );
update_geom();
};
update = method() {
ulim = -PI / 2;
blim = 0;
if ( guiKeyPressed( KEY_UP ) ) {
dir = dir - PI / 40;
if ( dir < ulim ) {
dir = ulim;
}
} elif ( guiKeyPressed( KEY_DOWN ) ) {
dir = dir + PI / 40;





if ( guiKeyOn( KEY_SPACE ) ) {
spd = 10;
missile = new Missile;
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missile.init( tx, ty, dx * spd, dy * spd );
}
};
update_geom = method() {
dx = cos( dir );
dy = sin( dir );
tx = x + cos( dir ) * len;
ty = y + sin( dir ) * len;
};
draw = method() {
guiSetLineWidth( 8 );
guiSetColor( 128, 128, 128 );
guiDrawLine( x, y, tx, ty );
guiSetLineWidth( 3 );
guiSetColor( 200, 200, 200 );
guiDrawLine( x, y - 3, tx, ty - 3 );
guiSetColor( 200, 200, 200 );





Building = Char + object {
init = method( _x ) {
init_char( _x, HEIGHT );
diameter = irand(50) + 50;
throw building;
};
update = method() { };
draw = method() {
i = 0;
while ( i < 10 ) {
d = 100 + i * 10;
guiSetColor( d, d, d );
guiDrawCircle( x, y, diameter * (10 - i) / 10 );
i = i + 1;
}
};
destroy = method() {
ObjectList.remove( self );
e = new BuildingExplosion;






BuildingExplosion = Char + object {
timer = 30;
init = method( _x, _y ) {
init_char( _x, _y );
};
update = method() {
timer = timer - 1;
if ( timer < 0 ) {
ObjectList.remove( self );
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}
};
draw = method() {
i = 0;
while ( i < 2 ) {
cr = irand(50) + 200;
cg = irand(50) + 200;
cb = irand(50) + 200;
r = irand(10) + 50;
px = x + irand(60) - 30;
py = y - irand(40);
guiSetColor( cr, cg, cb );
guiDrawCircle( px, py, r );






# An explosion destroys a balloon.
join *e.explosion() bln.balloon(child) where e.is_collided( bln ) {
bln.destroy();
child.set_vel( 0, 2 );
};
# An explosion destroys a bomb.
join *e.explosion() b.bomb() where e.is_collided( b ) {
b.destroy();
explosion = new Explosion;
explosion.init( b.x, b.y, 1.2 );
};
# A missile destroys a balloon.
join m.missile() bln.balloon(child) where m.is_collided( bln ) {
m.destroy();
bln.destroy();
child.set_vel( 0, 2 ); # drop a child bomb
};
# A missile destroys a bomb.




# A balloon holds its child bomb at the tip of its string.
join *bln.balloon(child) *b.bomb() where child == b {
b.set_pos( bln.tipx, bln.tipy );
};
# A bomb destroys a building.
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# An explosion destroys a building.
# One explosion cannot destroy 2 or more buildings.









while ( i < 6 ) {
b = new Building;
b.init( i * 70 + 120 );
i = i + 1;
}
# メインループ
init_game = method() {
guiSetClearColor( 50, 50, 120 );
};
update_game = method() {
BalloonGenerator.update();
ObjectList.iterate( method( e ) { e.update(); } );
ignition;
};
draw_game = method() {
ObjectList.reverse_iterate( method( e ) { e.draw(); } );
guiSetColor( 200, 100, 100 );
guiSetLineWidth( 4 );
guiDrawLine( 0, HEIGHT, WIDTH, HEIGHT );
};
game_loop( WIDTH, HEIGHT, init_game, update_game, draw_game, 10 );











LEFT_PLAYER_X = BUILDING_SIZE + 20;











draw_arm = method( x, y, type, dir ) {
r = 10;
hy = y + r;
len = 30;
guiSetLineWidth( 3 );
guiSetColor( 255, 200, 80 );
if ( type == 0 ) {
guiDrawLine( x + r * dir, hy, x + 4 * dir, hy - len );
} elif ( type == 1 ) {
x0 = r; y0 = 0;
x1 = r + 5; y1 = -len / 4;
x2 = 4 * dir;y2 = -len / 2;
x0 = x0 * dir;
x1 = x1 * dir;
guiDrawLine( x + x0, hy + y0, x + x1, hy + y1 );
guiDrawLine( x + x1, hy + y1, x + x2, hy + y2 );
} elif ( type == 2 ) {
d = r * dir;
guiDrawLine( x + d, hy, x + d + 20 * dir, y - 3 );
} elif ( type == 3 ) {
d = r * dir;
guiDrawLine( x + d, hy, x - d + 25 * dir, y - 3 );
}
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};
draw_leg = method( x, y, type, dir ) {
r = 20;
r2 = r / 2;
ly = y + r + r2;
llen = 20;
guiSetLineWidth( 3 );
if ( type == 0 ) {
guiDrawLine( x + r2 * dir, ly, x + 3 * dir, ly + llen );
} elif ( type == 1 ) {
x0 = r2; y0 = 0;
x1 = r2 + llen / 4; y1 = llen / 4;
x2 = 3 * dir; y2 = llen / 2;
x0 = x0 * dir;
x1 = x1 * dir;
guiDrawLine( x + x0, ly + y0, x + x1, ly + y1 );
guiDrawLine( x + x1, ly + y1, x + x2, ly + y2 );
} elif ( type == 2 ) {
d = r2 * dir;
guiDrawLine( x + d, ly, x + d + dir * 8, ly + llen );
} elif ( type == 3 ) {
d = r2 * dir;
guiDrawLine( x + d, ly, x + d - dir * 4, ly + llen );
}
};
draw_human = method( x, y ) {
draw_arm( x, y, left_arm, -1 );
draw_arm( x, y, right_arm, 1 );
draw_leg( x, y, left_leg, -1 );
draw_leg( x, y, right_leg, 1 );
r = 20;
guiSetColor( 255, 255, 255 );
guiDrawCircle( x, y, r );
guiDrawSquare( x, y + r, r );
guiSetLineWidth( 3 );
};
progress = method() {
anim_timer = anim_timer + 1;
};
update_descending = method() {
n = anim_timer / 3;
left_arm = right_leg = n % 2;
right_arm = left_leg = (n + 1) % 2;
};
update_horizontal_move = method( ) {
n = anim_timer / 2;
left_arm = left_leg = n % 2 + 2;
right_arm = right_leg = ( n + 1 ) % 2 + 2;
};
set_right_arm = method( type ) {
right_arm = type;
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};
set_left_arm = method( type ) {
left_arm = type;
};
set_right_leg = method( type ) {
right_leg = type;
};






Drawer = object {
draw_bird = method( x, y, dir, flap ) {
guiSetColor( 30, 200, 30 );
guiDrawCircle( x, y, 30 );
guiDrawCircle( x + dir * 15, y - 8, 15 );
ofsy = 0;





guiSetColor( 30, 150, 30 );
guiDrawCircle( x - dir * 4, y + ofsy, 20 );
};
draw_bitch = method( x, y ) {
guiSetColor( 0, 0, 0 );
guiDrawCircle( x, y, 12 );
guiSetColor( 200, 80, 80 );
guiDrawCircle( x + 2, y + 2, 12 );
};
draw_vertical_rope = method( x, top_y, bottom_y, flying ) {
guiSetLineWidth( 3 );
if ( flying ) {
guiSetColor( irand(100)+100, 140, 160 );
} else {
guiSetColor( 140, 140, 160 );
}
guiDrawLine( x, top_y, x, bottom_y );
};
draw_holizontal_rope = method( x, y, tx, flying ) {
guiSetLineWidth( 3 );
if ( flying ) {
guiSetColor( irand(100) + 100, 140, 160 );
} else {
guiSetColor( 140, 140, 160 );
}
x0 = x + (tx - x) * step;
guiDrawLine( x, y, x0, y );
if ( step < 1 ) {
guiSetColor( 200, 200, 200 );
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r = 0;
if ( x > tx ) {
r = PI;
}
guiDrawArrowhead( x0, y, r, 5 );
}
};
draw_window = method( x, y ) {
guiSetColor( 0, 80, 255 );
guiDrawSquare( x, y, WINDOW_SIZE );
guiSetColor( 64, 64, 64 );
guiSetLineWidth( 2 );
x0 = x - WINDOW_SIZE / 2;
y0 = y - WINDOW_SIZE / 2;
guiDrawLine( x0, y0, x0 + WINDOW_SIZE, y0 );
guiDrawLine( x0, y0, x0, y0 + WINDOW_SIZE );
};
draw_inhabitant = method( x, y, w, h, ofsy ) {
py = y + ofsy;
guiSetClip( x, y, w, h );
guiSetColor( 255, 0, 0 );
cx = x + w / 2;
cy = py + 20;
guiDrawCircle( cx, cy, 30 );
guiFillRect( cx - 10, cy + 15, 20, 20 );
guiSetColor( 0, 0, 0 );
guiSetLineWidth( 3 );
guiDrawLine( cx - 8, cy - 8, cx - 4, cy - 4 );
guiDrawLine( cx + 8, cy - 8, cx + 4, cy - 4 );
guiDrawLine( cx - 4, cy + 4, cx, cy + 6 );
guiDrawLine( cx + 4, cy + 4, cx, cy + 6 );
guiClearClip( );
};
draw_arm = method( x, y, to_x, w ) {
ofsx = ( to_x - x ) * w;
guiSetColor( 255, 0, 0 );
guiSetLineWidth( 8 );
guiDrawLine( x, y, x + ofsx, y );
};
draw_explosion = method( x, y, timer, diameter ) {
guiSetColor( 255, irand(255), 0 );
guiDrawCircle( x, y, diameter * timer / 20 );
};
draw_buildings = method( ) {
guiSetColor( 200, 200, 200 );
guiFillRect( 0, 0, BUILDING_SIZE, HEIGHT );
guiFillRect( WIDTH - BUILDING_SIZE, 0, WIDTH, HEIGHT );
};
draw_cloud = method( x, y ) {
guiSetColor( 180, 180, 220 );
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guiDrawCircle( x, y, 30 );
guiDrawCircle( x + 10, y + 5, 30 );
guiDrawCircle( x - 15, y + 8, 30 );





Player = object {
x = RIGHT_PLAYER_X;
y = PLAYER_Y;
drawer = new PlayerDrawer;
throw player;
update_descending = method() {
if ( guiKeyPressed( KEY_DOWN ) ) {
throw cmd_descend;
}
if ( guiKeyOn( KEY_LEFT ) ) {
throw cmd_shoot_hrope;
} elif ( guiKeyOn( KEY_RIGHT ) ) {
throw cmd_shoot_hrope;
}
is_left_side = ( x == LEFT_PLAYER_X );
if (guiKeyPressed( KEY_RIGHT ) and is_left_side) {
throw cmd_go_side;




update_moving_horizontally = method() {
dx = 0;
if ( guiKeyPressed( KEY_LEFT ) ) {
dx = -4;
} elif ( guiKeyPressed( KEY_RIGHT ) ) {
dx = 4;
} elif ( guiKeyOn( KEY_DOWN ) ) {
throw cmd_go_down;
}
x = x + dx;
if ( x > RIGHT_PLAYER_X ) {
x = RIGHT_PLAYER_X;
} elif ( x < LEFT_PLAYER_X ) {
x = LEFT_PLAYER_X;





update_falling = method() {
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drawer.set_right_leg( 2 );





draw = method() {
drawer.draw_human( x, y );
};
is_collided = method( obj ) {
dx = x - obj.x;
dy = y - obj.y;
r = 26;
result ( dx * dx + dy * dy ) < r * r;
};
anim_shoot_hrope = method( is_leftside ) {



































update = method() {};
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update_falling = method() {
y = y + 10;
by = min( HEIGHT, by + 10 );




update_extending = method() {
ey = min( HEIGHT, ey + 20 );
if ( ey == HEIGHT ) {




draw = method() {
draw_vertical_rope( x, y, by, false );
if ( update == update_extending ) {
draw_vertical_rope( x, by, ey, true );
}
};
is_on = method( _x, _y ) {
result x == _x and y <= _y and _y <= by;
};
extend_to_bottom = method() {





cut = method( cut_y ) {
fr = new VerticalRope;
fr.init_falling( x, cut_y, by );






HorizontalRope = Drawer + object {
x = tx = y = step = 0;
init = method( _y, _is_left ) {
y = _y;
if ( _is_left ) {











destroy = method() {
dispose bg_object;




update_flying = method() {
step = step + 0.05;







update_ok = method() {
};
update = update_flying;
draw = method() {
b = ( update == update_flying );











timer = irand( 20 ) + 30;
anim_timer = 0;
init = method( ) {
dir = irand( 2 ) * 2 - 1;





y = HEIGHT / 2 - irand( 100 ) - 50;








update = method() {
ry = ry + PI / 32;
y = y + sin( ry ) * 3;
x = x + vel;
if ( x < 0 or x > WIDTH ) {
destroy();
}
timer = timer - 1;
if ( timer < 0 ) {
timer = irand( 40 ) + 5;
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b = new Bitch;
b.init( x, y );
}
anim_timer = anim_timer + 1;
};
draw = method() {
flap = ( anim_timer / 2 % 2 == 0 );





Bitch = Drawer + object {
x = y = 0;












update = method() {
y = y + 8;




draw = method() {





BirdGenerator = object {
timer = 300;
count = 0;
update = method() {
timer = timer - 1;
if ( timer < 0 ) {
b = new Bird;
b.init();
count = count + 1;
n = min( 50, 500 - count * 30 );






Window = Drawer + object {
x = 0;
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y = 0;





if ( irand( 10 ) < 3 ) {
s = WINDOW_SIZE / 2;
i = new Inhabitant;
i.init( _x - s, _y - s, WINDOW_SIZE, WINDOW_SIZE );
}
};




update = method() {
};
draw = method() {





Inhabitant = Drawer + object {
x = y = w = h = 0;
ofsy = 0;
timer = 0;








timer = irand(100) + 50;
update = update_hiding;
};




update = method() {
};
update_hiding = method() {
if ( y < PLAYER_Y + 50 ) {
timer = timer - 1;





update_appearing = method() {
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ofsy = ofsy - 1;
if ( ofsy <= 0 ) {
create_arm();
update = method() {};
}
};
create_arm = method() {
arm = new Arm;
cx = x + w / 2;
if ( x < WIDTH / 2 ) {
arm.init( cx, y + 40, cx + 60 );
} else {
arm.init( cx, y + 40, cx - 60 );
}
};
draw = method() {





Arm = Drawer + object {
x = to_x = y = timer = 0;











update_extending = method() {
if ( timer < 15 ) {






update_shrinking = method() {
if ( timer > 0 ) {






draw = method() {
w = timer / 15.0;
draw_arm( x, y, to_x, w );
};
can_cut = method( rope ) {
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b = rope.y < y and y < rope.by










destroy = method() {};
update = method() {
if ( y < last_y ) {
cy = HEIGHT + WINDOW_SIZE / 2;
w = new Window;
w.init( BUILDING_SIZE / 2, cy );
w = new Window;
w.init( WIDTH - BUILDING_SIZE / 2, cy );






Explosion = Drawer + object {
x = y = timer = diameter = 0;







destroy = method() {
ObjectList.remove( self );
};
update = method() {
timer = timer - 1;




draw = method() {





Cloud = Drawer + object {
x = y = dir = 0;
init = method() {
x = irand( WIDTH );
y = irand( HEIGHT );
dir = ( irand( 2 ) * 2 - 1 ) * ( rand() * 2 + 0.5);
ObjectList.add( self );
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throw cloud;
};
update = method() {
x = x + dir;
if ( x < 0 ) {
x = WIDTH;
} elif ( x > WIDTH ) {
x = 0;
}
if ( y < -40 ) {
y = HEIGHT + 40;
}
};
draw = method() {





Buildings = object {
update = method() {};






join p.cmd_descend *r.v_rope where r.is_on( p.x, p.y ) {
d = min( r.by - p.y, 2 );
if ( d > 0 ) {










where abs( p.y - r.y ) < BREADTH_TO_CHANGE_ROPE {
p.update = p.update_moving_horizontally;
throw scroll( r.y - p.y );
};




where abs( p.x - r.x ) < BREADTH_TO_CHANGE_ROPE





where abs( p.x - LEFT_PLAYER_X ) < BREADTH_TO_CHANGE_ROPE {
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r = new VerticalRope;





where abs( p.x - RIGHT_PLAYER_X ) < BREADTH_TO_CHANGE_ROPE {
r = new VerticalRope;




join p.cmd_go_down { };
#------------------------------------------------------------------
# 画面スクロール処理
join *any.scroll(d) *o.bg_object {
o.y = o.y - d;




join *any.scroll(d) *r.v_rope {
if ( r.y > 0 or d > 0 ) {
r.y = r.y - d;




if ( r.by < HEIGHT ) {
r.by = r.by - d;





join *any.scroll(d) *c.cloud {
c.y = c.y - d / 2.0;
};




where abs( p.y - r.y ) < BREADTH_TO_CHANGE_ROPE {
};
join p.cmd_shoot_hrope *r.h_rope
where abs( p.y - r.y ) < BREADTH_TO_CHANGE_ROPE {
};
join p.cmd_shoot_hrope {
hr = new HorizontalRope;
if ( p.x == LEFT_PLAYER_X ) {
hr.init( p.y, false );
p.anim_shoot_hrope( false );
} else {
hr.init( p.y, true );
p.anim_shoot_hrope( true );
}
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};
join p.cmd_shoot_hrope { };
#------------------------------------------------------------------
# プレーヤーと鳥の爆弾衝突処理
join *p.player o.bitch where p.is_collided( o ) {
p.update = p.update_falling;
e = new Explosion;





join a.cmd_cut_rope *r.v_rope where a.can_cut( r ) {
r.cut( a.y );
};
join a.cmd_cut_rope { };
#------------------------------------------------------------------
# プレーヤーの掴んでいる垂直ロープが住人の腕に切られた処理
join *p.player rope.cut_vrope( by, cut_y )
where p.x == rope.x
and rope.y <= p.y and p.y <= by
and cut_y < p.y {
p.update = p.update_falling;
};





while ( i < 4 ) {
c = new Cloud;
c.init();





lr = new VerticalRope;
lr.init( LEFT_PLAYER_X, 0 );
rr = new VerticalRope;
rr.init( RIGHT_PLAYER_X, 0 );
# メインループ
init_game = method() {
guiSetClearColor( 80, 80, 120 );
};
update_game = method() {
WindowGenerator.update();
BirdGenerator.update();
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draw_game = method() {
ObjectList.reverse_iterate( method( e ) { e.draw(); } );
Player.draw();
};
game_loop( WIDTH, HEIGHT, init_game, update_game, draw_game, 40 );






















$key_stat = { }
$key_pre = { }


























def $obj_list.add( o )
push o if !o.nil? && !include?( o )
end
def $obj_list.remove( o )
delete_if { |e| e == o }
end
# 色コード変換
def to_color( r, g, b )





attr_accessor :x, :y, :vx, :vy, :spd, :diameter, :widget
def initialize( _x, _y )
set_pos( _x, _y )





















def is_collided( obj )
dx = obj.x - @x
dy = obj.y - @y
r = (@diameter + obj.diameter) / 2
return dx * dx + dy * dy < r * r
end
def update_shape
if @widget.size == 0
shape_classes().zip( shape_coords(), shape_options() ).each do |z|
w = z[0].new( $canvas, *z[1] )
@widget.push w
$canvas.itemconfigure( w.id, *z[2] ) if z[2].size > 0
end
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end
@widget.zip( shape_coords(), shape_options() ).each do |z|
$canvas.coords( z[0].id, *z[1] )












[ [ 'outline'=>'coral4', 'fill'=>'coral' ] ]
end
def shape_coords
r = @diameter / 2





class Balloon < Char
attr_accessor :tipx, :tipy, :bomb
def initialize( x )






set_vel( 0, rand() * 1.2 + 0.3 );
@r = rand(128) + 100;
@g = rand(128) + 100;
@b = rand(128) + 100;
@bomb = Bomb.new( x, 0, self );
end
def update




@bomb.set_pos( @tipx, @tipy )
end
destroy() if ( @y > HEIGHT )
end
def update_tip_pos
@swing_angle = sin( @swing_cycle ) * PI / 4;
@tipx = @x + sin( @swing_angle ) * @string_len;
@tipy = @y + 8 + cos( @swing_angle ) * @string_len;
end
def shape_classes
[ TkcOval, TkcLine ]
end
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def shape_options
[





r = @diameter / 2
[
[ @x - r, @y - r, @x + r, @y + r ],






class Bomb < Char
attr_accessor :parent
def initialize( _x, _y, _parent )













if ( y > HEIGHT )
destroy();


















n = 200 - $frame_timer / 20;
if ( n < 50 )
n = 50;
end
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if ( $frame_timer % n == 0 )






class Missile < Char
def initialize( _x, _y, _vx, _vy )
super( _x, _y )
@timer = 0






if @timer > 10 && !$key_stat[:space]
destroy()
Explosion.new( @x, @y, 0.8 )
end
update_position










class Explosion < Char
attr_accessor :active
def initialize( _x, _y, _diameter_scale )
super( _x, _y )











n = ( rand(2) % 2 ) * 100;





class Battery < Char
def initialize
super( 0, HEIGHT )
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ulim = -PI / 2;
blim = 0;
if $key_stat[:Up]
@dir = @dir - PI / 40




@dir = @dir + PI / 40




@dx = cos( @dir );
@dy = sin( @dir );
@tx = @x + cos( @dir ) * @len;
@ty = @y + sin( @dir ) * @len;
if $key_on[:space]
spd = 10;







[ [ 'fill'=>'white' ] ]
end
def shape_coords





class Building < Char
def initialize( _x )
super( _x, HEIGHT )
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BuildingExplosion.new( x, y )
end
def shape_classes




d = 100 + i * 10
c = to_color( d, d, d )





r = @diameter * ( 10 - i ) / 10 / 2






class BuildingExplosion < Char
def initialize( _x, _y )














cr = rand(50) + 200
cg = rand(50) + 200
cb = rand(50) + 200
c = to_color( cr, cg, cb )





px = x + rand(60) - 30
py = y - rand(40)
r = rand(10) + 50






def check_collision( c1, c2 )
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o1s = $obj_list.find_all { |o| o.kind_of? c1 }
o2s = $obj_list.find_all { |o| o.kind_of? c2 }
o1s.each do |o1|
o2s.each do |o2|







check_collision( Missile, Balloon ) do |m,bln|
m.destroy; bln.destroy
bln.bomb.set_vel( 0, 2 ) if !bln.bomb.nil?
end
check_collision( Missile, Bomb ) do |m,b|
m.destroy; b.destroy
end
check_collision( Explosion, Balloon ) do |e,bln|
bln.bomb.set_vel( 0, 2 ) if !bln.bomb.nil?
bln.destroy
end
check_collision( Explosion, Bomb ) do |e,b|
b.destroy()
Explosion.new( b.x, b.y, 1.2 )
end
check_collision( Building, Bomb ) do |bld,b|
bld.destroy; b.destroy
end
check_collision( Explosion, Building ) do |e,bld|


















$obj_list.each { |o| o.update }
check_collision_all
$obj_list.each { |o| o.update_shape }
exit if $key_on[:Escape]
after.restart
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rescue => e
e.backtrace.each { |s| p s }
p e
end
})
after.restart
Tk.mainloop
