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Resumen
Las logicas modales son utilizadas en una gran variedad de campos relacionados con
las ciencias de la computacion Entre ellos se encuentran la vericacion de programas
la concurrencia la teora de automatas los operadores de punto jo y los sistemas de
comunicacion distribudos
El objetivo de este trabajo es describir la implementacion en Haskell de un veri
cador de modelos generico para logicas modales y analizar su comportamiento ven
tajas y desventajas con respecto a posibles implementaciones basadas en lenguajes
imperativos
Palabras clave progamacion funcional logica modal model
checking
Implementacion de un model checker para logicas
modales en Haskell
  Introduccion
Las logicas modales son utilizadas en una gran variedad de campos relacionados con las
ciencias de la computacion Entre ellos se encuentran la vericacion de programas la
concurrencia la teora de automatas los operadores de punto jo la logica dinamica y
los sistemas de comunicacion distribudos Revisiones y descripciones de estas y otras
aplicaciones pueden consultarse en  	 
   entre otros
Para vericar programas se simbolizan los sistemas como formulas de algun sistema
logico y luego trata de determinarse la existencia de algun modelo para dicha formula
En rigor se proponen posibles modelos y se verica su correspondencia con la formula
Este procedimiento es el que se conoce con el nombre de vericacion de modelos o model
checking ver 
Por lo general estos vericadores representan las formulas modales mediante sistemas
de transicion de estados
El objetivo de este trabajo es describir la implementacion en Haskell  de un veri
cador de modelos generico para logicas modales y analizar su comportamiento ventajas y
desventajas con respecto a posibles implementaciones basadas en lenguajes imperativos
Ademas se estudiara la facilidad para derivar vericadores especcos para varias logicas
modales tradicionales
Para ello a continuacion se describen brevemente algunas formulaciones de las logicas
modales y sus modelos estandar los sistemas de transicion antes mencionados Luego
se comenta y analiza la implementacion que puede verse en el apendice A Finalmente
se comentaran algunas posibilidades de trabajos futuros y ampliaciones en particular
las referidas a las logicas polimodales cuyo conjunto de operadores modales tiene alguna
estructura algebraica particular
 Logicas modales
  El lenguaje modal
El lenguaje modal proposicional es una extension del lenguaje proposicional puro formado
mediante el agregado de conectivos unarios informalmente conocidos como conectivos
box Originalmente haba un solo conectivo  aunque para varios propositos se vio la
necesidad de agregar varios de tales conectivos  i  uno para cada posible elemento i de un
conjuntondice I  De esta manera hay en realidad muchos lenguajes modales posibles uno
por cada posible conjunto ndice I  La sintaxis semantica y teora de pruebas asociados
con los lenguajes modales estan disenados de modo que la logica proposicional clasica es
un caso particular de logica modal el que tiene I   
Los elementos i de I se llaman etiquetas o labels y el propio I se conoce como signatura
del lenguaje modal As dos lenguajes modales son identicos si y solo si tienen la misma
signatura
A diferencia de los conectivos proposicionales     constante verdad y
constante falsedad los conectivos box no tienen una interpretacion ja Para cada
formula  del lenguaje modal podemos usar  i  para obtener una nueva formula  i 
que puede ser leda de diversas maneras y cada lectura sugiere una semantica y un sistema
de prueba diferente
En el caso de los primeros trabajos en logicas modales que tenan un solo conectivo
modal la formula compuesta  poda leerse como  es necesaria o  es obligatoria
Para comprender esta interpretacion hay que pensar en la nocion de mundo posible de
modo que las lecturas anteriores sugieren que  debe ser verdadera en todos los mundos
posibles para que  sea verdadera A partir de estas lecturas en ocasiones se dice que el
conectivo box expresa la necesidad de una formula Ahora bien para expresar el hecho
de que una formula pueda ser cierta en algunos mundos y no en otros habra que escribir
una formula como   As aparece un nuevo conectivo modal llamado diamante que
en esta interpretacion expresa la posibilidad de la formula  y se representa como 
Resulta claro que de haber varios operadores box llamado polimodal es posible denir
un operador diamante por cada uno de ellos
Por razones de simplicidad en la descripcion en el resto del trabajo se utilizara sola
mente el lenguaje monomodal una sola pareja box diamante de conectivos modales
A continuacion se dene formalmente el lenguaje utilizado y el conjunto de formulas
asociado
Denicion  El lenguaje monomodal queda denido por
	 los elementos P
i
de un conjunto jo numerable V ar de variables 
	 los conectivos proposicionales    
  y  de aridades    
 
 

y 
 respectivamente
	 el conectivo modal  de aridad  y
	 los smbolos de puntuacion  y 
Denicion  Las formulas del lenguaje se obtienen unicamente por aplicacion de las
siguientes clausulas
atomicas Cada variable P
i
 V ar y cada constante  y  es una formula
prop Si    son formulas entonces        y    son formulas
modal Si  es una formula tambien lo es 
Llamaremos Form al conjunto de todas las formulas bien formadas
Adicionalmente utilizaremos el diamante a manera de abreviatura dada por la ecuacion
   
   Semantica
Hay diversos tipos de modelos para las logicas modales Los modelos mas primitivos se
caracterizan por el conjunto de mundos posibles y una asignacion de valores de verdad a
las sentencias atomicas en cada mundo posible Desde este punto de vista una sentencia
A es verdadera en un mundo posible solo en el caso en que A sea verdadera en todos los
mundos posibles
Debido a que esta denicion es muy estricta para su uso practico se ha generalizado la
nocion de modelo introduciendo una relacion entre mundos posibles De este modo puede
ocurrir que A sea verdadera en un mundo posible sin ser A verdadera en todos ellos
Los modelos estandar incorporan una relacion entre los mundos posibles As estos
modelos pueden pensarse como una terna  W P  donde W es el conjunto de los
mundos posibles P dene la asignacion de valores de verdad a las sentencias atomicas en
cada mundo posible y es la relacion
Formalmente
Denicion  Un modelo estandar es una estructura M W P tal que
 W es un conjunto

   W
 
y
 P  V ar  

W
La relacion  cambiara signicativamente de interpretacion de un modelo a otro pero
en general puede pensarse como de accesibilidad posibilidad relativa o relevancia As
anotaremos 	  
 al decir que el mundo 
 es accesible desde o relevante para o posible
en relacion con el mundo 	 Cabe destacar que  es una relacion cualquiera no se hace
suposicion alguna sobre sus propiedades debido a que asignandole diferentes propiedades
se obtienen diferentes clases de logicas modales
Anotaremos j
M

A para decir que A es verdadera en un mundo posible 	 de un modelo
M Esta nocion se dene como sigue
Denicion  Sean 	 mundos posibles en el modelo M W P
 j
M

P
i
sii 	  P i para i  N

 j
M


 No es cierto j
M


 j
M

A sii no es cierto j
M

A
 j
M

A  B sii son ciertos a la vez j
M

A y j
M

B
 j
M

A  B sii es cierto alguno de j
M

A o j
M

B o ambos
 j
M

A B sii cada vez que j
M

A tambien j
M

B
	 j
M

A B sii son ciertos a la vez j
M

A B y j
M

B  A
 j
M

A sii para todo 
  M tal que 	  
 j
M

A
 j
M

A sii para algun 
  M tal que 	  
 j
M

A
Denicion 	 Se dice que una sentencia A es verdadera en el modelo M y se anota
j
M
A sii A es verdadera en todos los mundos posibles de M
Si A es verdadera enM se dice queM es un modelo para A Se dice queM es modelo
de un conjunto de formulas  sii M es modelo de todas las formulas de 
Otra nocion que es muy util para dar semantica a las formulas modales y que se
utilizara en la implementacion es la de conjunto de verdad de una formula Intuitivamente
el conjunto de verdad kAk
M
de una formula A en un modelo M es el conjunto de todos
los mundos posibles de M en los que A es verdadera Formalmente
Denicion 
 kAk
M
 f	  M j
M

Ag
Para el caso de las formulas atomicas y proposicionales puede verse que
Teorema  Si M W P es un modelo entonces
 kP
i
k
M
 P i para cada i  	   

 kk
M
 W
 kk
M
  
 kAk
M
 W  kAk
M
 kA Bk
M
 kAk
M
 kBk
M
 kA Bk
M
 kAk
M
 kBk
M
 kA  Bk
M
 W  kAk
M
 kBk
M
 kA
 Bk
M
 W  kAk
M
 kBk
M
 W  kBk
M
 kAk
M
Tambien puede verse que
Corolario  Sea M W P un modelo
 kA
 Bk
M
 W  kAk
M
 kBk
M

 kAk
M
 kBk
M
sii j
M
A  B
 kAk
M
 kBk
M
sii j
M
A
 B
La relacion de los modelos estandar puede ser reemplazada equivalentemente por una
funcion que asocia a cada mundo posible del modelo con un conjunto de mundos posibles
Dado un modelo estandar M W P se dene la funcion
f  W  

W
f	  f
 M	  
g
Esto signica que f	 es el conjunto de los mundos en M que estan relacionados
con 	 intuitivamente f	 es el conjunto de los mundos accesibles desde 	
Si se utiliza f en lugar de  la estructura W fP resultante es tambien un modelo
estandar y las condiciones de verdad para A y A dadas en 
 pueden reemplazarse
por
j
M

A sii para todo 
  f	 j
M

A 

j
M

A sii para algun 
  f	 j
M

A 


Las condiciones de verdad anteriores pueden relacionarse con los conjuntos de verdad
de la siguiente manera
Corolario  Sea M W fP un modelo
 j
M

A sii f	 kAk
M

 j
M

A sii f	  kAk
M
  
 La implementacion
 Descripcion
Como se dijo una formula A es verdadera en un modelo M  W P  si es ver
dadera en todos los mundos posibles del modelo Esto es facilmente vericable mediante
la comprobacion de que el conjunto de verdad de A kAk
M
 coincide con el conjunto W
de mundos posibles del modelo lo que permite que el vericador de modelos se dena
mediante la siguiente funcion
mc  Model s MForm Bool
mc m f  truthSet m f  states m
donde truthSet es la funcion que calcula el conjunto de verdad asociado a una
formula en un modelo y states calcula el conjunto de los mundos posibles del modelo
Aclaracion el nombre states proviene de pensar al grafo de la relacion de accesibili
dad como un diagrama de transicion de estados por lo que en lo sucesivo se utilizaran
indistintamente los nombres mundo posible y estado
Resulta claro a partir de la denicion anterior que la idea fundamental de la imple
mentacion reside en el calculo del conjunto de verdad de la formula dada A n de ver
como se lleva a cabo dicho calculo se describen a continuacion los elementos involucrados
Como se vio antes los modelos estandar son ternas que constan de un conjunto de
estados una relacion entre estados y una funcion de verdad que indica para cada variable
en cuales estados se considera verdadera Esto da lugar a que el tipo de los modelos pueda
denirse como sigue
type Model state  Set state Relation stateProp Set state
Para que los modelos esten correctamente denidos deben especicarse con claridad
el conjunto de mundos posibles y el de variables Acerca del conjunto de variables se sabe
que es numerable y que sus elementos se anotan como P
i
 con i  N de modo que la
funcion de verdad puede pensarse como una sucesion de conjuntos de estados en los que es
verdadera la variable correspondiente al ndice de la sucesion De all que se identique el
tipo de las proposiciones atomicas Prop con el tipo Int De este modo solo resta conocer
el tipo de las entidades que seran consideradas estados del sistema el cual dado que no
hay restricciones previsibles se recibe como parametro
La implementacion propuesta se compone hasta ahora de tres modulos Haskell que
responden a respectivas categoras conceptuales el modulo ModelChecker dene al veri
cador de modelos ya descripto el modulo ModalLogic describe todos los conceptos basicos
de la logica modal el tipo de los modelos y sus accesorios el tipo de las formulas modales
el predicado de satisfaccion de las formulas la funcion truthSet y el modulo Set contiene
el tipo abstracto de los conjuntos
Si bien en esta implementacion el tipo de los modelos no es abstracto esta previsto
que lo sea en una futura version que incluira una herramienta visual para la construccion
de los modelos y las formulas Sin embargo se lo ha utilizado como tal en gran medida
Es as como se dispone de funciones de proyeccion sobre la terna de los modelos que tienen
nombres especcos como la antes mencionada states De este modo el codigo resulta
ser mas legible y autoexplicativo
A partir del concepto de conjunto de verdad def 
 surge naturalmente la siguiente
denicion de la funcion truthSet
truthSet  Model s MForm Set s
truthSet m p  subset satisfy m p states m
donde satisfy es la funcion que verica si una formula es verdadera en un mundo
posible del modelo y subset p s calcula el subconjunto de s que verica un cierto predicado
p
El teorema 
 muestra que para las formulas atomicas los conjuntos de verdad pueden
calcularse directamente mientras que para las formulas proposicionales puede hacerse
mediante operaciones entre los conjuntos de verdad de las subformulas intervinientes As
puede darse para estos casos una denicion recursiva en terminos de s misma de la funcion
truthSet la cual puede codicarse utilizando el mecanismo de coincidencia de patrones
o pattern matching Para los casos en que la formula esta afectada por un operador
modal se utiliza la denicion original debido a que no hay una operacion de conjuntos
capaz de describir la situacion que sea independiente del problema en cuestion Ademas
la denicion de satisfaccion de una formula en un mundo posible permite determinar la
verdad o no de la formula a partir de la verdad de sus componentes y el corolario 

da un metodo para la busqueda de los estados que hacen verdadera una formula modal
En virtud de que este metodo utiliza los conjuntos de verdad las deniciones obtenidas
para las funciones truthSet y satisfy son mutuamente recursivas La unica dicultad
que podra representar este hecho es que se ralentizara el calculo si hubiera involucrados
muchos operadores modales en la formula
En virtud de la decision de utilizar las propiedades del corolario 
 se hace necesario
destacar que la relacion del modelo se implementara para simplicar los calculos mediante
la funcion asociada que calcula el conjunto de los estados accesibles desde uno dado en
lugar trabajar con la vision tradicional como conjunto de pares ordenados
Finalmente los conjuntos se manipulan como un tipo abstracto y se representan
mediante el siguiente tipo algebraico
data Set a  Set a  a  Bool
donde en Set x
s
p x
s
contiene los elementos del conjunto y p representa el predicado
de pertenencia
La idea basica de la representacion pasa por la frase los conjuntos pueden representarse
por su predicado de pertenenecia pero se le hizo el agregado de la lista debido a que
hay operaciones como subset o isEmpty en las que es necesario conocer a todos los
elementos Estos detalles son relevantes para el analisis del comportamiento global del
sistema y su complejidad
  Analisis
El objetivo ha sido desarrollar un vericador de modelos que funcione para cualquier logica
modal Hasta el momento han resultado infructuosas las busquedas de una herramienta
similar Solo se han encontrado algunas mas especcas restringidas a una logica ja Sin
embargo resulta apropiado analizar algunos aspectos que tienen que ver con la dicultad
y complejidad algortmica de un desarrollo de estas caractersticas
Con el analisis realizado hasta ahora podra hacerse una implementacion en cualquier
lenguaje Las diferencias relevantes pasan por la eleccion de las estructuras de datos y
para este caso la decision mas importante pasa por la determinacion de la representacion
de la relacion de accesibilidad Pensando en un lenguaje imperativo puede decirse que
cualquiera que ella sea en los casos mas crticos del proceso es decir aquellos en los que
hay involucrados operadores modales se esta obligado a recorrer exhaustivamente el grafo
de una u otra manera a n de establecer su verdad Por su parte la version funcional
que se ofrece en este artculo si bien trabajando sobre conjuntos termina teniendo exac
tamente la misma dicultad en los mismos casos Es interesante observar por ejemplo
que la estructura de datos propuesta para representar el tipo abstracto de los conjun
tos coincide con la denicion de un grafo mediante listas de adyacencias De este modo
puede concluirse que cualquier implementacion de una herramienta de estas caractersticas
tendra una complejidad algortmica teorica similar
Con todo la implementacion propuesta aqu tiene la ventaja de la claridad descriptiva
y puede aprovechar la existencia de herramientas formales para la derivacion de programas
como medio de encontrar vericadores de modelos mas especcos
Por su parte las implementaciones imperativas tendran la ventaja de poder ajustar
algunos detalles que mejoren la eciencia de los algoritmos especialmente en terminos
de dependencias de las arquitecturas subyacentes Esta claro que siendo as el esfuerzo
de desarrollo es mucho mayor Ademas no resulta muy claro que las modicaciones
requeridas para obtener vericadores mas especcos puedan hacerse sobre la base de una
implementacion genrerica previa
 Conclusiones y trabajos futuros
Esta implementacion constituye una descripcion concisa y clara de un vericador de mode
los que funciona sobre una logica modal cualquiera Esto esta garantizado por el metodo
mismo de su construccion Por la misma razon no puede asegurarse que sea posible
obtener en cualquier paradigma una herramienta con una complejidad teorica menor a
la observada
Resulta claro que la primera extension en que se puede pensar para este desarrollo es
darle una aspecto mas util mediante el diseno de las herramientas visuales mencionadas
antes Ademas parece natural intentar derivar implementaciones de vericadores mas
especcos que respondan a restricciones en el conjunto de axiomas de la logica utilizada o
a determinacion de propiedades de la relacion de accesibilidad por supuesto aprovechando
herramientas formales de transformacion de programas
Por otro lado tambien es interesante explorar la expansion producida al incorporar
mas operadores modales Esto origina que los modelos pasen a depender de conjuntos de
relaciones y por ende se ampla el campo de investigacion cuando uno se pregunta si el
hecho de que el conjunto de relaciones tenga una cierta estructura algebraica puede inuir
en el desarrollo de los vericadores asociados y en que medida
A Codigo fuente
module ModalLogic where
import Set
data MForm  Atom Int  Top
 Bottom  Not MForm
 Box MForm  Diamond MForm
 And MForm MForm  Or MForm MForm
 Cond MForm MForm  Bicond MForm MForm

 Funcion de calculo de los conjuntos de verdad

truthSet  Model s  MForm  Set s
truthSet m Atom p	  truth m p
truthSet m Top	  states m
truthSet m Bottom	  empty
truthSet m Not p	  states m 
minus
 truthSet m p
truthSet m Box p	  let p  satisfy m Box p	
in subset p states m	
truthSet m Diamond p	  let p  satisfy m Diamond p	
in subset p states m	
truthSet m And p q	  let s  truthSet m p
in let s  truthSet m q
in s 
intersection
 s
truthSet m Or p q	  let s  truthSet m p
in let s  truthSet m q
in s 
union
 s
truthSet m Cond p q	  let s  states m 
minus
 truthSet m p
in let s  truthSet m q
in s 
union
 s
truthSet m Bicond p q	  let s  truthSet m p
in let s  truthSet m q
in states m 
minus
 s 
minus
 s	

 Un modelo es una terna que consta de un conjunto
 de estados una relacion entre los estados y
 una funcion de verdad
type Model state  Set state Relation state Truth state	
type Relation s  s  Set s
type Truth s  Int  Set s

 Funciones de proyeccion del modelo

states  Model s  Set s
states w r p	  w
relation  Model s  Relation s
relation w r p	  r
truth  Model s  Truth s
truth w r p	  p
satisfy  Model s  MForm p  s  Bool
satisfy m Atom p	 s  s 
belongs
 truth m p	
satisfy m Top	 s  True
satisfy m Bottom	 s  False
satisfy m Not p	 s  not satisfy m p s	
satisfy m Box p	 s  let r  relation m s
in let s  truthSet m p
in r 
included
 s
satisfy m Diamond p	 s  let r  relation m s
in let s  truthSet m p
in let s  r 
intersection
 s
in not  isEmpty	 s
satisfy m And p q	 s  let p  satisfy m p s
in let p  satisfy m q s
in p  p
satisfy m Or p q	 s  let p  satisfy m p s
in let p  satisfy m q s
in p  p
satisfy m Cond p q	 s  let p  satisfy m p s
in let p  satisfy m q s
in not p	  p
satisfy m Bicond p q	 s  let p  satisfy m p s	
in let p  satisfy m q s
in p  p	  not p  p	
module Set Set empty isEmptyfromList intersection
union minus subset image belongs included	
where
data Set a  Set a a  Bool	
empty  Set a
empty  Set  nx  False	
isEmpty  Set a  Bool
isEmpty Set xs p	  null xs
addElem  a  Set a  Set a
addElem x Set xs p	  Set xxs	
nv  v  x	p v		
belongs  a  Set a  Bool
belongs x Set xs p	  p x
union  Set a  Set a  Set a
union Set xs p	 Set ys p	  Set g p xs ys	
nv  p v	p v		
intersection  Set a  Set a  Set a
intersection Set xs p	 Set ys p	  Set filter p xs	
nv  p v	p v		
minus  Set a  Set a  Set a
minus s Set ys p	  s 
intersection
 Set ys notp		
subset  a  Bool	  Set a  Set a
subset p Set xs p	  Set xs p	 
intersection
 Set xs p	
fromList  a  Set a
fromList  foldr addElem empty  nodups
image  a  b	  Set a  Set b
image f Set xs p	  fromList map f xs	
included  Set a  Set a  Bool
included Set xs p	 Set ys p	  h p xs
 FUNCIONES AUXILIARES
 remueve elementos duplicados de una lista
nodups  a  a
nodups xs  concat xfilter x	 xs  x  xs
 g p xs ys  filter notp	 xs  ys
g p  ys  ys
g p xxs	 ys  let
new  g p xs ys
in if p x	
then new
else xnew	
 h p xs  and map p xs	
h p   True
h p xxs	  p x	  h p xs	
module ModelChecker where
import ModalLogic
 El verificador requiere un modelo y una formula a
 verificar
mc  Model s  MForm  Bool
mc m f  truthStates m normalize f	  states m
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