Developing software solutions is not an easy task. Brown [1] names the following difficulties arising in the development of software solutions: (1) understanding highly complex business domains and management of the huge development effort; (2) time-to-market pressures; (3) complexity of target software platforms involving not only new hot technologies, but also a diverse and complex assortment of legacy technology infrastructure frequently kept with poor documentation.
The effective development of today's software applications requires consistent effort to research better approaches, languages, techniques and tools that allow us to face the continuously increasing of complexity. Today, when building large software systems, the main challenge for software developers is to "handle complexity and to adapt quickly to changes" [2] . Model-based development methodologies can be a response to this challenge, as they can "increase productivity and reduce time-to-market", by developing concepts closer to the problem domain than "those offered by programming languages" [3] .
A focus on models in the history of software development is not new. An emphasis on models arose when software systems became so big and complex that such projects frequently failed. As a consequence, structured approaches (functionoriented methods and object-oriented methods) to software development appeared to facilitate the production of highquality and cost-effective systems.
An interest and focus on models has arisen again today due to recent developments that have resulted in the establishment of widely known and accepted standards, particularly those originating from the Object Management Group (OMG), such as the Unified Modeling Language (UML) and model-driven architecture (MDA).
These standards (as well as others) represent, through common agreement and acceptance, the community's best efforts in terms of practices, and have provided the basis for further innovations and developments. These standards also enable reuse of knowledge and artifacts as well as tools' specialization and interoperation, thus providing a significant impetus for further progress. Another key enabler of the movement focusing on models in software development is the availability of more powerful computer-aided software engineering (CASE) tools (currently called IDEsintegrated development environments) supporting the development and management of models and the generation of code.
Model-based development is an important research topic in the software engineering field, and there are many theoretical and practical issues yet to be solved. Additionally, embedded and pervasive software systems are increasing in their impact, due to the numerous applications and services that they provide to the society. Model-based development comprises approaches to software development, which rely on modeling and the systematic transition from models to executable code.
For some, model-based development is considered "the first true generational shift in programming technology since the introduction of compilers" [4] , and it can profoundly change the way applications are developed [5] . Automating many of the complex and routine programming tasks, model-based development allows developers to focus on the functionality that the system needs to deliver and on its general architecture, instead of worrying about every technical detail inherent in the use of a programming language or platform.
The The different collocations permit the discussion of the topics embraced by the workshop within distinct research communities. This broad scope of the MOMPES workshop series allows different perspectives, cultures, and approaches (both practical and theoretical) from different knowledge areas to be discussed and reported. This is one of the original objectives of the MOMPES workshops: to gather researchers from industry and academia, and from diverse backgrounds, to advance knowledge about the application of model-based development methodologies to the development of software for pervasive and embedded systems.
The MOMPES workshop series considers several areas of interest: meta-modeling and tools; feature modeling; modeling of non-functional requirements; model-based architectures; model transformation and code generation; software process, product lines and frameworks; model-based analysis, testing and verification; model-based optimization, design spaces and design rules; models for adaptable and predictable system quality; models for adaptive system infrastructure; models for ultra-large scale systems; issues in socio-technical ecosystems; case studies and demonstration cases.
The seven papers that have been selected to appear in this issue cover several topics related to model-based development methodologies.
The first paper is "Towards an advanced model driven engineering toolbox" by Jouault, Bézivin, and Barbero. Model-driven engineering is frequently presented as an important change in software development practices. However, behind this new trend, one may recognize a lot of different objectives and solutions. The authors describe the MetaBoxed modeling toolbox that is capable of fulfilling the requirements of forward and reverse engineering as well as of models at runtime.
Next, we hear from Jørgensen, Tjell, and Fernandes on "Formal requirements modeling with executable use cases and coloured Petri nets". Model driven development can offer significant support for the path from user-level requirements, often based on observations of the real world and informal descriptions, via specifications to implementations of software systems. This paper presents the concept of executable use case, which supports the requirements engineering activities by means of a three-tier model-based approach.
The third paper is "Bridging the requirements-implementation modeling gap with object-process methodology" by Soffer and Dori. The software development processes are supported by a variety of modeling approaches, based on the premise that modeling results in better systems. However, due to the significant conceptual and semantic differences between the requirements and implementation models, islands of representation lead to abrupt, harmful transitions between these in the lifecycle. In this paper, the authors propose the integrated modeling paradigm as a solution for bridging the semantic gap between the requirements specification and the possible architecture, design, and implementation models without loosing information captured in these models.
Then, Riccobene and Scandurra write about "Model transformations in the UPES/UPSoC development process for embedded systems". Model-based development emphasizes that software systems should be designed at a high abstraction level and then incrementally refined to contain more specific and detailed information, ending with the implementation of the system in a given platform. Model-based development principles propose the automation of parts of these refinements through automatic model transformations in order to increase both the productivity and the quality of Introduction to special issue: model-based development methodologies the developed systems. In the UPES/UPSoC process, reusable model-to-model and model-to-code transformations for embedded system development are supported.
The fifth paper is "MDE for SoC design" by Truscan, Lundkvist, Alanen, Sandström, Porres, and Lilius. Custom architectures combining the modularity of design with programmability and dedicated hardware accelerators for optimal performance have become increasingly popular in the attempt to cope with the complex requirements of the applications. The authors examine the use of model-driven engineering principles to provide support for designing system-on-chip (SoC) architectures. They also test their approach on a custom SoC architecture, called MICAS.
The sixth paper is "A model driven approach for the derivation of architectural requirements of software product lines" by Bragança and Machado. Aligning a software architecture and its functional requirements is a demanding task because of the difficulty in tracing design elements to requirements. This paper explores how a model-driven approach can be applied to derive the architectural functional requirements of a software product line from its requirements.
Finally, Fuentes, Gámez, and Sánchez provide "Aspectoriented design and implementation of context-aware pervasive applications". Pervasive computing refers to the ability of a computer-based system to be aware of the environment and to process this information and act accordingly. Thus, context-awareness is a recurring requirement in pervasive computing. In this paper, the authors propose the use of the aspect-oriented executable modeling UML profile for designing and simulating pervasive applications, which constitutes the basis for debugging these models at design time, before moving into an implementation.
