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nor  violate  any  proprietary  rights  and  that  any  ideas,  techniques,  quotations,  or  any  other 
material from the work of other people  included  in my thesis, published or otherwise, are fully 
acknowledged  in  accordance  with  the  standard  referencing  practices.  Furthermore,  to  the 
extent that I have included copyrighted material that surpasses the bounds of fair dealing within 











a webpage  into a speech enabled X+V application, which allows blind users  to  follow the  links 
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of  rules  that  allows  the  formation  of  coherent  and  independent  unit  of  thought  that  can  be 
expressed and understood by other speakers of the same language. That is to say our thoughts 
must  follow  a  set of  rules  in order  to be  expressed. The basis of  the  rules began with  visual 
elements and cues.  In addition,  language also  integrated  itself with  the visual elements of our 
surrounding nature. Thus language itself became a tool for sighted persons to progress via social 
interaction  and  interchange  of  ideas.    This  integration  of  visual  elements  has  two  major 
disadvantages. First, blind people were always left behind in human society particularly because 
of  their  lack  in comprehending visual  references. Thus we are  losing an  important part of our 
society  just because our communication medium  is  filled with visual  references. Secondly, we 
need to explore a language that is free of visual references. We need to explore the new thought 
patterns  that would develop  if  such a  language were  in existence.  It  is  important because we 
need to explore the possibilities that such a language would open. If such kind of language were 













The  traditional web  has  gone  far with  respect  to  delivering  information  to  sighted  users.  In 
addition  to  that  it  has  also  become  a  popular  way  of  delivering  multimedia  content.    The 
traditional web is very easy to use for a sighted user.  It allows many different GUI elements and 
visual  cues  to  be  interacted  upon.  Information  is  often  categorized  in  a  very  orderly  fashion 
allowing users to navigate easily to a certain piece of information. Querying or searching is also 
another popular method of navigation. 
None  of  the  above,  however,  is  accessible  to  blind  users.  There  have  been  many  different 
suggested methods of  interaction  for blind users even before  the emergence of The  Internet, 
such as speech‐based interfaces, auditory interfaces, tactile interfaces etc. Some methods use a 
tactile  interface as  input and auditory  interface as output.   Other methods use speech as both 
input and output. 
If we consider,  speech as  the primary medium of  interaction between a user and a computer 
then we need natural language processors and then program the computer in such way that the 
application allows human‐like conversation with the computer to a certain extent. 
The  Internet  has  a  lot  of  content  and  we  have  highly‐efficient  search  engines  serving  that 
content. Unfortunately almost all of the content is graphical. Traditional screen readers can read 
it off  the  screen but navigation  through hyperlinks  is quite difficult. The hyperlinks  are  a  key 
element of the Internet. Generally, hyperlinks are displayed in a web page and through mouse or 









links  are present  and, most  importantly,  the user might want  to  follow  a  certain  link  and be 
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presented  with  similar  speech  based  program  where  all  of  the  speech‐enabled  features  are 



















In  order  to  determine  the  current  capabilities  of  existing  non‐visual  web  browsers,  we 
conducted a survey of relevant published material. We identified 56 relevant papers. A detailed 

























































18 (36%) 8.  Is  the  user  interface  developed  for  Internet  browsing  (or  browsing  related 
activity)? 
17 (34%) 4. Does it allow (or suggest to allow) content search?






























The primary  contribution of  this  thesis work  is  a new  idea of dynamically‐generating  speech‐
recognition grammars to enable reference to html page content during the non‐visual browsing 
of conventional web pages. For example,  in addition to saying "read paragraph two" or "follow 














Ideally  the  transformation process  should  transform all of  the  related html  content  in  such a 




we  shall not  concern ourselves with  the  transformation of multimedia  and  images  rather we 
shall  focus on transforming text content.  In terms of the transformation of  links, we shall only 
transform  the  text  and  image  links. Graphical  interfaces  allow  a  certain word  to be  searched 
inside a web page, therefore, we shall try to provide the same feature in our speech‐only access 
where a user will be able to search for a particular word  in the transformed content. With the 
above approach we shall try to show that  it  is possible to allow speech‐only  interaction to the 
traditional web almost in the same interactive fashion as a graphical interface.  
At the beginning, the Grammar will contain a basic command set. Through the basic command 
set a user may visit a  link. The new page following the  link will then be converted  into an X+V 












point  the  user  can  ask  the  system  to  count  how many  paragraphs,  read  a  paragraph,  find  a 
paragraph containing some word and so on.  In addition  to  the commands  involving  the newly 
























The  above  solution  targets  delivering  content  via  speech  commands.  No  GUI  interaction  is 
necessary. The output speech will provide information regarding how many paragraphs, links or 
other  items  that are present  in  the page. The user would be able  to  interact by  issuing voice 
commands  naming  a  target  paragraph  or  link.  This  type  of  interaction  does  not  involve 
transformation of GUI elements into auditory interfaces, rather the meta information of the GUI 



































The  JavaScript helpers  for  the handler are  the  set of  functions  that help  the X+V handlers  to 
lookup a  resource or execute a  client  command. For example,  the  transfer  from one page  to 
another is actually done by the JavaScript helpers. 
All three of these components should  interact properly when the user  is  looking for some web 
content. Our proposed architecture,  in addition  to parsing, also ensures proper generation of 
these  components. Once  they  are  properly  generated  the  execution  of  a  certain  recognized 
command  can be  supported by  the  appropriate X+V event  and,  if  required, by  the  JavaScript 
helpers. The X+V and JavaScript Helpers will access a generated resource in order to create the 
proper output. The  resource  in  this case constitutes both  JavaScript arrays and X+V  resources 
that are created after parsing of the HTML page. 






















other pages, the client  layer will transform  itself with a different set of resource. So  in a sense, 
the user will still be in the extended state of the client layer. 

















































































































possible  to  convert  an  HTML  document  into  an  X+V  page  where  the  grammar  is  created 
dynamically.  This  dynamic  generation  of  grammar  is  the  key  to  recognition  accuracy.  The 
prototype  successfully  shows  that  it  can  convert  hyperlinks  into  speech  based  links,  it  can 
transform  the  content  so  that  user  can  easily  navigate  in  a  page  and  finally  the  user  can 
endlessly jump between links with only using speech only. 
Section 2: Comparison with an existing system 
We  have  compared  our  prototype  with  windows  Vista's  speech  recognition  software.  In 
Windows Vista we had to say a certain command over and over, in our prototype it rarely had a 
unrecognized  input.  In addition,  the Windows Vista's speech  recognizer  is  for sighted users  to 
have better  access. Our  system  is  targeted  for blind users who are deprived of access  to  the 
web.  Our  system  allows  speech‐only  interaction.  The  Vista's  speech  recognizer  needs  GUI 





Our  prototype  is  of  O(n)  complexity  where  n  is  the  length  of  the  HTML  page  that  is  to  be 












3. Create  the  Dynamic  Grammar,  O(n):  In  this  phase  we  are  essentially  increasing  the 




4. Remove Duplicates, O(n):  In order  to  increase  recognition accuracy, duplicates  should 
not be present in the grammar. So we had to remove duplicate words from the dynamic 
grammar,  for  it  is  very much  possible  that  the  source  of  the webpage might  contain 
multiple occurrences of  the  same word.  In order  to  remove multiple occurrences we 
























The  loop  that parses content also uses a character count  to end  the  loop. When  the counter, 





of 1. The  loop  is  stopped when  the  counter  reaches  the number of  total parsed  content.  For 











generating  the  Grammar  increases  the  recognition  accuracy  for  the  downloaded  and 
transformed page.  
However, it has to be remembered our prototype is but a prototype. It cannot be denied that it 
has  a  few  shortcomings. Our  prototype  uses  grammar‐based  recognition  so  at  the  beginning 
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Any combination of these  input and output methods can be  included  in the construction of an 
interface for blind users. For example, aiming at the possibility of adapting graphical  interfaces 
for blind users,  in the  interface model described  in (Edwards, 1988), a haptic device  is used as 
input and speech and non‐speech sound as output. Now that we have a general idea about the 






accessible  by  non‐sighted  users  (Edwards,  1988).  In  addition,  some  other  needs,  such  as  the 
inefficiency of Braille  tapes  and  audiotapes  in  terms of  interaction with  a  computer  (Morley, 
1999) have also prompted the need for auditory‐screen‐based interface.  
With the goal to make human‐computer  interaction easier  it was proposed by (Edwards, 1988) 








This  model  proposes  to  convert  regular  GUI  elements  into  an  auditory  interface.  The  most 
important  characteristic  that  GUI  enables  a  sighted  user  is  that  it  exposes  a  number  of 
interactive options  in parallel. This  cannot be  transformed  into auditory browser  in  the  same 
extent as GUI due to the serial nature of audio and speech. The idea of transforming a GUI into 
an auditory  interface  is  to provide  the  same  set of actions a GUI exposes,  regardless of  their 
actual presentation on the screen (Edwards, 1994). For example, buttons provides the means to 
execute  some  command  in  the  application.  Menus  on  the  other  hand  provide  a  list  of 
commands. Therefore  it  is quite possible  to provide  the same semantic construct  in an audio‐
based  interface.  The  first  step  in  that  direction  would  be  to  convey  information  and  the 
supported  operation  about  the  individual  objects  that  constitute  the  interface.  Since  the 
presentation of  the GUI elements  is  independent of  its behaviour,  tactile and auditory output 
can be used separately or in conjunction with each other. Tactile output can be used to convey 
different symbols and diagrams. Auditory  interface on the other hand can be used to convey a 




















document  then different musical  tones are played  in addition  to  speaking out  the words and 
characters that the  line contains. Some researchers claimed that this approach  is too slow and 

















(Morley, 1999)  is another auditory  interface  for navigating  in hypermedia. Although,  Its  input 
methods  are  heavily  depended  on  mouse,  keyboard,  joystick  and  touch  tablets,  the  idea  is 
similar to what we have described so far. The only difference  is that the system also helps the 
user  to visualize  the navigational  tree,  through which  the user may navigate by means of  the 
input  devices.  The  items  in  each  node  of  the  hypermedia  system  are  either  spoken  out  or 
displayed in a tactile device. For example, the experimenters in (Morley, 1999) have displayed a 
























allows and  the auditory  transformation of  those  techniques. The proposed auditory drag and 











In  general,  all  the  research work mentioned  above  claimed  the use of  auditory  interface  is  a 
success towards the solution of their research problems.   
However, a number of problems were  identified, most of which were related to the extra  load 









(Yankelovich,  1999).  In  addition  there  is  always  the  dream  of  the  “conversational  computer” 
(McTear, 2002) for which speech‐dialog‐based interface is also a must. 
The idea behind this type of interface is quite simple. The user actually has a sort of conversation 
with  the computer  (McTear, 2002),  thereby allowing him/her  to execute different commands. 
This  type  of  interface  contains  a  speech  synthesizer  and  a  speech  recognizer.  The  speech 
recognizer takes input and delegates the speech input to the application layer. In some systems, 
the application layer is independent of the method of input. If that is the case, then input could 
be a click of a button on a GUI or a verbal command  in a speech  interface.  In both cases,  the 
same operation could be executed  if the application  layer  is  independent of the  input method. 
Once  the  execution  of  certain  operation  is  performed  the  output  is  ready  to  be  delivered. 
However, in the case of output, the application layer cannot stay independent from the output 
method. If the output  is delivered  in a GUI then the  information can be presented  in a parallel 
manner.  In  the  case  of  a  speech  interface,  it  has  been  suggested  by  different  researcher  in 






dialog‐based  interface. The aim of  the  researchers of  this project was  to create a hypermedia 
system with many nodes where different nodes will carry certain information but they all would 
be accessible via speech‐based‐interface. This system contains a hyperaudio database, a speech 
synthesizer  and  a  speech  recognizer.  Conversation  on  different  topics  by  different  authors  is 
recorded via  telephone  interview. These conversations are  then manually  translated  into  text. 
The  transcripts  for each question were  then  categorized  into major  themes  (summary nodes) 
with  supporting  comments  (detail  nodes).  In  this  manner  about  20  minutes  of  speech  was 
gathered and placed  into the hyperaudio database. The prototype used X‐Windows based tool 







The  above  diagram  from  (Arons,  1991)  explains  the  hardware  architecture.  The  software 
architecture of the system constituted a program written  in C and  it was executed  in standard 




























create  dialog‐based  application.  The  aim  of  the  researchers  here  was  to  create  the  means 
through which speech‐dialog‐based systems could be easily created.  
In SUEDE,  the developer creates  the different steps  involved  in  the application by drag‐n‐drop 
approach. For example,  if  the developer wanted  to create a  set of  response  for  the question: 














Once  the  design  phase  is  finished  the  application  can  be  tested  in  a  visual  environment  by 
switching to “Test Mode”. SUEDE creates appropriate HTML file for every prompt  in the above 
design graph.  In “Test Mode”, SUEDE opens the first page  in a browser  like  interface, except  it 
can accept voice input and can provide synthesized speech output. The developer then performs 
testing and debugging operation by providing speech I/O. Any necessary change can be made by 






The problem with dialog‐based  interface  is that  it only allows a  limited set of commands to be 
executed and  the user must  follow along a  finite set of predefined path. With  the addition of 
speech  recognition  the  set  of  commands  and  the way  they  are  uttered  can  be  expanded  to 
include a variety of styles and/or accents. 
The Public Domain SpeechWeb (Frost, 2005) also employs a dialog‐based speech  interface. The 
aim  of  the  researcher  in  this  project  was  to  make  speech  data  browse‐able,  storable  and 
transferable  to different electronic media and data outlets.  It uses a grammar  to  identify user 






reading  hierarchical  structures  often  found  in  computer  interface.  One  such  example  of 
hierarchical structure would be the windows tree view component to view files and folders in a 
computer.  It was reported by several researchers  (Smith, 2000),  (Smith, 2004) that a new  tool 
called, JavaSpeak, has been created to resolve that problem. The tool  is used as a plug‐in with 
Eclipse IDE. The main feature of this product is that it uses sound tones of different frequency to 



























System: What would you like to do? 
User: Pay a bill. 
System: what Company would you like to pay? 
User: Midland Bank. 
System: How much would you like to pay? 
User: One hundred and twenty-five pounds fifty-seven pence.  
System: What date would you like the payment to be made on? 
User: Monday. 
System: You want to pay HSBC one hundred fifty-five pounds and fifty seven 
41 
 
pence on April 5th? Is this correct? 
User: Yes. 






System: What is your destination? 
User: London. 
System: What day do you want to travel? 
User: Friday. 
System: What is your destination? 
User: London on Friday around 10 in the morning. 





User: I’m looking for a job in the Calais area. Are there any servers? 
System: No, there aren’t any employment servers for Calais. However, there is 
an employment server for Pasde-Calais and an employment server for Lille. Are 










From  the  need  of  hands‐free,  eyes‐free  interaction  with  information  speech  system  is  also 
claimed  to  be  efficient  (Olsen,  2002).  The  speech  system  is  applied  on  a  large  list  to  gather 
information.  The main  component  of  the  proposed  speech  system  is  a  query  language.  This 
query  language  is very close to what we generally say  in natural  language. However, the query 
language  includes  a  certain  set  of  English  language  words  and  the  verbal  command  that  is 















U4: “rent less than $500” 
C4: “apartment rent is $500, city is Salt Lake, bedrooms is 1” 
U5: “city is Spanish Fork” 
43 
 




Screen‐readers  are  the  most  popular  tool  used  in  the  current  market  by  blind  users.  They 
provide a very basic  level of access to all kind of computer  interface.  It  is not always sufficient 
but it has its use. One such product is JAWS by Freedom Scientific Inc. 
Whereas traditional screen‐readers have  little or no contextual  information about the contents 
of  the  display,  the  design  of  the  speech‐enabling  approach  as  implemented  in  Emacspeak 
(Raman, 1996)  is to overcome many of the shortcomings. The approach used by Emacspeak  is 
very different  from  that of  traditional  screen‐readers.  Emacspeak does not  speak  the  screen. 
Instead,  applications  provide  both  visual  and  speech  feedback,  and  the  speech  feedback  is 
designed  to be  sufficient by  itself. While  reducing  cognitive  load on  the user  this approach  is 
relevant  to  providing  general  spoken  access  to  information.  Producing  spoken  output  from 
within the application, rather than speaking the visually displayed  information, vastly  improves 
the  quality  of  the  spoken  feedback.  Thus,  an  application  can  display  its  results  in  a  visually 
effective manner; the speech‐enabling component renders the same in an aurally effective way. 
When  speech  is  used  as  the  output  medium  it  is  very  important  that  user  be  able  to  skim 
through  the  speech  so  that  the entire process of accessing does not become  inefficient. One 
such example that allows skimming through recorded speech  is SpeechSkimmer (Arons, 1997). 
SpeechSkimmer allows a user  to what we know as skim or browse  through recorded audio by 




















“ Studies have  showed  that  isolated words  that are carefully  selected and  trained can  remain 
intelligible up to 10 times normal speed, while continuous speech remains comprehensible up to 
about  twice(2x)  normal  speed.  Time  compression  decreases  comprehension  because  of  a 



















cases GUI’s  functional elements are available  in a parallel  fashion. Some applications  that are 
focused towards serving the blind community most often tries to transform a certain GUI into an 
auditory or speech  interface. Some examples of such applications are  the  lexical analysis  tools 
(i.e. screen readers). Although  it can be argued that the screen readers do transform a certain 
GUI into something audibly controllable, it is clear that no screen reader is capable of providing 
equal access as GUI does.  It has been  suggested by  researchers  (Edwards, 1994)  that  to have 
equal access as GUI we need to have a syntactic analysis of the application thereby not limiting 
ourselves  only  to  its  lexical  analysis.  When  researcher  focused  on  the  syntactic  analysis  it 
seemed quite clear to them that this approach also opens the opportunity of turning one system 
into  a  multi‐modal  system.  This  approach  allows  the  system  to  keep  its  existing  visual 
representation and by adding another  interface this approach  is essentially turning the system 
into a dual‐interface system.  If  this approach  is extended a bit more  it  is apparent  that  it also 
allows single  interface systems to be turned  into multi‐interface or multi‐modal system  just by 
adding  different  types  of  interface  on  top  of  the  application  core.  So  in  this  section  the 
transformation of GUI’s and Multi‐Modal Systems will be discussed together. 
HOMER UIMS (User Interface Management System) (Savidis, 1995)  is a good example of a dual 
user  interface. The aim of  the  researchers of  this project  is  to  create a  certain  system where 
both visually and non‐visually supported access will be permitted. This system supports both the 
sighted users and the blind users. This system does not disregard the lexical analysis altogether, 
but  it  incorporates  syntactic  information with  lexical  analysis. Dual Objects‐  a  term  used  for 
implying that a functional command can either be represented by a certain GUI button or by a 
speech dialog, encapsulates all the functional commands of the system.  
Researchers  (Berti,  2003), while working  on  a model‐based  solution  to  help  designers  in  the 
development of voice applications, also  identified  the need  for such design environments  that 
are able to support development of user interfaces exploiting interaction modalities other than 
the traditional Graphical  interfaces. Their particular solution to the problem  is focused towards 
the  speech  interface.  They  propose  a  model‐based  solution  to  help  designers  in  the 
development  of Voice Applications.  To  be more  specific,  they  explore  the  options  of  how  to 








on an AI agent,  installed  in the user's computer as a web plug‐in. The way this plug‐in works  is 
that  it presents  the user with  feedback  to  the nearest graphic or  link object,  from  the users’ 
relative  position  on  the  page.  A  force  feedback  mouse  is  used  and  its  cursor  position  is 
constantly monitored  by  the  plug‐in  that  detects  the  surrounding  objects. When  the  plug‐in 
identifies  an object  in  the  vicinity of  the  cursor,  the  cursor position,  relative  to  the object,  is 

























that  idea  is  that  someone  has  to  create  the  meta‐file  manually  following  a  pre‐defined 
transformation rule. 
More  recently,  XFORM's,  (Honkala,  2006),  discusses  the  idea  of  developing  an  integrated 





form  that could prove  to useful  for blind users  to  surf  the  internet where  the  titles,  links and 
form  elements  are  described  textually  and  by means  of  special  navigation  aids  it  also  allows 









Internet  browser  is  the  primary  application  in  today’s  Internet.  From  the  beginning  of  the 
invention  of  Internet  and  up  until  recently  no  Internet  browser  provided  any mechanism  for 
blind  user’s  access  in  an  easy  accessible  manner.  With  the  release  of  Opera  TM  1  8.1  it  has 










  <title>Example 3: Drink dispenser</title> 
  <vxml xmlns="http://www.w3.org/2001/vxml" id="drinkform">  
    <field name="drink"> 
      <prompt>Would you like coffee, tea, or milk?</prompt>  
      <grammar><![CDATA[     
        #JSGF V1.0; 
        grammar drinks; 
        public <drinks> = coffee | tea | milk  
       ]]>  
      </grammar> 
      <filled>  
        <block>Sorry, I'm out of <value expr="drink"/>.</block>  
      </filled> 
    </field> 
  </vxml:form></head> 
<body ev:event="load" ev:handler="#drinkform">  
<h1>Example 3: Drink dispenser</h1> 











field  name  Drink.  This  field  also  contains  the  grammar  for  the  speech  recognizer.  In  this 
particular example the grammar limits the possible input into 3 choices.  However, depending on 
the  complexity of  the grammar many more  choices  could be  incorporated. The  “prompt”  tag 
reads out the content that is enclosed. Then it waits for the user input. If the user input is any of 





(Stephanidis, 1997),  (Stephanidis, 1998) project. This  system  is actually a multi‐modal  system, 
meaning it adapts to the need of the user. If the user is blind it tries to provide content in such a 
manner that the blind user could easily access the content. The makers of this project says: 






















































Many special screen  reader commands operate well only  if  the developer has applied specific 
tags or attributes, or appropriate criteria have been followed.  
What  is offered by a visual  layout differs  from one provided  for aural perception. Often when 
developers design a web page they provide some useful information by means of visual features, 
such as position, color, separating blank spaces, formatting features, and so forth. For  instance 
some secondary  information  is put on the side so that users can recognize  it  immediately.  It  is 
important to provide the same message to a blind user by another means. 














In  our  general WebVoice  architecture, we  have  established  that  speech  alone would  be  the 








the user  loads a new page only  then  the other commands become available. We can  imagine 








speech only web  content  transformer. At  first we  shall  list  the  requirements  in  a  very broad 











































Brief description  The  user  says  “Load Default  link  1”  or  “Load 
Default  link  4”  etc.  and  then  the  application, 
loads  the URL  for  the  link.    Alternatively  the 
user  says  “Go  To  yahoo.com”  or  “Go  To 




























Post‐conditions  The  voice  prompt  lists  all  the  available 
commands. 














Post‐conditions  A  new  page  is  loaded  with  all  the  basic 
commands and extended commands. 




Use case 2.2  Read  a  certain  paragraph  found  in  the  web 
page. 
Brief description  The  user  says  “Read  Paragraph  1”  or  “Read 







If  the  mentioned  paragraph  number  is  not 




Use case 2.3  Read  the  link  label  and  link URL  of  a  certain 
link found in the web page. 
Brief description  The user says “Read Link 1” or “Read Link 43” 















Brief description  The  user  says  “Find  the  paragraph  with  the 
word  some_word”  and  all  the  paragraphs  in 
the page are searched for the word. It returns 















Brief description  The  user  says  “Find  the  link  with  the  word 
some_word” and all the link labels in the page 











Use case 2.6  Count  the  number  of  links  found  in  the web 
page. 
Brief description  The  user  says  “How  Many  Links”  and  the 











Use case 2.7  Count  the  number  of  links  found  in  the web 
page. 
Brief description  The user says “How Many Paragraphs” and the 































































In  the  above  diagram, we  have  introduced  two  new  use  cases.  They  are,  “LinkLocator”  and 
“LinkNotFound”. Below is the specification of the two. 
Use case 5.1: LinkLocator  Finds  the  link  label  and  link URL of  the  given 
link number. 
Brief description  The  user  says  “Find  the  link  with  the  word 
some_word” and all the link labels in the page 















Brief description  The  user  says  “Find  the  link  with  the  word 
some_word” and the word  is not found  in the 



















our  recognition grammar  that was generated dynamically  from  the  source webpage,  then  the 
word  will  be  recognized.  Then  we  shall  find  the  paragraph(s)  that  contains  the  word.  It  is 

































































Go To or Load Link
W












































calls  to external  script  such as  JavaScript. Grammars contain  rules and  semantics, where each 
rule may contain some other rule. 
1.2.1. Assumption 
The  two  later  items X+V and Grammar, are not  fully Object Oriented  for  they do not  support 















The server prepares the content  in X+V format and the client  interact with the X+V page.   As a 

























































Brief description  The  user  says  “Load Default  link  1”  or  “Load 








































Result  The  voice  prompt  lists  all  the  available 
commands. 














Result  A  new  page  is  loaded  with  all  the  basic 
commands and extended commands. 




Use case 2.2  Read  a  certain  paragraph  found  in  the  web 
page. 
Brief description  The  user  says  “Read  Paragraph  1”  or  “Read 









If  the  mentioned  paragraph  number  is  not 




Use case 2.3  Read  the  link  label  and  link URL  of  a  certain 
link found in the web page. 
Brief description  The user says “Read Link 1” or “Read Link 43” 













Brief description  The  user  says  “Find  the  paragraph  with  the 

















Brief description  The  user  says  “Find  the  link  with  the  word 
some_word” and all the link labels in the page 









If  the  word  was  not  found  in  any  link  label 
then the user is notified. 
Table 31: Example "Find the link with word 'XYZ'. " 
Use case 2.6  Count  the  number  of  links  found  in  the web 
page. 
Brief description  The  user  says  “How  Many  Links”  and  the 








Use case 2.7  Count  the  number  of  links  found  in  the web 
page. 
Brief description  The user says “How Many Paragraphs” and the 








Result  The  total number of paragraphs  found  in  the 
page. 
Table 33: Example "How many paragraphs" 










































 THIS IS THE GRAMMAR GENERATOR CLASS grammarManager. 





 private $current_grammar=""; 
 public function __construct() 
 { 
  $this->current_grammar = " <grammar><![CDATA[ 
    #JSGF V1.0; 
    grammar urls; 
    public <urls> = <url>{\$.the_url=\$url;q_type=''} | (stop it 
| shut down|shut up|be quiet){\$='stop it'} | [Go to] web voice home{\$='web voice home'} 
| Go Back| Something Else; 
    <url> = yahoo.com | google.com | msn.com | bdwindsor.org | 
php.net |bbc.com|cnn.com|windsorstar.com|blogs.com|wikipedia.org; 
    public <inst> = <question_type>{q_type=\$question_type} 
<question>{\$.the_question = \$question} ; 
    <question_type> = How Many | Read  | (Find | Is There | 
Search){\$='Find'} | Go To | Load | Load Default; 
    <question> =  title |links | [ All ] 
paragraphs{\$='paragraphs'} | Paragraph{\$.the_item='Paragraph'} <digit>{\$.the_digit = 
\$digit}| Link {\$.the_item='Link'} <digit>{\$.the_digit = \$digit} | [the|a] 
paragraph{\$.the_find_type='para'} [with the | that has the] word 
<word>{\$.the_word=\$word}|[the] link{\$.the_find_type='link'} [with] [the] 
word<word>{\$.the_word=\$word}|[the] Paragraph{\$.the_item='paragraph_read'} with the word 
<word>{\$.the_word = \$word}; 
    <digit> = 1|2|3|4|5|6|7|8|9|10  ; 




    ]]> 




 public function __toString() 
 { 
  return $this->current_grammar; 
 } 
 public function printGrammar() 
 { 









 THIS IS THE JAVASCRIPT GENERATOR CLASS JSManager. 




 public function printJS(&$webx, $urlx) 
 { 
  ?> 
 <script> 
  <![CDATA[ 
  var links = new Array(); 
   <?php 
    if(!empty($urlx)) 
    { 
     $webx->printLinksJS(); 
    } 
  ?> 
  var default_links = new Array(); 
 
  //print the default links 
  //this is part of the basic commands 
  default_links[1] = new Array(); 
  default_links[1][0]="http://en.wikipedia.org/wiki/SpeechWeb"; 
  default_links[1][1]="speechweb Wikipedia web page"; 
 
  default_links[2] = new Array(); 
  default_links[2][0]="http://www.cnn.com"; 
  default_links[2][1]="CNN"; 





  default_links[3][1]="X+V Styles"; 
  default_links[4] = new Array(); 
  default_links[4][0]="http://www.windsorstar.com/"; 
  default_links[4][1]="The Windsor Star"; 
 
   var pgs = new Array(); 
   pgs[0]=""; 
   <?php 
 
    if(!empty($urlx)) 
    { 
     $webx->printParagraphsInJS(); 
    } 
    else 
    { 
     //print the default links 
     //this is just for example purpose 
     ?> 
     pgs[1]="this is the first paragraph."; 
     pgs[2]="this is the second paragraph."; 
     pgs[3]=" this is the third paragraph."; 
     pgs[4]="this is the fourth paragraph." 
 
    <?php 
   } 
  ?> 
  //-------------------------------- 
  function count_links() 
  { 
   return links.length-1; 
  } 
  //-------------------------------- 
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  function count_paragraphs() 
  { 
   return pgs.length-1; 
  } 
  //-------------------------------- 
  function answer_how_many(a) 
  { 
   var si = a.interpretation; 
   if(si.the_question=='links') 
    return " "+count_links()+" links."; 
   else if (si.the_question=='paragraphs') 
    return " "+count_paragraphs()+" paragraphs."; 
  } 
  //------------------------------------------- 
  function answer_read_js(a) 
  { 
   var si = a.interpretation; 
   if(si.the_question.the_item) 
   { 
    if(si.the_question.the_item=='Paragraph') 
    { 
     if(si.the_question.the_digit<pgs.length) 
      return " Paragraph 
"+si.the_question.the_digit+": "+pgs[si.the_question.the_digit]+": Finished Reading 
Paragraph "+si.the_question.the_digit; 
     else 
      return "No Such Paragraph"; 
 
    } 
    else if(si.the_question.the_item=='Link') 
    { 
     if(si.the_question.the_digit<links.length) 
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      return " Link "+si.the_question.the_digit+": 
Link Label: "+links[si.the_question.the_digit][1]+": Link U R L: 
"+links[si.the_question.the_digit][0]+" Finished Reading Link "+si.the_question.the_digit; 
     else 
      return "No Such Link!"; 
    } 
   } 
   else if (si.the_question.the_word)//if the word is present then it 
means the user requested "read the paragraph with the word 'about'" 
   { 
 
     a.interpretation.the_question.the_find_type='para'; 
     return answer_find_js(a); 
   } 
   else if(si.the_question) 
   { 
    if(si.the_question == 'links') 
    { 
     return " It can take long time to read all the 
links. It is suggested that you command me to read one link at a time. For example, say: 
read link 1"; 
    } 
    else if(si.the_question == 'paragraphs') 
    {     
     if(<?php if(!empty($urlx)) { print $webx-
>count_paragraph_words();}else{print "0";}?>  >7000) 
     { 
      return " It can take long time to read all 
the paragraphs. It is suggested that you command me to read one paragraph at a time. For 
example, say: read paragraph 1"; 
     } 
     else 
     { 
      //read all the paragraphs  
      var paragraphs_all="Reading All 
"+(pgs.length-1)+" Paragraphs.  "; 
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      for(i=1; i<pgs.length;i++) 
      { 
       paragraphs_all += "Reading Paragraph 
"+i+":  "+pgs[i]+": Finished Reading Paragraph "+i+": "; 
      } 
      paragraphs_all += "Finished Reading 
"+(pgs.length-1)+" Paragraphs."; 
      return paragraphs_all; 
     }  
    } 
    else if(si.the_question == 'title') 
    { 
      <?php 
       if(!empty($urlx)) 
       { 
        echo "return \"".$webx-
>printTitle()."\";"; 
       } 
       else 
       { 
        echo "return 'Webvoice Home';"; 
       }       
     ?> 
    } 
   } 
   else 
   { 
    return " Command Not Recognized!"; 
   } 
  } 
  //------------------------------------------- 
  function answer_find_js(a) 
  { 
   var si = a.interpretation; 
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   var i=0; 
   var temp_str=""; 
   var temp_arr=new Array(); 
   var temp_arr_count=0; 
 
   if(si.the_question.the_find_type=='para') 
   { 
    for(i=1; i<=count_paragraphs();i++) 
    { 
     temp_str="I have found the following: paragraph "; 
     pg_txt=""; 
     pg_txt = pgs[i]; 
     pg_split=pg_txt.split(" "); 
 
     if(find_str(pg_split, 
si.the_question.the_word)==true) 
     { 
      temp_arr[temp_arr_count] = i; 
      temp_arr_count++; 
     } 
    } 
 
    if(temp_arr_count>1) 
    { 
     for(i=0;i<temp_arr_count;i++) 
     { 
      temp_str +=""+temp_arr[i]; 
      if(i+2==temp_arr_count) 
       temp_str += " and "; 
      else 
       temp_str += ", "; 
     } 
    } 
    else 
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    { 
     if(temp_arr_count==1) 
      temp_str += ""+temp_arr[0]; 
    } 
    temp_str +=" contains the word: "+si.the_question.the_word; 
 
    if(temp_arr_count==0) 
     temp_str =" I did not find a matching paragraph for 
the word: "+si.the_question.the_word; 
   } 
   else if(si.the_question.the_find_type=='link') 
   { 
    for(i=1; i<=count_links();i++) 
    { 
     temp_str="I have found "; 
     pg_txt=""; 
     if(links[i]) 
     { 
      if(typeof(links[i][1])!='undefined') 
      { 
       pg_txt = links[i][1]; 
 
      } 
     } 
     pg_split=pg_txt.split(" "); 
   if(find_str(pg_split, si.the_question.the_word)==true) 
     { 
      temp_arr[temp_arr_count] = i; 
      temp_arr_count++; 
     } 
    } 
 link_dialog_mid = " containing the word: "+si.the_question.the_word; 
if(temp_arr_count>1 && temp_arr_count<=20) //i'll return only if the number of resulted 




temp_str += temp_arr_count+ " links "+link_dialog_mid+". They are: link "; 
     for(i=0;i<temp_arr_count;i++) 
     { 
      temp_str +=""+temp_arr[i]; 
      if(i+2==temp_arr_count) 
       temp_str += " and "; 
      else 
       temp_str += ", "; 
     } 
    } 
    else if(temp_arr_count>20) 
    { 
     temp_str += temp_arr_count+ " links 
"+link_dialog_mid+". I am reading the first 20 links: link "; 
     for(i=0;i<20;i++) 
     { 
      temp_str +=""+temp_arr[i]; 
      if(i+2==20) 
       temp_str += " and "; 
      else 
       temp_str += ", "; 
     } 
    } 
    else 
    { 
     if(temp_arr_count==1) 
     { 
      temp_str +=  " link: "+temp_arr[0]+" 
"+link_dialog_mid+"."; 
     } 
    } 
    if(temp_arr_count==0) 
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     temp_str =" I did not find a matching links for the 
word: "+si.the_question.the_word; 
   } 
   return temp_str; 
  } 
  //------------------------------------------------------ 
  function find_str(arrayObj, myStr) 
  { 
   var i=0; 
   for(i=0;i<arrayObj.length;i++) 
   {  
    if (arrayObj[i].toUpperCase() == myStr.toUpperCase()) 
    { 
     return true; 
    }    
   } 
   return false; 
  } 
  //------------------------------------------------------------ 
  function load_default_link_js(a) 
  { 
   var si = a.interpretation; 
   if(si.the_question.the_item) 
   { 
    if(si.the_question.the_item=='Link') 
    { 
     document.location = 
"xvManager.php?url="+default_links[si.the_question.the_digit][0]; 
    } 
   } 
  } 
  //------------------------------------------------------------ 
  function load_link_js(a) 
  { 
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   var si = a.interpretation; 
   //if an url was said 
   if(si.the_url) 
   { 
    temp_url = si.the_url; 
    //remove all the spaces 
    while(temp_url.indexOf(' ')>0) 
    { 
     temp_url = temp_url.replace(' ', ''); 
    } 
    document.location="xvManager.php?url="+temp_url; 
    //alert(si.the_url); 
   } 
   else 
   { 
    if(si.the_question.the_item) 
    { 
     if(si.the_question.the_item=='Link') 
     { 
      document.location = 
"xvManager.php?url="+links[si.the_question.the_digit][0]; 
     } 
    } 
   } 
  } 
  //------------------------------------------------------------ 
  function load_home_js() 
  { 
   document.location = "xvManager.php"; 
  } 
  //------------------------------------------------------------ 
  function load_last_js() 
  { 
   history.back(); 
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  } 
  //------------------------------------------------------- 
   function mydebug(a) 
   { 
    var si = a.interpretation; 
    alert(_event); 
    return si; 
   } 
     ]]> 
 </script> 







  THIS IS THE MAIN CLASS xvManager. 
  THE MAIN FUNCTION IS: printFinalXVOutput() 
 --------------------------------------------------*/ 





 private $finalOutput=""; 
 private $currentURL=""; 
 //++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++ 
 public function getCurrentState() 
 { 
  /*----------------------------------------------------------- 
  |: this function checks the $this->currentURL variable. 
  |: If it is empty, then it means the user is in main page. 
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  |: otherwise, the user has loaded a new page. 
  |: 1: indicates the user has loaded a new page. 
  |: 0: indicates the user is in the main page. 
  -------------------------------------------------------------*/ 
  if(!empty($this->currentURL)) 
   return 1; 
  else 
   return 0; 
 } 
 //++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++++ 
 public function printFinalXVOutput() 
 { 
 /*-------------------------------------------------------------------- 
  |: this function combines the output from JS generator and 
  |: Grammar Generator then the $this->finalOutput variable is 
populated. 
 -----------------------------------------------------------------------*/ 
  header('content-type: text/xml'); 
  header("Cache-Control: no-cache, must-revalidate"); 
   // Date in the past 
  header("Expires: Mon, 28 Jul 1997 05:00:00 GMT"); 
  error_reporting(E_ALL); 
  require_once("getWeb.php"); 
  require_once("GrammarManager.php"); 
  require_once("JSManager.php"); 
 
  $gram = new GrammarManager(); 
  $jss = new JSManager(); 
 
  $urlx = ""; 
  if(isset($_REQUEST["url"])) 
  { 
   $urlx = $_REQUEST["url"]; 




  print "<html xmlns=\"http://www.w3.org/1999/xhtml\" 
xmlns:ev=\"http://www.w3.org/2001/xml-events\">"; 
  print "<head>"; 
  print "  <title>WebVoice: Voice access to web</title>"; 
  print "  <form xmlns=\"http://www.w3.org/2001/vxml\" id=\"weburlform\">"; 
  ?> 
   <field name="weburls"> 
   <?php 
    if(!empty($urlx)) 
    { 
     $webx = new getWeb(); 
     $webx->getWeb($urlx); 
    } 
 
    $strGram = $gram->printGrammar(); 
    if(!empty($urlx)) 
    { 
     $strGram = str_replace("remain | silence | working 
by| believe", $webx->printGrammar(),$strGram); 
    } 
    if (isset($webx)) 
    { 
     $link_count=""; 
     for($i=1; $i<=$webx->countLinks(); $i++) 
     { 
      $link_count .= "| $i"; 
     } 
     if(!empty($link_count)) 
     { 
      $strGram = str_replace("<digit> = 
1|2|3|4|5|6|7|8|9|10", "<digit> = 0".$link_count,$strGram); 
     } 
    } 
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    print $strGram; 
   ?> 
     <prompt timeout="40s"> 
     <?php 
    if(empty($urlx)) 
    { 
    ?> 
     Welcome to Web Voice. Please tell me an U R L? 
    <?php 
    } 
    else 
    { 
     if($webx->urlFailedToOpen()) 
     {} 
     else 
     { 
      $title = $webx->printTitle();   
      print "Web Voice has loaded: $title. For a 
list of speech commands please say HELP."; 
     } 
    } 
    ?> 
     </prompt> 
     <catch event="vxmldone"> 
     <value expr="load_link_js(application.lastresult$)" 
/> 
     <clear namelist="weburls" /> 
     </catch> 
 
     <catch event="vxmldone2"> 
     Shutting down. 
     </catch> 
 
     <catch event="help"> 
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    You may say: 
    How many Links? 
    How Many paragraphs? 
    Find the paragraph with the word: x.y.z. 
    Read All Paragraphs: 
    Read Paragraph 1: 
    Load Link 1: 
    Load Default Link 1: 
    Go To Php.net: 
    Webvoice Home: 
    Shut Down: 
    Read Title: 
    <clear namelist="weburls" /> 
      </catch> 
 
     <catch event="noinput"> 
    I am not detecting any input from your microphone. 
     </catch> 
 
     <catch event="nomatch"> 
    I did not understand what you said. Sorry. Please try again. 
    <clear namelist="weburls" />    
     </catch> 
     <catch event="someother"> 
     <clear namelist="weburls" /> 
     <prompt>How about orange juice? or simple 
water?</prompt> 
     </catch> 
     <catch event="answerhowmany"> 
    <clear namelist="weburls" /> 
    <!-- We send the lastresult$ variable to the voice_done() JS 
function. --> 




    <prompt>There are <value expr="how_many_count" /></prompt> 
     </catch> 
     <catch event="answer_read"> 
    <clear namelist="weburls" /> 
    <!-- We send the lastresult$ variable to the voice_done() JS 
function. --> 
    <assign name="read_txt" 
expr="answer_read_js(application.lastresult$);" /> 
    <prompt><value expr="read_txt" /></prompt> 
     </catch> 
 
     <catch event="answer_find"> 
    <clear namelist="weburls" /> 
    <!-- We send the lastresult$ variable to the voice_done() JS 
function. --> 
    <assign name="read_para" 
expr="answer_find_js(application.lastresult$);" /> 
    <prompt><value expr="read_para" /></prompt> 
     </catch> 
     <catch event="load_default_link"> 
    <clear namelist="weburls" /> 
    <!-- We send the lastresult$ variable to the voice_done() JS 
function. --> 
    <assign name="no_need_to_count" 
expr="load_default_link_js(application.lastresult$);" /> 
     </catch> 
     <catch event="load_link"> 
    <clear namelist="weburls" /> 
    <!-- We send the lastresult$ variable to the voice_done() JS 
function. --> 
    <assign name="no_need_to_count" 
expr="load_link_js(application.lastresult$);" /> 
     </catch> 
     <catch event="load_home"> 
    <clear namelist="weburls" /> 
    <assign name="no_need_to_count" expr="load_home_js();" /> 
98 
 
     </catch> 
     <catch event="load_last"> 
    <clear namelist="weburls" /> 
    <assign name="no_need_to_count" expr="load_last_js();" /> 
     </catch> 
   <filled> 
    <if cond="weburls == 'Nothing' || weburls == 'stop it' "> 
     <throw event="vxmldone2" /> 
    <elseif cond=" weburls == 'web voice home' " /> 
     <throw event="load_home" /> 
    <elseif cond=" weburls == 'Go Back' " /> 
     <throw event="load_last" />    
  
    <elseif cond="weburls.the_url !='' &amp;&amp; q_type==''" /> 
     <throw event="vxmldone" /> 
    <elseif cond="weburls == 'Something Else' " /> 
     <throw event="someother" /> 
    <elseif cond=" q_type=='How Many' " /> 
     <throw event="answerhowmany" /> 
    <elseif cond=" q_type=='Read' " /> 
     <throw event="answer_read" /> 
    <elseif cond=" q_type=='Find' " /> 
     <throw event="answer_find" /> 
    <elseif cond=" q_type=='Load Default' " /> 
     <throw event="load_default_link" /> 
    <elseif cond=" q_type=='Go To' || q_type=='Load' " /> 
     <throw event="load_link" /> 
 
    <else /> 
     <!--Do Nothing--> 
    </if> 
   </filled> 
 
    </field> 
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    </form> 
  <?php 
   $jss->printJS($webx, $urlx); 
  ?> 
  </head> 
  <body ev:event="load" ev:handler="#weburlform"> 
  <h1>Chandon's WebVoice</h1><small>V0.00063</small> 
  <p>say an url like: php.net, bbc.com or wikipedia.org</p> 
  <p>You May Say : 
   <ol> 
    <li>Help</li>  
    <li>How many Links?</li> 
    <li>Load link 2.</li> 
    <li>How many paragraphs?</li> 
    <li>Read Paragraph 2. </li> 
    <li>Read All Paragraphs. </li> 
    <li>Read Link 3.</li> 
    <li>Find the paragraph with the word "believe".</li> 
    <li>Find the link with the word "believe".</li> 
    <li>Load default link 1 (There are 4 default links)</li> 
    <li>Go to php.net</li> 
    <li>Webvoice Home.</li> 
    <li>Shutdown.</li> 
    <li>Read Title.</li> 
   </ol>  
  </p> 
     
  <p> 
  Please not this page requires the following browser  
  <a 
href="http://arc.opera.com/pub/opera/win/923/en/Opera_9.23_Eng_Setup.exe">Opera 9.23</a> 
with voice pack enabled.  
  The voice pack is installed after the Opera browser has been installed. To 
install the voice pack, open the Opera browser.  
100 
 
  Then go to Tools>Preferences and select the "Advanced" tab.  
  Then click the option called voice and put a check mark on the checkbox 
labeled "Enable Voice-Controlled Browsing".  
  It will ask you for downloads and then download it. 
  </p> 
  </body> 
  </html> 







 class getWeb 
 { 
  var $x_url; 
  var $x_content; 
  var $base_url; 
 
  private $failedToOpen; 
 
  function __construct() 
  { 
    $this->x_url=""; 
    $this->x_content=""; 
    $this->base_url=""; 
    $this->failedToOpen=false; 
  } 
  //-------------------------------------------------- 
  //  gets the url and puts it in x_content var 
  //-------------------------------------------------- 
  function getWeb($ax) 
  { 
   $options = array 
   (  'http' => array 
    ( 
           'user_agent'    => 'spider',    // who am i 
           'max_redirects' => 10,          // stop after 10 redirects 
           'timeout'       => 120,         // timeout on response 
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       )  
      ); 
   $context = stream_context_create($options);   
   $this->setUrl($ax); 
   $handle = fopen($this->x_url, "r", false, $context); 
   $this->x_content=""; 
   if ($handle) 
   { 
     while (!feof($handle)) 
     { 
      $this->x_content .= fgets($handle, 4096); 
     } 
     fclose($handle); 
     //extract the base url 
     preg_match("#http\://([a-zA-Z0-9\-\.]+)(\.)([a-zA-
Z]{2,3})(/.)*#", $this->x_url, $matches); 
     $this->base_url = 
"http://".$matches[1].$matches[2].$matches[3]; //because $matches[0] contains /php.net 
      
     if(stripos($this->x_content, "failed to open stream: 
HTTP request failed! HTTP/1.0 403 Forbidden")!==false) 
     { 
      //we have encountered a 403 error 
      print "<prompt>The URL is Forbidden. Failed 
to open: ".$this->x_url.". Please try again.</prompt>"; 
      $this->failedToOpen=true; 
     }      
   } 
   else 
   { 
    print "<prompt>Failed to open: ".$this->x_url.". Please try 
again.</prompt>"; 
    $this->failedToOpen=true; 
   } 
  } 
  //------------------------------------------------------- 
  //  (END OF)gets the url and puts it in x_content var 
  //------------------------------------------------------- 
  function urlFailedToOpen() 
  { 
   return $this->failedToOpen; 
  } 
  //-------------------------------------------------- 
  //  returns x_content var after stripping the tags 




  function printContent() 
  { 
   return $this->strip_html_tags($this->x_content); 
  } 
  //-------------------------------------------------- 
  //  (END OF)returns x_content var after stripping the tags 
  //-------------------------------------------------- 
  //-------------------------------------------------- 
  //  returns x_content var 
  //-------------------------------------------------- 
  function printRawContent() 
  { 
   return $this->x_content; 
  } 
  //-------------------------------------------------- 
  //  (END OF)returns x_content var 
  //-------------------------------------------------- 
  //-------------------------------------------------- 
  //  Sets the x_url var 
  //-------------------------------------------------- 
  function setUrl($a) 
  { 
   $this->x_url = $a; 
   $pos = stripos($this->x_url, "http"); 
   if($pos===false) 
    $this->x_url = "http://".$this->x_url; 
  } 
  //-------------------------------------------------- 
  //  (END OF)Sets the x_url var 
  //-------------------------------------------------- 
/** 
* Remove HTML tags, including invisible text such as style and 
* script code, and embedded objects.  Add line breaks around 
* block-level tags to prevent word joining after tag removal. 
* function taken from: 
* http://nadeausoftware.com/articles/2007/09/php_tip_how_strip_html_tags_web_page 
*/ 
  function strip_html_tags( $text ) 
  { 
      $text = preg_replace( 
          array( 
            // Remove invisible content 
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              '@<head[^>]*?>.*?</head>@siu', 
              '@<style[^>]*?>.*?</style>@siu', 
              '@<script[^>]*?.*?</script>@siu', 
              '@<object[^>]*?.*?</object>@siu', 
              '@<embed[^>]*?.*?</embed>@siu', 
              '@<applet[^>]*?.*?</applet>@siu', 
              '@<noframes[^>]*?.*?</noframes>@siu', 
              '@<noscript[^>]*?.*?</noscript>@siu', 
              '@<noembed[^>]*?.*?</noembed>@siu', 
            // Add line breaks before and after blocks 
              '@</?((address)|(blockquote)|(center)|(del))@iu', 
              '@</?((div)|(h[1-9])|(ins)|(isindex)|(p)|(pre))@iu', 
              '@</?((dir)|(dl)|(dt)|(dd)|(li)|(menu)|(ol)|(ul))@iu', 
              '@</?((table)|(th)|(td)|(caption))@iu', 
              '@</?((form)|(button)|(fieldset)|(legend)|(input))@iu', 
              '@</?((label)|(select)|(optgroup)|(option)|(textarea))@iu', 
              '@</?((frameset)|(frame)|(iframe))@iu', 
          ), 
          array( 
              ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', ' ', 
              "\n\$0", "\n\$0", "\n\$0", "\n\$0", "\n\$0", "\n\$0", 
              "\n\$0", "\n\$0", 
          ), 
          $text ); 
      return strip_tags( $text ); 
  } 
  //------------------------------------------ 
  function printGrammar() 
  { 
   //------------------------------------- 
   // FIRST GET ALL THE PARAGRAPHS TEXT 
   //------------------------------------- 
   $alltext = $this->strip_html_tags($this->x_content); 
 
//------------------------------------------------------------------------ 
// NOW GET ALL THE LINKS TEXT AND ADD THEM AT THE END OF PARAGRAPHS TEXT 
//------------------------------------------------------------------------ 
   $incFiles=$this->parseLinks(); 
   if (count($incFiles)>0) 
   { 
    for ($i=0;$i<count($incFiles);$i++) 
    { 
  //lets split up the links attributes and content 
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  $one_link = $incFiles[$i]; 
  $link_label=""; 
  $link_href=""; 
  $this->extractLinkElements($one_link, $link_label, $link_href); 
  $alltext .= " ".$this->strip_html_tags($link_label); 
    } 
   } 
 
   //print $alltext; 
   //---------------------------------------------------- 
   // NOW ITERATE THRU COMBINED TEXT 
   //---------------------------------------------------- 
   $mwords = explode(" ", $alltext); 
    
   //Remove Duplicate from the array 
   //------------------------------- 
   $this->rem_duplicate($mwords); 
   //------------------------------ 
   $the_final_word="begin "; 
   for($i=0;$i<count($mwords);$i++) 
   { 
    $the_word = trim($mwords[$i]); 
 
    $the_word = preg_replace 
       ( 
        array('#\#|\!|^|\|&|@|/|,|-
|\(|\)|"|&|:|_|\[|\]|{|}|\.|\?|;|\*|\||\%|\=|\n|\$|\'|\+#si'), 
        array(''), 
        $the_word 
       ); 
    if(preg_match('/^[a-z0-9]+$/i', $the_word)) 
    { 
     $the_word = trim($the_word); 
     if(!empty($the_word) && strlen($the_word)<20) 
     { 
      $the_final_word.= "|".$the_word ; 
     } 
    } 
    else 
    { 
     $the_final_word.=""; 




   } 
   return $the_final_word; 
  } 
  //------------------------------------------ 
  // Remove duplicate function 
  //------------------------------------------ 
  function rem_duplicate(&$arrWords) 
  { 
   $arrOut = array(); 
   $arrHash = array(); 
 
   $new_array_counter=0; 
   for($i=0;$i<count($arrWords);$i++) 
   { 
    $my_hash = hash('sha256', $arrWords[$i]); 
    if(!isset($arrHash[$my_hash])) 
    { 
     $arrHash[$my_hash]=$arrWords[$i];//hash result is 
used as index 
     $arrOut[$new_array_counter]=$arrWords[$i]; 
     $new_array_counter++; 
    } 
   } 
   //now change the pointer to point at new array 
   $arrWords = $arrOut; 
  } 
  //------------------------------------------ 
  // (END OF)Remove duplicate function 
  //------------------------------------------ 
 
  //------------------------------------------ 
  // Remove duplicate function 2 
  //------------------------------------------ 
  function rem_duplicate2(&$arrWords) 
  { 
   $arrOut = array(); 
   $arrHash = array(); 
 
   $new_array_counter=0; 
   for($i=0;$i<count($arrWords);$i++) 
   { 
    $strItem = $arrWords[$i]; 
    $arrWords[$i]=""; 
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    if(!in_array($strItem, $arrWords)) 
    { 
     $arrOut[$new_array_counter]=$strItem; 
     $new_array_counter++; 
    } 
   } 
   //now change the pointer to point at new array 
   $arrWords = $arrOut; 
  } 
  //------------------------------------------ 
  // (END OF)Remove duplicate function 2 
  //------------------------------------------ 
  function printLinks() 
  { 
   $incFiles=$this->parseLinks(); 
   if (count($incFiles)>0) 
   { 






print  "<td bgcolor=eeeeee align=left>$i"; 
print htmlentities ( $incFiles[$i] )."<hr/>"; 
 
//lets split up the links attributes and content 
$one_link = $incFiles[$i]; 
$link_label=""; 
$link_href=""; 
$this->extractLinkElements($one_link, $link_label, $link_href); 
print "[".$link_label."] -> [".$link_href."]"; 





   else 
   { 
    print "No Links!!<br/>"; 
   } 
  } 
  //------------------------------------------ 
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  function printLinksJS() 
  { 
   $incFiles=$this->parseLinks(); 
   if (count($incFiles)>0) 
   { 
    $j=1; 
    for ($i=0;$i<count($incFiles);$i++) 
    { 
//lets split up the links attributes and content 
$one_link = $incFiles[$i]; 
$link_label=""; 
$link_href=""; 
$this->extractLinkElements($one_link, $link_label, $link_href); 
$link_label = $this->strip_html_tags($link_label); 
$link_label = trim($link_label); 
/*------------------------------------------------------ 
** links[1] = new Array(); 
** links[1][0]="http://en.wikipedia.org/wiki/SpeechWeb"; 
** links[1][1]="speechweb wikipedia web page"; 
------------------------------------------------------*/     
    if(!empty($link_label)&&!empty($link_href)) 
    { 
    print "links[".($j)."]=new Array();\n"; 
    print "links[".($j)."][0]=\"$link_href\";\n"; 
    print "links[".($j)."][1]=\"$link_label\";\n"; 
            
    $j++; 
    } 
    } 
   } 
  } 
  function extractLinkElements($one_link, &$link_label, &$link_href) 
  {  
 preg_match_all("/<a.*href=\"(.*)\"\s(.*?)>(.*)<\/a>/i",$one_link, $out); 
 
   if(isset($out[1][0])) 
   { 
    $link_href = $out[1][0]; 
   } 
   else 
    $link_href=""; 
   if(isset($out[count($out)-1][0])) 
   { 
    $link_label = $out[count($out)-1][0]; 
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   } 
   else 
    $link_label=""; 
   //if the content(link label) is only an image then extract the alt. 
if no alt is found then dont include it. 
  
 if(preg_match_all("/<a[^>]*?><img(.*)alt=(.*)><\/a>/si",$one_link,$out)) 
   { 
    $link_label = $out[2][0]; 
   } 
   $link_label = str_replace("\"","",$link_label); 
 
   //if the href does not contain http then its a relative link. so 
resolve it by adding the base url infront of it 
   if(strpos($link_href, "http://")===false) 
   { 
    //if it contains enclosing double quotes then we remove the 
double quotes 
    if(preg_match_all("/\"(.*)\"/i", $link_href, $out)) 
    { 
 
     $link_href = 
str_replace("\"","",substr($link_href,1,strpos($out[1][0],"\""))); 
    } 
    else 
    { 
     //if it does not contains enclosing double quotes 
then we do nothing 
    } 
 
    //if the relative link contains a back slash(/) at the 
beginning then we are fine 
    //else add a back slash 
    if(strpos($link_href, "/")===false) 
    { 
     $link_href = "/".$link_href; 
    } 
    else if(strpos($link_href,"/")>0) 
    { 
     $link_href = "/".$link_href; 
    } 
    else 
    { 
     //do nothing 
    } 
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    //now add the refined link to the base url to make it the 
complete link 
    $link_href = $this->base_url.$link_href; 
   } 
   else 
   { 
    if(preg_match_all("/\"(.*)\"/i", $link_href, $out)) 
    {     $link_href = 
str_replace("\"","",substr($link_href,1,strpos($out[1][0],"\""))); 
    } 
    else 
    { 
     //do nothing  
    } 
   } 
  } 
  //------------------------------------------ 
  function printParagraphs() 
  { 
   $incFiles=$this->parseParagraph(); 
   if (count($incFiles)>0) 
   { 
    print "<table border=0 width='100%' cellspacing=1 
cellpadding=4 bgcolor=aaaaaa>"; 
    for ($i=0;$i<count($incFiles);$i++) 
    { 
     $cnt = ""; 
     $cnt = trim($this->strip_html_tags($incFiles[$i])); 
     if(!empty($cnt)) 
     { 
      print "<tr>"; 
      print  "<td bgcolor=eeeeee align=left>"; 
      print   $cnt."<hr/>"; 
      //parseLinks ( $incFiles[$i] ); 
      print  "</td>"; 
      print "</tr>"; 
     } 
    } 
    print "</table>"; 
   } 
   else 
    print "No Paragarphs!!<br/>"; 
  } 
  //------------------------------------------ 
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  function printParagraphsInJS() 
  { 
   $incFiles=$this->parseParagraph(); 
   if (count($incFiles)>0) 
   { 
    for ($i=0;$i<count($incFiles);$i++) 
    { 
     $cnt = ""; 
     $incFiles[$i] = $this->remove_html_entites 
($incFiles[$i] ); 
     $cnt = trim($this->strip_html_tags($incFiles[$i])); 
     if(!empty($cnt)) 
     { 
      print   "pgs[".($i+1) ."] 
=\"".str_replace("\n"," ",htmlentities($cnt))."\";\n"; 
     } 
    } 
   } 
  } 
  //----------------------------------------------- 
  function remove_html_entites($line) 
  { 
   //this function removes any html entity 
      $line = preg_replace( 
          array('@\&(.*);@siu'), array(' '),  $line ); 
   return $line; 
  } 
  //------------------------------------------ 
  function printHeadings() 
  { 
   $incFiles=$this->parseHeadings(); 
   if (count($incFiles)>0) 
   { 
    print "<table border=0 width='100%' cellspacing=1 
cellpadding=4 bgcolor=aaaaaa>"; 
    for ($i=0;$i<count($incFiles);$i++) 
    { 
     print "<tr>"; 
     print  "<td bgcolor=eeeeee align=left>"; 
     print  $this->strip_html_tags($incFiles[$i]) 
."<hr/>"; 
     print  "</td>"; 
     print "</tr>"; 
    } 
    print "</table>"; 
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   } 
   else 
    print "No Headings!!<br/>"; 
  } 
  function printTitle() 
  { 
   $incFiles=$this->parseTitle(); 
   if (count($incFiles)>0) 
   {    
    $result =  $this->strip_html_tags($incFiles[0]) ; 
    $result = preg_replace 
       (     
   array('#\#|\!|^|\|&|@|/|,|-
|\(|\)|"|&|:|_|\[|\]|{|}|\.|\?|;|\*|\||\%|\=|\n|\$|\'|\+#si'), 
        array(''), 
        $result 
       ); 
   } 
   return $result; 
  } 
  function parseLinks() 
  { 
   $fileData = $this->x_content; 
   preg_match_all("/<a[^>]*?>.*?<\/a>/si",$fileData, $out); 
   return $out[0]; 
  } 
  function parseParagraph() 
  { 
  $fileData = str_replace("\r\n", " ", $this->x_content); 
  preg_match_all("/<p(\s*)(.*)>(.*?)(<\/p>)/i",$fileData, $out);  
  $result = $out[0]; 
  return $result; 
  } 
  function parseHeadings() 
  { 
  $fileData = str_replace("\r\n", " ", $this->x_content); 
  preg_match_all("/<h[1-9]>(.*?)(<\/h[1-9]>)/i",$fileData, $out);  
  return $out[0]; 
  } 
  function parseLists() 
  { 
  $fileData = str_replace("\r\n", " ", $this->x_content); 
  preg_match_all("/<(ul|ol)>(.*?)(<\/(ul|ol)>)/i",$fileData, $out); 
  return $out[0]; 
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  } 
  function parseListItem($myList) 
  { 
   preg_match_all("/<li>(.*?)(<\/li>)/i",$myList, $out); 
   return $out[0]; 
  } 
  function parseTitle() 
  { 
   $fileData = str_replace("\r\n", " ", $this->x_content); 
  preg_match_all("/<title>(.*?)(<\/title>)/i",$fileData, $out); 
  return $out[0]; 
  } 
  //---------------------------------------------------------------- 
  function countLinks() 
  { 
   $fileData = $this->x_content; 
   preg_match_all("/<a[^>]*?>.*?<\/a>/si",$fileData, $out); 
   return count($out[0]); 
  } 
  function count_paragraph_words() 
  { 
   if(!empty($this->x_content)) 
   { 
    $alltext = $this->strip_html_tags($this->x_content); 
    $arrWords = explode(' ', $alltext); 
    return count($arrWords); 
   } 
   else 
   { 
    return 0; 
   }  
  } 








 $arrOut = array(); 





  $my_hash = hash('sha256', $arrWords[$i]); 
 
  if(!isset($arrHash[$my_hash])) 
  { 
   $arrHash[$my_hash]=$arrWords[$i]; 
   //hash result is used as index 
   $arrOut[$new_array_counter]=$arrWords[$i]; 
   $new_array_counter++; 
  } 
 } 
 
 //now change the pointer to point at new array 
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