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Abstrakt
Ciel’om pra´ce je zozna´menie sa s otvorenou siet’ou Jabber/XMPP a princ´ıpmi jej fungovania.
Tento projekt je zamerany´ na interpretovanie pr´ıkazov operacˇne´ho syste´mu GNU/Linux a
zasielanie ich vy´stupov spa¨t’ uzˇ´ıvatel’ovi.
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Abstract
The aim of this thesis is acquaint oneself with open Jabber/XMPP network, it’s standards
and priciples of working. This project is aimed to interpret GNU/Linux commands and
send their outputs back to user.
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Kapitola 1
U´vod
Tu´to te´mu bakala´rskej pra´ce som si vybral kvoˆli mojmu pozit´ıvne´mu vzt’ahu k XMPP proto-
kolu. Tento protokol dnes expanduje (vd’aka jeho otvorenosti) a na poli instant messaging-u
sa sta´va cˇoraz popula´rnejˇs´ım.
V prvej kapitole sa zozna´mime so za´kladny´mi pojmami, vysvetl´ıme si ako siet’ funguje
a predstav´ıme si najvy´znamnejˇsie programy
V druhej si vysvetl´ıme rozdiel medzi sluzˇbou a klientom a navrhneme riesˇenia, zodel´ıme
robota do jednotlivy´ch logicky´ch u´sekov.
V tretej podrobne rozoberieme a pop´ıˇseme implementa´ciu robota, zdoˆvodn´ım postup a
riesˇenia jednotlivy´ch podproble´mov (GPG sˇifrovanie, konverzia ko´dovania, . . . ), nacˇrtnem
mozˇnosti d’alˇsieho vy´voja aplika´cie.
Napokon v poslednej zhodnot´ım projekt ako taky´ a jeho pr´ınos.
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Kapitola 2
Teo´ria
V tejto kapitole sa budeme zaoberat’ za´kladny´mi pojmami, ktore´ budeme potrebovat’ pri
na´vrhu robota a na´slednej implementa´ci´ı.
2.1 Za´kladne´ pojmy
2.1.1 Instant Messaging
Na komunika´ciu l’ud´ı po internete slu´zˇi e-mail, elektronicka´ obdoba posˇty, ktory´ ma´ vsˇak
radu nevy´hod. Je s´ıce ry´chlejˇs´ı nezˇ aka´kol’vek posˇta, no sta´le to nie je komunika´cia v rea´lnom
cˇase. Niektore´ programy s´ıce kontroluju´ e-mailovu´ schranku´ v urcˇity´ch cˇasovy´ch intervaloch,
no nie v dostatocˇny´ch. A to je pra´ve u´cˇelom Instant Messaging-u, fenome´n dnesˇnej doby.
Vol’ne by sa tento termı´n dal prelozˇit’ ako ”ry´chle spra´vy“. Programy z tejto katego´rie sa
snazˇia dorucˇit’ spra´vy priamo uzˇ´ıvatel’ovi a nie len do akejsi schra´nky, odkial’ si ju uzˇ´ıvatel’
neskoˆr vyzdvihne. Rovnako prena´sˇaju´ aj informa´ciu o stave uzˇ´ıvatel’a – cˇi dotycˇny´, komu
spra´vu chceme poslat’ je pr´ıtomny´, pr´ıpadne pracuje a nezˇela´ si byt’ rusˇny´ apod.
Nie je to s´ıce komunika´cia v rea´lnom cˇase v pravom zmysle slova, ale v takmer rea´lnom.
Nie je totizˇ definovana´ doba, za ktoru´ sa maju´ spra´vy dorucˇit’. Naproti tomu, komunika´ciu
v ozajstnom rea´lnom cˇase, kde cˇo i len male´ oneskorenie vply´va na kvalitu sluzˇby, l’udia
(zatial’) nepotrebuju´. V bezˇnom rozhovore totizˇ sekundove´ oneskorenie nehra´ rolu, no v
stabilizacˇny´ch syste´moch raketopla´nov moˆzˇe spoˆsobit’ pa´d.
Proble´mom ty´chto syste´mov vsˇak je to, zˇe na rozdiel od e-mailu, nevycha´dzaju´ z jedne´ho
sˇtandardu. Nie su´ kompatibilne´. Preva´dzkovatelia cˇasto ani nechcu´, aby sme my, uzˇ´ıvatelia,
mohli komunikovat’ s nieky´m, kto nepouzˇ´ıva zrovna ten ich protokol. Medzi najzna´mejˇsie
IM syste´my patr´ı : Internet Relay Chat (IRC), MSN Messanger. V Cˇeskej republike, na
Slovensku a v Izraeli sa vel’kej obl’ube tesˇ´ı ICQ.
V roˆznych IM su´ uzˇ´ıvatel’ia roˆzne identifikovany´. ICQ oznacˇuje uzˇ´ıvatel’a len aky´msi
cˇ´ıslom, MSN e-mailom, XMPP/Jabber tzv. JID, ktory´ sa podoba´ na e-mail, IRC identifikuje
uzˇ´ıvatel’a na za´klade prezy´vky (nick).
2.1.2 XML
XML (eXtensible Markup Language) je jazyk slu´zˇiaci na vy´menu da´t. Jeho predchodcom
bol SGML (Standard Generalized Markup Language).[4] Ked’zˇe XML je znacˇkovac´ı jazyk,
dokumenty v tomto jazyku su´ vlastne su´bor znacˇiek (s pr´ıpadny´mi atribu´tami). XML ma´,
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Obra´zek 2.1: Graficka´ reprezenta´cia stromovej sˇtruktu´ry
podobne ako napr. HTML1, pa´rove´ a nepa´rove´ znacˇky. Pa´rove´ sa skladaju´ z otva´racej a
ukoncˇovacej znacˇky, zatial’ cˇo nepa´rove´ len z jednej znacˇky, ktora´ je otva´racia a ukoncˇovacia
za´rovenˇ. Naviac, XML rozdeluje da´ta v dokumente do stromovej sˇtruktu´ry:
<?xml version="1.0" encoding="utf-8"?>
<person>
<name>
<first>Ferdinand</first>
<last>Mrkvicˇka</last>
</name>
<birth>
<date>16.02.1988</date>
<place>Zˇilina</place>
</birth>
<!-- komenta´r -->
<email>fero@mrkvicka.org</email>
</person>
Tento pr´ıklad obsahuje korenˇovy´ element person, ktory´ ma´ troch potomkov: name,
birth a email. Podobne namema´ potomkov first a last, birthma´ datea place (obra´zok
2.1). Elementy v jazyku XML sa nazy´vaju´ tagy. Doˆlezˇitou vlastnost’ou XML dokumentov
je, zˇe tagy moˆzˇu byt’ vnorene´, no nesmu´ sa kr´ızˇit’:
<p>Prvy´ odstavec s <b>tucˇny´m pı´smom</p></b>
Kazˇdy´ tag moˆzˇe obsahovat’ atribu´t, ktory´ sa uva´dza do u´vodzoviek:
<tag atribut="prvy´ atribu´t" trieda="druhy´ atribu´t" />
Jeden tag moˆzˇe obsahovat’ atribu´tov viac, no nemus´ı ani jeden.
Aj ked’ uzˇ vytvor´ıme spra´vne zostaveny´ XML dokument, teda dodrzˇali sme vsˇetky
syntakticke´ pravidla´, zosta´va ota´zka, cˇi je dokument validny´ – vyhovuje se´mantike. Ta´ sa
1HyperText Markup Language
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definuje na zacˇiatku dokumentu:
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN">
Se´mantika stanovuje, ktore´ tagy su´ povinne´, ktore´ volitel’ne´, ktore´ atribu´ty su´ pr´ıustne´;
Se´mantiku moˆzˇeme deklarovat’ dvoma spoˆsobmi: defin´ıcia typu dokumentu (DTD) alebo
XML sche´ma (XML schema).
Na pra´cu s XML dokumentami sa pouzˇ´ıvaju´ sˇpecializovane´ knizˇnice. Hoci ide o jedno-
duchy´ forma´t su´boru, pra´ca s n´ım je na´rocˇna´ na dodrzˇanie vsˇetky´ch pravidiel. Sˇpecialitou
su´ XML streamy - teda XML dokumenty, ktore´ vznikaju´ v rea´lnom cˇase, a rovnako v
rea´lnom cˇase ich je treba spracova´vat’. Nemozˇno cˇakat’ azˇ na ukoncˇenie spojenia a azˇ potom
zacˇat’ spracova´vat’ dokument (napr. dokument sa vytva´ra na za´klade interakcie uzˇ´ıvatel’a).
Proble´m moˆzˇe nastat’ pri cˇ´ıtan´ı pa´rovy´ch tagov, ktore´ esˇte nepriˇsli kompletne´. XMPP pro-
tokol pra´ve patr´ı do skupiny XML streamov.
2.1.3 XMPP
XMPP (Extensible Messaging and Presence Protocol) [15] je protokol aplikacˇnej vrstvy
slu´zˇiaci na vy´menu spra´v medzi dvoma entitami na internete.[5] V podstate ide o kom-
bina´ciu XML2 a IM, aj ked’ niektore´ typy da´t nesmie obsahovat’ (komenta´re, bina´rne da´ta)
Pouzˇ´ıvanou, no nie vyzˇadovanou, architektu´rou je klient – server, klienti teda medzi sebou
nekomunikuju´ priamo, ale cez siet’ serverov. Cela´ ta´to siet’ je decentralizovana´. Neexis-
tuje zˇiadny centra´lny server (tak ako napr´ıklad pri ICQ), ktory´ by zarucˇoval chod siete
(vy´menu informa´ci´ı medzi uzˇ´ıvatel’mi). XMPP sa tiezˇ zvykne oznacˇovat’ pojmom Jabber.
Do slovencˇiny by sa tento termı´n dal vol’ne prelozˇit’ ako bl’abot, bl’abotat’, dzˇavotat’.
V roku 1998 zacˇal Jeremie Miller projekt Jabber. Prvy´m produktom bol jabber server
jabberd. Jabber neskoˆr vyu´stil do sˇtandardu XMPP (rok 2004). O spra´vu protokolu a
rozsˇ´ıren´ı sa stara´ XMPP Standards Foundation (XSF). V roku 2005 spolocˇnost’ Google
predstavila Google Talk; kombina´ciu XMPP a VoIP (Voice over IP).
Ako uzˇ napoveda´ na´zov protokolu, hocikto moˆzˇe do neho vlozˇit’ vlastne´ rozsˇ´ırenie. Je to
pra´ve vd’aka tomu, zˇe jabber podporuje menny´ priestor.3 Rozsˇ´ırenia sa oznacˇuju´ ako XEP.
Niektore´ rozsˇ´ırenia sˇtandartizovane´ XSF:
Multi-User Chat Komunika´cia viacery´ch uzˇ´ıvatel’ov za´rovenˇ v tzv. miestnostiach.
Current Jabber OpenPGP Usage Podpora sˇifrovania a podpisovania spra´v
File Transfer Prenos su´borov
Jingle Prenos hlasu a videa.
Za´kladny´m stavebny´m kamenˇom je sˇtandart XMPP-core. Definuje za´kladne´ pozˇiadavky
protokolu XMPP, spoˆsob, aky´m si dve entity na internete vymienˇaju´ sˇtrukturalizovanu´
informa´ciu pomocou XML, podporu TLS, spoˆsob adresovania, architektu´ru siete. Samotny´
IM vsˇak za´merne nedefinuje. Obra´zok 2.2 zna´zornˇuje sˇtruktu´ru siete. Klient1, Klient2 a
Klient3 su´ klientami siete XMPP, Server1 a Server2 su´ XMPP servery, Gateway je bra´na
medzi siet’ou XMPP a cudzou (napr. ICQ, IRC alebo inou), Server3 je potom serverom
cudzej siete a Klient4 je klientom tejto siete. Jabber sa teda neuzatva´ra a ponu´ka mozˇnost’
vystupovat’ ako klient v iny´ch siet’ach. Jedinou podmienkou je existencia transportu. Ide o
program, ktory´ ”preklada´“ XMPP protokol do ine´ho a spa¨t
’. Rozsˇ´ıreny´m je ICQ transport,
ktory´ umozˇnˇuje pripojit’ sa do siete ICQ.4
2eXtensible Markup Language
3podobne ako napr. C++, kde sa moˆzˇe rovnaka´ funkcia moˆzˇe v roˆznych namespace chovat’ rozdielne
4Licencia ICQ to vsˇak vy´slovne zakazuje
6
Obra´zek 2.2: Sche´ma siete XMPP
Jabber ID
Uzˇ´ıvatelia jabberu su´ identifikovany´ Jabber Identificator. Sklada´ sa z 3 cˇast´ı:
JID = [ node "@" ] domain [ "/" resource ]
Cˇasti v hranaty´ch za´tvorka´ch su´ nepovinne´. Vid´ıme teda, zˇe aj samotna´ dome´na je jabber
identifika´torom. V praxi cˇasto oznacˇuje bra´nu do iny´ch siet´ı (napr. icq.netlab.cz).
Kombina´cia node + "@" + server sa oznacˇuje ako bare JID. Pokial’ sa rozhodnete si
vytvorit’ u´cˇet na niektorom vol’ne dostupnom serveri vy´sledkom bude pra´ve bare JID: napr.
robot@njs.netlab.cz.
Jabber podporuje, aby bolo na jeden u´cˇet prihla´seny´ch viacero klientov (programov),
jeden v pra´ci, druhy´ doma, tret´ı na mobilnom telefo´ne . . . Treba vsˇak nejaky´m spoˆsobom
rozliˇsovat’ medzi ty´mito klientami. A pra´ve na to slu´zˇi resource: romeo@example.net/Work,
romeo@example.net/Home, romeo@example.net/School.
Take´to JID sa oznacˇuju´ full JID. Vy´hodou je, zˇe Romeo sa nemus´ı odhlasovat’, ked’ sa chce
prihlasovat’ z viacery´ch miest. Ak chceme, aby si nasˇu spra´vu Romeo precˇ´ıtal azˇ v pra´ci,
tak mu ju posˇleme na resource Work. Na druhej strane, dnes existuju´ klientske´ programy,
ktore´ umozˇnˇuju´ vzdialenu´ spra´vu ostatny´ch resource, vra´tane preposielania spra´v.5 Ro-
meo si moˆzˇe definovat’ prioritu jednotlivy´ch resource. Ked’ bude chciet’ Ju´lia poslat’ spra´vu
Romeovi, Romeov jabber server ju dorucˇ´ı na ten, s najviˇssˇou prioritou. Priorita je cele´
cˇ´ıslo v rozmedz´ı < −128; 127 >. Viac o dorucˇovan´ı spra´v v nasleduju´cej kapitole. Resource
vsˇak slu´zˇi aj na identifika´ciu participanta v multi-user chat room (komunika´cia viacery´ch
uzˇ´ıvatel’ov za´rovenˇ). Kazˇda´ cˇast’ JID nesmie byt’ dlhsˇia nezˇ 1023 bytov, z cˇoho vypl´ıva
maxima´lna d´lzˇka pre cely´ JID: 3071 bytov.
Stanza
Jednotlive´ vy´znamove´ jednotky XML streamu sa nazy´vaju´ stanza. Stanza je priamym po-
tomkom korenˇove´ho elementu <stream>. XMPP core definuje 3 za´kladne´: <message/>,
<presence/> a <iq/>. Kazˇda´ tato stanza moˆzˇe obsahovat’ 5 za´kladny´ch atribu´tov:
to urcˇuje pr´ıjemcu stanzy
from odosielatel’ stanzy
5Ide o XEP-0146: Remote Controlling Clients implementovane´ napr. v Psi 0.11
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id slu´zˇi na rozliˇsovanie jednotlivy´ch stanza, sˇpecia´lne pozˇiadaviek typu pozˇiadavka – od-
poved’
type sˇpecifikuje detailnejˇsie informa´cie o u´cˇelu alebo kontexte stanzy
xml:lang urcˇuje jazyk. Stanza by mala obsahovat’ tento atribu´j najma¨ v pr´ıpade, zˇe je
urcˇena´ cˇloveku
Za stanzy sa nepovazˇuju´ XML elementy zaslane´ pre u´cˇel nadviazania TLS spojenia, SASL
alebo dialback. Vsˇetky termı´ny budu´ vysvetlene´ v nasleduju´cej sekci´ı.
2.2 Fungovanie XMPP/Jabber
Ako vlastne cela´ XMPP siet’ funguje? Vy´sledkom celej komunika´cie cez jabber je XML do-
kument. Ako som uzˇ spomı´nal, XMPP vyuzˇ´ıva XML streamy. Bolo by totizˇ zbytocˇne´, ba
azˇ nezˇiadu´ce (z hl’adiska vyt’azˇenia siete), aby sa pri kazˇej spra´ve nava¨zovalo nove´ spojenie.
Vy´mena spra´v prebieha nasledovne: Predpokladajme, zˇe Ju´lia chce poslat’ spra´vu Rome-
ovi. Ju´lia <juliet@capulet.com> ju posˇle svojmu serveru capulet.com, ten kontaktuje
server montague.com, ktory´ ju dorucˇ´ı Romeovi <romeo@montague.com> Na zacˇiatku celej
komunika´cie je tag <stream>, cˇizˇe na jej konci je </stream>.
Pr´ıklad pripojenia k serveru
Klient posˇle hlavicˇku bez id:
<?xml version="1.0"?>
<stream:stream xmlns:stream="http://etherx.jabber.org/streams"
xmlns="jabber:client" to="njs.netlab.cz" >
Server na nˇu odpovie tagom <stream> s id:
<?xml version=’1.0’?>
<stream:stream xmlns=’jabber:client’
xmlns:stream=’http://etherx.jabber.org/streams’ id=’1865831462’
from=’njs.netlab.cz’ xml:lang=’en’>
Klient sa teraz autentifikuje. XMPP core definuje podporu pre SASL autentifika´ciu
(MD5 algoritmus). Pr´ıpadne´ ine´ mozˇnosti definuje XEP-0078 : plaintex, alebo odtlacˇok hesla
vygenerovany´ SHA1 algoritmom. Autentifika´cia cez SHA1 algoritmus prebieha nasledovne:
1. Klient spoj´ı stream ID s heslom
2. Vytvor´ı SHA1 hash zo spojene´ho ret’azca
3. Uist´ı sa, zˇe vy´sledok je v hexadecima´lnej su´stave (nie bina´rnej, alebo base64 ko´dovan´ı)
4. Prevedie vel’ke´ p´ısmena´ na male´
Pr´ıklad autentifika´cie SHA1:
<iq type=’set’ id=’auth2’>
<query xmlns=’jabber:iq:auth’>
<username>bill</username>
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<digest>48fc78be9ec8f86d8ce1c39c320c97c21d62334d</digest>
<resource>globe</resource>
</query>
</iq>
Zabezpecˇenie
V sˇpecifika´ci´ı je nacˇrtnuty´ch niekol’ko mozˇnost´ı zabezpecˇenia. Prvou je SASL, pouzˇitou
pra´ve pri autentifika´ci´ı. SASL je vlastne skupina protokolov (podobne ako napr. EAP) pre
autentifika´ciu klienta vocˇi serveru. Na zacˇiatku server vyp´ıˇse vsˇetky podporovane´ spoˆsoby
(napr. DIGEST-MD5) a klient si jeden vyberie. Druhou mozˇnost’ou zabezpecˇenia je Trans-
port Layer Security. TLS vycha´dza z protokolu SSL, oba pouzˇ´ıvaju´ certifika´ty. Hoci pracuju´
skoro rovnako, nie su´ kompatibilne´. Klient, ktory´ pouzˇ´ıva k sˇfrovaniu SSL sa k serveru,
ktory´ pouzˇ´ıva TLS, bohuzˇial nepripoj´ı. TLS sa mozˇe pouzˇit’ ako na zabezpecˇenie komu-
nika´cie klient–server tak aj na server–server. Nevyzˇaduje sa, no odporu´cˇa sa. V pr´ıpade, zˇe
si chcu´ vymenit’ spra´vu dva servery, z ktory´ch jeden nepodporuje TLS, pricha´dza na sce´nu
dialback.
Dialback
Je to meto´da spetne´ho volania, ked’ sa overuje totozˇnost’ servera. Ked’zˇe neexistuje zˇiadna
centra´lna autorita, zˇiaden centra´lny server, ktory´ by overoval identitu servera, s ktory´m sa
nava¨zuje spojenie, jedina´ mozˇnost’ je spol’ahnu´t’ sa na svoje vlastne´ prostriedky. Dialback nie
je bezpecˇnostny´ mechanizmus. Je to len prostriedok na prevenciu proti niektory´m u´tokom
(domain spoofing). Cely´ f´ıgel’ spocˇ´ıva v pouzˇit´ı DNS.6 Server, ktory´ chce posielat’ da´ta, posˇle
pr´ıjemcovi najskoˆr na´hodny´ kl’´ucˇ. Ten ho zatial’ nepotrvd´ı a pokial’ tak neurob´ı, ty´mto
spojen´ım sa neprenesu´ zˇiadne da´ta. Pr´ıjemca vytvor´ı nove´ spojenie. K z´ıskaniu adresy
vyuzˇ´ıva pra´ve DNS.7 V odpovedi moˆzˇe dostat’ niekol’ko serverov, rozdeleny´ch podl’a priority.
Pripoj´ı sa na ten, s najvysˇsˇou prioritou a zaha´ji komunika´ciu a posˇle kl’´ucˇ, ktory´ obdrzˇal.
Ak je DNS nastavene´ spra´vne, overovac´ı server je zhodny´ s inicia´torom. Ten si pama¨ta´,
ktore´ kl’´ucˇe poslal, over´ı si, zˇe taky´ kl’´ucˇ naozaj poslal a odpovie. Pre pr´ıjemcu je to signa´l,
zˇe identita bola overena´, preto akceptuje kl’´ucˇ. Azˇ teraz sa pristu´pi k samotnej vy´mene
spra´v. Sche´ma komunika´cie je na obra´zku 2.3
Spra´vy
Su´ pop´ısane v sˇtandarte [16]. Uzatva´raju´ sa do stanzy message. Sˇtandart rozozna´va niekol’ko
typov spra´v:
chat Spra´va je zasielana´ v kontexte, tak ako to pozna´me z bezˇny´ch IM. Klient by ju mal
zobrazit’ spolu s histo´riou.
error Spra´va nesie chybovu´ hla´sˇku. Chyba mohla nastat’ po odoslan´ı niektorej z predcha´dzaju´cich
spra´v.
groupchat Spra´va je zaslana´ v prostred´ı multi-user chat, ktore´ je podobne´ IRC.
headline Spra´va je vygenerovana´ niektorou zo sluzˇieb (news, RSS, sˇport . . . ). Na tento
typ spra´vy sa neocˇaka´va odpoved’. Klient by mal tu´to spra´vu zobrazit’ tak, aby ju
odl´ıˇsil od iny´ch typov.
6Domain Name System
7typ zˇiadosti SRV s parametrom xmpp-server. tcp.server.net
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normal Podoba´ sa na typ chat, avsˇak spra´va je zasielana´ bez kontextu. Odpoved’ sa
ocˇaka´va, no klient by nemal zobrazovat’ histo´riu.
Ak nie je definovany´ typ spra´vy (atribu´tom type), zaobcha´dza sa s nˇou ako keby bola
typu normal. Stanza message moˆzˇe naviac obsahovat’ roˆzne ine´ elementy. Ak je spra´va typu
error, mus´ı obsahovat’ element <error/>, inak moˆzˇe obsahovat’ <subject/> na urcˇenie
predmetu spra´vy (tak ako to pozna´me z emailu), element <body/> obsahuju´ci samotnu´
spra´vu, pr´ıpadne tag <thread/> urcˇuju´ci vla´kno, do ktore´ho spra´va patr´ı. Pr´ıklad:
<message
to=’romeo@example.net’
from=’juliet@example.com/balcony’
type=’chat’
xml:lang=’en’>
<subject>I implore you!</subject>
<subject
xml:lang=’cz’>&#x00DA;p&#x011B;nliv&#x011B; prosim!</subject>
<body>Wherefore art thou, Romeo?</body>
<body xml:lang=’cz’>Pro&#x010D;e&#x017D; jsi ty, Romeo?</body>
</message>
Vid´ıme, zˇe na´rodne´ znaky su´ v sˇpecia´lnej nota´ci´ı. To preto, zˇe XMPP podporuje jedine
UTF-8 ko´dovanie. Zˇiadne ine´ nie su´ povolene´.
Vy´mena spra´v potom prebieha nasledovne. Klient zostroj´ı stanzu message. Jediny´m
pozˇadovany´m atribu´tom je urcˇenie pr´ıjemcu atribu´tom to, ostatne´ atribu´ty a dce´rske tagy
su´ volitel’ne´. Tu´to stanzu potom odosˇle svojmu serveru. Ten rozpozna´, cˇi je spra´va urcˇena´
”loka´lnemu“ uzˇ´ıvatel
’ovi, teda uzˇ´ıvatel’ovi, ktore´ho priamo spravuje. V pr´ıpade, zˇe je, dorucˇ´ı
ju priamo. Inak kontaktuje pr´ıjemcov server, ktory´ ju dorucˇ´ı pr´ıjemcovi. Odporucˇa sa, aby
v atribu´te to bol sˇpecifikovany´ aj priamo resource. Ako vsˇak zisit’, ake´ resource ma´ pr´ıjemca
prihla´sene´? Cez iforma´cie o dostupnosti – stanza presence.
Informa´cie o dostupnosti
Tak ako to pozna´me z iny´ch IM, aj XMPP podporuje prenos informa´ci´ı o dostupnosti:
away Entita alebo resource je docˇasne precˇ.
chat Entita sa momenta´lne zauj´ıma o chat.
dnd Entita je zanepra´zdnena´ a nezˇela´ si byt’ rusˇena´ (Do Not Disturb).
xa Entita je dlhsˇiu dobu precˇ. (eXtended Away).
Tieto typy dostupnosti sa uva´dzaju´ v elemente <show/>, ktory´ je priamym potomkom
elementu <presence/>. Ak nie je tag <show/> uvedeny´, cha´pe sa to, zˇe entita je online a
pr´ıstupna´. XMPP navysˇe podporuje aj stavove´ spra´vy. Ide o kra´tky popis k stavu. Napr´ıklad
k stavu dnd moˆzˇe byt’ text: Pracujem na bakala´rskej pra´ci. Stanza presence by potom
vyzerala takto:
<presence>
<show>dnd</show>
<status>Pracujem na bakala´rskej pra´ci</status>
<priority>5</priority>
</presence>
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Vid´ıme, zˇe stanza obsahuje aj tag <priority/>. Je to, ako som uzˇ spomı´nal, nastavenie
priority jednotlivy´ch resource. Ked’ na´m niekto chce poslat’ spra´vu, no nie na konktre´tny
resource, vyberie sa ten, s najvysˇsˇou prioritou.
Tag presence moˆzˇe navysˇe obsahovat’ atribu´t typ, ktory´ blizˇsˇie sˇpecifikuje vy´znam:
unavailable Entita nie je pr´ıstupna´ komunika´ci´ı. Zasiela sa pri odhlasovan´ı sa zo siete.
subscribe Odosielatel’ chce dosta´vat’ informa´cie o stave prij´ımatel’a.
subscribed Odosielatel’ povolil pr´ıjemcovi zist’ovat’ informa´cie o stave.
Siet’ nedovol’uje, aby niekto zistil na´sˇ stav (pouzˇ´ıva sa tiezˇ anglicky´ termı´n status) pokial’
mu to my nedovol´ıme. Ak teda chceme vediet’, cˇi je priatel’ online, mus´ı na´m to najskoˆr
povolit’. V XMPP sa tento proces nazy´va subscription.
IQ stanzy
Ide o pozˇiadavky typu ota´zka – odpoved’. Slu´zˇia napr´ıklad na zist’ovanie verzie klienta, k
zist’ovaniu schopnost´ı klienta resp. servera. Pozˇadovane´ su´ 2 atribu´ty: id a type. Atribu´t
id rozliˇsuje jednotlive´ ota´zky a odpovede. Klient moˆzˇe zaslat’ viacero ota´zok a pra´ve podl’a
tohoto atribu´tu prirad´ı jednotlive´ odpovede k zaslany´m ota´zkam. Type urcˇuje typ u´konu o
aky´ sa odosielatel’ poku´sˇa:
get Zˇiadost’ o spr´ıstupnenie informa´cie, napr. zoznamu kontaktov (roster)
set Zˇiadost’ o zap´ısanie hodnoty, prep´ısanie starej.
result Vy´sledok predcha´dzaju´cej ota´zky. Oznacˇuje u´spech a nesie v sebe pozˇadovane´ da´ta.
Mus´ı mat’ rovnaky´ atribu´t id ako ota´zka na ktoru´ odpoveda´.
error Pri plnen´ı zˇiadosti dosˇlo k chybe. Obsahuje chybovu´ hla´sˇku.
Ta´to stanza sa pouzˇ´ıva pri prihlasovan´ı sa, ked’ sa klient py´ta servera, ake´ autentizacˇne´
techniky podporuje:
<iq type="get" id="auth_1" to="njs.netlab.cz" >
<query xmlns="jabber:iq:auth">
<username>michal.prı´voznı´k</username>
</query>
</iq>
Tag <query/> popisuje pozˇiadavku, na ktoru´ chceme vediet’ odpoved’, resp. nesie da´ta
odpovede. Konkre´tne ide o atribu´t xmlns. V tomto pr´ıklade sme pozˇiadali server njs.netlab.cz,
aby vyp´ısal zoznam podporovany´ch autentizacˇny´ch techn´ık pre uzˇ´ıvatel’a michal.pr´ıvozn´ık.
Zoznam kontaktov sa uklada´ na servery, ked’ si ho chceme stiahnut’:
<iq type="get" id="aad0a" >
<query xmlns="jabber:iq:roster"/>
</iq>
Server odpovie:
<iq from="michal.prı´voznı´k@njs.netlab.cz/Psi" type="result" id="aad0a"
to="michal.prı´voznı´k@njs.netlab.cz/Psi" >
<query xmlns="jabber:iq:roster">
<item subscription="both" jid="robot@njs.netlab.cz" />
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<item subscription="both" jid="zippy2@njs.netlab.cz" />
</query>
</iq>
Vid´ıme teda, zˇe naozaj sme dostali odpoved’ s rovnaky´m atribu´tom id a zˇe v rostery
ma´me 2 kontakty: robot@njs.netlab.cz a zippy2@njs.netlab.cz. Od oboch moˆzˇeme zˇiadat’
informa´cie o statuse, rovnako ako oni od na´s (atribu´t subscription).
2.3 Jabber a OpenPGP
Hoci komunika´cia klienta so serverom prebieha sˇifrovane (no nemus´ı), napriek tomu moˆzˇe
pr´ıst’ ku kompromita´ci´ı spra´vy. Najma¨ ak sa nejedna´ o komunika´ciu v ra´mci jedne´ho ser-
vera. Nanesˇt’astie, na´jdenie konsenzu riesˇenia proble´mu sˇifrovania nebolo l’ahke´. Prispie-
vatelia do XMPP sˇtandartov sa vsˇak dohodli na pouzˇ´ıvan´ı OpenPGP [14]. Riesˇenie pod-
poruje sˇifrovanie a podpisovanie. Bolo vsˇak treba vytvorit’ novy´ menny´ priestor, cˇo vsˇak,
vd’aka podpore rozsˇiritel’nosti protokolu, nebol proble´m. Novy´ namespace za´vis´ı od toho,
cˇi je spra´va podp´ısana´, alebo sˇifrovana´. V prvom pr´ıpade sa pouzˇie ’jabber:x:signed’,
v druhom ’jabber:x:encrypted’. Sˇtandartne sa podpisuju´ prezencie (tag <presence/>
a sˇifruju´ spra´vy <message/>, no moˆzˇu sa aj podpisovat’ spra´vy a sˇifrovat’ prezencie (skoˆr
ojedinele´). Pr´ıklad sˇifrovanej spra´vy:
<message to=’reatmon@jabber.org/jarl’ from=’pgmillard@jabber.org/wj_dev2’>
<body>This message is encrypted.</body>
<x xmlns=’jabber:x:encrypted’>
qANQR1DBwU4DX7jmYZnncmUQB/9KuKBddzQH+tZ1ZywKK0yHKnq57kWq+RFtQdCJ
WpdWpR0uQsuJe7+vh3NWn59/gTc5MDlX8dS9p0ovStmNcyLhxVgmqS8ZKhsblVeu
IpQ0JgavABqibJolc3BKrVtVV1igKiX/N7Pi8RtY1K18toaMDhdEfhBRzO/XB0+P
AQhYlRjNacGcslkhXqNjK5Va4tuOAPy2n1Q8UUrHbUd0g+xJ9Bm0G0LZXyvCWyKH
kuNEHFQiLuCY6Iv0myq6iX6tjuHehZlFSh80b5BVV9tNLwNR5Eqz1klxMhoghJOA
w7R61cCPt8KSd8Vcl8K+StqOMZ5wkhosVjUqvEu8uJ9RupdpB/4m9E3gOQZCBsmq
OsX4/jJhn2wIsfYYWdqkbNKnuYoKCnwrlmn6I+wX72p0R8tTv8peNCwK9bEtL/XS
mhn4bCxoUkCITv3k8a+Jdvbov9ucduKSFuCBq4/l0fpHmPhHQjkFofxmaWJveFfF
619NXyYyCfoLTmWk2AaTHVCjtKdf1WmwcTa0vFfk8BuFHkdah6kJJiJ7w/yNwa/E
O6CMymuZTr/LpcKKWrWCt+SErxqmq8ekPI8h7oNwMxZBYAa7OJ1rXWKNgL9pDtNI
824Mf0mXj7q5N1eMHvX1QEoKLAda/Ae3TTEevOyeUK1DEgvxfM2KRZ11RzU+XtIE
My/bJk7EycAw8P/QKyeNlO1fxP58VEd6Gb8NCPqKOYn/LKh1O+c20ZNVEPFM4bNV
XA4hB4UtFF7Ao8kpdlrUqdKyw4lEtnmdemYQ6+iIIVPEarWl9PxOMY90KAnZrSAq
bt9uRY/1rPgelRaWblMKvxgpRO8++Y8VjdEyGgMOXxOiE851Ve72ftGzkSxDH8mW
TgY3pf2aATmBp3lagQ1COkGS/xupovT5AQPA3RzbCxDvc6s6eGYKmVVQVj5vmSj1
WULad5MB9KT1DzCm6FOSy063nWGBYYMWiejRvGLpo1j4eAnj0qOt7rTWmgv3RkYF
Oin0vDOhW7aC
=CvnG</x>
</message>
Povazˇuje sa za slusˇne´, ak sa v elemente <body/> uvedie, zˇe spra´va je sˇifrovana´. Nevy´hodou
je, zˇe ak aj posielame kra´tku spra´vu (v pr´ıklade ”Hi“) jej sˇifrovany´ ekvivalent je pomerne
dlhy´. Zˇial’, nie vsˇetky klienti podporuju´ toto rozsˇ´ırenie. Hoci rozsˇ´ırenie umozˇnˇuje ad pod-
pisovat’ spra´vy s sˇifrovat’ prezencie, esˇte som sa nestretol s klientom, ktory´ by toto pod-
poroval. Za povsˇimnutie stoj´ı, zˇe sˇifrovana´ spra´va, resp. prezencia, neobsahuje hlavicˇku
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a pa¨tu (-----BEGIN PGP MESSAGE----- a -----END PGP MESSAGE----) a ani neuda´va
verziu pouzˇite´ho GPG. Takto to vsˇak definuje rozsˇ´ırenie.
2.4 Jabber servery a klienti
2.4.1 Psi
Psi8 je multiplatformovy´ jabber klient.[12] Je ry´chly, open-source, a mozˇno ho pouzˇ´ıvat’ na
Windows, Linux a Mac OS X. Podporuje vel’a rozsˇ´ıren´ı: prenos su´borov, service discovery,
sˇifrovanie, skupinovy´ chat, viac uzˇ´ıvatel’sky´ch u´cˇtov. V najnovsˇej verzi´ı priniesol aj podporu
vzdialenej spra´vy klientov, ked’ z jedne´ho moˆzˇeme nastavovat’ vlastnosti druhe´ho (status,
nechat’ si preposlat’ spra´vy). Samozrejmost’ou je podpora ko´dovania Unicode. Patr´ı medzi
naobl’´ubenejˇsie a najpouzˇ´ıvanejˇsie klienty cˇisto pre Jabber.
2.4.2 Gajim
Gajim9 je pomerne mlady´ Jabber klient nap´ısany´ prevazˇne v Pythone.[6] [7] Vyuzˇ´ıva gra-
ficky´ toolkit GTK+. Podobne ako Psi, je sˇ´ıreny´ pod GNU GPL licenciou. Ma´ slusˇnu´ pod-
poru rozsˇ´ıren´ı, vra´tane sˇifrovania. Jeho na´zov sa podoba´ na Gaim (teraz Pidgin), cˇo je
vsˇak u´plne iny´ klient. Podporovany´mi platformami su´ Windows, Linux a FreeBSD, avsˇak
teoreticky kazˇda´, kde funguje Python a GTK. Vy´hodou je, zˇe umozˇnˇuje usporiadanie okien
do tabov (podobne ako internetove´ prehliadacˇe), podporuje avatary (uzˇ´ıvatel’ske´ obra´zky) a
mnoho ine´ho. Samotny´ program je s´ıce maly´, ale k svojmu behu potrebuje vel’a podporny´ch
knizˇn´ıc.
2.4.3 Miranda
Miranda10 je, na rozdiel od predchodzy´ch klientov, urcˇena´ vy´hradne na platformuWindows.[11]
Vd’aka maly´m hardve´rovy´m na´rokom bezˇ´ı spol’ahlivo aj na starsˇ´ıch pocˇ´ıtacˇoch. Podporuje
8http://psi-im.org
9http://www.gajim.org
10http://www.miranda-im.org
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vsˇak mnoho protokolov: XMPP, ICQ, MSN, IRC, Skype a mnoho iny´ch. Podpora protokolu
sa riesˇi cez tzv. pluginy. Su´ to za´suvne´ moduly, ktore´ rozsˇiruju´ program o nove´ funkcie.
2.4.4 Web a mobilny´ klienti
Zvla´sˇtnou skupinou su´ webovy´ a mobilny´ klienti. Ta´ prva´ katego´ria je kombina´ciou HTML
a JavaScriptu. Hod´ı sa najma¨ v pr´ıpade, zˇe nechceme (nemoˆzˇeme) insˇtalovat’ zˇiadny softve´r.
Za predstavitel’a tejto katego´rie by sa dal povazˇovat’ JWChat.11 [9] [10] Podporuje vsˇetky
bezˇne´ sˇtandarty, vra´tane MUC. Ako kazˇdy´ jabber klient, nastavenia si uklada´ na server,
takzˇe je jedno cˇi sa prihla´site z pohodlia domova alebo z internetovej kaviarne, budete mat’
klienta tak, ako ste na neho zvyknut´ı. Z hl’adiska bezpecˇnosti, vsˇak nepodporuje sˇifrovanie
a ani podpisovanie.
Jabber si nasˇiel svoju cestu aj na mobilne´ telefo´ny, kde je najzna´mejˇs´ım klientom Bom-
bus.12 [1] Pocha´dza z Ruska, no je lokalizovany´ do mnohy´ch jazykov. Je nap´ısany´ v Jave,
preto, ak ho chcete sku´sit’, treba mat’ telefo´n s podporou Javy. Podporuje kompresiu spra´v
(zlib), cˇ´ım poma´ha zn´ızˇit’ objem preneseny´ch da´t. Pochopitel’ne, podpora rozsˇ´ıren´ı je mensˇia.
Nepodporuje sˇifrovanie, podporuje vsˇak multi-user chat a prenos su´borov.
2.4.5 Jabberd 1.x
Je poˆvodnou implementa´ciou Jabber protokolu. Ked’zˇe je najstarsˇ´ım open source serverom,
nema´ niektore´ vymozˇenosti novy´ch serverov. Medzi jeho hlavne´ dev´ızy patr´ı n´ızka pama¨t’ova´
na´rocˇnost’, cˇasom overeny´ beh, vysoka´ stabilita, striktne´ dodrzˇiavanie sˇtandartu. [13]
11http://jwchat.sourceforge.net
12http://bombus-im.org/
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Klient Platforma Licencia OpenPGP (XEP-0027)
Psi Linux, Windows, Mac OS X GPL a´no
Gajim Linux, Windows, FreeBSD GPL a´no
Miranda Windows GPL a´no
JWChat Linux, Windows, Mac OS X . . . GPL nie
Bombus Java MIDP-2.0 GPL nie
Tabulka 2.1: Prehl’ad klientov vzhl’adom na podporu sˇifrovania
Server podporuje roˆzne autentizacˇne´ modely (CRAM-MD5, PLAIN, DIGEST-MD5
. . . )13, menny´ priestor v stanza´ch (xml:lang), cˇ´ım umozˇnˇuje komunikovat’ s uzˇ´ıvatel’om
v jeho rodnej recˇi. Server je silne prepojeny´ s SQL databa´zami (zistenie statusu je potom
ota´zkou vhodne´ho SQL SELECT pr´ıkazu). Server je plne modula´rny, jednitlive´ schopnosti
su´ implementovane´ do roˆznych modulov.
V cˇase p´ısania pra´ce vysˇla verzia 1.6.1 s podporou GnuTLS namiesto OpenSSL.
2.4.6 Jabberd 2
Nejde o novsˇiu verziu Jabberd 1.x, ako by sa z na´vu mohlo zdat’. Je to u´plne iny´ projekt.14[8]
Oba projekty sa l´ıˇsia v pr´ıstupe. Jabberd2 totizˇ vytva´ra (podobne ako napr. appache)
virtua´lne servery. Podpruje roˆzne autentizacˇne´ techniky (od SASL cez LDAP azˇ po PAM).
Podobne ako predcha´dzaju´ci server aj tento je plne modula´rny. Ked’zˇe jednotlive´ moduly
si potrebuju´ vymienat’ da´ta, existuje XML router, ktory´ vymiena jednotlive´ stnazy medzi
modulmi. Rovnako ako jabberd 1.x ma´ aj tento server moduly pre pripa´janie sa klientov
(c2s), serverov (s2s) a spra´vca jednotlivy´ch seden´ı (session manager – sm). Tento pr´ıstup
ponu´ka mozˇnost’ resˇtartovat’, v pr´ıpade potreby, len niektore´ sluzˇby. Samotny´ beh servera
tak nebude obmedzeny´.
Pocˇet modulov pre tento server je vsˇak mensˇ´ı nezˇ pocˇet modulov pre predcha´dzaju´ci
server. Nasˇt’astie existuje vsˇak emula´tor rozhrania jabberd 1.x nazvany´ Jabber Component
Runtime (JCR), ktory´ umozˇnˇuje pouzˇ´ıvat’ moduly nap´ısane´ pre server jabberd 1.x. Treba
vsˇak povedat’, zˇe vy´voj tohoto emula´tora bol neda´vno pozastaveny´, ked’zˇe pocˇet modulov
sa zacˇal priaznivo vyv´ıjat’.
2.4.7 eJabberd
Je momenta´lne najviac vyv´ıjany´m jabber serverom. [2] [3] Je nap´ısany´ v jazyku Erlang.
Podporuje vel’a roˆznych autentizacˇny´ch techn´ık (SASL, PAM, LDAP) a bezˇ´ı na vel’a plat-
forma´ch (Windows, Linux, FreeBSD, NetBSD).15 Zauj´ımavost’ou je, zˇe server sa da´ konfigu-
rovat’ cez web rozhranie, cˇo vel’mi spr´ıjemnˇuje spra´vu. Pre ty´ch, ktory´ vsˇak radsˇej konfiguru´
server cez pr´ıkazovy´ riadok, server ponu´ka aj tu´to mozˇnost’.
Server sa moˆzˇe p´ıˇsit’ skutocˇne vel’kou podporou rozsˇ´ıren´ı. Ako jediny´ obsahuje priamo
IRC transport, podporu Multi User Chat a ine´.
13http://jabberd.org
14http://jabberd2.xiaoka.com/
15http://www.process-one.net/en/ejabberd/
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Kapitola 3
Na´vrh
3.1 Sluzˇba vs. klient
Najkoˆr sa mus´ıme rozhodnu´t’, cˇi bude robot pracovat’ ako sluzˇba alebo ako klient.
3.1.1 Klient
Bezˇny´ program – klient sa po pripojen´ı do siete mus´ı najskoˆr zaregistrovat’. Registra´cia
prebieha pomocou rozsˇ´ırenia XEP-0077: In-Band Registration. Nie vsˇetky servery toto
rozsˇ´ırenie podporuju´, niektore´ ho maju´ dokonca zaka´zane´ (napr. komunitne´ servery) a
radsˇej da´vaju´ prednost’ registra´ci´ı cez webovy´ formula´r. Pri verejny´ch serveroch vsˇak by´va
ta´to registra´cia povolena´. Po pripojen´ı klienta, si tento stiahne roster. Va¨cˇsˇinu sluzˇieb
sprostredkova´va server. Napr´ıklad pridanie uzˇ´ıvatel’a - server automaticky vyvola´ roster
push. Klient sa teda nemus´ı starat’ o udrzˇiavanie rostera.
Ak sa zaregistrujeme na nejakom vol’nom serveri, vyberieme si uzˇ´ıvatel’ske´ meno, teda
prvu´ cˇast’ JID. V klientovi potom moˆzˇeme definovat’ viacero resources (pr´ıp. spustit’ via-
cero klientov naraz). Ak by som si vybral tento spoˆsob, rozliˇsovanie jednotlivy´ch u´cˇtov by
bolo pra´ve podl’a resource: robot@example.net/root cˇi robot@examle.net/zippy alebo
robot@example.net/xprivo00. Nevy´hodou je, zˇe klienti va¨cˇsinou nedovolia mat’ otvo-
reny´ch viacero okien k jedne´mu resource, cˇo by vsˇak mohlo byt vyva´zˇene´ ty´m, zˇe robot
by po prijat´ı jedne´ho pr´ıkazu necˇakal, lezˇ tento skoncˇ´ı a azˇ potom zacˇal vykona´vat’ druhy´
pr´ıkaz, ale spracova´val by oba su´cˇasne. Mysl´ı sa ty´m viacero pr´ıkazov od jedne´ho uzˇ´ıvatel’a.
Paralelnost’ pri pouzˇ´ıvan´ı viacery´mi uzˇ´ıvatel’mi je samozrejmost’.
3.1.2 Sluzˇba
Naproti klientovi je sluzˇba, ktora´ je na´rocˇnejˇsia na spra´vu (mus´ı udrzˇiavat’ zoznam re-
gistrovany´ch uzˇ´ıvatel’ov), mala by podporovat’ rozsˇ´ırenie XEP-0004: Data Forms, teda re-
gistracˇny´ formula´r. Navysˇe, ma´lo serverov dovol´ı, aby k nim niekto pripojil sluzˇbu. Teda
- ak by niekto chcel pouzˇ´ıvat’ robota, pravdepodobne by si musel najskoˆr nainsˇtalovat’
a nakonfigurovat’ vlastny´ jabber server. Zato by sme vsˇak mali va¨cˇsˇiu vol’nost’ pri adreso-
van´ı. Mohli by sme vyuzˇit’ aj prvu´ cˇast’ JID aj resource. V praxi by to vyzeralo asi takto:
root@robot.example.net alebo robot.example.net/root pr´ıpadne
root@robot.example.net/tty1. Odhliadnu´c od na´rocˇnejˇsej implementa´cie, je tento model
zbytocˇne zlozˇity´ a neposkytoval by v podstate zˇiadne vy´hody oproti modelu klient, ktory´
ma´ jednoduchsˇiu implementa´ciu.
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3.2 Triedy robota
V tejto sekci´ı rozdel´ıme robota do jednotlivy´ch logicky´ch u´sekov.
White List
Predstavme si, zˇe robot funguje. Je to vlastne bezpecˇnostna´ diera, ked’zˇe ponu´kame shell
hocikomu. Preto treba nejaky´m spoˆsobom definovat’ povoleny´ch uzˇ´ıvatel’ov, ktory´ budu´
mat’ k sluzˇbe pr´ıstup a ostatny´ch zaka´zat’. Potrebujeme teda zoznam JID, tzv. white list.
Uzˇ´ıvatelia v tomto zozname budu´ mat’ pr´ıstup, ostatn´ı nie. Je lepsˇie, ak bude mat’ kazˇdy´
resource taky´to white-list zvla´sˇt’. Moˆzˇeme totizˇ pozˇadovat’, aby k urcˇite´mu linuxove´mu
u´cˇtu mal pr´ıstup len jeden cˇlovek, pr´ıpadne urcˇita´ skupina, zatial’ cˇo k ine´mu skupina ina´.
Rovnako potrebujeme tieto zoznamy nejako spravovat’. Najlepsˇie aj za behu aplika´cie, nie
len pri jej sˇtarte. To budu´ mat’ na starosti interne´ pr´ıkazy.
Konfigura´cia
Ked’ robota spust´ıme, mus´ıme mu nejaky´m spoˆsobom povedat’, kam sa ma´ prihla´sit’, s
aky´m heslom, aka´ je passphrase ku GPG kl’´ucˇu, definovat’ resources s pr´ıslusˇny´mi white
listami apod. Najlepsˇie je, ak to bude ulozˇene´ v nejakom konfiguracˇnom su´bore (ako je vo
svete Linuxu zvykom). Preda´vat’ tieto parametre ako argumenty pri spusten´ı je, minima´lne,
pracne´. Potrebujeme teda modul, ktory´ bude zodpovedat’ za nacˇ´ıtanie konfigura´cie, zistenie
pr´ıpadny´ch nedostatkov, syntakticky´ch alebo se´manticky´ch chy´b v konfiguracˇnom su´bore.
Robot
Potrebujeme samotnu´ triedu robota (aj ked’ presnejˇs´ı vy´raz by bol modul). Teda niecˇo, cˇo
sa prihla´si do siete, bude cˇakat’ na pricha´dzaju´ce spra´vy a posielat’ vy´stup pr´ıkazov. Ak
pr´ıde spra´va od nepovolene´ho uzˇ´ıvatel’a (ktory´ nie je vo white liste), ignoruje ju, pr´ıpadne
posˇle hla´sˇku, zˇe dany´ uzˇivatel’ nie je povoleny´. Ak pr´ıde interny´ pr´ıkaz a uzˇ´ıvatel’ nie je
administra´torom, informujeme ho, zˇe pr´ıkaz zlyhal, pretozˇe nema´ opra´vnenie na pozˇadovanu´
akciu. Robot by tiezˇ mal podporovat’ sˇifrovanie spra´v (rozsˇ´ırenie XEP-0027). Preto pred
odoslan´ım spra´vy bude pr´ıpadne treba tu´to zasˇifrovat’.
Main
Main (hlavny´ modul) pospa´ja jednotilve´ u´seky dokopy. Pozˇiada konfiguracˇny´ modul o
nacˇ´ıtanie konfigura´cie, vytvor´ı insˇtancie robota . . . Z hl’adiska bezpecˇnosti bude najlepsˇie,
ak novu´ insˇtanciu robota spust´ı hned’ s taky´mi pra´vami, ake´ ma´ definovane´ v konfiguracˇnom
su´bore, nezˇ aby si ich prep´ınal sa´m robot pred vykonan´ım kazˇde´ho pr´ıkazu. Tento modul
mus´ı tiezˇ pocˇkat’, nezˇ vsˇetky insˇtancie robota skoncˇia a vyzdvihnu´t’ ich na´vratove´ hodnoty
a ukoncˇit’ seba.
3.3 Knizˇnice a implementacˇny´ jazyk
Je zbytocˇne´ implementovat’ knizˇnicu, ktora´ bude mat’ na starosti XMPP protokol, ked’
existuje cela´ rada vol’ne dostupny´ch pre roˆzne programovacie jazyky a platformy. Rovnako
to plat´ı aj pre sˇifrovanie OpenPGP, kde je naviac skoro iste´, zˇe nami implementovana´
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knizˇnica by bola zla´. Implementovat’ algoritmus RSA, hoci niektory´m bude na prvy´ pohl’ad
pripadat’ l’ahky´, si vyzˇaduje znalosti z vysokej matematiky.
Podl’a Wikipe´die1 existuje rada knizˇn´ıc, pre roˆzne jazyky. Vzhl’adom na objektovy´ na´vrh
by bolo pohodlnejˇsie a prehl’adnejˇsie zvolit’ si objektovo orientovany´ jazyk. Vy´ber jazyka
teda ovplyvn´ı aj mozˇny´ vy´ber knizˇn´ıc. Doˆlezˇitu´ rolu pri vy´bere knizˇnice mus´ı zohra´vat’ aj to,
pod akou licenciou je ta´ cˇi ona´ knizˇnica uvol’nena´. Najlepsˇie by bolo, ak by bola open-source,
cˇo by umozˇnilo kazˇde´mu slobodne pouzˇ´ıvat’ aj moˆj program. Najva¨cˇsˇie sku´senosti ma´m s
jazykmi C a C++. Vol’ba teda padla na C++ a za XMPP knizˇnicu som si zvolil Gloox2. Je
vynikaju´co zdokumentovana´ z mnozˇstvom pr´ıkladov a je pod licenciou GPL verzia 2. Hoci
na podobne´ roboty sa najcˇastejˇsie pouzˇ´ıva skriptovac´ı jazyk – v pr´ıpade XMPP Phyton, s
ktory´m vsˇak nema´m zˇiadne sku´senosti.
1http://en.wikipedia.org/wiki/List of Jabber library software
2http://camaya.net/gloox
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Kapitola 4
Implementa´cia
4.1 Princ´ıp
Robot funguje takto: na zacˇiatku, po spusten´ı programu, precˇ´ıta konfigura´ciu zo su´boru,
ktory´ bol uvedeny´ ako argument. Z tejto konfigura´cie zist´ı, kol’ko insˇtanci´ı robota treba
vytvorit’. Ku kazˇde´mu resource prislu´cha pra´ve jedna insˇtancia. Takto vytvorene´ insˇtancie
sa prihla´sia na zadany´ server a cˇakaju´ na pr´ıchod spra´vy. Po jej pr´ıchode (na konkre´tny
resource) prejde robot svoj white list, aby zistil, cˇi ma´ odosielatel’ pra´vo vykona´vat’ pr´ıkazy.
Taktiezˇ zist´ı, cˇi dosˇla´ spra´va je sˇifrovana´ a tu´to informa´ciu si poznacˇ´ı. Robot sˇifruje spra´vy
len vtedy, ak o to uzˇ´ıvatel’pozˇiada. Ten totizˇ nemus´ı zrovna pouzˇ´ıvat’ klienta, ktory´ sˇifrovanie
podporuje (napr. nejake´ho mobilne´ho). Nasta´va fa´za identifika´cie spra´vy. Ak je interny´
pr´ıkaz, porovna´ sa JID odosielatel’a s JID predvolene´ho administra´tora. Ak sa zhoduju´,
pr´ıkaz sa vykona´. Inak robot odosˇle chybovu´ hla´sˇku informuju´cu odosielatel’a o nedo-
statocˇny´ch pra´vach na vykonanie u´konu. V pr´ıpade, zˇe pr´ıkaz nie je interny´, poklada´ sa
za pr´ıkaz Linuxu. Robot vytvor´ı novy´ proces, ktory´ pr´ıkaz vykona´. Proble´m nastane, ak
cheme vy´stup odslat’ spa¨t’. To mus´ı uzˇ zarucˇit’ rodicˇovsky´ proces (pra´ve vytvorene´ho pro-
cesu) — teda ten, ktory´ ma´ na starosti pr´ıj´ımanie a odosielanie spra´v. Ako vsˇak preniest’
da´ta z jedne´ho procesu do druhe´ho? Riesˇenia spocˇ´ıva v pouzˇit´ı zdiel’anej pama¨te. Je to
sluzˇba jadra operacˇne´ho syste´mu, ktora´ dovol´ı, aby do cˇasti operacˇnej pama¨te mohli si-
multa´nne pristupovat’ viacere´ programy. Robot si vyzdvihne vy´stup pr´ıkazu, preko´duje ho
do ko´dovania UTF-8, pr´ıpadne zasˇifruje verejny´m kl’´ucˇom pr´ıjemcu a odosˇle. Konverzia
ko´dovania je nutna´, ked’zˇe sˇpecifika´cia XMPP protokolu povol’uje jedine UTF-8 ko´dovanie.
Keby sme pouzˇ´ıvali ine´ ko´dovanie, na´sˇ server by na´m zaslal chybovu´ hla´sˇku o zle sfor-
movanej stanze a odpojil by na´s (stanzy nemoˆzˇu obsahovat’ bina´rne da´ta). Cely´ proces sa
opakuje. Na nasleduju´com pr´ıklade je vidiet’ stromova´ sˇtruktu´ra procesov:
USER PID COMMAND
root 8089 ./robot config.cfg
root 8091 \_ ./robot config.cfg
root 8108 | \_ ./robot config.cfg
root 8109 | \_ ./robot config.cfg
root 8110 | \_ sh -c ls
root 8111 | \_ ls
zippy 8092 \_ ./robot config.cfg
zippy 8113 \_ ./robot config.cfg
zippy 8114 \_ ./robot config.cfg
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zippy 8115 \_ sh -c pwd
zippy 8116 \_ pwd
V pr´ıklade vid´ıme rodicˇovsky´ proces s cˇ´ıslom 8089. To je ten proces, ktory´ nacˇ´ıta kon-
figura´ciu. Zistil, zˇe chceme 2 resources, preto vytvoril 2 potomkov (8091 a 8092). Prvy´ re-
source (8091) bol zviazany´ s linuxovy´m u´cˇtom root, druhy´ s uzˇ´ıvatel’om zippy. Rodicˇovsky´
proces teda mus´ı aj prehodit’ pra´va, najlepsˇie ihned’ po vytvoren´ı nove´ho procesu.
Po pripojen´ı sa robota na server, obdrzˇ´ı roster (zoznam kontaktov). Porovna´ ho zo
svoj´ım white listom, aby zistil, ktory´ uzˇ´ıvatelia nie su´ v rosteri ale su´ vo white liste. Ak
nejaky´ch na´jde, prida´ si ich do rosteru. Ak si vsˇak chce niekto pridat’ do rosteru robota,
robot ho automaticky autorizuje (umozˇn´ı mu prij´ımat’ spra´vy o stave).
4.2 Konfigura´cia
Urcˇite je menej pracnejˇsie, viac uzˇ´ıvatel’sky pr´ıvetivejˇsie editovat’ aky´si textovy´ su´bor a tak
predat’ konfigura´ciu programu, nezˇ sˇpecifikovat’ vsˇetky potrebne´ informa´cie ako argumenty
programu. Treba vsˇak naprogramovat’ modul, ktory´ by doka´zal z toho su´boru vydolovat’
potrebne´ da´ta, ktory´ by zarucˇil jednoznacˇnost’ (dodrzˇiavanie syntakticky´ch a se´maticky´ch
pravidiel). Na tento typ proble´mov sa na´dherne hodia stavove´ automaty. Koncˇny´ sta-
vovy´ automat (FSM z anglicke´ho Finite State Machine) je model spra´vania sa nejake´ho
syste´mu, ktory´ ma´ konecˇny´ pocˇet stavov. K tomu, aby sme implementovali FSM mus´ıme
mat’ lexyka´lny analyza´tor, ktory´ text rozdel´ı na jednotlive´ vy´znamove´ jednotky. Tieto
lexe´my (v odbornej literatu´re oznacˇovane´ tiezˇ pojmom token) potom automat spracova´va
a na ich za´klede nastavuje pr´ıslusˇne´ premenne´ v konfiguracˇnej sˇtruktu´re.
Bolo treba sˇpecifikovat’ sˇtruktu´ru validne´ho konfiguracˇne´ho su´boru. Nakoniec som sa
rozhodol pre syntax, ktora´ je pre prostredie Linuxu typicka´. Su´bor je textovy´, cˇo umozˇnˇuje
jeho jednoduchu´ a pritom pohodlnu´ u´pravu. Konfiguracˇne pravidla´ su´ v tvare:
kl’´ucˇove´ slovo = hodnota;
Pod kl’´ucˇovy´m slovom rozumieme premennu´, ktoru´ chceme nastavit’. moˆzˇe to byt’ jedna z
ty´chto:
node Prva´ cˇast’ JID. Urcˇuje prihlasovacie meno, pod aky´m sa robot prihla´si.
domain Druha´ cˇast’ JID. Urcˇ´ı server na ktory´ sa robot prihla´si.
password Hovor´ı, s aky´m heslo, sa ma´ robot prihla´sit’.
passphrase Heslo ku GPG kl’´ucˇu.1
port Urcˇuje port, na ktory´ sa ma´ robot pripojit’. Ak nie je sˇpecifikovany´, pouzˇije sa syste´m
DNS na jeho zistenie.
Ak potrebujeme zadat’ hodnotu obsahuju´cu medzeru, mus´ıme ju uzavriet’ do u´vodzoviek.
Po sˇpecifikovan´ı predcha´dzaju´cich parametrov urcˇ´ıme jednotlive´ resource, pridel´ıme im
uzˇ´ıvatel’a a white list. Pr´ıklad:
resource Root{
user=root;
status=online;
priority=0;
1Heslo vsˇak nie je presny´ vy´raz. V kryptografiı sa pouzˇ´ıva vy´raz passphrase
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status_msg="Hello world!";
administrator=zippy2@njs.netlab.cz;
white-list{ zippy2@njs.netlab.cz(ADFB289F); ja´n.tomko@jabbim.sk(EF9DB6DDB730C2FC);
michal.prı´voznı´k@njs.netlab.cz};
};
Za kl’´ucˇovy´m slovom resouce nasleduje na´zov resource. Takto ho bude uzˇ´ıvatel’ vidiet’.
V tomto kontexte je zasa rada kl’´ucˇovy´ch slov s podobnou syntaxou ako bola pop´ısana
vysˇsˇie:
user Urcˇuje linuxovy´ u´cˇet, s ktory´m bude resource previazany´. De facto urcˇuje pra´va
resource.
status Pocˇiatocˇna´ prezencia. Moˆzˇe byt’ jedna z nasleduju´cich hodnoˆt: online, chat, away,
dnd alebo na.
priority Urcˇuje prioritu resource. Hodnota mus´ı byt’ cele´ cˇislo v rozmedz´ı < −128; 127 >.
status msg Stavova´ spra´va.
administrator Spra´vca resource.
Kl’´ucˇove´ slovo white-list ma´ odliˇsnu´ syntax, pretozˇe mus´ı byt’ schopne´ zachytit’ viac
hodnoˆt nezˇ vsˇetky predosˇle´. Za ty´mto slovom nasleduju´ zlozˇene´ za´tvorky {}. V nich je
zoznam JID oddeleny´ bodkocˇiarkou. Za JID moˆzˇe byt’ v klasicky´ch gul’aty´ch za´tvorka´ch
uvedeny´ identifika´tor GPG kl’´ucˇa prislu´chaju´ci k dane´mu uzˇ´ıvatel’ovi. Za posledny´m prvkom
white listu sa vsˇak bodkocˇiarka neda´va.
Pre va¨cˇsˇiu pr´ıvetivost’ je mozˇne´ v konfiuguracˇnom su´bore uva´dzat’ komenta´re. Tie
zacˇ´ınaju´ znakom mriezˇka (#) a pokracˇuju´ azˇ do konca riadku. Na ich obsah sa nehl’ad´ı,
z pohl’adu robota je irelevantny´.
4.3 White list
White list (”biely zoznam“) je zoznam povoleny´ch uzˇ´ıvatel
’ov. Urcˇuje, kto bude mat’ k ake´mu
linuxove´mu u´cˇtu pr´ıstup. Z hl’adiska programa´tora je to pole stringov, presnejˇsie asociat´ıvne
pole, kde hodnota kl’´ucˇa je JID a namapovana´ hodnota je identifika´tor GPG kl’´ucˇa. To, zˇe
JID uklada´m do string-u mi umozˇnˇuje, aby som, ak chcem, povolil len konkre´tne resource,
napr. michal.prı´voznı´k@njs.netlab.cz/Doma a´no, ale
michal.prı´voznı´k@njs.netlab.cz/Work uzˇ nie. Proces zist’ovania, cˇi odosielatel’ spra´vy
je alebo nie je vo white liste potom prebiha nasledovne: precha´dzam polozˇky z pol’a a
sku´mam, cˇi aktua´lna polozˇka nie je podret’azcom odosielatel’ovho JID. Odosielatel’ov iden-
tifika´tor totizˇ obsahuje resource, z ktore´ho bola spra´va poslana´. Napr´ıklad, odosielatel’ov
jabber identifika´tor je michal.prı´voznı´k@njs.netlab.cz/Doma a aktua´lne spracova´vana´
polozˇka je michal.prı´voznı´k@njs.netlab.cz/Work. V tomto pr´ıpade bude uzˇ´ıvatel’ovi
pr´ıstup odmietnuty´, JID neobsahuje cely´ ret’azec polozˇky. Situa´cia sa vsˇak zmen´ı, ak by
vo white liste bolo len michal.prı´voznı´k@njs.netlab.cz. V tomto pr´ıpade bude pr´ıstup
umozˇneny´. Pridanie polozˇky do white listu je potom v podstate pridanie za´znamu do pol’a.
Rovnako vymazanie za´znamu z white listu.
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4.4 GPG
Na sˇifrovanie pouzˇ´ıvam knizˇnicu GPGME (GnuPG Made Easy)2. Poskytuje dostatocˇne
abstraktne´ rozhranie pre pra´cu s GPG kl’´ucˇmi, podpisovanie, overovanie podpisu, sˇifrovanie
a desˇifrovanie. Je to s´ıce knizˇnica pre jazyk C, no pr´ıbuznost’ jazykov C a C++ na´m umozˇn´ı
ju pouzˇit’.
Vsˇetky kryptograficke´ opera´cie sa vykona´vaju´ v konkre´tnom kontexte, ktory´ nasta-
vuje chovanie vsˇetky´ch opera´ci´ı nad n´ım vykona´vany´ch. Vy´hodou take´hoto riesˇenia je, zˇe
moˆzˇeme mat’ viac kontextov a teda moˆzˇeme vykona´vat’ viac roˆznych opera´ci´ı naraz. V jed-
nom napr´ıklad zist’ovat’ informa´cie o kl’´ucˇoch, v druhom podpisovat’ dokument a v tret’om
desˇifrovat’ prijatu´ spra´vu.
Po prijat´ı spra´vy robotom zist´ım, cˇi je sˇifrovana´. Ako som uzˇ spomı´nal, rozsˇ´ırenie
s´ıce umozˇnˇuje aj podpisovanie spra´v, no zatial’ zˇiadny klient to nepodporuje. Desˇifrovanie
spra´v prebieha nasledovne: na zacˇiatku dopln´ım hlavicˇku spra´vy (--BEGIN PGP MESSAGE--)
a pa¨tu (--END PGP MESSAGE--) a vytvror´ım novy´ kontext. Zo zasˇifrovanej spra´vy vy-
tvor´ım gpgme data t objekt. Vy´mena da´t medzi kryptograficky´m enginenom a uzˇ´ıvatel’skou
aplika´ciou prebieha pra´ve cez tento typ objektov. Potom nastav´ıme callbackovu´ funkciu pre
pr´ıpad, zˇe kl’´ucˇ, ktory´m je spra´va sˇifrovana´ vyzˇaduje passphrase. Callback funkcia je funkcia,
ktora´ je predana´ ako argument inej funkci´ı.3 Kryptograficky´ engine ju v pr´ıpade potreby
zavola´. Tu´to funkciu vsˇak mus´ıme implementovat’ my. Teraz uzˇ ma´me pripravenu´ poˆdu na
zavolanie samotnej funkcie, ktora´ desˇifruje obsah spra´vy.
Sˇifrovanie spra´vy je trosˇku odliˇsne´. Na zacˇiatku vytvor´ım kontext nad ktory´m bude
opera´cia prebiehat’. No tentokra´t nastav´ım, v su´lade s pozˇiadavkou rozsˇ´ırenia, ASCII vy´stup.
Z pol’a white listu zist´ım identifika´tor kl’ucˇa, ktory´m sa ma´ spra´va zasˇifrovat’. Ked’zˇe vo
white liste moˆzˇe byt’ aj bare JID ale aj full JID, vyhl’ada´m najskoˆr prvu´ mozˇnost’ a azˇ po-
tom druhu´. Tento pr´ıstup mi umozˇnˇuje sˇifrovat’ spra´vy pre roˆzne resource jedne´ho uzˇ´ıvatel’a
roˆznymi kl’ucˇmi (pri odosielan´ı spra´vy pozna´me full JID pr´ıjemcu). V tomto bode, ked’ uzˇ
ma´me kl’ucˇ, vytvoreny´ kontext a pripravene´ da´ta zavola´m funkciu na samotne´ sˇifrovanie.
Pozorne´mu cˇitatel’ovi iste neunikol fakt, zˇe sme nenastavovali zˇiadnu callback funkciu, cˇo je
aj zbytocˇne´, ked’zˇe sˇifrujeme verejny´m kl’´ucˇom pr´ıjemcu.
4.5 Shell
Samotne´ vykona´vanie pr´ıkazov operacˇne´ho syste´mu GNU/Linux nie je ani tak na´rocˇne´ na
implementa´ciu (zabera´ zhruba 35 riadkov). Tazˇsˇie je vymysliet’ spoˆsob, aky´m z´ıskat’ da´ta zo
sˇtandartne´ho vy´stupu (oznacˇuje sa tiezˇ stdout) a sˇtandartne´ho chybove´ho vy´stupu (stderr).
Funkcia popen(), ktora´ vykona´ pr´ıkaz, vsˇak zacht´ı len sˇtandartny´ vy´stup. Ak by sme
chceli aj chybovy´ vy´stup, museli by sme ho presmerovat’ (v Bashi “2> &1”). To je vsˇak vel’ky´
proble´m. Nestacˇ´ı totizˇ k uzˇ´ıvatel’ovmu pr´ıkazu prip´ısat’ nakoniec ret’azec na presmerovanie.
Pr´ıkaz moˆzˇe totizˇ byt’ zlozˇeny´ alebo sˇtrukturovany´. V tom pr´ıpade by sme museli prejst’ ten
pr´ıkaz, a rozhodnu´t’ 2 proble´my: kde koncˇ´ı jeden pr´ıkaz a zacˇ´ına druhy´, a cˇi uzˇ´ıvatel’ stderr
presmeroval alebo nie.
Existuje vsˇak (nasˇt’astie) elegantnejˇsie riesˇenie, ktore´ je navysˇe aj menej pracne´. Je
zalozˇene´ na filozofii Linuxu, ked’ sa k vsˇetke´mu da´ pristupovat’ ako k su´boru. Na zacˇiatok
vytvor´ıme tzv. pipe-y Toto slovo pocha´dza z anglicˇtiny a znamena´ ru´ra. Presne tak sa
2http://www.gnupg.org/gpgme.html
3http://en.wikipedia.org/wiki/Callback function
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aj chova´. Je to prostriedok medziprocesovej komunika´cie. Ak teda jeden proces do tejto
ru´ry niecˇo zap´ıˇse, druhy´ (alebo aj ten isty´) si to moˆzˇe odtial’ precˇ´ıtat’. Mus´ıme vsˇak mat’
na pama¨ti, zˇe ru´ra je jednosmerna´ (do jedne´ho ”konca“ sa da´ len zapisovat
’ a z druhe´ho
len cˇ´ıtat’). Potom vytvor´ım dce´rsky proces zavolan´ım funkcie fork(), ktory´ samotny´ pr´ıkaz
vykona´. No skoˆr, nezˇ by som v tomto procese cˇokol’vek vykonal, nahrad´ım tzv. file de-
scriptory. Su´ to cˇ´ıselne´ identifika´tory oznacˇuju´ce otvorene´ su´bory (konkre´tne je to index do
tabul’ky otvoreny´ch su´borov). Tri file descriptory maju´ zvla´sˇtne postavenie a konsˇtantne´
cˇ´ısla: sˇtandartny´ vstup (0), sˇtandartny´ vy´stup (1), sˇtandartny´ chybovy´ vy´stup (2). Pra´ve
posledne´ dva nahrad´ım za konce ru´r. Vy´sledny´ efekt je tento: namiesto toho, aby proces
vyp´ısal na niecˇo na stdout (stderr) zap´ıˇse to do pipe, odkial’ to iny´ proces precˇ´ıta. Nahra-
denie jedne´ho file descriptora iny´m vykona´va syste´movy´m volan´ım dup2(). Teraz pricha´dza
na rad samotne´ vykonanie pr´ıkazu. Zavolan´ım funkcie system(), spust´ıme pr´ıkaz (konkre´tne
/bin/sh -c prı´kaz ). Jedinou nevy´hodou je, zˇe pokazˇde´ spu´sˇt’ame novy´ shell. Mus´ıme si
teda pama¨tat’ aktua´lnu cestu, aktua´lny pracovny´ adresa´r. Preto pred zavolan´ım funkcie sys-
tem() prida´me na zacˇiatok zmenu pracovne´ho adresa´ra (pr´ıkaz cd) a nakoniec si ho mus´ıme
poznamenat’ (pwd). Nahradenie stdout a stderr a spustenie pr´ıkazu sa odohra´va v dce´rskom
procese, zatial’ cˇo rodicˇ cˇaka´, ky´m neskoncˇ´ı. Potom si z ru´r precˇ´ıta vy´stupy, a zap´ıˇse ich do
zdiel’anej pama¨te a informuje svojho rodicˇa (tak ako to bolo pop´ısane´ v princ´ıpe).
4.6 Konverzia ko´dovania
Je doˆlezˇita´, pretozˇe XMPP sˇtandart nepovol’uje zˇiadne ine´ ko´dovanie ako UTF-8. Prebiha
tesne pred odoslan´ım spra´vy alebo vykonan´ım pr´ıkazu. Pred interny´m pr´ıkazom sa nevy-
kona´va, pretozˇe white list si udrzˇiava JID v UTF-8 ko´dovan´ı. Na preko´dovanie pouzˇ´ıvam
knizˇnicu iconv. Podobne ako pri kryptograficky´ch opera´cia´ch, aj tieto prebiehaju´ nad nejaky´m
kontextom. Tu sa vsˇak nazy´va conversion descriptor. Pri jeho vytva´ran´ı mus´ıme sˇpecifikovat’
z ake´ho ko´dovania do ake´ho chceme text konvertovat’. Samotnu´ konverziu vykona´va iconv().
4.7 Dˇalˇs´ı vy´voj
V tejto sekci´ı si nacˇrtneme mozˇnosti d’alˇsieho vy´voja, mozˇny´ch vylepsˇen´ı.
Istou nevy´hodou je, zˇe pokazˇde´ ked’ chceme vykonat’ pr´ıkaz, mus´ıme prejst’ zlozˇity´m
procesom (od vytvorenia pipe cez fork() azˇ po za´pis do zdielanej pama¨ti), ktory´ navysˇe
nepodporuje cˇ´ıtanie zo sˇtandartne´ho vstupu. Ak by sme vsˇak priamo pri sˇtarte priradili
kazˇdej jednej polozˇke vo white liste vlastny´ shell, nepotrebovali by sme uchova´vat’ aktua´lnu
cestu. A ani premenne´. Navysˇe - uzˇ´ıvatel’ by mohol zada´vat’ aj vstup programu, tak ako
z norma´lneho termina´lu. Museli by sme vsˇak vyriesˇit’ roble´m blokovania ”termina´lu“ –
chatovacieho okna, pretozˇe tento model by neumozˇnˇoval spustit’ viac pr´ıkazov naraz. Vy´stup
z termina´lu by sa zasa riesˇil tzv. watchdogom, teda maly´m programom, ktory´ by sledoval,
cˇi na niektorej ru´re nie su´ pripravene´ da´ta k odoslaniu a upozornil by na to robota.
Mozˇny´m rozsˇ´ıren´ım je zabudovanie podpory MUC (Multi User Chat), ked’ by sa ro-
bot mohol zu´cˇastnit’ konferencˇne´ho rozhovoru; podpora ukladania zmenenej konfigura´cie
on the fly (za behu aplika´cie), nielen prida´vanie a odoberanie uzˇ´ıvatel’ov, ale aj samotny´ch
resource.
Funkcia, ktora´ by vylepsˇila robota, spr´ıjemnila pra´cu uzˇ´ıvatel’a s n´ım. Tak nejako by sa
dalo charakterizovat’ sk´lbenie File Transferu4 a importu/exportu GPG kl’´ucˇov. Robot by po
4XEP-0096: File Transfer
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prijat´ı interne´ho pr´ıkazu exportoval svoj verejny´ kl’´ucˇ do su´boru, ktory´ by potom ponu´kol
uzˇ´ıvatel’ovi. Podobne, ak by uzˇ´ıvatel’ poslal su´bor so svoj´ım verejny´m kl’ucˇom, robot by ho
(natrvalo alebo len docˇasne) importoval a umozˇnil tak pouzˇ´ıvat’ sˇifrovanie.
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Kapitola 5
Za´ver
Vid´ıme, zˇe siet’ XMPP ma´ obrovsky´ potencia´l. Vd’aka mozˇnosti rozsˇ´ırenia protokolu a ot-
vorenosti sa sta´va cˇ´ım viac obl’´ubenejˇsou. Pre implementa´ciu som si s´ıce zvolil jazyk C++,
zatial’ cˇo podobne´ roboty (nie len pre Jabber) su´ zvycˇajne v programovacom jazyku Python,
no mysl´ım si, zˇe aj koˆli objektove´mu pr´ıstupu,je zdrojovy´ ko´d prehl’adny´ a l’ahko pocho-
pitel’ny´. Pri vy´bere programovacieho jazyka, a to nie len pre bakala´rsku alebo magistersku´
pra´cu, ale vsˇeobecne pre aky´kol’vek projekt, hra´ doˆlezˇitu´ u´lohu aj sku´senost’ programa´tora s
dany´m jazykom. Iste, naucˇit’ sa novy´ jazyk je dobre´ (uzˇ len preto, zˇe si rozsˇirujeme obzor),
ale ak by sme za´rovenˇ programovali projekt, viedlo by to k n´ızkej kvalite ko´du. Nemohli
(nevedeli) by sme vyuzˇit’ vsˇetky mozˇnosti, ktore´ na´m jazyk ponu´ka, takzˇe cˇastokra´t by sme
iˇsli s kano´nom na vrabce.
Pri vypracova´van´ı tejto pra´ce som sa mnoho naucˇil, najma¨ sk´lbit’ znalosti z viacery´ch
predmetov a tak z´ıskat’ pozˇadovany´ vy´sledok. Naucˇil som sa cˇosi z histo´rie protokolu,
princ´ıpy fungovania siete i rozsˇ´ıren´ı.
Vy´stupom pra´ce je, mimo ine´ho, funkcˇny´ robot vykona´vaju´ci pr´ıkazy operacˇne´ho syste´mu
GNU/Linux presne tak, ako je to pop´ısane´ v zadan´ı. Robotov pre XMPP siet’ je dnes mnoho
a som ra´d, zˇe som mohol prispiet’ aj ja.
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Kapitola 6
Pr´ılohy
6.1 Insˇtala´cia robota
Robot vyzˇaduje pre spra´vny beh tieto knizˇnice. V za´tvorke je uvedena´ odporu´cˇana´ verzia
– na nich bol robot testovany´ a vyv´ıjany´:
• Gloox (0.9.9.5) http://camaya.net/glooxdownload
• GPGME (1.1.4) http://www.gnupg.org/download/index.en.html#gpgme
Robot bol u´spesˇne prelozˇeny´ a testovany´ na Gentoo Linux; verzie jadra: 2.6.23 (32b),
2.6.25 (32b) a 2.6.23 SMP (64b); verzia GNU C knizˇnice glibc: 2.6.1. Na FreeBSD (server
eva) zˇial’ nefunguje. Kvoˆli obmedzeniam sa robot nepripoj´ı k zdielanej pama¨ti.
Robota treba spusit’ ako superuzˇ´ıvatel’ root, aby si mohol neskoˆr sa´m zmenit’ uzˇ´ıvatel’a
na pozˇadovane´ho konfigura´ciou.
Pri preklade (v su´bore Makefile) je mozˇne´ pozˇiadat’ o vypisovanie roˆznych (uzˇitocˇny´ch)
informa´ci´ı definovan´ım makra DEBUG (v praxi: pridan´ım -DDEBUG medzi CXXFLAGS).
6.2 Pr´ıklad konfiguracˇne´ho su´boru
node = robot;
domain = njs.netlab.cz;
#port = 5222;
password=heslo;
passphrase="moja dlha´ passphrase";
#toto je moj maly komentar
resource root{
user=root;
status=online;
priority=0;
status_msg="Hello world!";
administrator=zippy2@njs.netlab.cz;
white-list{ zippy2@njs.netlab.cz(ADFB289F);
miso.privoznik@gmail.com;
ja´n.tomko@jabbim.sk(EF9DB6DDB730C2FC);
michal.prı´voznı´k@njs.netlab.cz(ADFB289F)};
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};
resource zippy{
user=zippy;
status=dnd;
priority=-5;
status_msg="Moj eXtended status";
administrator=zippy2@njs.netlab.cz;
white-list{ zippy2@njs.netlab.cz/Doma(ADFB289F);
zippy2@njs.netlab.cz; ja´n.tomko@jabbim.sk(EF9DB6DDB730C2FC);
michal.prı´voznı´k@njs.netlab.cz(ADFB289F)};
};
29
