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Resume´
Scorched Earth i JavaTM
– Et to-dimensionalt tredje persons strategi spil.
Rapporten beskriver design og implementation af spillet Scorched Earth fra 1991 i
en java version. Rapporten tager udgangspunkt i en problemstilling omhandlende
implementationen af førnævte program og skitserer hvordan problemstillingen kan
løses gennem en implementation i programmeringssproget Java. Herefter præsen-
teres en mere detaljeret kravspecifikation der danner grundlag for alle designbe-
slutninger og videre arbejde med implementationen. Efterfølgende præsenteres en
bruger- og udviklervejledning, samt en redegørelse for projekt forløbet og de an-
vendte arbejdsmetoder. Rapporten redegør herefter for den valgte implementation,
herunder de forskellige beslutninger taget i forbindelse med designspørgsm˚al, data-
strukturer og algoritmer programmet benytter til repræsentation af spillets interne
simulation, samt implementationen af spillets visuelle repræsentation og kunstige
intelligens. Projektet resulterer i et program der best˚ar af 34 klasser og over 2200
linjers kode. Rapporten konkluderer at programmet lever op til de krav der blev
stillet i kravspecifikationen, men finder samtidig at der er mulighed for forbedrin-
ger med henblik p˚a programmets udvidelsesmuligheder, implementationen af den
kunstige intelligens, og feedback til brugeren gennem den visuelle repræsentation.
Abstract
Scorched Earth in JavaTM
– A two-dimensional thirdperson strategygame.
This report describes the design and implementation of a java version of the
1991 game, Scorched Earth. The problem discussed in this report concerns the
implementation of the aforementioned program and outlines how the problem can
be solved through an implementation in the Java programming language. This is
followed by a more detailed requirement specification, which forms the basis for all
design decisions as well as future work with the implementation of the program.
The report then presents a user- and developers guide, followed by an account of
planning and utilized development techniques. Then follows a description of the
chosen implementation, including the various choices made in connection with cer-
tain design issues, datastructures and algorithms the programs use to implement
the games internal simulation and implementation of the games visual representa-
tion and artificial intelligence. The project has resulted in a program consisting of
34 classes with over 2200 lines of source code. In conclusion the report finds that
the program mets the requirements put forward in the requirements specification
while still leaving ample room for improvement. Specifically regarding improve-
ment of the games extensibility, versatility of the games artificial intelligens, and
improving feedback to the user through the games visual representation.
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Forord
Denne rapport er resultatet af et projekt p˚a første modul af Datalogi OB p˚a Roskilde
Universitetscenter. Form˚alet med dette projekt er at:
”Projektarbejdet skal [...] give de studerende erfaring i at planlægge, implementere,
afprøve og dokumentere middelstore programmeringsopgaver ved anvendelse af et
højere, generelt programmeringssprog.”
Da kravet til programmeringsopgaven ikke omhandler funktionaliteten af programmet,
men derimod opgavens størrelse og udførelsen af løsningen, har gruppen haft næsten
frie hænder mht. at bestemme hvad opgaven skulle g˚a ud p˚a. Dette giver mulighed
for at vælge en programmeringsopgave som motiverede alle i gruppen. Medlemmer-
ne af denne gruppe var alle motiverede for at programmere et spil. Valget faldt p˚a
en version af det klassiske spil Scorched Earth, idet spillet ikke stiller store krav til
grafik og historiefortælling, men giver rigelig mulighed for at udvide eller indskrænke
programmeringsopgaven iht. projektets omfang. Programmeringssproget blev Java, i-
det alle gruppens medlemmer har størst erfaring med Java, der desuden ogs˚a opfylder
de formelle krav til programmeringssprogets niveau. Yderligere eksisterede der ogs˚a et
ønske fra gruppens medlemmer om at det resulterende program skulle være platformsu-
afhængigt.
Vedlagt denne rapport er en CD-ROM med komplet kildekode og et eksekverbart .jar-
arkiv, samt Java 1.5 Runtime Environment.
Under projektforløbet har vejleder John Gallagher givet kompetent og engageret vejled-
ning, b˚ade mht. planlægning, konkrete programmeringsspørgsm˚al og rapportskrivning.
Derfor vil vi gerne takke John.
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Kapitel 1
Indledning
Spillet Scorched Earth blev oprindeligt udviklet af Wendell T. Hicken i 1991 [2], og har
inspireret en lignende række spil, b˚ade direkte kloner/forbedringer og videreudviklin-
ger af konceptet f.eks. Worms-serien fra Team17 Software Ltd. De mange udgaver og
evolutioner af det originale gameplay fra Scorched Earth, m˚a siges at være et kvalitets-
stempel af konceptet. Spilkonceptet er, omhandler i al sin enkelthed et antal kæmpende
parter (i originalens tilfælde kampvogne), jævnt fordelt i et to-dimensionalt landskab,
som vha. kanoner affyrer skud imod hinanden efter tur. Spilleren styrer vinklen p˚a
kanonen samt kraften hvormed skuddet affyres.
Denne rapport dokumenterer udviklingen endnu en versions udvikling af dette un-
derholdende spilkoncept. Den største ændring i forhold til originalen er at alle skud
affyres simultant. Dette betyder at alle spillere har lige mulighed for at vinde, idet alle
spillere, p˚a ethvert tidspunkt, har affyret lige mange skud. Bortset fra dette, og nogle
grafiske ændringer, er spillet udviklet til at ligge s˚a tæt op af originalen som muligt.
Programmellet er udviklet med henblik p˚a mulighed for senere videreudvikling.
Derfor er det forsøgt at strukturere programmet mest hensigtsmæssigt i forhold til
dette.
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Problemstilling
I dette afsnit præsenteres den centrale problemstilling, som efterfølgende uddybes i den efterføl-
gende problemformuleringen. Tilsidst gennemg˚as en mulig løsning af problemstillingen i proble-
manalysen.
Baggrunden for dette projekt er semesterbindingen for første datalogi semester p˚a
Roskilde Universitetscenter.
”Projektarejdet skal [...] give de studerende erfaring i at planlægge, implementere,
afprøve og dokumentere middelstore programmeringsopgaver ved anvendelse af et
højere, generelt programmeringssprog.”
P˚a baggrund af ovenst˚aende er valget af programmeringsopgave faldet p˚a et for-
holdsvis simpelt spil. Form˚alet med dette projekt er s˚aledes at implementere et compu-
terspil som tager udgangspunkt i spillet Scorched Earth fra 1991. Spillet implementeres
i Java. Under udviklingen fokuseres der p˚a at overholde de generelle principper inden
for objektorienteret programmering, for bla. at f˚a størst mulighed for, udvidelse og
vedligeholdelse af programmet.
2.1 Problemformulering
Der er to eller flere stationære kampvogne kæmper mod hinanden i et to-dimensionelt
landskab. Ma˚let er at være den sidste overlevende kampvogn i landskabet. Spillet er
tur-baseret, idet hver kampvogn skiftes til at sigte hvorefter disse skyder samtidig. Bru-
gerens input til spillet er kanonens vinkel og styrken af kanonens ladning samt valg
af v˚abentype via en grafisk brugerflade. Alle input til programmet sker via brugerens
tastatur, mens feedback under spillet skal ske gennem menuer p˚a skærmen. Det skal
være muligt at spille mod et vilk˚arligt antal computermodstandere og/eller andre spil-
lere, men ogs˚a være muligt at spille mod computermodstandere med forskellige evner.
Endeligt skal systemet designes s˚a det er let for efterfølgende udviklere at udvide re-
levante delkomponenter af spillet med henblik p˚a at tilføje nye funktionaliteter, s˚asom
nye projektiler og alternative landskab.
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2.2 Problemanalyse
Figur 2.1: Overordnet struktur af
programmellet
For at sikre en programmeringsmæssigt og funktions-
mæssigt tilfredsstillende implementation af spillet, er
det nødvendigt at strukturere programmellet s˚aledes
at hvert objekts ansvar og funktion er nøjagtigt de-
fineret, og at det overholder disse definitioner. Figur
2.1 viser hvordan programmet er tænkt struktureret.
Brugerflade
Brugerfladen indeholder, og har direkte kontrol med
spilmekanismen, dvs. at brugeren kontrollerer spillet
gennem brugerfladen. Brugerfladeobjektet der i im-
plementationen kaldes for GUI, har ogs˚a ejerskab af
spilmekanismen. S˚aledes er begyndelsen til et nyt spil tiltænkt ved at GUI -objektet
udskifter spilmekanismen med en ny.
Spilmekanisme
Spilmekanismen er ligesom brugerfladen tænkt som et koncept objekt, idet objektet
ikke afspejler en genstand fra den virkelige verden, men er resultatet af en kodeteknisk
beslutning om at samle al spilrelevant logik i et centralt objekt. Dette har til form˚al
at gøre videre udvikling, udvidelse og vedligeholdelse af spillet nemmere s˚aledes at
projektets løbende udvikling fremskyndes.
Spilmekanismen fungerer ogs˚a som et lag der adskiller brugerfladen fra simulationen,
hvilket styrer hvordan og hvorn˚ar brugeren har indflydelse p˚a simulationen. Samtidig
har spilmekanismen ogs˚a ansvaret for at uddele kontrollen over spillets forløb til andre
objekter. Det kan det f.eks. tænkes at et AI -objekt skal have kontrollen senere i forløbet,
da dette objekt skal benytte spilmekanismen p˚a en metode der ligner spillerens.
Spilmekanismen f˚ar ligeledes ansvaret for at styre al feedback til brugeren. Dette
sker som nævnt i afsnit 2.1 via spillets visuelle repræsentation, og er tiltænkt som en
serie af kontekstfølsomme menuobjekter, der ændres som et resultat af spillets tilstand.
Da spillet som nævnt i afsnit 2.1 skal kunne bruges af spillere med forskellige evner
er spillets kunstige intelligens tænkt implementeret ved brug af et system der p˚a en
”intelligent” m˚ade afprøver skyde-løsninger, og s˚aledes kan justeres til at levere variable
resultater.
Spil simulation
Spillets simulation implementeres delvist igennem spilmekanismens kontrolstruktur og
delvist gennem ejerskabet og brugen af forskellige objekter. Implementationen af denne
vha. objekter der afspejler begreber fra dette emne i den virkelige verden, og b˚ade
fungerer som dataobjekter, men ogs˚a som containere til spil-logikken. De begreber som
objektet afspejler er: et projektil, en eksplosion, en kampvogn og et landskab.
Landskabsobjektets implementation løses vha. to objekter. Det første er en Landsca-
pe factory, der bla. indeholder den algoritme der bruges til at generere et nyt landskab
(vha. linjeobjekter, eller per pixel betragtning), Den anden er Landscape-objektet i sig
selv, der b˚ade indeholder information om landskabets udseende, og de metoder som
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resten af implementationen kan bruge til at interagere med landskabet. Landskabets
interne repræsentation forestilles at best˚a af toppunktets koordinater for landskabets
højde i en given position p˚a x-aksen. Dette kan implementeres ved at lave et array der
har samme størrelse som skærmens bredde, og s˚aledes indeholder et y-koordinat for
hver plads i arrayet.
Da simulationen af spillet ogs˚a indeholder en afspejling af en eksplosion, skal landskabs-
objektet ogs˚a tillade at disse kan p˚avirke den interne repræsentation i objektet. Dette
tænkes løst gennem metodekaldet damageWorld() der kun p˚avirker de omtalte dele af
landskabet. F.eks. hvis en eksplosion rammer toppunktet p˚a et givent x-kordinat er det
kun toppunkter der ligger inden for en given radius, der skal justeres og gen-tegnes.
Projektilobjektet, er tænkt implementeret gennem en abstrakt klasse, og tillader p˚a
denne m˚ade at andre udviklere kan udvide denne del af systemet senere. Den abstrakte
klasse indeholder metodekravene samt dele af implementationen til et standard projek-
til. Denne implementation indeholder en række krav, hvor af de vigtigste er, objektets
afhængighed af tid, objektets bevægelse og levetid som styres af et tidsstempel. Et
projektils position beregnes s˚aledes udfra formelen for det skr˚a kast kendt fra fysikken.(
x
y
)
=
(
cosϕ · v0 ·∆t+ x0
−12g∆t2 + sinϕ · v0 ·∆t+ y0
)
(2.1)
Her i er v0 lig med starthastigheden, x0 er x-koordinatet i startpunktet, y0 er y-
koordinatet i startpunktet, g er tyngdekraften, ϕ er vinklen i forhold til x-aksen og ∆t
er tidsforskellen fra skuddet blev affyret.
P˚a baggrund af kravene fra formel 2.1 er det nødvendigt for objekter der ønsker
at udvide projektilklassen, at benytte projektilets super-constructor. Samtidig er det
ogs˚a nødvendigt for alle objekter i systemet der ønsker at benytte projektilklassens
funktionalitet, at tage højde for denne implementation. Denne løsning har ogs˚a en
mere specifik indflydelse p˚a implementationen af spillets kunstige intelligens, da denne
benytter simulationen til at afprøve skyde-løsninger. Den kunstige intelligens kan dog
omg˚a denne problemstilling ved at øge tiden i hak af 100 - 250 ms og s˚aledes bibeholde
en lav ventetid.
Kampvogns objektet er primært tiltænkt som en data struktur, men vil ogs˚a in-
deholde en metode der udgør objektets bidrag til simulationens logik. Kampvognen
bidrager til simulationen i og med at den har ansvaret for at skabe nye projektiler, n˚ar
den passende metode bliver kaldt af spilmekanismen.
Eksplosions objektet skal fungere som en datastruktur, hvori objektet indeholder
et punktkoordinat, en radius, en maksimum skadeværdi, og bruges af spilsimulationen
n˚ar projektilernes p˚avirkning af landskabs og kampvognsobjekterne skal beregnes.
Visuel repræsentation
Spillets visuelle repræsentation er primært implementeret gennem brugerfladen og tager
s˚aledes udgangspunkt i GUI -objektets update-metode. Den videre implementation i
systemet sker gennem en uddeling af ansvar. Udover spillogik og datastrukturer har alle
objekter i simulationen samt alle menu-objekter ligeledes ansvaret for at kunne tegne
sig selv gennem en paint()-metode. Dette udnyttes igen ved at GUI -objektets update-
metode kalder p˚a spilmekanismens paint-metode, der s˚a igen kalder paint-metoden p˚a
alle kendte objekter der skal tegnes. Denne løsning giver herved en overskuelig og let
udvidelig løsning af dette problem.
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Da spillet ogs˚a skal have muligheden for at benytte billeder og animationer til at
berige den visuelle repræsentation, bliver der til form˚alet skabt et Sprite-interface med
to konkrete klasser: AnimatedSprite og StaticSprite. Disse objekter indeholder enten
et eller flere billeder samt koordinater og information om objektets højde og bredde.
Sprite-objekterne benyttes i implementationen af systemets visuelle repræsentation ved
at kalde deres paint-metode, som blev specificeret af Sprite-interfacet.
Da billedobjekter oftest kræver tid for at kunne hentes op i systemets hukommelse
benytter GUI -objektet en s˚akaldt MediaTracker fra Java’s API, til at hente alle billeder
før systemet startes. Billedobjekterne gemmes i GUI -objektet som protected variabler
og kan derved tilg˚as af spilmekanismen n˚ar denne skal skabe spillets simulation.
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Kravspecifikation
I dette afsnit vil vi opridse kravene til den applikation der udvikles. De specifikke krav var p˚a
forh˚and meget begrænsede, hvorfor dette ogs˚a fik indflydelse p˚a arbejdsmetoden hvilket, uddybes
i kapitel 5.4). M˚alet med projektet er at lave en version af spillet Scorched Earth.
Spillet skal kunne h˚andtere to til flere kombatanter, hvoraf det skal være muligt at
bestemme hvor mange af disse der skal være styret af henholdsvis brugere eller compu-
teren. Nedenfor følger en omtale af de omr˚ader, vi vil stille særlige krav til.
3.1 Spillet
Spillet foreg˚ar i et todimensionelt, automatisk genereret landskab. I dette landskab
placeres to eller flere kampvogne. Hver kampvogn skiftes til at indstille styrke og ret-
ning p˚a et skud, samt vælge hvilken type v˚aben der skal affyres. N˚ar alle spillere har
konfigureret deres kampvogn, affyrer alle kampvogne det valgte v˚aben med de valgte
indstillinger. Hver kampvogn har fra spillets start den samme mængde ”liv”, dvs. en
mængde hitpoints.
N˚ar et projektil kolliderer med landskabet skal det eksplodere, og samtidigt defor-
mere landskabet i et relevant omfang. Hvis en kampvogn er inden for rækkevidde af en
eksplosion skal den p˚agældende kampvogn fratrækkes et relevant antal hitpoints. N˚ar
en kampvogn løber tør for hitpoints udg˚ar den fra spillet. Form˚alet med spillet er at
være den eneste kampvogn tilbage.
3.2 Brugergrænseflade
Brugergrænsefladen skal have en grafisk, men enkel og overskuelig repræsentation. Bru-
gerens input til spillet er kanonens vinkel, styrken af kanonens ladning samt valg af
v˚abentype via en todimensional brugergrænseflade. Programmets funktioner betjenes
af brugeren gennem keyboardet. Al feedback fra programmet til brugeren, skal foreg˚a
grafisk p˚a skærmen.
3.3 Computermodstander
Det skal være muligt at spille mod computeren. Computeren skal have forskellige ni-
veauer, som angiver hvor effektiv denne er til at ramme modstanderen. Brugeren af
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programmet skal kunne vælge hvilken sværhedsgrad der skal anvendes.
3.4 Programmeringsspecifikt
Det skal være s˚a nemt som muligt at ændre og udvide programmet, s˚adan at der kan
tilføjes nye v˚aben, landskaber etc. Derfor skal programmet udvikles s˚aledes at man med
et minimum af information kan programmere udvidelser til spillet, uden at skulle sætte
sig ind i hele koden.
For at sikre at objekters bevægelser vises s˚a flydende som muligt, skal beregningen
af disse objekters position baseres p˚a tid, fremfor systemets fremskridt. Dette udelukker
risikoen for at ojekter bevæger sig uregelmæssigt ved skiftende framerate.
For at leve op til de opstillede krav om modularitet skrives programmet i det objekt-
orienterede programmeringssprog Java. Java er desuden valgt fordi det opfylder de krav
som stilles af semesterbindingen (kapitel 2), som kræver at der i projektet anvendes ”...
et højere, generelt programmeringssprog.”. Desuden har Java den markante fordel at det
er platformsuafhængigt og dermed kan distribueres meget bredt uden ændringer i eller
tilpasning af kildekoden. Ydermere er Java det højniveausprog som projektgruppens
medlemmer, havde størst erfaring med.
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Brugervejledning
I dette afsnit redegøres der for hvorledes applikationen startes, desuden gives der en vejledning
i hvordan Scorched Earth spilles.
4.1 Installering
For at kunne køre Scorched Earth er det nødvendigt at have Java 1.5 Runtime Enviro-
ment installeret, dette kan findes p˚a cd’en sammen med programmet, eller hentes fra
firmaet Sun Microsystems hjemmeside: http://java.sun.com/.
Programmet kan efterfølgende startes ved at dobbeltklikke p˚a ScorchedEarth.jar
i program mappen. Hvis dette ikke virker (et andet program kan muligvis forsøge at
a˚bne filen i stedet for at programmet køres) kan følgende kommando indtastes i en
kommandoprompt:
– java -jar ScorchedEarth.jar
4.2 Hovedmenuen
N˚ar spillet starter ses der en menu p˚a spillefladen (se figur 4.1). Navigation i menu-
systemet foreg˚ar ved hjælp at op/ned piletasterne p˚a tastaturet, n˚ar et menuobjekt
er aktiveret skifter dets farve til gul. Et aktiveret menuobjekts værdi kan ændres med
højre/venstre piletasterne. I menuen vælges hvor mange spillere der skal være med.
Disse er delt op i brugerstyrede spillere (Human Players) og computerstyrede spillere
(Computer Players). Der vælges hvilken sværhedsgrad man ønsker at spillet skal ha-
ve, sværhedsgraden angiver hvor dygtige computermodstanderne er. Bemærk at der p˚a
intet tidspunkt kan vælges mindre end to, eller flere end 30, spillere.
N˚ar brugeren har truffet sine valg, startes spillet ved at aktivere menuobjektet ”Go
to war!” og trykke Enter p˚a tastaturet. Spillet kan ligeledes afsluttes ved at aktivere
menuobjektet ”Quit” og trykke Enter p˚a tastaturet.
4.3 Gennemgang af spillefladen
Spillefladen best˚ar af et terræn, hvor det valgte antal kampvogne er placeret tilfældigt.
I øverste venstre hjørne (se figur 4.2) findes der informationer om hvilken brugerstyret
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Figur 4.1: Hovedmenuen
spiller der er aktiv, hvilken kraft og vinkel projektilet affyres med, samt vindforhold i
den p˚agældende runde (vinden angives med en pil som illustrerer styrke og retning).
Figur 4.2: Informations bar
I øverste højre hjørne er der en v˚abenvælger (se figur 4.3). Listen af v˚aben kan løbes
igennem med tasterne Page Up og Page Down, for at vælge v˚aben trykkes der Enter
p˚a tastaturet n˚ar det ønskede v˚aben er fremhævet.
Figur 4.3: V˚abenvælgeren
4.4 Styring af kampvogne
Den aktive spillers kampvogn er markeret med en rød pil, s˚aledes at den er nem at
identificere. Kampvognene styres ved hjælp af piletasterne, som vist nedenfor.
– Venstre: Øg grader/vinkel p˚a løbet.
– Højre: Sænk grader/vinkel p˚a løbet.
– Op: Øg kraft p˚a skud.
– Ned: Sænk kraft p˚a skud.
Som nævnt ovenfor vælges hvilket v˚aben man ønsker at benytte med tasterne Page
Up og Page Down og derefter taste Enter, det nye v˚aben kan nu affyres ved at trykke
p˚a Space.
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4.5 Eksempel p˚a spilforløb
N˚ar spillet er startet efter anvisningerne i afsnit 4.1 kan tastaturets piletaster bruges
til at vælge et antal af spillere i menusystemet. Til at starte nøjes vi med e´n spiller
som ogs˚a er standardværdien. Tryk p˚a ned pilen. Computer Players markeres nu, tryk
p˚a højre pilen to gange, s˚aledes at antallet øges til tre. Tryk ned pilen igen hvor com-
puterens niveau vælges. Lad den st˚a p˚a Easy som er den nemmeste modstander, og
tryk ned pilen. Nu er feltet Go to War! markeret. Tryk Enter for at begynde. Find en
kampvogn som skal være dit m˚al. Brug venstre/højre pilene til at justere vinklen p˚a
kanonløbet og op/ned pilene til at justere skudstyrken, n˚ar du er tilfreds med indstil-
lingerne trykkes der p˚a mellemrumstasten for at skyde. N˚a du har afgivet dit skud, vil
computermodstanderne ligeledes vælge m˚al og skyde. N˚ar alle har afgivet et skud, vises
resultatet p˚a skærmen og en ny runde starter. Hvis en kampvogn ikke har flere hitpoint
tilbage fjernes den fra spillet. N˚ar der kun er e´n kampvogn tilbage standser spillet og
menuen kommer frem igen, hvor der kan vælges nye indstillinger eller afsluttes ved at
markere ”Quit” og trykke p˚a Enter-knappen.
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Kapitel 5
Projekt forløb
I dette kapitel beskrives projektets forløb. Her lægges vægt p˚a planlægning, arbejdsmetoder og
de faser som projektet har gennemg˚aet.
5.1 Planlægning
I projektets tidlige forløb planlagdes aktiviteter fra uge til uge. Arbejdet ledte op til
første prototype af programmet som beskrives senere i denne rapport. I forbindelse
med færdiggørelsen af den første projektprototype opstod behovet for at planlægge
projektets videre forløb. P˚a baggrund af analyse af programmeringsopgaven opstilledes
følgende milestones, med tilhørende deadlines:
– 20. okt.
Tr˚ad-problemet undersøges
Forbedring af Projectile (collision detection mm.)
– Oprindeligt var alle projektiler tænkt implementeret som individuelle tr˚ade. Det-
te design blev fravalgt da gruppens fortrolighed med tr˚ade ikke var tilstrækkelig.
Grundet udviklingen mod den tr˚adbaserede projektil-struktur var udvikling af
selve projektilet ikke tilstrækkelig. Collision detection flyttes til GameDriver un-
der udviklingen. Denne deadline markerer ogs˚a færdiggørelsen af anden prototype
(kapitel 5.2).
– 27. okt.
Generering af plaforme til x antal kampvogne
Begyndende implementering af kontrolstruktur (GameDriver)
Implementering af KeyListening
– Den automatiske landskabsgenerering var i fungerende tilstand, bortset fra pla-
cering af platforme til kampvogne. Grundet det forudsete store omfang af spillets
kontrolstruktur begyndtes implementeringen af den p˚a dette tidlige stadie. Key-
Listening implementeredes i sammenhæng med kontrolstruktur.
– 3. nov.
Interface til Tank
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Tank -klasse til testform˚al
Projektil -klasse til testform˚al
– Tank -klassen var oprindelig tænkt som et interface i stil med Projectile, men da
programmet ikke gjorde brug af dette design, fravalgtes dette. Udviklingen af Tank
og Projectile-klasserne er p˚a dette tidspunkt meget tæt p˚a endelige versioner.
Ma˚lene for tredje prototype (kapitel 5.2) er nu opfyldt.
– 10. nov.
Udvikling p˚a Sprite
– Sprite-klassen viste sig at forvolde mindre problemer end først antaget, derfor
udvikledes kontrolstrukturen sideløbende med Sprite
– 17. nov.
Opsamling og justering af m˚al
– Tidsplanen for projektet blev op til dette punkt overholdt i tilfredsstillende grad.
Næste milestone kasseres, og projektet er p˚a dette tidspunkt i fasen ”Iterativ
udvikling” (beskrives i kapitel 5.3).
– 21. nov.
En basis-version skal kunne spilles af 2 eller flere brugere. Bugs tilladt.
– Denne deadline markerer starten p˚a den projektintensive periode. Programmellet
var ikke p˚a det stadie som denne deadlines milestone krævede. Dette skyldes dog
en urealistisk milestone, sammenlignet med resten af tidsplanen.
5.2 Projektets faser
Allerede fra starten af dette projekts forløb har programmering været en vigtig aktivitet,
idet programmets struktur er blevet videreudviklet p˚a grundlag af de erfaringer, som
gruppen har tilegnet sig under udviklingen. De tidlige uger af projektforløbet fokuserede
p˚a udvikling af en struktur til at styre spillets animation, alts˚a en del af spillets yderste
lag, jævnfør kapitel 2.2. Programmet gennemgik herefter tre prototype-faser inden den
endelige version: ”Landskabs-prototypen”, ”Projektil-prototypen” og ”Skydende-tank-
prototypen”.
Landskabs-prototypen
Første prototype af programmet havde som m˚al at præsentere et automatisk genereret
landskab i fuld skærm, ved hjælp af den delvist etablerede animationsstruktur. Vigtige
implementeringer i denne fase omfatter:
– Animationstr˚ad
– Double buffering
– Intern datastruktur til landskab
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Landskabsgenereringsalgoritmen, som denne prototype anvendte, blev senere æn-
dret grundet spilmæssige hensyn. Problemet med den første version af algoritmen l˚a i
dens manglende evne til at producere et kurvet landskab, og lave plads til kampvogne.
Yderliggere skal det bemærkes, at denne prototype ogs˚a havde en tendens til at levere
meget varierede resultater. P˚a figur 5.1 ses et eksempel p˚a denne variation, algoritmen
der arbejder p˚a pixel-niveau har en tendens til enten at foretage store spring eller lave
meget grove kantede figurer.
Figur 5.1: Screenshot af et tidligt autogenereret landskab
Algoritmens manglende evne til at producere kurvede landskaber skyldes imple-
mentationens natur, da denne opererede p˚a pixel niveau var det p˚a kode tidspunktet
nærliggende at implementere algoritmens opererationer p˚a heltal-niveau, dette medfør-
te at bløde stigninger i landskabet ikke var mulige og førte til resultatet p˚a figuren.
Projektil-prototypen
Denne prototypes form˚al var at implementere et bevægeligt projektil i sit eget objekt,
samt at etablere en kontrolstruktur til kollisionskontrol. Følgende vigtige elementer af
programmet blev etableret i denne prototype.
– Absktrakt Projectile-klasse
– Tidlig kollisionskontrol
Skydende-tank-prototypen
Ma˚let med denne prototype var, gennem kontrolstrukturen, at kunne affyre et projektil
gennem et Tank -objekt. Derefter lade projektilet kollidere med landskabet, eksplodere
og derved deformere landskabet. Denne prototype markerer overgangen til iterativ ud-
vikling af programmet, idet alle grundlæggende klasser, og disses vigtigste funktioner,
er p˚a plads. Følgende blev implementeret og tilføjet programmet i denne prototype:
– Tidligt Tank -objekt i stand til at skabe projektiler
– move()-funktion baseret p˚a det skr˚a kast
– Explosion-objekt, knyttet til Projectile
– Deformering af landskab ud fra eksplosioner
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5.3 Iterativ udvikling
Som nævnt i beskrivelsen af forrige fase foreg˚ar udviklingen nu iterativt frem mod den
endelige version, alts˚a et spilbart program. Det primære fokus er p˚a kontrolstrukturen,
som indtil dette punkt udelukkende er implementeret med test som form˚al. Kontrol-
strukturen udvides til at kunne h˚andtere flere spillere og til at kunne styre et spils gang
jævnfør kravspecifikationen i kapitel 3. En vigtig tilføjelse under denne fase er spillets
AI -klasse, samt implementering af denne i spillets kontrolstruktur.
Under denne fase videreudvikles den automatiske landskabsgenerering s˚aledes at re-
sultatet bliver mere anvendeligt. Desuden omstruktureres landskabsgenereringen efter
designmønstret Abstract Factory. Mere herom i kapitel 6.3. Efterh˚anden som program-
mellets funktionalitet nærmer sig de endelige krav, implementeres diverse v˚abentyper
for at illustrere og teste de muligheder programmellet tilbyder. Dette beskrives yderli-
gere i kapitel 6.2.
Til sidst i den iterative udviklingsfase fokuseres p˚a udvikling af menuer, s˚aledes
at alle spillets funktioner kan udnyttes p˚a mere dynamisk vis, alts˚a betjenes af en
udenforst˚aende bruger.
5.4 Arbejdsmetode
Da mange af de programmeringsspecifikke krav til programmet ikke var kendt p˚a for-
h˚and, l˚a det meget naturligt at arbejde efter processen Evolutionary Prototyping. Evo-
lutionary Prototyping lægger nemlig ud med et begrænset kendskab eller forst˚aelse for
kravene til systemet, hvorefter systemet løbende udvides og ændres som der dukker nye
krav op (i nogle tilfælde er der slet ikke nogen systemspecifikation) [4]. Ma˚let med Evo-
lutionary Prototyping er at levere en initiel implementation, som afprøves af brugerne
og derefter forbedres gennem mange stadier, indtil et tilstrækkeligt funktionsdygtigt
system er udviklet Evolutionary Prototyping er beskrevet i diagramform p˚a figur 5.2.
Figur 5.2: Evolutionary Prototyping [4]
Udviklingen af programmellet til dette projekt er sket efter Extreme Programming-
princippet (XP) som er en udviddelse af Evolutionary Prototyping tilgangen. Denne
metode er valgt grundet hensyn til størrelsen af gruppen, som egner sig bedre til denne
form for udvikling frem for større, og mere komplicerede, udviklingsmetoder [1]. Udover
prototyping lægges der i XP ogs˚a vægt p˚a kodekvalitet ved at benytte teknikker som
programmering i par, fælles ejerskab og test.
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5.4.1 Concurrent Versioning System
Projektets arbejdsform blev under hele forløbet understøttet af et Councurrent Ver-
sioning System (CVS). Dette system blev anvendt da det kan h˚andtere mange af de
problemstillinger som større software projekter indholder. CVS systemer tillader flere
individer at arbejde parallelt p˚a samme projekt, endda i samme fil, ved at holde styr
p˚a alle ændringer i projektet. Dette er i CVS systemet gjort ved at implementere et
s˚a kaldt ”Versioning System” til at h˚andtere dokumenter og udnytte en ”client-server”
arkitektur til at h˚andtere samarbejdet mellem flere individer.
Systemet fungerer ved at serveren gemmer den aktuelle version af projektet og
alle tidligere versioner, samt en komplet historie for hvordan de enkelte elementer i
projektet har udviklet sig. Enkelte klienter kan s˚a hente en lokal version af projektet
ved at lave et ”check-out” og ændre i serverens version ved at lave et ”check-in”. N˚ar
en klient foretager en opdatering og ændrer i serverens version, forsøger serveren at
sammensætte ændringerne i den nye version med den gamle, hvis dette ikke kan lade sig
gøre (f.eks. en anden klient har ændret i serverens version i mellemtiden) afviser serveren
anmodningen og beder brugeren om selv at løse konflikten. Hvis processen lykkedes
bliver brugeren informeret om dette, alle ændrede dokumenters versionsnummer øges
med 1 og serveren skriver en bruger specificeret beskrivelse af ændringerne til en log fil
sammen med datoen og forfatterens navn.
Figur 5.3: CVS klientens integration i Windows filsystem i form af overlayikoner
Det er ogs˚a muligt for den enkelte klient at opdatere den lokale kopi af projektet,
hvilket fjerner behovet for at hente en komplet version n˚ar der er foretaget ændringer p˚a
serveren. Yderligere kan klienten kan ogs˚a hente forskellige versioner af en fil, anmode
om en komplet historisk oversigt over ændringer eller hente et historisk øjebliksbillede.
I projektet anvendte alle gruppe medlemmer CVS klienten TortoiseCVS, der integrerer
sig i Windows og s˚aledes tillader let forst˚aelig feedback i form af overlayikoner p˚a de
enkelte filer, hvilket er vist p˚a figur 5.3.
Ved at benytte denne klient sammen med en CVS server var det s˚aledes muligt for
projektet at udvikle sig uafhængigt af et enkelt gruppemedlem, og samtidig tillade flere
gruppemedlemmer at arbejde tæt sammen hvis dette var ønsket.
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Programdokumentation
I dette kapitel præsenteres programmets overordnede design, hvorefter hovedtrækkene af opga-
vens løsning gennemg˚as vha. kodeeksempler.
6.1 Systemets design
Ideen med programmets design var at udnytte Java’s styrker som objektorienteret pro-
grammeringssprog, samt at gøre det nemt for andre personer at udvide og ændre pro-
grammet i fremtiden. Til dette form˚al implementeres programmet b˚ade igennem ab-
strakte konceptobjekter, men ogs˚a igennem en serie af objekter der afspejler spillets
tilstand via en simulation af den virkelige verden.
Projektet blev som nævnt i kapitel 2.2 tænkt som best˚aende af tre sektioner: en
brugergrænseflade, en spilmekanisme og en simulation. Derfor er det ogs˚a meningen at
de to objekttyper s˚a vidt muligt skal være adskilt fra hinanden, og kun tillade kommu-
nikation imellem dem, vha. et enkelt konceptobjekt, GameDriver. Dette design skulle
s˚aledes mindske eventuel kompleksitet og undg˚a at projektet blev uoverskueligt.
Figur 6.1 p˚a næste side viser en meget grov simplifikation af programmets opbyg-
ning ved enden af projektet. Her ses det at projektet er opdelt i to kontrollerende
lag; brugergrænseflade og spillogik, som hver især har et kontrollerende objekt. GUI -
objektet udgør det kontrollerende objekt i brugergrænsefladen, en udvidelse af JFrame,
der st˚ar for al interaktion imellem brugeren og systemet. Yderligere er dette objekt
ogs˚a ansvarlig for at styre spillets animationshastighed og har sammen med gamedri-
verobjektet delt kontrol over spillets kontekstfølsomme menuer.
Ansvarsfordelingen af menukontrollen mellem GameDriver og GUI er et resultat af
de enkelte menuobjekters ansvarsomr˚ader. S˚aledes indeholder GameDriver de menuer
der skal bruges under en spilrunde, mens GUI indeholder de menuer der b˚ade benyttes
udenfor og under en spilrunde, men ikke er afhængige af de informationer der kun er
tilgængelig for GameDriver -objektet. GUI -objektet modtager ogs˚a input fra brugeren
og, afhængigt af programmets interne tilstand, behandler eller videresender dette input-
signal.
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Figur 6.1: UML diagram der viser endelig struktur for programmet
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6.2 Projektiler
I kravspecifikationen (afsnit 3) til programmet fremsættes et krav om muligheden for at
benytte forskellige v˚abentyper, hvilket kan opn˚as relativt simpelt ved at programmere
et forudbestemt antal v˚abentyper ind i spillet. Dette er imidlertid ikke hensigtsmæssigt
hvis muligheden for udvidelse af programmet skal sikres. Derfor er dette problem løst
ved implementering af en abstrakt klasse, Projectile. Denne klasse indeholder centrale
metoder som kaldes n˚ar centrale begivenheder indtræffer.
Alle projektiler i spillet nedarver fra den abstrakte klasse Projectile. Klassen in-
deholder en abstrakt metode, nemlig paint(). Denne abstrakte metode sikrer at alle
konkrete implementeringer af projektiler har en paint()-metode, dvs. at det konkrete
projektil kan tegnes p˚a skærmen. Projectile indeholder en række metoder med standard-
implementeringer af vigtige funktioner; nemlig move(), impact(), detonate(), explode(),
kill() og fire(). Derudover indeholder klassen en række ”getter”-metoder som returnerer
information om projektilets tilstand. Nedenfor følger en gennemgang af de vigtigste
metoder.
Navn Funktion
move(long time) Modtager det tidspunkt som projektilets position skal be-
stemmes ud fra. Standard-implementeringen kalder compu-
tePosition(long time) som beregner positionen ud fra form-
len for det skr˚a kast.
impact() Kaldes n˚ar et projektil kolliderer med landskabet.
Standard-implementeringen kalder detonate().
detonate() Sætter tilstanden detonated = true. Kalder metoderne kill()
og explode().
explode() Hvis projektilet ikke er i live kaldes damageWorld i Game-
Driver
kill() Sætter alive = false. Kaldes hvis projektilet bevæger sig
uden for spillefladen.
fire(long time) Sætter projektilets starttid (t0) til time og fired = true
Hvert projektil indeholder et standard Explosion-objekt som overskrives i con-
structoren af alle klasser hvor en anden eksplosion ønskes. Ydermere indeholder Pro-
jectile en række variabler i kategorierne: tilstande, beskrivelse, beregningsvariabler samt
miljøvariabler. Tilstandsvariablerne detonated, alive og fired, som er af typen boolean,
beskriver hvorvidt projektilet er i disse tre nøgletilstande. Beskrivelsesvariablerne best˚ar
af to String-variable (name og description) som bestemmer det navn og den beskri-
velse som skal vises i spillets v˚abenvælger. Projectiles computePosition()-funktion, som
kaldes af move(), behøver en række beregningsvariable:
Navn Type Beskrivelse
posX int Den aktuelle position p˚a x-aksen.
posY int Den aktuelle position p˚a y-aksen.
x0 int Projektilets startposition p˚a x-aksen.
y0 int Projektilets startposition p˚a y-aksen.
v0 int Den hastighed som projektilets affyres med.
angle double Den vinkel som projektilet affyres med.
t0 long Tidsstempel fra affyringstidspunktet.
dt float Tidsforskellen fra affyringstidsppunkt.
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Projektilets miljøvariabler beskriver den vindstyrke som p˚avirker projektilet, hvilket
lagres som en int, samt variablen G, der bestemmer den virtuelle tyngdeacceleration
og ligeledes lagres som endnu en int. Alle variabler er erklæret protected for at give
mulighed for at de frit kan overskrives for at give et projektil særegne funktioner.
Alle typer af projektiler som kan anvendes i spillet hentes ind fra en tekstfil (weapon-
list.txt) i GameDriver -klassen vha. Java’s Class.forName(). Tekstfilen skal indeholde
det præcise navn p˚a den klasse som definerer projektiltypen.
For at kunne demonstrere spillets funktionalitet og illustrere de muligheder im-
plementeringen af Projectile giver er otte v˚abentyper blevet implementeret i spillet.
Herunder en beskrivelse af disse, deres funktion og en kort gennemgang af deres imple-
mentation.
Navn Beskrivelse Implementation
StandardShell Et standard projektil. In-
gen avancerede funktio-
ner.
Implementerer kun den tvung-
ne paint()-metode.
SuperArmorPiercer Et standard projektil
som dog har en sær-
deles kraftig, men lille
eksplosion.
Der defineres et nyt Explosion-
objekt med de nævnte karakte-
riska i dets constructor.
Nuke Et standard projektil
med stor radius, dog
mindre kraftig eksplosion
Der defineres et nyt Explosion-
objekt med de nævnte karakte-
riska i dets constructor.
ImpactClusterBomb Eksploderer ved kollision
og skaber samtidig fem
mindre projektiler som
spredes omkring eksplo-
sionen.
Implementerer en impact()-
metode som skaber og affyrer,
fem nye projektiler af typen
UniversalCluster, et standard
projektil med et overskrevet
Explosion-objekt.
TimeClusterBomb Eksploderer tre sekunder
efter affyring og skaber
samtidig fem mindre pro-
jektiler som spredes om-
kring eksplosionen.
Implementerer en impact()-
metode, lignende den som
ImpactClusterBomb anvender,
samt en move()-metode som
kalder computePosition() s˚a
længe grænsen p˚a tre sekunder
ikke overskrides. Ellers kaldes
impact().
BouncyBomb Hopper p˚a landskabet
fem gange og eksploderer
derefter
Implementerer en impact()-
metode som ændrer projektilets
retning og fart hver gang den
kaldes. N˚ar grænsen p˚a fem
kald er n˚aet kaldes detonate.
Denne type v˚aben fungerer ikke
korrekt grundet problemer med
kollisionskontrol som bevirker
at impact() kaldes for ofte af
kontrolstrukturen.
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MachineCannon Affyrer fem mindre pro-
jektiler, i en vifte som s˚a
igen fors˚ager en serie af
mindre eksplosioner.
Skaber fem projektiler af typen
MachineCannonShell, som er
standard projektiler med over-
skrevet Explosion-objekt, i con-
structoren. Projektilets fire()-
metode kalder de fem min-
dre projektilers fire(). Machin-
eCannon overskriver Projectiles
eksplosion med en som ingen
kraft og radius har, mens paint-
metoden er tom, s˚aledes at spil-
lets AI kan anvende projektilet
til at sigte med.
AirStrike Affyrer et pejlemærke
som et fly anvender til at
kaste bomber efter.
Eksploderer ikke ved kollision,
men implementerer en signal()-
metode der opretter en Ani-
matedSprite som pejlemærke.
Animerer et fly og opretter et
nyt projektil af typen AirStri-
keBomb, for hver 10 pixels, fra
flyets position, n˚ar flyet er mel-
lem 155 og 120 pixels p˚a x-aksen
fra pejlemærket.
6.2.1 Styrker og svagheder
Form˚alet med at designe en overordnet og abstrakt Projectile-klasse er at gøre imple-
menteringen af varierende projektiltyper, med forskellige karakteristika og funktioner,
lettere. Det at hvert projektil kan nedarve en generisk struktur og generet mekanisme
til at bevæge sig gennem luften, detonere og eksplodere gør udviklingen af forskellige
v˚abentyper relativt simpel, idet den eneste metode som skal implementeres er paint().
Et eksempel p˚a dette er StandardShell som ogs˚a anvender Projectiles standard E-
xplosion-objekt, se bilag A.6. Samtidig er mere avancerede implementeringer af pro-
jektile muligt. AirStrike indeholder for eksempel en ny metode, signal(), mens Impa-
ctClusterBomb overskriver impact()-metoden for at opn˚a avanceret funktionalitet. (se
bilag A.2 og A.5).
Den struktur som anvendes til at indlæse alle tilgængelige projektiler giver den
fordel, at en ny type v˚aben relativt let kan tilføjes til spillet. Det eneste som behøves
er at tilføje en fil, som indeholder koden til v˚abnet samt dennes navn til tekstfilen
”weaponslist.txt”, hvilket eliminerer nødvendigheden for at programmere i kildekoden
til selve spillet. Grundet brugen af Class.forName() ved oprettelse af projektiler skal
alle implementeringer af disses constructor og den abstrakte klasse, Projectile, have
nøjagtige overensstemmende argumenter. Dette kan eventuelt begrænse mulighederne
for fremtidige implementeringer af nye projektiltyper.
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6.3 Landskab
Figur 6.2: Factory design mønstret som det er
anvendt p˚a landskabs generering i programmet
Spillets interne repræsentation af landska-
bet findes i et s˚akaldt Landscape-objekt,
Genereringen af disse objekter er imple-
menteret gennem ”Abstract Factory” de-
sign mønstret, og er afbilledet p˚a figur
6.2. Som det kan ses p˚a figuren eksi-
sterer der ikke noget konkret Landscape-
objekt, men derimod et interface der de-
finere hvordan instanser af s˚adanne ob-
jekter skal se ud for andre objekter. Det
konkrete Landscape-objekt er implemen-
teret i klassen MyLandscape, men gene-
reringen af dette objekt er implemente-
ret i MyLandscapeFactory der er en reali-
sering af LandscapeFactory-interfacet. Ved
kørselstidspunktet benytter GameDriver -
objektet et MyLandscapeFactory-objekt til
at generere spillets internet repræsenta-
tion af landskabet. Abstract Factory de-
signmønstret er valgt pga. nødvendigheden for en opdeling af koden i den originale
Landscape-klasse, s˚a at den interne repræsentation og generering af landskabet kun-
ne separeres. Samtidig var der ogs˚a brug for en løsning der tillod andre at udvide af
programmet.
6.3.1 Interne algoritmer
Som om nævnt i forrige afsnit er det todimensionale landskab, hvori spillet foreg˚ar i au-
tomatisk genereret for hver nye spil. Denne generering foreg˚ar i to faser. Først genereres
et tilfældigt landskab og derefter konverteres dette til en repræsentation som anvendes
i spillet. Første fase udføres af en algoritme som genererer linjestykker ud fra tilfældige
variabler. Algortimen køres ved kald af en enkelt metode: computeLandscape().
1 private ArrayList computeLandscape ( int platformNr ) {
2 ArrayList tempMap = new ArrayList ( ) ;
3 int [ ] p lat formSpots = computePlatformSpots ( platformNr ) ;
4 int e l e v a t i o n = e l e v a t i o n I n t e r v a l + d . he ight
5 − ( int ) (Math . random ( ) ∗ 300) ;
6 int x1 , y1 , x2 ;
7 for ( int i = 0 ; i < (d . width / mapInterval ) ; i++) {
8 Line2D l a s tL i n e = null ;
9 i f ( i == 0) {
10 x1 = 0 ;
11 y1 = e l e v a t i o n ;
12 } else {
13 l a s tL i n e = (Line2D ) tempMap . get ( i − 1) ;
14 x1 = ( int ) l a s tL i n e . getX2 ( ) ;
15 y1 = ( int ) l a s tL i n e . getY2 ( ) ;
16 }
17
18 i f ( i > 0) {
19 i f ( i sP lat fo rmSpot ( x1 , p lat formSpots ) ) {
20 x2 = ( int ) l a s tL i n e . getX2 ( ) + PLATFORMSIZE;
21 e l e v a t i o n = y1 ;
22 } else {
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23 x2 = ( int ) l a s tL i n e . getX2 ( ) + mapInterval ;
24 e l e v a t i o n = upOrDown( e l e v a t i o n ) ;
25 }
26 } else
27 x2 = mapInterval ;
28
29 i f ( x2 > d . width ) x2 = d . width ;
30 tempMap . add (new Line2D . Double ( x1 , y1 , x2 , e l e v a t i o n ) ) ;
31 i f ( x2 > d . width ) break ;
32 }
33 return tempMap ;
34 }
Inden landskabet genereres fordeles et antal platforme, svarende til det totale antal
af spillere (AI-kontrollerede og menneske-kontrollerede), jævnt i landskabet. Denne pro-
ces udføres i metoden computePlatformSpots() som returnerer et array af typen Integer
til variablen platformSpots.
Algoritmen skaber liniestykker af typen Line2D med startpunkt i det forrige linjestyk-
kes slutpunkt. Hvis liniestykket er det første, s˚a placeres startpunktet i x-koordinat 0 og
y-koordinatet sættes til værdien af variablen elevation, som defineres ud fra tilfældige
værdier i linie 4.
N˚ar linjestykkets startpunkt er fundet bestemmes slutpunktet. Hvis næste liniestyk-
ke indeholder et x-koordinat som findes i arrayet platformSpots sættes slutpunktets
y-værdi lig med startpunktets. Alts˚a skabes et vandret linjestykke. Hvis ikke liniestyk-
ket skal udgøre en platform er slutpunktet afhængigt af flere tilfældige variabler. Den
første afgøres af metoden upOrDown() (linie 24). upOrDown() modtager landskabets
nuværende elevation, og afhængig heraf bestemmes hvorvidt næste liniestykke skal have
slutpunkt højere eller lavere end startpunktet, adderes eller subtraheres resultatet af
en tilfældig værdi mellem 0.0 og 1.0 gange den maksimale ændring i landskabets høj-
de (elevationInterval). Resultatet af dette bruges som argument til metoden elevate().
Elevate afgører om landskabets elevation er inden for de foruddefinerede rammer. Hvis
dette ikke er tilfældet, kalder elevate() sig selv rekursivt.
Anden fase af landskabsgenereringen er, som nævnt ovenfor, konvertering af det
midlertidige array af linjestykker til den repræsentation som anvendes i spillet. I spillet
er landskabet repræsenteret som et array af typen textitInteger. Arrayets værdi ved
et givent index (x-koordinatet p˚a skærmen) er landskabets toppunkt (y-koordinatet p˚a
skærmen). Konverteringsalgoritmen er implementeret i metoden generateLandscape()
(nedenfor).
1 private void generateLandscape ( ArrayList tempMap) {
2 /∗ Konvertering a f den in t e rne repræsentat ion lineMap
3 ∗ t i l den ende l i g e repræsentat ion Map [ ] int , d e t t e f o rg a˚ r ved
4 ∗ at v i f o r hver l i n e beregner y koord inaterne fo r hver x koord inat
5 ∗ i l i n i e n . (2 Dimensionel l ø k k e s t r u k t u r )
6 ∗∗/
7
8 for ( int i = 0 ; i < tempMap . s i z e ( ) ; i++) {
9 Line2D t h i s l i n e = (Line2D ) tempMap . get ( i ) ;
10
11 // h e i g h t i n t e r v a l er e t udtryk f o r hvor meget y s t i g e r pr x++;
12 double he i gh t I n t e r v a l = ( t h i s l i n e . getY2 ( )
13 − t h i s l i n e . getY1 ( ) ) / ( t h i s l i n e . getX2 ( ) − t h i s l i n e . getX1 ( ) ) ;
14 // udtag s t a r t p un k t e t s højde
15 double he ight = t h i s l i n e . getY1 ( ) ;
16
17 i f ( t h i s l i n e . getX1 ( ) < d . width ) { // boundscheck
18 /∗ lægger punkte t ind i k o r t e t d . h e i g h t − ( i n t ) h e i gh t er f o r d i
19 ∗ image o b j e k t e t anveder e t omvendt index f o r y koord ina t e t .
20 ∗/
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21 map [ ( int ) t h i s l i n e . getX1 ( ) ] = d . he ight − ( int ) he ight ;
22 }
23
24 // t i l f ø j e r en f o r ø g e l s e t i l højden fo r hver p i x e l ba s e r e t p˚a
25 // h e i g h t I n t e r v a l
26 for ( int j = ( int ) t h i s l i n e . getX1 ( ) + 1 ; j < t h i s l i n e . getX2 ( ) ; j++)
{
27 i f ( j < d . width ) {
28 he ight += he i gh t I n t e r v a l ;
29 map [ j ] = d . he ight − ( int ) he ight ;
30 }
31 }
32 }
33 }
genrateLandscape() modtager det midlertidige landskab, best˚aende af et array af
typen Line2D. Metoden indeholder en algoritme som konverterer alle linjestykker i det
midlertidige landskab til punkter. Algoritmen best˚ar af to for -løkker som gennemløber
og konverterer hver linje enkeltvis. Den yderste løkke gennemløber det midlertidige ar-
ray, mens den inderste løkke gennemløber hvert punkt p˚a linjen og tildeler den korrekte
værdi til map, som er den endelige repræsentation af landskabet.
Deformering
Det specificeres i afsnit 3 at landskabet skal deformeres n˚ar en bombe eksploderer.
Landskabsdeformeringen foreg˚ar i metoden modifyMap() (som vist nedenfor). Meto-
den modtager koordinatet for eksplosionens centrum samt den p˚agældende eksplosions
radius.
1 public void modifyMap ( int a , int b , int rad iu s ) {
2 int y = d . he ight − b ;
3 int topbue , bundbue ;
4 for ( int i = a − rad iu s ; i <= a + rad iu s ; i ++) {
5 i f ( i < d . width && i > 0) {
6 topbue = ( int ) (Math . s q r t (Math . pow( radius , 2) − Math . pow( i , 2) +
2 ∗ a ∗ i − Math . pow(a , 2) ) + y) ;
7 bundbue = ( int ) −(Math . s q r t (Math . pow( radius , 2) − Math . pow( i , 2)
+ 2 ∗ a ∗ i − Math . pow(a , 2) ) − y ) ;
8 /∗ b+ er ned da v i har omvendt koord inat system ∗/
9 int d i f f = Math . abs ( topbue − bundbue ) ;
10 i f (map [ i ] >= topbue ) {
11 i f ( (map [ i ] − d i f f ) <= 10) {
12 map [ i ] = 10 ;
13 } else {
14 map [ i ] = map [ i ] − d i f f ;
15 }
16 } else i f (map [ i ] > bundbue && map [ i ] < topbue ) {
17 i f ( bundbue <= 10) {
18 map [ i ] = 10 ;
19 } else {
20 map [ i ] = bundbue ;
21 }
22 }
23 }
24 }
25 pa in tMod i f i c a t i on ( a − radius , a + rad iu s ) ;
26 }
Algoritmen anvender cirklens ligning til at udregne eksplosionens periferi, og udfra
dette ændres værdien af map s˚a den afspejler eksplosionens deformering af landskabet.
N˚ar alle berørte dele af landskabet er justeret kaldes metoden paintModification(). Den-
ne metode modtager eksplosionens yderpunkter, dvs. det laveste og højeste x-koordinat,
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og tegner deformeringen i landskabets egen interne grafiske repræsentation. Denne frem-
gangsm˚ade er valgt for at undg˚a en komplet gentegning af landskabet, da dette bruger
relativt meget processorkraft.
6.3.2 Visuel repræsentation
Landskabsobjektet skal ligesom alle andre objekter i spillets simulation ogs˚a kunne
tegne sig selv gennem en paint()-metode. For at gøre denne process s˚a problemfri som
mulig vedligeholder objektet selv en intern visuel repræsentation, s˚a den er fri for at
skulle gen-tegne denne ved hvert kald til paint. Implementationen af dette er en to-delt
process. Den første sker i objektets konstruktor der kalder paintMap() funktionen som
ses i følgende kodeeksempel:
1 private void paintMap ( ) {
2 landscapeG . s e tCo lo r ( Color . b lue ) ;
3 landscapeG . f i l l R e c t (0 , 0 , d . width , d . he ight ) ;
4 landscapeG . s e tCo lo r ( Color . green ) ;
5 for ( int i = 0 ; i < map . l ength ; i++) {
6 landscapeG . drawLine ( i , d . he ight − map [ i ] , i , d . he ight ) ;
7 }
8 }
paintMap-funktionen optegner objektets interne visuelle repræsentation ved at be-
nytte drawLine-funktionen til at tegne lodrette, grønne linie med toppunkt i y kordi-
natet fra objektets interne Array ”map”. Denne metode er meget tidskrævende og ville
derfor være umulig at benytte hver gang landskabet skulle tegnes da dette ville resul-
tere i en meget langsom tegne hastighed og derved et uacceptabelt spilforløb. Denne
problemstilling er løst ved kun at opdatere den interne visuelle repræsentation n˚ar der
er brug for det. Da landskabet kun ændrer sig ved eksplosioner er dette gjort ved at
implementere paintModification() funktionen der bliver kaldt af modifyMap() hver gang
der er ændret i terrænet:
1 private void pa in tMod i f i c a t i on ( int x1 , int x2 ) {
2 for ( int i = x1 ; i < x2 ; i++) {
3 i f ( i < d . width && i > 0) {
4 landscapeG . s e tCo lo r ( Color . b lue ) ;
5 landscapeG . drawLine ( i , 0 , i , d . he ight − map [ i ] ) ;
6 landscapeG . s e tCo lo r ( Color . green ) ;
7 landscapeG . drawLine ( i , d . he ight − map [ i ] , i , d . he ight ) ;
8 }
9 }
10 }
paintModification()-funktionen benytter en serie af to linie stykker til at opdatere
kortet i en x-afstand bestemt af eksplosionens radius. Dette fungerer ved at tegner oven
p˚a det eksisterende billede i de x-koordinater hvor eksplosionen har været. Det betyder
alts˚a at algoritmen ikke tager højde for i hvilket y-koordinat eksplosionen havde, men
tegner i stede hele landskabet i hvert x-koordinat.
6.3.3 Fordele og ulemper
Ovenst˚aende design af Landscape tillader først og fremmest at genereringen af landska-
bet kan ændres uden kendskab til, eller behov for ændringer i, programmet. Desuden
giver denne struktur mulighed for at skifte mellem typer af genereringsmetoder, idet
programmet er uafhængigt af hvordan komponentet bliver skabt [3, s. 485]. Dette giver
et godt grundlag for videreudvikling af programmellet s˚aledes at spillet bliver mere
varieret og udfordrende.
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Med hensyn til den konkrete repræsentation af landskabet, dvs. et array af int ’s,
kan nævnes en række fordele og ulemper. En fordel er den simple repræsentation, som
ikke kræver større beregninger for at udføre opgaver s˚asom kollisions-check, hvilket er
centralt i denne sammenhæng. Denne simple repræsentation er samtidig en ulempe,
idet den ikke tilbyder muligheder for mere detaljerede informationer, s˚asom vinklen
af en flade, uden mere komplicerede beregninger. Ovenst˚aende begrænser programmets
udviklingsmuligheder ved implementering af et projektil som skal hoppe p˚a landskabets
overflade. Her er BouncyBomb (bilag A.3) et eksempel, idet projektilet ikke springer
væk fra terrænet i den korrekte vinkel i forhold til landskabets hældning og indgangs-
vinklen.
6.3.4 Mulige forbedringer
Som nævnt i forrige sektion giver repræsentationen af landskabet problemer i visse
tilfælde. Implementeringen af en hoppende bombe er begrænset af den manglende mu-
lighed for at aflæse vinklen af en given flade i landskabet. En metode til dette form˚al
vil give mulighed for en mere nøjagtig implementation af en hoppende bombe.
28 Roskilde Universitetscenter
Afsnit 6.4 Kontrolstruktur
6.4 Kontrolstruktur
Kontrolstruktur-begrebet dækker i denne sammenhæng over al spil-logik, der ikke er
relateret til simulationen eller den grafiske repræsentation, men i stedet fungerer som
bindeled mellem de to dele og udgør implementationen af spillets logik.
GameDriver -objektets implementation af denne kontrolstruktur tager udgangspunkt
i gameTurn()-funktionen, der kaldes af GUI -objektets run()-metode.
1 public void gameTurn ( ) {
2 i f ( tanks [ cur r entP laye r ] . i sA l i v e ( ) &&
3 ( tanks [ cur r entP laye r ] . getTankAI ( ) == AIType .NOT AI) )
4 {
5 in foBar . updateAl l ( currentPlayer , tanks [ cur r entP laye r ] . power ,
6 ( int ) tanks [ cur r entP laye r ] . angle , world . getWind ( ) ) ;
7 }
8 switch ( ge tS ta t e ( ) ) {
9 case SIMULATOR :
10 s imula to r ( ) ;
11 break ;
12 case PLAYERCTRL:
13 p l aye rCt r l ( ) ;
14 break ;
15 case AICONTROL :
16 a iCont ro l ( ) ;
17 i f ( cur r entP laye r == 0) world . setWind ( ) ;
18 break ;
19 }
20 }
6.4.1 States
Som det kan ses af kodeeksemplet, er spillets tilstand et centralt begreb i denne kon-
trolstruktur. Da det var nødvendigt at benytte disse tilstande i andre klasser end Ga-
meDriver er disse implementeret som et selvstændig enum-objekt, GameState. Dette
objekt kan s˚aledes refereres til af de andre klasser i pakken og p˚a denne m˚ade tillade
at dette bruges som fælles grundlag i kontrolstrukturen. Klassen GameState indholder
erklæringer af tre tilstande og er vist nedenfor:
1 public enum GameState {
2 SIMULATOR,
3 AICONTROL,
4 PLAYERCTRL
5 . . . }
De tre tilstande bruges, til at bestemme hvilke handlinger programmet skal udføre og
hvilke input programmet skal reagere p˚a. Ansvarsfordelingen over de tre tilstande er
fra design tidspunktet tænkt som:
– PLAYERCTRL: I denne tilstand tillader spillet at brugeren kontrollerer og ma-
nipulerer objekter i spil-simulationen, dog uden at vise hele effekten af brugerens
ændringer.
– AICONTROL: I denne tilstand aktiveres spillets AI og beregner de computer
styrede spilleres træk.
– SIMULATOR: I denne tilstand simuleres effekten af de forskellige spilleres træk,
og efterfølgende opdateres spillets resultat.
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Implementationen af denne ansvarsfordeling sker gennem tre funktioner; simula-
tor(), playerCtrl(), aiControl(), hvis opgaver afspejler de tilhørende tilstandes ansvars-
fordeling.
6.4.2 simulator() funktionen
Simulator -funktionens opgaver omhandler, som tidligere nævnt, udførelsen af den in-
terne simulation i spillet. Dette betyder at funktionens opgaver omhandler bevægelsen
af alle objekter p˚a skærmen, herunder ogs˚a implementationen af de forskellige collision
detection typer:
1 private void s imu la to r ( ) {
2 for ( int j = 0 ; j < tanks . l ength ; j++) {
3 tanks [ j ] . newTurn ( ) ;
4 }
5
6 i f ( ! p r o j e c t i l e s . isEmpty ( ) | | f a l l i ngTank ( ) ) {
7 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
8 P r o j e c t i l e t h i s P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
9 i f ( p r o j e c t i l e s . get ( i ) != null ) {
10 in t e rna lS imu l a t e ( t h i s P r o j e c t i l e ) ;
11 }
12 }
13
14 for ( int i = 0 ; i < tanks . l ength ; i++) {
15 i f ( tanks [ i ] != null ) tanks [ i ] . f a l l ( ) ;
16 }
17 } else {
18 s e tS t a t e (GameState .PLAYERCTRL) ;
19 }
20 this . c l ean ( ) ;
21 }
Kodeeksemplet viser koden for simulator -funktionen, og viser hvordan spillet anvender
en række løkker til at bevæge alle objekter p˚a skærmen, særligt interessant er brugen af
internalSimulate() i linie 10. Denne funktion har til form˚al at adskille simulationen fra
GameDriver -objektets øvrige implementation tilstrækkeligt meget, s˚a AI -objektet ogs˚a
kan gøre brugen af denne. AI implementationen gør s˚aledes brug af internalSimulate()-
funktionen til at udføre en serie af skudforsøg, og har derfor behov for at kunne tilg˚a
og manipulere de regler der eksisterer for spillets simulation.
internalSimulate()-funktionen har til opgave at h˚andhæve de regler der eksisterer
for den del af spillet som omhandler collision detection, og er vist nedenfor:
1 public void i n t e rna lS imu l a t e ( P r o j e c t i l e t h i s P r o j e c t i l e ) {
2 i f ( t h i s P r o j e c t i l e . i s F i r e d ( ) ) {
3 // Co l i s s i on de t e c t i on with tanks
4 for ( int i = 0 ; i < tanks . l ength ; i++) {
5 i f ( tanks [ i ] . i sA l i v e ( ) &&
6 tanks [ i ] . i sH i t ( t h i s P r o j e c t i l e . g e tPo s i t i on ( ) ) ) {
7 h i t ( t h i s P r o j e c t i l e ) ;
8 }
9 }
10 // Bounds check ing
11 i f ( t h i s P r o j e c t i l e . getPosX ( ) >= d . width | |
12 ( t h i s P r o j e c t i l e . getPosX ( ) <= 0) ) {
13 t h i s P r o j e c t i l e . k i l l ( ) ;
14 } else {
15 // Co l i s s i on de t e c t i on
16 i f ( t h i s P r o j e c t i l e . i sA l i v e ( ) &&
17 ( ( d . he ight − world . getMapAt ( t h i s P r o j e c t i l e . getPosX ( ) ) )
18 − ( t h i s P r o j e c t i l e . s i z e / 2) ) <= t h i s P r o j e c t i l e . getPosY ( ) | |
19 t h i s P r o j e c t i l e . getPosY ( ) > d . he ight ) {
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20 h i t ( t h i s P r o j e c t i l e ) ;
21 } else {
22 i f ( gamestate == GameState .AICONTROL) {
23 simtime += 250 ;
24 t h i s P r o j e c t i l e . move( simtime ) ;
25 } else {
26 t h i s P r o j e c t i l e . move( Calendar . g e t In s tance ( ) .
ge tT imeInMi l l i s ( ) ) ;
27 }
28 }
29 }
30 } else {
31 t h i s P r o j e c t i l e . f i r e ( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ) ;
32 }
33 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
34 P r o j e c t i l e t e s t P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
35 i f ( t e s t P r o j e c t i l e . i sDetonated ( ) ) {
36 exp l o s i on s . add ( t e s t P r o j e c t i l e . getExplos ion ( ) ) ;
37 p r o j e c t i l e s . remove ( i ) ;
38 }
39 }
40 }
Som kodeeksemplet viser, indholder funktionen en række tests for om det aktuelle
projektil befinder sig inden for skærm arealet, og om det aktuelle projektil har ramt
noget. Her skal det ogs˚a bemærkes at der i denne funktion ogs˚a er taget højde for om
spillet befinder sig i tilstanden AICONTROL. I s˚adanne tilfælde er der nemlig brug for
at lave en del ændringer i forhold til spillets interne implementation:
Tid
Afhængighed af tid er en vigtig del af implementationen i Projektile-objektet, men viste
sig senere at forvolde problemer ved implementationen af AI. Da AI ikke er interesseret
i at lade brugeren vente p˚a at computeren har affyret de op til 200 skud, var det
nødvendigt at snyde lidt. Derfor er internalSimulate()-funktionen indrettet s˚adan, at
der i de tilfælde hvor vi har at gøre med AI projektiler kun bliver flyttet i hak af
250 millisekunder, og p˚a den m˚ade kan der udføres mange skud hvert sekund. Denne
implementation har dog ogs˚a en del ulemper, som behandles yderligere i afsnit 6.5.3.
6.4.3 Kill og Impact
Da simulationen er interesseret i at animere eksplosioner er der i den abstrakte Pro-
jektile-klasse implementeret en impact-funktion. Dette viste sig dog hurtigt at være
utilstrækkeligt under implementationen af AI. Da brugeren ikke skal bemærke at AI -
objektet har foretaget de mange testskud, er det ikke ønskværdigt at benytte samme
funktion for b˚ade AICONTROL- og SIMULATOR-tilstande. Derfor er der implemen-
teret en kill -funktion i Projektile-klassen, hvilket i bund og grund har samme form˚al
som impact, dvs. at stoppe projektilets videre bevægelse. Dog p˚avirker denne funktion
ikke resten af spilverdenen og bruges under AICONTROL til at standse projektilet n˚ar
det rammer noget. Det er herefter op til AI objektet selv at find ud af hvor objektet
ramte i spilverdenen, og justere sit næste forsøg udfra dette.
6.4.4 PlayerCtrl() funktionen
Under forløbet af en enkelt spilrunde, starter spillet typisk med at brugeren f˚ar lov til
at planlægge og afsende deres angreb. Implementationen af dette sker i playerCtrl()-
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fukntionen:
1 private void p l aye rCt r l ( ) {
2 i f ( cur r entP laye r == p laye r s ) {
3 i f ( p l aye r s < combattants ) {
4 s e tS t a t e (GameState .AICONTROL) ;
5 } else {
6 cur r entP laye r = 0 ;
7 s e tS t a t e (GameState .SIMULATOR) ;
8 }
9 }
10
11 i f ( cur r entP laye r == combattants ) {
12 cur r entP laye r = 0 ;
13 }
14 i f ( ! tanks [ cur r entP laye r ] . i sA l i v e ( ) ) {
15 i f ( cur r entP laye r < combattants − 1) {
16 cur r entP laye r++;
17 } else {
18 cur r entP laye r = 0 ;
19 }
20 }
21 }
Form˚alet med playerCtrl -funktionen er delvist at styre hvorn˚ar en given spiller har
kontrol over sin kampvogn, og hvorvidt kontrollen gives videre til AI eller spillets si-
mulering. Dette skyldes at det er nødvendigt for b˚ade at kunne spille mod computeren
og mod en anden modspiller. Som ekstra bonus er denne implementation ogs˚a i stand
til at h˚andtere situationer hvor flere brugere ønsker at spille mod computeren, og hvor
spilleren ønsker at se et givent antal computerstyrede spillere spille mod hinanden.
Implementationen af denne kontrol sker ved en række af if-then sætninger. Den
første sætning i funktionen har til form˚al at videresende kontrollen til en af de andre
tilstande, n˚ar alle spillere har foretaget deres træk. Den anden og tredje sætning sikrer
tilsammen at alle spillere f˚ar lov til at foretage et træk.
6.4.5 AiControl() funktionen
Spillets kunstige intelligens er implementeret i AI -objektet, hvilket beskrives i afsnit
6.5 og integreres i resten af spillet ved aiControl()-funktionen:
1 private void a iCont ro l ( ) {
2 for ( int i = cur rentP laye r ; i < combattants ; i++) {
3 i f ( tanks [ i ] . getTankAI ( ) != AIType .NOT AI && tanks [ i ] . i sA l i v e ( ) &&
remain ingPlayers > 1) {
4 p r o j e c t i l e s . add (gameAI . computeShot ( i ) ) ;
5 }
6 }
7 gameAI . notFirstRound ( ) ;
8 cur rentP laye r = 0 ;
9 s e tS t a t e (GameState .SIMULATOR) ;
10 }
Denne funktions opgave best˚ar i at bestemme hvilke kampvogne der er computer-
styret, og efterfølgende AI -objektets computeShot()-funktion til at beregne en endelig
skud løsning. Dette er, som det kan ses af kodeeksemplet, implementeret med en løkke
der g˚ar alle Tank -objekter igennem, tester om de er computerstyrede og kalder compu-
teShot() hvis dette er tilfældet. Herefter kaldes funktionen notFirstRound() der fortælle
AI’en at det efterfølgende kald af computeShot() skal betragtes som fortsættelsen af et
større forløb. Til sidst sættes currentPlayer til 0 og spillets tilstand sættes til simulator.
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6.4.6 States og KeyListener
Da det ogs˚a skal være muligt for spilleren at p˚avirke spillets tilstand, enten direkte eller
indirekte, er der ogs˚a implementeret tests p˚a spillets tilstand i KeyListener implemen-
tationen:
1 public void keyPressed (KeyEvent e ) {
2 i f ( ge tS ta t e ( ) == GameState .PLAYERCTRL
3 && tanks [ cur r entP laye r ] . getTankAI ( ) == AIType .NOT AI) {
4 weaponMenu . KeyPressed ( e ) ;
5 switch ( e . getKeyCode ( ) ) {
6 . . . . }
Denne implementation finder kun sted i de første fire linjer af funktionen. Her sikres
det at spillet kun reagerer p˚a kommandoer n˚ar spillet er i PLAYERCTRL tilstanden og
den aktuelle kampvogn har AI-typen NOT AI. Hvis dette er tilfældet sendes komman-
doen først videre til weaponMenu-objektet, og behandles s˚a af GameDriver -objektet.
6.4.7 Fordele og ulemper
Da kravspecifikationen bestemmer spilforløbet som tur-baseret, dvs at alle spillere
indstiller deres kampvogn efter tur og derefter venter til alle brugere har indstillet
deres kampvogne, før alle skyder samtidig, er implementationen af kontrolstrukturen
ogs˚a designet til at h˚andhæve dette scenarie. En alternativ løsning p˚a dette kunne f.eks.
være en tur-baseret strategi, hvor hver spillers handlinger har konsekvenser umiddelbart
efter de er foretaget, som i det originale spil. Dette scenario er ikke implementeret med
den nuværende løsning, hvorfor det ikke er muligt at vælge en spillestil i den endelige
version af spillet.
6.4.8 Mulige forbedringer
Den omtalte mangel p˚a alternative spilforløb kunne løses ved implementationen af flere
spiltilstande. Denne implementation gøres yderligere nemmere ved brugen af det nye
enum-objekt i java 1.5, .
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6.5 Spil AI
Kunstig Intelligens er et vigtig aspekt af de fleste spil, hvilket ogs˚a er tilfældet i Scorched
Earth. Hvis spillet skal være udfordrende skal det b˚ade være muligt for nye spillere
s˚avel som erfarne at finde udfordring i en kamp med computeren. Derfor var det en
nødvendighed at konstruere en kunstig intelligens, hvor det ville være muligt at justere
evnen til at ramme spillere. Under designfasen var den første indskydelse at finde en
formel fra fysikken til at beregne hvilken vinkel og hastighed som var nødvendig for
at ramme et givent punkt. Da dette meget hurtigt viste sig være umuligt, blev en
alternativ løsning valgt, der endte som den endelige implementation. I stedet for at
benytte en formel til at regne tilbage fra et nedslag til en vinkel og hastighed, benytter
den kunstige intelligens sig af en seperat simulation af spilverdenen til at ”prøve” sig
frem. Denne simulation forg˚ar stadig under kontrol af GameDriver -objektet. I denne
situation bliver der dog ikke foretaget handlinger der kan have ændringer p˚a resten
af spillet s˚a som ændring af terræn eller registrering af hvorvidt et skud har ramt en
fjende. For at f˚a en bedre forst˚aelse af hvordan denne klasse fungerer kan vi betragte
kodeeksemplet nedenfor.
1 private void a iCont ro l ( ) {
2 for ( int i = cur rentP laye r ; i < combattants ; i++) {
3 i f ( tanks [ i ] . getTankAI ( ) != AIType .NOT AI && tanks [ i ] . i sA l i v e ( ) &&
remain ingPlayers > 1) {
4 p r o j e c t i l e s . add (gameAI . computeShot ( i ) ) ;
5 }
6 }
7 gameAI . notFirstRound ( ) ;
8 cur rentP laye r = 0 ;
9 s e tS t a t e (GameState .SIMULATOR) ;
10 }
Den funktion som GameDriver -objektet kalder p˚a AI -objektet er ogs˚a AI -objektets
eneste public funktion og dermed ogs˚a den eneste interaktion mellem AI -objektet og
resten af systemet. Funktionen har til opgave at bestemme hvor en given kampvogn skal
skyde. Resultatet af denne funktion er et projektil der bliver animeret n˚ar GameDriver -
objektet g˚ar over i simulator-tilstanden, omtalt i afsnit 6.4.1.
1 public P r o j e c t i l e computeShot ( int AIFiringTank ) {
2 switch ( tanks [ AIFiringTank ] . getTankAI ( ) ) {
3 case CYBORG :
4 return aqui reTarget (200 , 1 , AIFiringTank ) ;
5 case INTERMEDIATE :
6 return aqui reTarget (20 , 5 , AIFiringTank ) ;
7 case NOOB :
8 return aqui reTarget (5 , 10 , AIFiringTank ) ;
9 }
10 return null ;
11 }
computeShot()-funktionen best˚ar af en simpel switch-case der p˚a baggrund af den
angivne kampvogns AI-type kalder funktionen aquireTarget() med en række forskelli-
ge parametre. Disse parametre fortæller programmet hvor mange forsøg AI’en f˚ar, og
hvilken nøjagtighed den skal bruge til at bestemme hvor kampvognen skal skyde.
6.5.1 Interne algoritmer
For overskuelighedens skyld præsenteres her en simplificeret model af den interne al-
goritme før implementationen af denne i aquireTarget()-funktionen gennemg˚as i den
efterfølgende tekst.
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1. Vælg en tilfældig fjende
2. Vælg et tilfældigt v˚aben
3. Sæt kampvognen til standard indstillinger.
4. Start en løkke der kører et antal gange bestemt af funktionens input parametre.
Affyr testskud, og gem resultatet og indstillingerne hvis det er bedre end de
eksisterende løsninger.
Prøv derefter at øge eller mindske hastighed og vinkel og gem den bedste
løsning.
5. Sæt kampvognen til at bruge resultatet fra løkken.
6. Returner et projektil ved at kalde kampvognens arm()-funktion
Denne opstilling er dog kun en grov repræsentation af den implementation der bliver
gennemg˚aet senere. Til trods for dette er de centrale pointer de samme; computeren
snyder sig s˚a at sige til en løsning og antallet af skudforsøg afhænger s˚aledes af hvor
godt et resultat vi ønsker den skal finde. Jo sværere vi ønsker den skal være at spille
imod jo flere forsøg f˚ar computeren.
1 private P r o j e c t i l e aqu i reTarget ( int nrTr ia l s , int accuracy , int AIFiringTank
) {
2 b e s t d i f f = 2 ∗ gd . getWidth ( ) ;
3 // vælg ma˚l
4 Tank targetTank = pickTarget ( AIFiringTank ) ;
5 Tank f i r ingTank = tanks [ AIFiringTank ] ;
6 pickWeapon ( f i r ingTank ) ;
7 i f ( f i r s t r o und ) {
8 f i r s tRound ( f i r ingTank , targetTank ) ;
9 } else { // har v i s k i f t e t f j ende ?
10 i f ( targetTank . getP layer ( ) != f i r ingTank . getEnemy ( ) . ge tP layer ( ) ) {
11 f i r s tRound ( f i r ingTank , targetTank ) ;
12 } else {
13 i f ( targetTank . hasMoved ( ) ) {
14 f i r s tRound ( f i r ingTank , targetTank ) ;
15 }
16 }
17 }
Den første linje i kodeeksemplet har til form˚al at nulstille AI-algoritmens tilstand,
og da det er det samme AI -objekt der blive brugt til alle beregninger er det vigtigt,
at en tidligere løsning ikke ødelægger algoritmens arbejde. I dette tilfælde sker dette
ved at give variablen bestdiff den højest tænkelige værdi. Da algoritmen kigger p˚a
forskellen mellem m˚alets og et testprojektils x og y koordinater, vurderes det at to
gange skærmens bredde i denne situation er tilstrækkeligt.
P˚a linie to vælger algoritmen en tilfældig kampvogn med funktionen pickTarget().
Denne interne funktion er forholdsvis simpel og derfor ikke medtaget som kodeeksempel
i dette kapitel, men kan istedet findes i bilag A.1, funktionen finder et tilfældigt m˚al
der lever op til kravene:
1. Det er ikke kampvognen selv
2. Ma˚let er stadig med i spillet.
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Ligeledes benyttes kaldet til funktionen pickWeapon() til at vælge et tilfældigt v˚a-
ben, Det er dog ikke nødvendigt at opstille specielle krav her, da implementationen
af simulationen i GameDriver -klassen sikrer at AI -objektet kan benytte alle v˚aben.
Implementationen af denne funktion er s˚aledes en simpel random generator der vælger
et af spillets v˚aben, og derfor ikke inkluderes i rapporten, men kan findes i bilag A.1.
Funktionen fortsætter herefter med at vurdere om en række situationer indtræffer, og
i s˚adanne tilfælde kalde funktionen firstround() der kan ses nedenfor:
1 private void f i r s tRound (Tank f i r ingTank , Tank targetTank ) {
2 i f ( targetTank . getxTank ( ) > f i r ingTank . getxTank ( ) ) {
3 // tempTank r i g h t o f f i r ingTank
4 f i r ingTank . setAngle (45) ;
5 } else {
6 // targetTank l e f t o f f i r ingTank
7 f i r ingTank . setAngle (180 − 45) ;
8 }
9 }
Denne funktion har til form˚al at ændre kampvognens indstillinger s˚a den peger, med
en vinkel p˚a 45 grader og hastighed p˚a 200, i m˚alets retning. Betingelserne for dette
funktions kald er med til at bestemme hvordan den enkelte kampvogn opfører sig, vi er
især interesseret i at ændre AI’ens opførsel med hensyn til dette i følgende tilfælde:
1. Det valgte m˚al er ikke det samme som i sidste runde.
2. Det valgte m˚al er det samme som i sidste runde og:
Ma˚let har flyttet sig.
Interesse for disse situationer skyldes at der ellers vil kunne observeres en mang-
lende intelligent adfærd hos kampvognene hvis ikke denne nulstilling bliver udført, Det
vil tage flere omgange før en kampvogn har ”vendt sig om”. Alvorligheden af s˚adanne
tilfælde ville endvidere være afhængig af placeringen af kampvognens efterfølgende m˚al.
AquireTarget() kode fortsat:
19 int t r i a l s = 0 ;
20 double d i f f ;
21 P r o j e c t i l e t e s t ;
22 do {
23 t e s t = f i r ingTank . arm ( ) ;
24 s imulateShot ( t e s t ) ;
25 d i f f = Math . s q r t (Math . pow( (double ) Math . abs ( targetTank . getyTank ( )
26 − t e s t . getPosY ( ) ) , 2 . 0 ) + Math . pow( (double )
27 Math . abs ( targetTank . getxTank ( ) − t e s t . getPosX ( ) ) , 2 . 0 ) ) ;
28 i f ( d i f f < b e s t d i f f ) {
29 b e s t d i f f = d i f f ;
30 currentAngle = f i r ingTank . getAngle ( ) ;
31 currentPower = f i r ingTank . getPower ( ) ;
32 }
33
34 i f ( t e s t . getPosX ( ) <= 0) {
35 f i r ingTank . setPower (Math . round ( ( f i r ingTank . getPower ( )
36 / 10) / 2) ∗ 10) ;
37 f i r s tRound ( f i r ingTank , targetTank ) ;
38 }
39 i f ( t e s t . getPosX ( ) >= gd . getWidth ( ) ) {
40 f i r ingTank . setPower (Math . round ( ( f i r ingTank . getPower ( )
41 / 10) / 2) ∗ 10) ;
42 f i r s tRound ( f i r ingTank , targetTank ) ;
43 }
44
45 i n t e rna lTe s t ( targetTank , f i r ingTank , accuracy ) ;
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Efter kampvognens initialisering er udført, startes en løkke. Denne løkke affyrer
først et testskud med de angivne indstillinger og gemmer resultatet af dette i værdien
bestdiff. Dette sikrer at algoritmen aldrig skal begynde forfra og tillader efterfølgende
at undersøge om kampvognen er havnet i en situation hvor den skyder ud af kortet.
Derefter kaldes funktionen internalTest() som igen er en intern funktion der kun bruges
til at opdele kode i mindre enheder, og derved øge læseligheden, hvilket kan ses nedenfor:
1 private void i n t e rna lTe s t (Tank targetTank , Tank f i r ingTank , int accuracy ) {
2 f i r ingTank . a n g l e l e f t ( ) ;
3 t e s tCa l c ( targetTank , f i r ingTank ) ; // power , ang le l e f t
4 f i r ingTank . ang l e r i gh t ( ) ;
5 f i r ingTank . ang l e r i gh t ( ) ;
6 t e s tCa l c ( targetTank , f i r ingTank ) ; // power , ang le r i g h t
7 f i r ingTank . a n g l e l e f t ( ) ;
8 f i r ingTank . setPower ( f i r ingTank . getPower ( ) − accuracy ) ;
9 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1
10 f i r ingTank . ang l e r i gh t ( ) ;
11 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1, ang le r i g h t
12 f i r ingTank . a n g l e l e f t ( ) ;
13 f i r ingTank . a n g l e l e f t ( ) ;
14 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1 ang le l e f t
15 f i r ingTank . setPower ( f i r ingTank . getPower ( ) + accuracy ) ;
16 f i r ingTank . setPower ( f i r ingTank . getPower ( ) + accuracy ) ;
17 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1 ang le l e f t
18 f i r ingTank . ang l e r i gh t ( ) ;
19 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1
20 f i r ingTank . ang l e r i gh t ( ) ;
21 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1 ang le r i g h t
22 }
Funktionen et simpelt script der udfører en serie af testskud, ved først at justere
kampvognen og derefter kalde testCalc()-funktionen. Funktionen indholder ogs˚a vari-
ablen accuracy, hvis værdi stammer helt tilbage fra switch case i starten af computeS-
hot()-funktionen. Da dette er den anden parameter der bliver givet til aquireTarget()-
funktionen er den afhængig af AI’ens sværhedsgrad.
testCalc()-funktionen udfører næsten den samme kode som starten af løkken, og
kan observeres nedenfor:
1 private void t e s tCa l c (Tank targetTank , Tank f i r ingTank ) {
2 P r o j e c t i l e t e s t ;
3 double d i f f ;
4 t e s t = f i r ingTank . arm ( ) ;
5 s imulateShot ( t e s t ) ;
6 d i f f = Math . s q r t (Math . pow( (double ) Math . abs ( targetTank . getyTank ( )
7 − t e s t . getPosY ( ) ) , 2 . 0 ) + Math . pow( (double )
8 Math . abs ( targetTank . getxTank ( ) − t e s t . getPosX ( ) ) , 2 . 0 ) ) ;
9 i f ( d i f f < b e s t d i f f ) {
10 b e s t d i f f = d i f f ;
11 currentAngle = f i r ingTank . getAngle ( ) ;
12 currentPower = f i r ingTank . getPower ( ) ;
13 }
14 }
Som det kan ses af kodeeksemplet affyrer denne funktion et testskud med kald til si-
mulateShot() og sammenligner dette med det bedste resultat.
N˚ar algoritmen har været igennem scriptet i funktionen internalTest fortsætter den
med koden nedenfor:
46 f i r ingTank . setAngle ( currentAngle ) ;
47 f i r ingTank . setPower ( currentPower ) ;
48 t r i a l s ++;
49 } while ( t r i a l s < n rTr i a l s ) ;
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51 tanks [ AIFiringTank ] . setEnemy ( targetTank ) ;
52 tanks [ AIFiringTank ] . setAngle ( currentAngle ) ;
53 tanks [ AIFiringTank ] . setPower ( currentPower ) ;
54 return tanks [ AIFiringTank ] . arm ( ) ;
55 }
Løkken afslutter med at indstille kampvognen til det bedste resultat. Dette sikre at
den næste gennemgang af scriptet i internalTest() har det bedste mulige udgangspunkt.
N˚ar løkken er færdig indstilles kampvognen igen til det bedste resultat, og en pointer
til den aktuelle fjende gemmes i objektet, s˚a der i næste spilrunde kan undersøges om
kampvognen skyder efter en ny fjende.
6.5.2 addProjectiles()
Et af form˚alene med udviklingen af spillet, er muligheden for at designe nye projektiler.
Under udviklingsprocessen blev der derfor udviklet forskellige projektiler der alle udvi-
der ved det eksisterende projektils opførelse. Et særligt tilfælde her er MachineCannon
projektilet, der benytter gameDriver -objektets addProjectile()-funktion til at tilføje en
serie af fem mindre projektiler. Denne opførsel er problematisk hvis AI -objektet skal
kunne benytte dette projektil, da der i s˚afald vil blive genereret fem ekstra projektiler
for hvert testskud. Dette er løst ved at ændre implementationen af addProjectiles():
1 public void addPro j e c t i l e ( P r o j e c t i l e p) {
2 i f ( gamestate != GameState .AICONTROL) {
3 p r o j e c t i l e s . add (p) ;
4 }
5 }
Da projectiles ArrayListen er et private medlem af GameDriver -objektet er projek-
til objektets eneste tilgang til dette igennem førnævnte metode. S˚aledes kan vi undg˚a
overnævnte problem ved kun at tilføje nye projektiler n˚ar spillets tilstand ikke er AI-
CONTROL, og derved kan nye projektiler godt tillades at skabe andre projektiler igen,
da disse bare vil blive ignoreret n˚ar AI’en benytter projektilet.
6.5.3 Fordele og ulemper
Fordelene ved implementationen af algoritmen som beskrevet i afsnit 6.5.1 er a˚benlyse.
Ved at benytte denne algoritme er det ikke nødvendigt at finde en speciel formel til at
beregne løsninger, men programmet kan i stedet ”prøve sig frem” til passende løsning.
Yderligere har denne implementation ogs˚a en store fordele hvad ang˚ar udvidelse af
spillet. Et af design-m˚alene for projektet var muligheden for at kunne tilføje yderligere
komponenter til spillet, hvilket ogs˚a inkluderer andre projektiltyper. S˚adanne udvidelser
kan ikke forlanges kun at følge e´n formel, og en udvidelse ville derfor ikke være muligt.
Ulemperne ved implementationen ligger delvis i resultaternes nøjagtighed og al-
goritmens tendens til at sidde fast i forkerte svar. Disse to ulemper kan tilskrives to
aspekter af systemet. Førstnævnte er resultatet af den tidsbaserede simulation sam det
faktum at algoritmen beholder et meget snævert udsyn, da det kun er de umiddelbart
omkringliggende muligheder der vurderes sidstnævntes tendens til at side fast i forkerte
løsninger kan derimod tilskrives det interne script i algoritmen.
38 Roskilde Universitetscenter
Afsnit 6.5 Spil AI
Tidsbaseret implementation
Den tidsbaserede implementation af projektilers bevægelse skaber problemer i AI’en
da det her ikke er ønskværdigt at vente p˚a at op til 200 skud er affyret og har ramt. I
stedet er der her implementeret en intern simulation i GameDriver -objektets internal-
Simulate()-funktionen som kan ses i bilag A.4. Her er AI -objektets problem løst ved at
øge tidsværdien med 250 millisekunder hver gang funktionen bliver kaldt. Dette løser
hastighedsproblemet men introducerer et nyt problem. Det er ikke længere sikkert at
det først projektilet rammer er det første det vil ramme i spillets simulation. Dette
skaber ogs˚a et nyt problem, siden der i de fleste situationer er et projektil med b˚ade
en horizontal og vertikal bevægelsesretning, vil en skydeløsningsendepunkt oftest være
placeret før det skulle have ramt en modstander.
Figur 6.3: Forskel p˚a AI’ens resultat ved simulation og spillets simulation.
Dette medfører en fejl i programmet (se figur 6.3) hvor to computer kontrollerede
modstandere, der begge st˚ar i samme plan, hvor kampvogne ikke kan falde yderligere, vil
indstille deres kanoner s˚a de til sidst ikke skyder langt nok. Denne situation indtræffer
n˚ar kampvognen har reduceret hele terrænet og til sidst st˚ar tilbage overfor hinanden
p˚a ”bunden”.
Det interne script
Som tidligere nævnt var det interne script i algoritmen en mulig grund til algoritmens
tendens til at sidde fast i forkerte løsninger. Problemet med dette script er ikke de hand-
linger der bliver udført, men derimod de handlinger der ikke bliver udført. Algoritmen er
opbygget s˚adan at det kun er alle nærliggende muligheder der undersøges, f.eks. vinkel
+ 1 og vinkel -1. Dette fungerer fint hvis det landskab simulationen befinder sig i, ikke
er særlig kompliceret. Hvis det derimod inkluderer mere komplicerede strukturer, kan
funktionen nemt være ude af stand til at komme i nærheden af kampvognen. Oftest vil
dette udmønte sig i at computer styrede kampvogne forsøger at skyde igennem bjerge,
i stedet for at justere løbet til at skyde over det.
6.5.4 Mulige forbedringer
P˚a baggrund af de problemer p˚apeget i afsnit 6.5.3. Præsenteres der i dette afsnit en
række løsningsforslag, mulige udvidelser og alternative implementationer.
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Bredere udsyn
Problemet med algoritmens manglende udsyn er et resultat af det script der er imple-
menteret i internaltTest()-funktionen. En m˚ade at forbedre algoritmens opførsel, ville
være at udvide antallet af alternative løsninger som algoritmen prøver. F.eks, kunne
man lave test hvor man øger vinklen med 5, 10 eller 15 grader i stedet for kun en.
Samme metode kunne ligeledes bruges p˚a hastigheden, hvor intervallet ikke kun skulle
øges med 10, men prøve alle løsninger i intervallet fra 1 til 10. Det er p˚a skrivnings-
tidspunktet uvist hvor godt disse tiltag vil fungere, men implementationen af en s˚adan
løsning er ikke særlig omfattende, og vil derfor nemt kunne implementeres.
Simulation
AI problematikken der skyldtes simulationen ligger uden for dette objekts kontrol, og
er et resultat af designovervejelser der blev taget tidligere i projektet og s˚aledes har haft
uønskede konsekvenser. Problemet med simulationen fra AI -objektets synspunkt ligger
i det faktum, at brugeren ikke har lyst til at sidde og vente særligt længe p˚a computerens
reaktion. Derfor har AI -objektet brug for at kunne køre op til 200 simulationsskud i
baggrunden inden for meget kort tid. Beregningsmæssigt er dette ikke et problem for
moderne maskiner, men da simulationen er bygget op omkring formlen for det skr˚a
kast, er denne afhængig af tid. Dette problem er derfor løst ved at implementere et
alternativt sæt regler for simulationen n˚ar AI’en skal bruge den.
Den nuværende løsning involverer at springe frem i tiden i intervaller p˚a 250 milli-
sekunder under simulationen. Denne løsning har sine fejl, da det ikke er sikkert at det
sted projektilet, under AI-simulationen, først registreres ramt, er det første sted det vil
ramme i spillet. Dette problem kan løses p˚a to m˚ader:
Den ene m˚ade at løse dette problem p˚a, vil være at mindske de intervaller som
AI-simulationen benytter og derved mindske chancen for uoverensstemmelser mellem
resultatet fra simulationen og spillet. Denne løsning er desværre problematisk, da det
stadig vil være muligt at opn˚a forkerte resultater ved meget høje hastigheder.
Den anden mulige løsning er at ændre simulationen i spillet, s˚a den ikke længere
involverer et tidsaspekt. Dette kan f.eks. gøres ved at benytte vektor-regning. Fordelene
ved denne løsningsmetode er at den mindsker de krav der stilles til projektil objektet.
Det ville det være muligt at producere projektiler med mere avancerede bevægelses-
mønstre, og samtidig ogs˚a lade AI benytte dem. Implementationen af en s˚adan løsning
er dog omfattende, da den kræver en total omskrivning af gamedriverens simulate-
funktion, samt alle de objekter der nedarver fra projektilet.
Avanceret opførsel
Den sidste mulige forbedring til den kunstige intelligens i programmet, er en mere avan-
ceret opførsel. Denne forbedring stammer ikke fra et decideret problem med AI’en, men
i stedet fra designernes ønske om et mere udfordrende spil. Den nuværende opførsel af
en kampvogn kan til tider være kaotisk. Hvis spillet involverer mere end to spillere vil
de computerstyrede kampvogne ofte skifte modstander efter hver spilrunde, I situatio-
ner hvor en spiller f.eks. kæmper mod 10 computerstyrede modstandere giver dette en
fordel, menneskespilleren kan bruge sin snilde samt modstandernes interne stridigheder,
til at undg˚a nederlag. I værste tilfælde kan dette føre til situationer hvor de computer-
styrede modstandere udsletter hinanden, uden indblanding fra spilleren. Problemet kan
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løses ved igen at udvide den funktionalitet vi finder i AI -objektet, specielt ang. reglerne
for hvordan computeren vælger sine modstandere. Det er f.eks. mulig at opstille reglen
at en kampvogn bliver ved med at skyde efter den samme modstander indtil den har
udslettet denne.
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6.6 Brugergrænseflade
Programmets brugergrænseflade kan opdeles i to sektioner, input og output. Input-
sektionen modtager brugerens handlinger og omsætter dem til kommandoer i spillet,
mens output-sektionen best˚ar af spillets feedback til brugeren i form af spillets grafiske
repræsentation og forskellige On-Screen Display menuer.
6.6.1 Input
Figur 6.4: Oversigt over h˚andte-
ringen af brugerinput i program-
met.
Som det blev fastsl˚aet i kravspecifikationen modtager
spillet sit input fra spilleren igennem tastaturet. Dette
er implementeret via brugen af java-bibliotekets Key-
Listener -interface. Hvis man ønsker at benytte java’s
KeyListener -interface, kræver det at implementatio-
nen skal foreg˚a i et objekt der ogs˚a nedarver fra Com-
ponent, da det ellers ikke vil være muligt for objektet
at f˚a programmets fokus og dermed heller ikke muligt
at modtage kommandoer fra tastaturet.
Denne implementation sker i GUI -objektet, da
dette ogs˚a er det eneste objekt der ogs˚a udvider Com-
ponent. Implementationen af KeyListener -interfacet
kræver at man tilføjer de tre funktioner keyPressed(),
keyTyped() og keyReleased(). I GUI -klassen eksisterer
alle disse funktioner, men det er kun keyPressed() der
indeholder kode. De to andre funktioner er tomme im-
plementationer der kun er implementeret for at leve
op til kravene fra interfacet. I kodeeksemplet nedenfor ses koden til GUI -objektets
keyPressed()-funktion:
1 public void keyPressed (KeyEvent e ) {
2 i f ( ! menuActive ) {
3 i f ( e . getKeyCode ( ) == KeyEvent .VK ESCAPE) {
4 menuActive = true ;
5 } else
6 game . keyPressed ( e ) ;
7 } else {
8 i f ( currentGameRunning ) {
9 i f ( e . getKeyCode ( ) == KeyEvent .VK ESCAPE) {
10 menuActive = fa l se ;
11 } else
12 gamemenu . KeyPressed ( e ) ;
13 } else {
14 gamemenu . KeyPressed ( e ) ;
15 }
16 }
17 }
Som det kan ses af kodeeksemplet ovenfor indholder keyPressed()-funktionen en serie
forespørgsler der bestemmer hvad der skal gøres hvis brugeren trykker p˚a en bestemt
knap. GUI -objektets opgave er i de fleste tilfælde at sende brugerens handling videre
til et andet objekt, der s˚a kan tage stilling til hvad det skal gøre. Figur 6.4 viser et
kort, der forklarer hvordan brugerens kommandoer bliver sendt ned igennem systemet.
De objekter der er inkluderet i figuren omfatter s˚aledes alle objekter i programmet der
h˚andterer brugerinput. Denne decentraliserede implementation blev valgt for at undg˚ar
besværlige metode-kald p˚a tværs af objekter, og i stedet for begrænser h˚andteringen
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af kommandoer til de steder hvor de skal bruges. Dette har den fordel at det gøre det
nemmere at holde overblikket over implementationen.
6.6.2 Output
Spillets output forg˚ar igennem den visuelle repræsentation af spilverdenen og de tilhø-
rende menuer. Implementationen af denne løsning tager udgangspunkt i GUI -objektets
update-metode, da denne metode tillader at separere spillets grafik fra JFrame-componentets
interne implementation.
Figur 6.5: Programmets interne ansvarsfordeling i forbindelse med præsentationen af spilver-
denen samt menuer
Figur 6.5 viser et hierarkisk opdeling af spillets grafiske implementation, hvor GUI -
objektet udgør det kontrollerende objekt. Dette er implementeret ved at overskrive
GUI -objektets update()-metode, hvis opgave er at tage stilling til hvilke objekter der
skal tegnes p˚a et givet tidspunkt. Det enkelte objekts grafiske placering og implementa-
tion er s˚aledes overladt til objekterne selv, og implementeret igennem det enkelt objekts
paint()-metode.
Tidskontrolleret tegning
I tidligere implementationer af spillet benyttedes en sleep-værdi af programmets tr˚ad,
til at kontrollere animationshastigheden. Denne implementation var effektiv, men viste
sig senere at være utilstrækkelig, da denne ikke tilladte programmet at tilpasse sig de
nye omstændigheder. Desuden er det p˚a designtidspunktet ikke er muligt at vide hvor
mange modstandere og projektiler spilleren vil benytte, og med senere implementationer
af rekursive v˚aben (Cluster Bombs, Air Strikes), skabes flere versioner disse, ud fra
de specifikke omstændigheder. Det viste sig at være nødvendigt med en mere alsidig
implementation og derfor benyttes et Calendar -objektet i implementationen af GUI -
objektets run()-metode:
1 public void run ( ) {
2 while ( currentGameRunning ) {
3 i f (game . getRemainingPlayers ( ) < 2
4 && game . i sPro j e c t i l e sEmpty ( )
5 && game . isExplosionsEmpty ( ) ) {
6 currentGameRunning = fa l se ;
7 menuActive = true ;
8 }
9 game . gameTurn ( ) ;
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10 this . r epa in t ( ) ;
11 // S leep va lue o f 20 g i v e s framerate o f 50 f p s
12 newtime = Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ;
13 i f ( ( newtime − oldt ime ) < 20) {
14 try {
15 Thread . s l e e p (20 − ( newtime − oldt ime ) ) ;
16 } catch ( Inter ruptedExcept ion ex ) {
17 ex . pr intStackTrace ( ) ;
18 }
19 }
20 oldt ime = newtime ;
21 }
22
23 i f ( ! currentGameRunning && newGame) {
24 this . game = this . newgame ;
25 this . newgame = null ;
26 this . newGame = fa l se ;
27 this . currentGameRunning = true ;
28 }
29 while (menuActive && ! currentGameRunning ) {
30 this . r epa in t ( ) ;
31 try {
32 // frame ra te p˚a 20 da v i i k k e s k a l rendre s˚a meget n˚ar
33 // v i har med menuen at gøre
34 Thread . s l e e p (50) ;
35 } catch ( Inter ruptedExcept ion ex ) {
36 }
37 }
38 }
Som vist i kodeeksemplet begynder implementationen af den omtalte teknik p˚a linie
11, hver et nyt kalender objekt skabes. Dette kalender-objekt bruges s˚a efterfølgende til
at undersøge hvorvidt spillet har brugt mindre end 20 millisekunder p˚a at beregne og
tegne det aktuelle billede. Form˚alet med denne test er at eliminere uønskede venteti-
der fra programmets kørsel og derved bibeholde en høj animationshastighed. Tallet 20
bruges da dette vil give en maksimal tegne hastighed p˚a 50 fps. (Frames Per Second).
Yderligere h˚andterer implementationen ogs˚a situationer hvor billedet tegnes hurtige-
re end de 20 millisekunder. I s˚adanne tilfælde bliver tiden trukket fra den konstante
ventetid og sikrer derved igen en ventetid p˚a 20 millisekunder.
Grafisk implementation
For at f˚a bedre indsigt i de konkrete detaljer af implementationen vil følgende afsnit gen-
nemg˚a update-metoden fra GUI -objektet og paint-metoden fra GameDriver -objektet,
da disse metoder begge har inflydelse p˚a hvad der bliver tegnet og hvorn˚ar.
1 public void update ( Graphics g ) {
2 // f ø r s t t egner v i i hukommelsen
3 i f ( currentGameRunning ) {
4 game . pa int (gameOutputG) ;
5 }
6 i f (menuActive ) {
7 menuOutputG . drawImage ( gameOutput , 0 , 0 , null ) ;
8 gamemenu . pa int (menuOutputG) ;
9 } else {
10 menuOutputG . drawImage ( gameOutput , 0 , 0 , null ) ;
11 }
12 // t i l s i d s t t egner v i t i l skærmen
13 g . drawImage (menuOutput , 0 , 0 , null ) ;
14 }
Som kodeeksemplet viser, indholder GUI s update-metode to simple tests der un-
dersøger hvorvidt variablerne, gameRunning og menuActive, er sande. Disse variabler
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ajourføres af GUI -objektet s˚aledes at de afspejler programmets daværende status. H-
vis gameRunning vurderes til at være sand bliver GameDriver -objektets paint-metode
kaldt og f˚ar et parametre der er en pointer til en af de to virtuelle billeders Graphics Con-
text. Denne taktik med at videresende en pointer til GUI -objektets Graphics Context
benyttes hele vejen ned igennem hierakiet, hvorved alle objekter, hvis paint()-metode
bliver kaldt af GameDriver -objektets paint()-metode, ogs˚a tegner p˚a GUI -objektets
gameOutputG Graphics Context.
Doublebuffering
Vi har i update()-metoden valgt at benytte os af to virtuelle billedobjekter til at tegne
alt før vi tegner til skærmen. Denne implementation er en tilpasning af en teknik, ogs˚a
kendt som doublebuffering. Form˚alet med denne teknik i grafikprogrammeringen er at
fjerne de uønskede effekter der opst˚ar, n˚ar skærmen prøver at læse fra et halvfærdigt
billede. Da computerskærmen konstant st˚ar og gentegner billedet den skal præsentere
p˚a skærmen, kan dette resultere i en blinkende effekt eller illusionen af at billedet bliver
”revet” over (p˚a engelsk Tearing). Derfor er det nødvendig at introducere en buffer
mellem spillets tegneproces og skærmen. Implementationen i programmet skyldes et
yderligere behov for at separere GUI og GameDriver -objekternes grafiske præsentation,
da dette ellers vil skabe problemer i de tilfælde hvor spillet ikke kører. Som vist i
kodeeksemplet for GUI -objektets update-metode er det sidste skridt at tegne resultatet
af programmets tegneprocess til skærmen.
Den anden af de to kontrollerende metoder i spillets visuelle repræsentation er Ga-
meDriver -objektets paint()-metode, hvis kildekode kan ses nedenfor:
1 public void paint ( Graphics2D g ) {
2 world . pa int ( g ) ;
3 for ( int j = 0 ; j < tanks . l ength ; j++) {
4 i f ( tanks [ j ] != null ) tanks [ j ] . pa int ( g ) ;
5 }
6
7 i f ( ge tS ta t e ( ) == GameState .SIMULATOR) {
8 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
9 P r o j e c t i l e t h i s P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
10 i f ( t h i s P r o j e c t i l e != null && t h i s P r o j e c t i l e . i sA l i v e ( ) ) {
11 t h i s P r o j e c t i l e . pa int ( g ) ;
12 }
13 }
14
15 for ( int j = 0 ; j < exp l o s i on s . s i z e ( ) ; j++) {
16 Explos ion th i sExp lo s i on = exp l o s i on s . get ( j ) ;
17 i f ( th i sExp l o s i on != null && th i sExp lo s i on . i sA l i v e ( ) ) {
18 th i sExp l o s i on . pa int ( g ) ;
19 }
20 }
21 }
22 i f ( tanks [ cur r entP laye r ] . i sA l i v e ( ) && ( tanks [ cur r entP laye r ] . getTankAI ( )
== AIType .NOT AI) ) {
23 in foBar . showPlayer ( tanks [ cur r entP laye r ] . xTank , tanks [ cur r entP laye r ] .
yTank , g ) ;
24 in foBar . pa int ( g ) ;
25 weaponMenu . pa int ( g ) ;
26 }
27 }
Som nævnt i afsnit 6.6.2 har GameDriver -objektet gennem delegation fra GUI -
objektet ansvaret for at tegne alle de objekter som spilverdenen best˚ar af, hvilket ogs˚a
inkluderer at bestemme hvilke objekter der skal tegnes og hvorn˚ar. Derfor er det heller
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ikke en overraskelse at GameDriver -objektets paint-metode indeholder en del if-then
sætninger der har til form˚al at bestemme hvorvidt et givet objekt skal tegnes.
Undtagelsen til denne regel ligger i den første linie af paint()-metoden, da denne altid
kalder Landscape-objektets paint-metode. Dette sker udfra det synspunkt, at s˚alænge
spillet er aktivt, ønsker spilleren at se landskabet. Derefter p˚abegyndes en ”for”-løkke
der løber alle Tank -objekter igennem og tester om de stadig er med i spillet baseret p˚a
resulttatet af deres isAlive()-funktion, og i s˚adanne tilfælde kalder deres paint-metode.
Tegningen af eksplosioner og projektiler er ikke alene afhængig af hvorvidt projekti-
lerne er med i spillet, men som afsnit 6.4.2 forklarede ogs˚a afhængig af hvilken tilstand
spillet er i. Derfor startes den næste del af koden af en test for, hvorvidt spillet er
i SIMULATOR tilstanden, efter fulgt af to for-løkker der afgører hvorvidt eventuelle
forekomster af de to objekt-typer skal tegnes.
Den sidste del af koden omhandler fremvisningen af de menuer spilleren bruger til at
manipulere spillet. Koden starter s˚aledes med at teste hvorvidt den nuværende spiller
er i live, og ikke er en AI-spiller. Disse tests nødvendighed skyldes at spillet stadig
benytter informationer om spillere der er ude af spillet, og det er s˚aledes nødvendigt
at bestemme om den nuværende spiller er i live for at kunne afgøre om de tilhørende
informationer skal præsenteres.
6.6.3 Spillets menuer
Spillet har to menuer, v˚abenvælgeren, som implementeres i klassen WeaponMenu og
spillets hovedmenu, som implementeres i Menu-klassen. Disse menuer anvender ingen
fælles kode, men er i stedet programmeret specifikt til spillets nuværende udviklingsni-
veau. Dette betyder at mere omfattende udvidelser, som for eksempel specielle indstil-
linger til individuelle v˚aben eller tilføjelser af spillefunktioner, til spillet kræver en
større omstrukturering af menuerne. Et dynamisk menusystem vil være et klart bedre
alternativ, frem for det implementerede statiske.
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Udviklervejledning
I dette afsnit redegøres der for hvorledes udvidelser til mere problematiske aspekter af spillet,
som omtalt i kapitel 6, implementeres.
7.1 V˚aben
Implementationen er som omtalt i afsnit 6.2 en af de mere besværlige opgaver, dette
skyldes at der eksistere en rækker formelle og uformelle krav der skal overholdes, hvis
denne del af designet ønskes udvidet.
De formelle krav er angivet i den abstrakte klasse projectile hvoraf det vigtigste er
at en eventuel udvidelse indholder en paint() metode.
Det vigtigste af de uformelle krav, kommer fra AI’ens implementation som omtalt
i afsnit 6.5.3. Ved implementation af en ny projektil type, hvad enten denne skaber
flere projektiler eller implementer nye adfærdsmønstre, er det vigtigt at sikre sig at den
klasse der nedarver fra projectile s˚aledes ogs˚a er sigende om hvor projektilets endelige
position vil være ved enden af en simulation. Det første projektil som GameDriver -
objektet skaber, skal s˚aledes kunne fungere som en nøjagtig beskrivelse af projektilets
bevægelsesmønster og endepunkt.
Det andet uformelle krav omhandler ligeledes bevægelsesmønstret for projektilet.
Ved skabelsen af projektiler, som skaber andre projektiler, kan det være nærliggende
at ”dræbe” det første projektil, dette m˚a dog kun finde sted hvis projektilet har n˚aet
sit endepunkt, og s˚aledes ogs˚a kan bruges af AI’en til at sige noget om hvor projektilet
vil ramme.
Det tredje uformelle krav omhandler skabelsen af projektiler der skaber andre pro-
jektiler eller eksplosioner. Tilføjelsen af nye projektiler og eksplosioner skal ske igennem
GameDriver objektets addProjectile() og addExplosion-metoder, da resultatet ellers vil
blive tilføjelsen af et ekstra antal projektiler n˚ar projektilet anvendes af spillets AI.
7.2 Landskab
Da landskabet er implementeret efter Abstract Factory designmønstret, er kravene i
forbindelse med at udvide denne del af spillets funktionalitet deffineret i de to interface
klasser Landscape og LandscapeFactory. Design mønstret skal anvendes s˚aledes at al
kode, der involverer at initialisere og konstruere spillets landskab skal, befinde sig i en
klasse der er en konkret implementation af LandscapeFactory interfacet.
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Afprøvning af program
I dette afsnit redegøres for afprøvningen af det udviklede program. Der er foretaget to slags tests
for at sikre at programmet virker som det skal. Disse tests benævnes som henholdsvis intern og
ekstern afprøvning og har til form˚al at undersøge hvorvidt programmet løser den stillede opgave.
8.1 Intern afprøvning
En intern afprøvning vil sige at der kigges p˚a selve programmet, dvs. at al kode testes
for om det virker efter hensigten. Der er under udviklingen af dette program blevet
foretaget løbende afprøvning af klasser og metoder. Afprøvningen er lavet fortrinsvis
ved at benytte System.out.println()-kommandoen p˚a centrale værdier, og sammenligne
disse med det ønskede resultat. Hvis en værdi ikke stemmer overens med det forven-
tede resultat, bliver koden rettet til. Den interne afprøvning har koncentreret sig om
enkelte funktionaliteter, som enten blev vurderet relevante, eller fejlede den eksterne
afprøvning.
8.2 Ekstern afprøvning
Den eksterne afprøvning er den der er lagt mest vægt p˚a i forløbet. Her kigges der ikke
p˚a selve programmet, men derimod programmets funktionalitet.
Gennem hele forløbet er der foretaget tests af denne karakter. Nedenfor følger nogle
af de væsentligste eksterne afprøvninger der er foretaget under udviklingsarbejdet, samt
resultatet af disse.
8.2.1 Generering af landskab
Genereringen af landskabet har ændret sig løbende igennem projektforløbet. Dette skyl-
des den eksterne afprøvning af dette, dog ikke pga. nogle problemer med at landskabet
virkede. Den visuelle afprøvning har dog vist at visse ændringer har givet pænere re-
sultater.
8.2.2 Animation af projektiler
Under afprøvningen af projektilerne s˚as det at tydeligt at animeringen hakkede. En stor
del af grunden dertil skyldtes implementationen af landskabsklassen. I de tidlige udvik-
lingsstadier af klassens implementation foretog denne en komplet gen-tegning af hele
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landskabet hver gang billedet skulle opdateres. Da brugen afWritableRaster besværlig-
gjorde implementationen af dette yderligere, benyttes denne data struktur derfor ikke
til at tegne skærmen med.
8.2.3 Kollisioner
Tidligt i forløbet blev det iagttaget at der var problemer med kollisionsdetektionen.
Dette viste sig ved at et projektil fortsatte, selvom det havde ramt jorden, hvorefter
det eksploderede flere gange. Problemet skulle findes i brugen af threading, som gjor-
de at projektilobjektet fortsatte forblev aktiv og tegnede sig selv flere gange efter en
kollision. Dette skete fordi projektilets tr˚ad fortsatte med at køre, s˚a n˚ar landskabet
skulle tegne sin deformation, var projektilet n˚aet endnu længere i sin bevægelse. Det
blev vurderet at dette spil ikke havde stor gavn af threading, hvorfor dette blev fjernet,
hvilket løste problemet.
Et andet problem med at find kollisioner ligger i AI’en. Da projektilernes bevægelse
er afhængigt af tiden (vha. Calendar -objektet) og simuleringen af en AI spiller foreg˚ar
i intervaller, bevirker dette at projektilet kan bevæge sig igennem en smal bjergtop el.
lign. uden at opdage en kollision, da intervallets tidsstempler ligger p˚a hver sin side af
bjergtoppen. Problemet er ikke løst, dog er det blevet minimeret ved at mindske det
interval hvori AI simuleringen foreg˚ar.
8.2.4 Deformering af landskab
N˚ar et projektil eksploderer som følge af en kollision med landskabet, resulterer det i
nogle ændringer af landskabet som ikke stemte overens med eksplosionen. En nærmere
undersøgelse af problemet viste, at der var tale om en mindre afvigelse i formlen der
beregner ændringer i landskabet.
8.3 Endelig afprøvning
Den endelige afprøvningen er foretaget som en ekstern test af programmet, hvor ud-
gangspunktet er et eksempel p˚a et spilforløb som vist i brugervejledningen (se afsnit
4.5).
Under afprøvningen af spillet opstod en mindre grafisk fejl med v˚abentypen Airstri-
ke. I en situation hvor det affyrede pejlemærke bliver berørt af landskabsdeformationer
fra andre v˚aben vil pejlemærket blive hængende i luften. Dette afviger fra kampvog-
nenes opførelse, der i stedet falder ned sammen med landskabet, og bryder s˚aledes
illusionen om tyngdekraft. Problemet skyldes at Airstrike er et projektil som adskiller
sig fra normen ved ikke at eksplodere ved kollision. Projektil klassen er med andre ord
beregnet til at eksplodere, og har derfor ingen metode hvormed det kan ændre position
efter en kollision.
Udover tidligere nævnte fejl mht. affyret AI-projektil som flyver igennem smalle
bjergtoppe, blev der ikke bemærket yderligere fejl i programmet.
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Konklusion
I dette kapitel diskuteres mangler og eventuelle udvidelsesmuligheder i programmet, og til slut
opsummeres p˚a opgavens fuldførelse.
Resultatet af udviklingen p˚a Java versionen af Scorched Earth gav et programmel med
i alt 34 klasser og 2200 linjer kildekode. Der er ved enden af projektet stadig rigelige
muligheder for at udvide p˚a programmet, samt at udbedre svagheder i designet.
9.0.1 Hastighed og intelligens
Den turbaserede spillestil og valgte implementation af kunstig intelligens, har resulteret
i en uønsket adfærd i spillet. Under høje stress tests af programmet er det muligt at
skabe ventetider p˚a op til 10 sekunder, n˚ar computeren skal beregne skydeløsninger
for flere AI-modstandere med høj sværhedsgrad. Denne problemstilling skyldtes ikke
deciderede fejl ved implementationen, men derimod en uforudset konsekvens af det de-
signvalg, der blev foretaget i det tidlige designstadie af den kunstige intelligens.
Ventetiden udgør s˚aledes ikke et problem iht. til kravspecifikationen, men er stadig
en problemstilling der ønskes løst. Dette kan ske p˚a flere m˚ader; enten ved implemen-
tationen af et alternativt turbaseret system som beskrevet i afsnit 6.4.7, eller ved at
justere algoritmen der ligger til grunde for AI’ens sværhedsgrad.
AI’ens adfærd har været et problem under udviklingen af projektet. Det endelige
resultat er blevet en kunstig intelligens der lever op til kravene i kravspecifikationen,
men som stadig giver mulighed for forbedringer mht. at forbedre spillet, f.eks. ved at
øge udfordringen for spilleren.
En anden problematil ligger i designet, hvor der er en manglende unik adfærd hos de
enkelte kampvogne siden alle kampvogne benytter samme AI -objekt der ikke indehol-
der nogle specielle adfærdsmønstre udover standard-mønstret, er det ikke muligt at se
forskel p˚a hvilke sværhedsgrader de enkelte kampvogne besidder. Denne problemstilling
er som førnævnt ikke i konflikt med kravspecifikationen, men opstiller dog en central
udfordring i forbedring af programmets spilbarhed og underholdningsværdi.
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9.0.2 Udvidelsesmulighed
Programmet har opn˚aet et rimeligt antal af muligheder for videreudvikling, men kræver
i visse tilfælde stadig en viden om programmet interne implementeringer.
Implementeringen af Landscape, vha. designmønstret factory, giver en udefrakom-
mende programmør rig mulighed for at udvikle en ny type landskab til spillet. Imple-
menteringen af en ny type projektil kan derimod skabe visse problemer, idet spillets AI
er ude af stand til at anvende et projektil med en mere kompleks adfærd. Implemen-
teringer af denne typer projektiler kræver derfor et kendskab til implementeringen af
spillets AI, eller et sæt af regler der i sidste ende vil begrænse spillets udviklingsmulig-
heder.
Muligheden for at udvide spillets kontrolstruktur er imidlertid stærkt begrænset,
idet denne er programmeret med det form˚al at tilgodese denne rapports specifikke
kravspecifikation (kapitel 3).
9.0.3 Sammenfatning
Det er lykkedes at implementere en version af Scorched Earth i Java ud fra program-
mets kravspecifikation (kapitel 3). Resultatet er et program som absolut er spilbart.
Kravspecifikationen er overholdt mht. spillets funktionalitet, men programmellet kan
forbedres i flere tilfælde mht. de programmerings- og strukturspecifikke krav.
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Bilag A
Appendiks
I dette kapitel præsenteres der p˚a baggrund af rapportens referencer udvalgte dele af programmets
kilde kode, i deres helhed med kommentare. Den resterende kilde kode, kan findes p˚a den vedlagte
CD-ROM.
A.1 AI.java
1 import java . u t i l .Random ;
2
3 public class AI {
4 private Random rnd ;
5 private Tank [ ] tanks ;
6 private GameDriver gd ;
7 private P r o j e c t i l e [ ] weapons ;
8 private double b e s t d i f f , currentAngle ;
9 private int currentPower ;
10 private boolean f i r s t r o und = true ;
11
12 /∗∗
13 ∗ Konstruktør a f AI o b j e k t e t indho lder :
14 ∗
15 ∗ @param tanks
16 ∗ @param gd
17 ∗ @param weapons
18 ∗/
19 public AI(Tank [ ] tanks , GameDriver gd , P r o j e c t i l e [ ] weapons ) {
20 this . tanks = tanks ;
21 this . gd = gd ;
22 this . weapons = weapons ;
23 this . rnd = new Random( ) ;
24 }
25
26 /∗∗
27 ∗ Funktionen bestemmer hvor mange gange AI s k a l køre
28 ∗ den in t e rne t e s t , t i l a t f a˚ r ramt p˚a modstanderen ,
29 ∗ p˚a baggrund af AIType . F˚ar funkt ionen i k k e ang i ve t en
30 ∗ kor r ek t AIType re turnere s en nu l l po in t e r som svar .
31 ∗
32 ∗ @param AIFiringTank
33 ∗ @return P r o j e c t i l e / en brugbar skyd l ø sn ing
34 ∗/
35 public P r o j e c t i l e computeShot ( int AIFiringTank ) {
36 switch ( tanks [ AIFiringTank ] . getTankAI ( ) ) {
37 case CYBORG :
38 return aqui reTarget (200 , 1 , AIFiringTank ) ;
39 case INTERMEDIATE :
40 return aqui reTarget (20 , 5 , AIFiringTank ) ;
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41 case NOOB :
42 return aqui reTarget (5 , 10 , AIFiringTank ) ;
43 }
44 return null ;
45 }
46
47 /∗∗
48 ∗ Funktionen bruges a f gamedriver t i l a t f o r t æ l l e AI hvorna˚r
49 ∗ f i r s t round er f o r b i . S˚a AI ’ en ved om den j u s t e r e l ø b e t e f t e r en
50 ∗ ny f j ende .
51 ∗∗/
52 public void notFirstRound ( ) {
53 f i r s t r o und = fa l se ;
54 }
55
56 /∗∗
57 ∗ Intern funk t ion a f f y r e f ø r s t e t t e s t skud med samme s e t t i n g
58 ∗ som f o r r i g e sp i l r unde ( er nødvendigt h v i s de t er f ø r s t e runde ,
59 ∗ og l i g e g y l d i g t i de e f t e r f ø l g e n d e runder ) h e r e f t e r b l i v e r der
60 ∗ ud fø r t e t an ta l t e s t runder bestemt a f den værdi som nrTr ia l s har
61 ∗ f a˚ e t med f ra computeShot () t i l s i d s t t i l s k r i v e s den beds t e l ø sn ing
62 ∗ t i l den v a l g t e kampvogn .
63 ∗
64 ∗ @param nrTr ia l s
65 ∗ @param accuracy
66 ∗ @param AIFiringTank
67 ∗ @return P r o j e c t i l e
68 ∗/
69 private P r o j e c t i l e aqu i reTarget ( int nrTr ia l s , int accuracy ,
70 int AIFiringTank ) {
71 b e s t d i f f = 2 ∗ gd . getWidth ( ) ;
72 // vælg ma˚l
73 Tank targetTank = pickTarget ( AIFiringTank ) ;
74 Tank f i r ingTank = tanks [ AIFiringTank ] ;
75 pickWeapon ( f i r ingTank ) ;
76 i f ( f i r s t r o und ) {
77 f i r s tRound ( f i r ingTank , targetTank ) ;
78 } else { // har v i s k i f t e t f j ende ?
79 i f ( targetTank . getP layer ( ) != f i r ingTank . getEnemy ( ) . ge tP layer ( ) ) {
80 f i r s tRound ( f i r ingTank , targetTank ) ;
81 } else {
82 i f ( targetTank . hasMoved ( ) ) {
83 f i r s tRound ( f i r ingTank , targetTank ) ;
84 }
85 }
86 }
87
88 // a f f y r skud med s t a r t i n d s t i l l i n g
89 int t r i a l s = 0 ;
90 double d i f f ;
91 P r o j e c t i l e t e s t ;
92 do {
93 t e s t = f i r ingTank . arm ( ) ;
94 s imulateShot ( t e s t ) ;
95 d i f f = Math . s q r t (Math . pow( (double ) Math . abs ( targetTank . getyTank ( )
96 − t e s t . getPosY ( ) ) , 2 . 0 ) + Math . pow( (double )
97 Math . abs ( targetTank . getxTank ( ) − t e s t . getPosX ( ) ) , 2 . 0 ) ) ;
98 i f ( d i f f < b e s t d i f f ) {
99 b e s t d i f f = d i f f ;
100 currentAngle = f i r ingTank . getAngle ( ) ;
101 currentPower = f i r ingTank . getPower ( ) ;
102 }
103 /∗ In t e rne t bounds check , s i k r e at kampvogne i k k e
104 ∗ ender med at bruge a l l e s ine skud ude fo r k o r t e t .
105 ∗∗/
106 i f ( t e s t . getPosX ( ) <= 0) {
107 f i r ingTank . setPower (Math . round ( ( f i r ingTank . getPower ( )
108 / 10) / 2) ∗ 10) ;
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109 f i r s tRound ( f i r ingTank , targetTank ) ;
110 }
111 i f ( t e s t . getPosX ( ) >= gd . getWidth ( ) ) {
112 f i r ingTank . setPower (Math . round ( ( f i r ingTank . getPower ( )
113 / 10) / 2) ∗ 10) ;
114 f i r s tRound ( f i r ingTank , targetTank ) ;
115 }
116 /∗ Udfør t e s t s c r i p t e t , i i n t e rna lTe s t ( ) der er
117 ∗ p l a c e r e t i s in egen funk t ion fo r o v e r s ku e l i g h ed en s s k y l d .
118 ∗∗/
119 i n t e rna lTe s t ( targetTank , f i r ingTank , accuracy ) ;
120 /∗ T i l s k r i v de t beds t e r e s u l t a t f r a denne runde t i l
121 ∗ kampvognen
122 ∗∗/
123 f i r ingTank . setAngle ( currentAngle ) ;
124 f i r ingTank . setPower ( currentPower ) ;
125 t r i a l s ++;
126 } while ( t r i a l s < n rTr i a l s ) ;
127 /∗ T i l s k r i v de t beds t e r e s u l t a t f r a a l l e t e s t runder t i l kampvognen ,
128 ∗ g i v kampvognen en po in te r t i l denne rundes f j ende og re turner e t
129 ∗ e n d e l i g t p r o j e k t i l som svar
130 ∗∗/
131 tanks [ AIFiringTank ] . setEnemy ( targetTank ) ;
132 tanks [ AIFiringTank ] . setAngle ( currentAngle ) ;
133 tanks [ AIFiringTank ] . setPower ( currentPower ) ;
134 return tanks [ AIFiringTank ] . arm ( ) ;
135 }
136
137 /∗∗
138 ∗ Denne funk t ion s t a˚ r f o r at udføre en t e s t som er b l e v e t opsat a f
139 ∗ i n t e rna lTe s t ( ) , og d e r e f t e r beregne om r e s u l t a t e t var bedre end
140 ∗ det a k t u e l l e beds t e f o r sys temet .
141 ∗ @param targetTank
142 ∗ @param f ir ingTank
143 ∗/
144 private void t e s tCa l c (Tank targetTank , Tank f i r ingTank ) {
145 P r o j e c t i l e t e s t ;
146 double d i f f ;
147 t e s t = f i r ingTank . arm ( ) ;
148 s imulateShot ( t e s t ) ;
149 d i f f = Math . s q r t (Math . pow( (double ) Math . abs ( targetTank . getyTank ( )
150 − t e s t . getPosY ( ) ) , 2 . 0 ) + Math . pow( (double )
151 Math . abs ( targetTank . getxTank ( ) − t e s t . getPosX ( ) ) , 2 . 0 ) ) ;
152 i f ( d i f f < b e s t d i f f ) {
153 b e s t d i f f = d i f f ;
154 currentAngle = f i r ingTank . getAngle ( ) ;
155 currentPower = f i r ingTank . getPower ( ) ;
156 }
157 }
158
159 /∗∗
160 ∗ Denne funk t ion indho lder e t s c r i p t , der bestemmer h v i l k e
161 ∗ og i h v i l k en række fø l ge de f o r s k e l l i g e t e s t b l i v e r ud fø r t .
162 ∗
163 ∗ @param targetTank
164 ∗ @param f ir ingTank
165 ∗ @param accuracy
166 ∗/
167 private void i n t e rna lTe s t (Tank targetTank , Tank f i r ingTank , int accuracy ) {
168 f i r ingTank . a n g l e l e f t ( ) ;
169 t e s tCa l c ( targetTank , f i r ingTank ) ; // power , ang le l e f t
170 f i r ingTank . ang l e r i gh t ( ) ;
171 f i r ingTank . ang l e r i gh t ( ) ;
172 t e s tCa l c ( targetTank , f i r ingTank ) ; // power , ang le r i g h t
173 f i r ingTank . a n g l e l e f t ( ) ;
174 f i r ingTank . setPower ( f i r ingTank . getPower ( ) − accuracy ) ;
175 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1
176 f i r ingTank . ang l e r i gh t ( ) ;
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177 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1, ang le r i g h t
178 f i r ingTank . a n g l e l e f t ( ) ;
179 f i r ingTank . a n g l e l e f t ( ) ;
180 t e s tCa l c ( targetTank , f i r ingTank ) ; // power−1 ang le l e f t
181 f i r ingTank . setPower ( f i r ingTank . getPower ( ) + accuracy ) ;
182 f i r ingTank . setPower ( f i r ingTank . getPower ( ) + accuracy ) ;
183 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1 ang le l e f t
184 f i r ingTank . ang l e r i gh t ( ) ;
185 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1
186 f i r ingTank . ang l e r i gh t ( ) ;
187 t e s tCa l c ( targetTank , f i r ingTank ) ; // power+1 ang le r i g h t
188 }
189
190 /∗∗
191 ∗ Denne funk t ion vælger e t t i l f æ l d i g t v˚aben ud af v˚aben arraye t
192 ∗ f r a som AI Ob jek t e t har f a˚ e t f r a GameDriver .
193 ∗
194 ∗ @param f ir ingTank
195 ∗/
196 private void pickWeapon (Tank f i r ingTank ) {
197 f i r ingTank . setWeapon (weapons [ rnd . next Int ( weapons . l ength ) ]
198 . ge tC la s s ( ) . getName ( ) ) ;
199 }
200
201 /∗∗
202 ∗ Denne funk t ion j u s t e r e skudv ink l en p˚a kampvognen t i l s tandar t
203 ∗ værdier s˚a v i er s i k r e p˚a at v i skyder i den r i g t i g e re tn ing
204 ∗
205 ∗ @param f ir ingTank
206 ∗ @param targetTank
207 ∗/
208 private void f i r s tRound (Tank f i r ingTank , Tank targetTank ) {
209 i f ( targetTank . getxTank ( ) > f i r ingTank . getxTank ( ) ) {
210 // tempTank r i g h t o f f i r ingTank
211 f i r ingTank . setAngle (45) ;
212 } else {
213 // targetTank l e f t o f f i r ingTank
214 f i r ingTank . setAngle (180 − 45) ;
215 }
216 }
217
218 /∗∗
219 ∗ Denne funk t ion s t a˚ r f o r at køre s imulat ionen af skudet
220 ∗ i n d t i l de t har ramt noget , k a l d e t t i l i n t e rna lS imu la t e
221 ∗ i GameDriver sørge f o r at t e s t en sker i super f a r t .
222 ∗
223 ∗ @param t e s t
224 ∗/
225 private void s imulateShot ( P r o j e c t i l e t e s t ) {
226 t e s t . f i r e (0 ) ;
227 gd . setSimtime (0) ;
228 while ( t e s t . i sA l i v e ( ) ) {
229 gd . i n t e rna lS imu l a t e ( t e s t ) ;
230 }
231 }
232
233 /∗∗
234 ∗ Denne funk t ion vælger en nyt ma˚l ud a f a l l e s p i l l e t s kampvogne ,
235 ∗ hvor det gælder at kampvognen s k a l være i l i v e , og i k k e m˚a være
236 ∗ den s e l v .
237 ∗
238 ∗ @param AIFiringTank
239 ∗ @return t a r g e t Tank
240 ∗/
241 private Tank pickTarget ( int AIFiringTank ) {
242 int temp ;
243 do {
244 temp = rnd . next Int ( tanks . l ength ) ;
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245 } while ( AIFiringTank == temp | ! tanks [ temp ] . i sA l i v e ( ) ) ;
246 return tanks [ temp ] ;
247 }
248 }
A.2 AirStrike.java
1 import java . awt . ∗ ;
2 import java . u t i l . Calendar ;
3
4 public class Ai rS t r i k e extends P r o j e c t i l e {
5
6 P r o j e c t i l e bomb ;
7 private Spr i t e po in t e r ;
8 boolean s i g n a l S e t = false , f l a r e = fa l se ;
9 int x , y ;
10
11 /∗∗
12 ∗ AirS t r i k e cons t ruc toren ov e r s k r i v e r de fau l t værd i en f ra P r o j e c t i l e f o r
13 ∗ x og y og beny t t e r d i s s e t i l s t a r t p l a c e r i n g a f f l y e t .
14 ∗ Desuden ov e r s k r i v e s exp l o s i on med en ny med rad ius og damage p˚a 0 .
15 ∗
16 ∗ @param x
17 ∗ @param y
18 ∗ @param v0
19 ∗ @param a
20 ∗ @param wind
21 ∗ @param gd
22 ∗/
23
24 public Ai rS t r i k e ( int x , int y , int v0 , double a , int wind , GameDriver gd ) {
25 super (x , y , v0 , a , wind , gd ) ;
26 name = ”Air S t r i k e ” ;
27 d e s c r i p t i o n = ”You f i r e a homing beacon f o r the Air Force , ” +
28 ” they h i t i t . . . s o r t o f . ” ;
29 this . e xp l o s i on = new Explos ion (0 , 0 , this ) ;
30 this . x = 0 ;
31 this . y = 100 ;
32 }
33
34 /∗∗
35 ∗ detonate () o v e r s k r i v e s f ra P r o j e c t i l e da p r o j e k t i l e t i k k e s k a l
36 ∗ f j e r n e s endnu , undlades det at sæt te detonate og k i l l k a l d e s i k k e .
37 ∗ I s t e d e t i nd f ø r e s en ny boolean f l a r e som sæt te s t i l t rue . Denne
38 ∗ a fgør hvo rv i d t den animerede s p r i t e t i l pe j lemærket s k a l t egnes
39 ∗ e l l e r e j .
40 ∗∗/
41
42 public void detonate ( ) {
43 f l a r e = true ;
44 this . explode ( ) ;
45 }
46
47 /∗∗
48 ∗ s i g n a l ( ) er en ny metode som opr e t t e r pej lemærket som en AnimatedSprite .
49 ∗ En ny boolean , s i gna lSe t , i nd f ø r e s og sæt t e s t i l t rue . Dette i nd i k e r e r at
50 ∗ pej lemærket er sa t .
51 ∗/
52
53 private void s i g n a l ( ) {
54 po in t e r = new AnimatedSprite ( gd . gameGUI . beacon , getPosX ( ) − 5 ,
55 getPosY ( ) − 5 , 10 , 10) ;
56 s i g n a l S e t = true ;
57 i f ( getPosX ( ) < gd . getWidth ( ) / 2) x = gd . getWidth ( ) ;
58 }
59
60 /∗∗
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61 ∗ pa in t o v e r s k r i v e r metoden f ra P r o j e c t i l e .
62 ∗ Funktionen k on t r o l l e r om der s k a l t egnes p r o j e k t i l a f f y r e t f ra kampvogn .
63 ∗ Hvis f l a r e er sand sæt t e s pej lemærket ved ka ld t i l s i g n a l ( ) , og
64 ∗ f l yanimat ionen tegnes . Afhængig a f pos i t i onen fo r p r o j e k t i l e t s
65 ∗ k o l l i s i o n s t a r t e r f l y e t f r a modsatte s i d e a f k o l l i s i o n e n .
66 ∗ N˚ar f l y e t er mellem 155 og 120 p i x e l s p˚a x−aksen f ra pej lemærket op r e t t e s
67 ∗ e t nyt p r o j e k t i l a f typen AirStrikeBomb fo r hver t 10. p i x e l .
68 ∗ N˚ar f l y e t na˚r udenfor skærmearealet sætted detonated t i l t rue og k i l l e d ()
69 ∗ ka l d e s .
70 ∗ @param g
71 ∗/
72
73 public void paint ( Graphics2D g ) {
74 g . s e tCo lo r ( Color . red ) ;
75 i f ( ! f l a r e )
76 g . f i l l O v a l ( getPosX ( ) − s i z e / 2 , getPosY ( ) − s i z e / 2 , s i z e , s i z e ) ;
77 else {
78 i f ( ! s i g n a l S e t ) s i g n a l ( ) ;
79 po in t e r . pa int ( g ) ;
80 i f ( getPosX ( ) < gd . getWidth ( ) / 2) {
81 g . drawImage ( gd . gameGUI . f i gh t e r 2 , x − 25 , y − 10 , 50 , 20 , null ) ;
82 x −= 10 ;
83
84 i f ( x < getPosX ( ) + 155 && x > getPosX ( ) + 120) {
85 bomb = new AirStrikeBomb (x , y , 50 , 180 , wind , gd ) ;
86 gd . addPro j e c t i l e (bomb) ;
87 bomb . f i r e ( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ) ;
88 }
89 } else {
90 g . drawImage ( gd . gameGUI . f i g h t e r , x − 25 , y − 10 , 50 , 20 , null ) ;
91 x += 10 ;
92
93 i f ( x > getPosX ( ) − 155 && x < getPosX ( ) − 120) {
94 bomb = new AirStrikeBomb (x , y , 50 , 0 , wind , gd ) ;
95 gd . addPro j e c t i l e (bomb) ;
96 bomb . f i r e ( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ) ;
97 }
98 }
99 }
100 i f ( x > gd . getWidth ( ) | | x < 0) {
101 detonated = true ;
102 this . k i l l ( ) ;
103 }
104 }
105 }
A.3 BouncyBomb.java
1 import java . awt . ∗ ;
2 import java . u t i l . Calendar ;
3
4 public class BouncyBomb extends P r o j e c t i l e {
5
6 private int bounces = 5 ;
7
8 /∗∗
9 ∗ BouncyBomb cons truc toren ov e r s k r i v e r exp l o s i on f ra P r o j e c t i l e .
10 ∗
11 ∗ @param x
12 ∗ @param y
13 ∗ @param v0
14 ∗ @param a
15 ∗ @param wind
16 ∗ @param gd
17 ∗/
18
19 public BouncyBomb( int x , int y , int v0 , double a , int wind , GameDriver gd ) {
Roskilde Universitetscenter 59
Kapitel A Appendiks
20 super (x , y , v0 , a , wind , gd ) ;
21 name = ”Bouncy Bomb” ;
22 d e s c r i p t i o n = ”Wil l bounce on landscape un t i l i t exp lodes . ” +
23 ”Tota l ly unpred i c tab l e . ” ;
24 this . e xp l o s i on = new Explos ion (20 , 50 , this ) ;
25 }
26
27 /∗∗
28 ∗ impact ( ) metoden ov e r s k r i v e s f o r at opn˚a ’ hoppe ’− e f f e k t e n .
29 ∗/
30
31 public void impact ( ) {
32 bounces−−;
33 i f ( bounces == 0) {
34 detonate ( ) ;
35 } else {
36 for ( int i = 0 ; ( gd . getDimension ( ) . he ight −
37 gd . getWorld ( ) . getMapAt (posX) − ( s i z e / 2) ) < posY ; i++) {
38 move( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) − i ) ;
39 }
40 x0 = posX ;
41 y0 = posY ;
42 t0 = Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ;
43 i f ( gd . getWorld ( ) . getMapAt (posX) >
44 gd . getWorld ( ) . getMapAt (posX + 1) ) {
45 ang le = angle − 180 ;
46 } else {
47 ang le = angle + 180 ;
48 }
49 v0 = ( int ) Math . round ( v0 ∗ 0 . 8 ) ;
50 }
51 }
52
53 /∗∗
54 ∗ pa in t s t a˚ r f o r at tegne p r o j e k t i l e t .
55 ∗
56 ∗ @param g
57 ∗/
58
59 public void paint ( Graphics2D g ) {
60 g . s e tCo lo r ( Color . b lack ) ;
61 g . f i l l O v a l ( getPosX ( ) − s i z e / 2 , getPosY ( ) − s i z e / 2 , s i z e , s i z e ) ;
62 }
63 }
A.4 GameDriver.java
1 import java . awt . ∗ ;
2 import java . awt . event . KeyEvent ;
3 import java . awt . image . BufferedImage ;
4 import java . i o . F i l e ;
5 import java . i o . FileNotFoundException ;
6 import java . u t i l . ArrayList ;
7 import java . u t i l . Calendar ;
8 import java . u t i l . Scanner ;
9
10 /∗∗
11 ∗ Kontrolerende Klasse der indho lder a l s p i l−l o g i k og s imu la t i ons l o g i k .
12 ∗/
13 public class GameDriver {
14 protected Tank [ ] tanks ;
15 protected AI gameAI ;
16 private ArrayList<Pro j e c t i l e> p r o j e c t i l e s = new ArrayList<Pro j e c t i l e >() ;
17 private ArrayList<Explosion> exp l o s i on s = new ArrayList<Explosion >() ;
18 private P r o j e c t i l e [ ] p r o j e c t i l eType s ;
19 private long simtime = 0 ;
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20 private int tanksFa l l ing , p layer s , combattants , remainingPlayers ,
cu r r entP laye r = 0 ;
21 protected GUI gameGUI ;
22 protected GameState gamestate ;
23 private Dimension d ;
24
25 /∗ Menu ob j e k t e r ∗/
26 private InfoBar in foBar ;
27 private WeaponMenu weaponMenu ;
28
29 /∗
30 ∗ Landskabs o b j e k t der indho lder sys temet in t e rne repræsentat ion
31 ∗ af sp i l v e rden , og metoder t i l a t i n t e ra g e r e med denne .
32 ∗/
33 Landscape world ;
34
35 /∗∗
36 ∗ kons t ruk tøren op r e t t e r e t nyt s p i l med e t nyt t i l f æ l d i g t generere t
37 ∗ l andskab og jævnt f o r d e l t e s p i l l e r e udfra de ang i ve t parametre .
38 ∗
39 ∗ @param p laye r s
40 ∗ @param combattants
41 ∗ @param a iLeve l
42 ∗ @param img
43 ∗ @param d
44 ∗ @param gameGUI
45 ∗/
46 public GameDriver ( int players , int combattants , int a iLeve l ,
47 BufferedImage img , Dimension d , GUI gameGUI) {
48 this . p l aye r s = p l aye r s ;
49 this . r emain ingPlayers = combattants ;
50 this . combattants = combattants ;
51 this . tanks = new Tank [ combattants ] ;
52 this . d = d ;
53 this . gameGUI = gameGUI ;
54 in foBar = new InfoBar (gameGUI) ;
55 loadWeapons ( ) ;
56 gameAI = new AI( tanks , this , p r o j e c t i l eType s ) ;
57 LandscapeFactory temp = new MyLandscapeFactory ( ) ;
58 world = temp . MakeLandscape ( combattants , img , d) ;
59 weaponMenu = new WeaponMenu(gameGUI , this . p r o j e c t i l eType s ) ;
60
61 for ( int i = 0 ; i < combattants ; i++) {
62 i f ( i < p l aye r s ) { //Human Player
63 tanks [ i ] = new Tank( world , AIType .NOT AI , i ,
64 world . getPlat form ( ) , this ) ;
65 } else { //AI p layer
66 switch ( a iLeve l ) {
67 case 1 :
68 tanks [ i ] = new Tank( world , AIType .NOOB, i ,
69 world . getPlat form ( ) , this ) ;
70 break ;
71 case 2 :
72 tanks [ i ] = new Tank( world , AIType .INTERMEDIATE, i ,
73 world . getPlat form ( ) , this ) ;
74 break ;
75 case 3 :
76 tanks [ i ] = new Tank( world , AIType .CYBORG, i ,
77 world . getPlat form ( ) , this ) ;
78 break ;
79 case 4 :
80 tanks [ i ] = new Tank( world , AIType . getValidRandom ( ) , i ,
81 world . getPlat form ( ) , this ) ;
82 break ;
83 }
84 }
85 }
86 }
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87
88 /∗∗
89 ∗ Intern funk t ion der bruges t i l a t bestemme hvorv i d t animationen
90 ∗ s k a l f o r t sæ t t e og derved t i l l a d e kampvognene at f a l d e t i l jorden .
91 ∗
92 ∗ @return boolean
93 ∗/
94 private boolean f a l l i ngTank ( ) {
95 tank sFa l l i ng = 0 ;
96 for ( int i = 0 ; i < tanks . l ength ; i++) {
97 i f ( tanks [ i ] . i s F a l l i n g ( ) && tanks [ i ] . i sA l i v e ( ) ) t ank sFa l l i ng++;
98 }
99 i f ( t ank sFa l l i ng == 0) return fa l se ;
100 else
101 return true ;
102 }
103
104 /∗∗
105 ∗ Del a f kon t ro l s t ruk tu ren , har t i l opgave at udføre de kon t ro l e r
106 ∗ der e k s i s t e r e i f o r b i n d e l s e med simulat ionen , samt at bevæge og
107 ∗ opdatere a l l e o b j e k t e r der indg a˚r i denne .
108 ∗/
109 private void s imu la to r ( ) {
110 for ( int j = 0 ; j < tanks . l ength ; j++) {
111 tanks [ j ] . newTurn ( ) ;
112 }
113
114 i f ( ! p r o j e c t i l e s . isEmpty ( ) | | f a l l i ngTank ( ) ) {
115 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
116 P r o j e c t i l e t h i s P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
117 i f ( p r o j e c t i l e s . get ( i ) != null ) {
118 in t e rna lS imu l a t e ( t h i s P r o j e c t i l e ) ;
119 }
120 }
121
122 for ( int i = 0 ; i < tanks . l ength ; i++) {
123 i f ( tanks [ i ] != null ) tanks [ i ] . f a l l ( ) ;
124 }
125 } else {
126 s e tS t a t e (GameState .PLAYERCTRL) ;
127 }
128 this . c l ean ( ) ;
129 }
130
131 /∗∗
132 ∗ GameDriver o b j e k t e t s k on t r o l l e r ende i n t e r f a c e t i l GUI ob j e k t e t ,
133 ∗ denne funk t ion v i l køre en passende de l a f s p i l l e t a fhængig t a f
134 ∗ s p i l l e t in t e rne t i l s t a n d .
135 ∗/
136 public void gameTurn ( ) {
137 i f ( tanks [ cur r entP laye r ] . i sA l i v e ( ) &&
138 ( tanks [ cur r entP laye r ] . getTankAI ( ) == AIType .NOT AI) ) {
139 in foBar . updateAl l ( currentPlayer , tanks [ cur r entP laye r ] . power ,
140 ( int ) tanks [ cur r entP laye r ] . angle , world . getWind ( ) ) ;
141 }
142 switch ( ge tS ta t e ( ) ) {
143 case SIMULATOR :
144 s imula to r ( ) ;
145 break ;
146 case PLAYERCTRL:
147 p l aye rCt r l ( ) ;
148 break ;
149 case AICONTROL :
150 a iCont ro l ( ) ;
151 i f ( cur r entP laye r == 0) world . setWind ( ) ;
152 break ;
153 }
154 }
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155
156 /∗∗
157 ∗ Paint metode , der pa in t e r a l t som gamedriver kender ,
158 ∗ h v i l k e t i n k l ude r e a l l e o b j e k t e r i s imulat ionen , og s p i l menuer .
159 ∗
160 ∗ @param g
161 ∗/
162 public void paint ( Graphics2D g ) {
163 world . pa int ( g ) ;
164 for ( int j = 0 ; j < tanks . l ength ; j++) {
165 i f ( tanks [ j ] != null ) tanks [ j ] . pa int ( g ) ;
166 }
167
168 i f ( ge tS ta t e ( ) == GameState .SIMULATOR) {
169 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
170 P r o j e c t i l e t h i s P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
171 i f ( t h i s P r o j e c t i l e != null && t h i s P r o j e c t i l e . i sA l i v e ( ) ) {
172 t h i s P r o j e c t i l e . pa int ( g ) ;
173 }
174 }
175
176 for ( int j = 0 ; j < exp l o s i on s . s i z e ( ) ; j++) {
177 Explos ion th i sExp lo s i on = exp l o s i on s . get ( j ) ;
178 i f ( th i sExp l o s i on != null && th i sExp lo s i on . i sA l i v e ( ) ) {
179 th i sExp l o s i on . pa int ( g ) ;
180 }
181 }
182 }
183 i f ( tanks [ cur r entP laye r ] . i sA l i v e ( ) &&
184 ( tanks [ cur r entP laye r ] . getTankAI ( ) == AIType .NOT AI) ) {
185 in foBar . showPlayer ( tanks [ cur r entP laye r ] . xTank ,
186 tanks [ cur r entP laye r ] . yTank , g ) ;
187 in foBar . pa int ( g ) ;
188 weaponMenu . pa int ( g ) ;
189 }
190 }
191
192 /∗∗
193 ∗ Del a f kon t ro l s t ruk turen , denne funk t i on har t i l opgave at
194 ∗ udføre de under søge l s e r der s k a l f o r t a g e s i f o r b i n d e l s e med
195 ∗ s p i l l e r e n s brug a f s p i l l e t , og s p i l l e t gang . funkt ionen er
196 ∗ s a˚ l e d e s an s va r l i g f o r at bestemme hv i l k en s p i l l e r der
197 ∗ k on t r o l l e r e s p i l l e t p˚a e t g i v en t t i d spunk t
198 ∗/
199 private void p l aye rCt r l ( ) {
200 i f ( cur r entP laye r == p laye r s ) {
201 i f ( p l aye r s < combattants ) {
202 s e tS t a t e (GameState .AICONTROL) ;
203 } else {
204 cur r entP laye r = 0 ;
205 s e tS t a t e (GameState .SIMULATOR) ;
206 }
207 }
208
209 i f ( cur r entP laye r == combattants ) {
210 cur r entP laye r = 0 ;
211 }
212 i f ( ! tanks [ cur r entP laye r ] . i sA l i v e ( ) ) {
213 i f ( cur r entP laye r < combattants − 1) {
214 cur r entP laye r++;
215 } else {
216 cur r entP laye r = 0 ;
217 }
218 }
219 }
220
221 /∗∗
222 ∗ Del a f k on t r o l s t r u k t u r en . Denne funk t ion har t i l opgave at
Roskilde Universitetscenter 63
Kapitel A Appendiks
223 ∗ gennemg˚a a l l e AI s p i l l e r e , og ka lde computeShot () funkt ionen p˚a
224 ∗ AI ob j e k t e t , der s a˚ l e d e s berenger en skyde l ø sn ing f o r hver s p i l l e r .
225 ∗/
226 private void a iCont ro l ( ) {
227 // t j e k f o r h v i l k e tanks er AI , p l a ye r s og ka ld deres compute funk t i on
228 for ( int i = cur rentP laye r ; i < combattants ; i++) {
229 i f ( tanks [ i ] . getTankAI ( ) != AIType .NOT AI && tanks [ i ] . i sA l i v e ( )
230 && remain ingPlayers > 1) {
231 p r o j e c t i l e s . add (gameAI . computeShot ( i ) ) ;
232 }
233 }
234 gameAI . notFirstRound ( ) ;
235 cur rentP laye r = 0 ;
236 s e tS t a t e (GameState .SIMULATOR) ;
237 }
238
239 /∗∗
240 ∗ GameDriverens o f f e n t l i g e s imu la tor . Bruges i AI o b j e k t e t t i l
241 ∗ at beregne skyde løsn inger , og har form af en funk t ion fo r at
242 ∗ s i k r e overenstemmelse mellem AI o b j e k t e t s og s p i l l e t s in t e rne
243 ∗ s imu la t ion .
244 ∗
245 ∗ @param t h i s P r o j e c t i l e
246 ∗/
247 public void i n t e rna lS imu l a t e ( P r o j e c t i l e t h i s P r o j e c t i l e ) {
248 i f ( t h i s P r o j e c t i l e . i s F i r e d ( ) ) {
249 // Co l i s s i on de t e c t i on with tanks
250 for ( int i = 0 ; i < tanks . l ength ; i++) {
251 i f ( tanks [ i ] . i sA l i v e ( ) &&
252 tanks [ i ] . i sH i t ( t h i s P r o j e c t i l e . g e tPo s i t i on ( ) ) ) {
253 h i t ( t h i s P r o j e c t i l e ) ;
254 }
255 }
256 // Bounds check ing
257 i f ( t h i s P r o j e c t i l e . getPosX ( ) >= d . width | |
258 ( t h i s P r o j e c t i l e . getPosX ( ) <= 0) ) {
259 t h i s P r o j e c t i l e . k i l l ( ) ;
260 } else {
261 // Co l i s s i on de t e c t i on
262 i f ( t h i s P r o j e c t i l e . i sA l i v e ( ) &&
263 ( ( d . he ight − world . getMapAt ( t h i s P r o j e c t i l e . getPosX ( ) ) )
264 − ( t h i s P r o j e c t i l e . s i z e / 2) )
265 <= t h i s P r o j e c t i l e . getPosY ( ) | |
266 t h i s P r o j e c t i l e . getPosY ( ) > d . he ight ) {
267 h i t ( t h i s P r o j e c t i l e ) ;
268 } else {
269 i f ( gamestate == GameState .AICONTROL) {
270 simtime += 250 ;
271 t h i s P r o j e c t i l e . move( simtime ) ;
272 } else {
273 t h i s P r o j e c t i l e . move( Calendar . g e t In s tance ( )
274 . ge tT imeInMi l l i s ( ) ) ;
275 }
276 }
277 }
278 } else {
279 t h i s P r o j e c t i l e . f i r e ( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ) ;
280 }
281 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
282 P r o j e c t i l e t e s t P r o j e c t i l e = p r o j e c t i l e s . get ( i ) ;
283 i f ( t e s t P r o j e c t i l e . i sDetonated ( ) ) {
284 exp l o s i on s . add ( t e s t P r o j e c t i l e . getExplos ion ( ) ) ;
285 p r o j e c t i l e s . remove ( i ) ;
286 }
287 }
288 }
289
290 /∗∗
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291 ∗ Intern funk t ion der bestemmer hvad der s k a l ske med
292 ∗ e t p r o j e k t i l h v i s de t rammer noget . Er p l a c e r e t i en funk t ion
293 ∗ f o r at s i k r e overenstemmelse mellem AI og s p i l l e t s s imu la t ion .
294 ∗
295 ∗ @param t h i s P r o j e c t i l e
296 ∗/
297 private void h i t ( P r o j e c t i l e t h i s P r o j e c t i l e ) {
298 i f ( gamestate == GameState .AICONTROL) {
299 t h i s P r o j e c t i l e . k i l l ( ) ;
300 } else {
301 t h i s P r o j e c t i l e . impact ( ) ;
302 }
303 }
304
305 /∗∗
306 ∗ Funktion der bestemmer hvad der s k a l ske med s p i l l e t s mi l j ø
307 ∗ n˚ar e t p r o j e k t i l rammer noget i s p i l l e t , d e t t e ink l ude r at deformere
308 ∗ l andskabe t , og t i l d e l e skade t i l omkring l i ggende s p i l l e r e .
309 ∗
310 ∗ @param a
311 ∗ @param b
312 ∗ @param e
313 ∗/
314 public void damageWorld ( int a , int b , Explos ion e ) {
315 world . modifyMap (a , b , e . getRadius ( ) ) ;
316 Point ePoint = new Point ( a , b) ;
317 Point tPoint ;
318 int d i s t ance ;
319 Tank thisTank ;
320 for ( int i = 0 ; i < tanks . l ength ; i++) {
321 i f ( tanks [ i ] != null && tanks [ i ] . i sA l i v e ( ) ) {
322 thisTank = tanks [ i ] ;
323 i f ( thisTank . i sH i t ( ePoint ) ) {
324 tPoint = ePoint ;
325 } else {
326 tPoint = new Point ( thisTank . getxTank ( ) ,
327 thisTank . getyTank ( ) ) ;
328 }
329
330 d i s t ance = ( int ) Math . round ( ePoint . d i s t anc e ( tPoint ) ) ;
331 i f ( d i s t anc e <= e . getRadius ( ) ) {
332 thisTank . damage ( e . getDamage ( d i s t anc e ) ) ;
333 i f ( ! thisTank . i sA l i v e ( ) ) {
334 remainingPlayers−−;
335 }
336 }
337 }
338 }
339 in foBar . updateAl l ( currentPlayer , tanks [ cur r entP laye r ] . power ,
340 ( int ) tanks [ cur r entP laye r ] . angle , world . getWind ( ) ) ;
341 }
342
343 /∗∗
344 ∗ GameDrivers o b j e k t e t s o f f e n t l i g e funk t i on t i l a t modtage og behandle
345 ∗ input f ra brugeren gennem t a s t a t u r e t .
346 ∗
347 ∗ @param e
348 ∗/
349 public void keyPressed (KeyEvent e ) {
350 i f ( ge tS ta t e ( ) == GameState .PLAYERCTRL
351 && tanks [ cur r entP laye r ] . getTankAI ( ) == AIType .NOT AI) {
352 weaponMenu . KeyPressed ( e ) ;
353 switch ( e . getKeyCode ( ) ) {
354 case KeyEvent .VK UP :
355 tanks [ cur r entP laye r ] . increasePower ( ) ;
356 break ;
357 case KeyEvent .VKDOWN :
358 tanks [ cur r entP laye r ] . decreasePower ( ) ;
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359 break ;
360 case KeyEvent .VK LEFT :
361 tanks [ cur r entP laye r ] . a n g l e l e f t ( ) ;
362 break ;
363 case KeyEvent .VK RIGHT :
364 tanks [ cur r entP laye r ] . a ng l e r i g h t ( ) ;
365 break ;
366 case KeyEvent .VK SPACE :
367 setWeapon ( tanks [ cur r entP laye r ] ) ;
368 p r o j e c t i l e s . add ( tanks [ cur r entP laye r ] . arm ( ) ) ;
369 cur r entP laye r++;
370 this . p l aye rCt r l ( ) ;
371 break ;
372 }
373 }
374 }
375
376 /∗∗
377 ∗ Intern funk t ion der beny t t e r ClassForName t i l a t loade a l l e
378 ∗ v˚aben der er nævnt i t e k s t f i l e n weapons l i s t . t x t
379 ∗/
380 private void loadWeapons ( ) {
381 St r ing [ ] weapons ;
382 Scanner weaponReader ;
383 Class [ ] parameterType = new Class [ ] { int . class , int . class ,
384 int . class , double . class , int . class , GameDriver . class } ;
385 try {
386 weaponReader = new Scanner (new F i l e ( ”weapon l i s t . txt ”) ) ;
387 ArrayList<Str ing> w = new ArrayList<Str ing >() ;
388 while ( weaponReader . hasNext ( ) ) {
389 w. add (weaponReader . next ( ) ) ;
390 }
391 weapons = new St r ing [w. s i z e ( ) ] ;
392 weapons = w. toArray (weapons ) ;
393 p r o j e c t i l eType s = new P r o j e c t i l e [ weapons . l ength ] ;
394 for ( int i = 0 ; i < weapons . l ength ; i++) {
395 try {
396 Class bomb = Class . forName (weapons [ i ] ) ;
397 p r o j e c t i l eType s [ i ] = ( P r o j e c t i l e ) bomb . getConstructor (
398 parameterType ) . newInstance (0 , 0 , 0 , 0 . 0 , 0 ,
399 gameGUI . getGame ( ) ) ;
400 } catch ( Exception e ) {
401 e . getMessage ( ) ;
402 }
403 }
404
405 } catch ( FileNotFoundException e ) {
406 e . pr intStackTrace ( ) ;
407 }
408 }
409
410 /∗∗
411 ∗ Intern funk t ion der s i k r e at s p i l l e t i k k e b l i v e r ved med at
412 ∗ akumulere døde p r o j e k t i l e r og e k sp l o s i one r
413 ∗/
414 private void c l ean ( ) {
415 for ( int i = 0 ; i < p r o j e c t i l e s . s i z e ( ) ; i++) {
416 i f ( ! ( p r o j e c t i l e s . get ( i ) ) . i sA l i v e ( ) ) {
417 p r o j e c t i l e s . remove ( i ) ;
418 }
419 }
420
421 for ( int j = 0 ; j < exp l o s i on s . s i z e ( ) ; j++) {
422 i f ( ! ( e xp l o s i on s . get ( j ) ) . i sA l i v e ( ) ) {
423 exp l o s i on s . remove ( j ) ;
424 }
425 }
426 }
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427
428 public void setWeapon (Tank thisTank ) {
429 thisTank . setWeapon (weaponMenu . g e tS e l e c t ed ( ) ) ;
430 }
431
432 public Dimension getDimension ( ) {
433 return d ;
434 }
435
436 public void setSimtime ( long time ) {
437 simtime = time ;
438 }
439
440 public GameState ge tS ta t e ( ) {
441 return this . gamestate ;
442 }
443
444 public void s e tS t a t e (GameState State ) {
445 this . gamestate = State ;
446 }
447
448 public int getRemainingPlayers ( ) {
449 return remain ingPlayers ;
450 }
451
452 public Landscape getWorld ( ) {
453 return world ;
454 }
455
456 public boolean i sP ro j e c t i l e sEmpty ( ) {
457 return p r o j e c t i l e s . isEmpty ( ) ;
458 }
459
460 /∗∗
461 ∗ Spec i e l s e t funk t i on der kun t i l f ø j e r e t p r o j e k t i l n˚ar s p i l l e t i k k e
462 ∗ er k on t r o l e r e t a f computeren , d e t t e gøres f o r at s i k r e at
463 ∗ r e cu r s i v e v˚aben typer i k k e f y l d e r skærmen med p r o j e k t i l e r under
464 ∗ AI o b j e k t e t s brug a f s imula t ionen .
465 ∗
466 ∗ @param p P r o j e c t i l e
467 ∗/
468 public void addPro j e c t i l e ( P r o j e c t i l e p) {
469 i f ( gamestate != GameState .AICONTROL) {
470 p r o j e c t i l e s . add (p) ;
471 }
472 }
473
474 public boolean i sExplosionsEmpty ( ) {
475 return exp l o s i on s . isEmpty ( ) ;
476 }
477
478 /∗∗
479 ∗ Spec i e l s e t funk t i on der kun t i l f ø j e r en e k s l o s i on n˚ar s p i l l e t i k k e
480 ∗ er k on t r o l e r e t a f computeren , d e t t e gøres f o r at s i k r e at
481 ∗ r e cu r s i v e v˚aben typer i k k e f y l d e r skærmen med ek sp l o s i one r under
482 ∗ AI o b j e k t e t s brug a f s imula t ionen .
483 ∗
484 ∗ @param e
485 ∗/
486 public void addExplosion ( Explos ion e ) {
487 i f ( gamestate != GameState .AICONTROL) {
488 exp l o s i on s . add ( e ) ;
489 }
490 }
491
492 public int getWidth ( ) {
493 return d . width ;
494 }
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495
496 public int getHeight ( ) {
497 return d . he ight ;
498 }
499 }
A.5 ImpactClusterBomb.java
1 import java . awt . ∗ ;
2 import java . u t i l . Calendar ;
3
4 public class ImpactClusterBomb extends P r o j e c t i l e {
5
6 /∗∗
7 ∗ Standard p r o j e k t i l med ove r s k r e v e t e k sp l o s i on
8 ∗
9 ∗ @param x
10 ∗ @param y
11 ∗ @param v0
12 ∗ @param a
13 ∗ @param wind
14 ∗ @param gd
15 ∗/
16 public ImpactClusterBomb ( int x , int y , int v0 , double a ,
17 int wind , GameDriver gd ) {
18 super (x , y , v0 , a , wind , gd ) ;
19 name = ”Clus te r Bomb ( Impact ) ” ;
20 d e s c r i p t i o n = ”Explodes on impact . Spawns 5 sma l l e r c l u s t e r s ”
21 + ”in an upward d i r e c t i o n . ” ;
22 s i z e = 4 ;
23 this . e xp l o s i on = new Explos ion (20 , 20 , this ) ;
24 }
25
26 /∗∗
27 ∗ Skaber fem p r o j e k t i l e r a f typen Univer sa lC lu s t e r i f o r s k e l l i g v i n k e l
28 ∗ og ka l de r deres f i r e () . Detonerer desuden de t t e p r o j e k t i l .
29 ∗/
30 public void impact ( ) {
31 P r o j e c t i l e [ ] c l u s t e r s = new P r o j e c t i l e [ 5 ] ;
32 for ( int i = 0 ; i < c l u s t e r s . l ength ; i++) {
33 int c lu s t e rAng l e = i ∗ 180 / 5 ;
34 c l u s t e r s [ i ] = new Unive r sa lC lu s t e r (posX , posY , 50 ,
35 c lus te rAng le , wind , gd ) ;
36 gd . addPro j e c t i l e ( c l u s t e r s [ i ] ) ;
37 c l u s t e r s [ i ] . f i r e ( Calendar . g e t In s tance ( ) . ge tT imeInMi l l i s ( ) ) ;
38 detonate ( ) ;
39 }
40 }
41
42 /∗∗
43 ∗ Tegner p r o j e k t i l e t
44 ∗
45 ∗ @param g
46 ∗/
47 public void paint ( Graphics2D g ) {
48 g . s e tCo lo r ( Color . b lack ) ;
49 g . f i l l O v a l ( getPosX ( ) − s i z e / 2 , getPosY ( ) − s i z e / 2 , s i z e , s i z e ) ;
50 }
51 }
A.6 StandardShell.java
1 import java . awt . ∗ ;
2
3 public class StandardShe l l extends P r o j e c t i l e {
4
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5 /∗∗
6 ∗ Standard p r o j e k t i l med ove r s k r e v e t e k sp l o s i on
7 ∗
8 ∗ @param x
9 ∗ @param y
10 ∗ @param v0
11 ∗ @param a
12 ∗ @param wind
13 ∗ @param gd
14 ∗/
15 public StandardShe l l ( int x , int y , int v0 , double a ,
16 int wind , GameDriver gd ) {
17 super (x , y , v0 , a , wind , gd ) ;
18 name = ”Standard Sh e l l ” ;
19 d e s c r i p t i o n = ”Standard tank s h e l l . . . nothing fancy . Hits and hurts . ” ;
20 }
21
22 /∗∗
23 ∗ Tegner p r o j e k t i l e t
24 ∗
25 ∗ @param g
26 ∗/
27 public void paint ( Graphics2D g ) {
28 g . s e tCo lo r ( Color . b lack ) ;
29 g . f i l l O v a l ( getPosX ( ) − s i z e / 2 , getPosY ( ) − s i z e / 2 , s i z e , s i z e ) ;
30 }
31 }
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