Abstract. Automatic test case generation techniques rely on a description of the input data that the unit under test is intended to handle. For heap data structures, such a description is typically expressed as some form of object invariant. If a program may create structures that violate the invariant, the test data generated using the invariant systematically ignores possible inputs and, thus, potentially misses bugs. In this paper, we present a technique that detects violations of object invariants. We describe three scenarios in which traditional invariant checking may miss such violations. Based on templates that capture these scenarios, we synthesize parameterized unit tests that are likely to violate invariants, and use dynamic symbolic execution to generate inputs to the synthesized tests. We have implemented our technique as an extension to Pex and detected a significant number of invariant violations in real applications.
Introduction
Automatic test case generation techniques, such as random testing or symbolic execution, rely on a description of the input data that the unit under test (UUT) is intended to handle. Such a description acts as a filter for undesirable input data. It is usually expressed as code in the test driver or as a method precondition that specifies the valid arguments for the method under test. When the inputs are heap data structures, some test case generators use predicates that express which instances of a data structure are considered valid. In an object-oriented setting, these predicates are often called class or object invariants.
Invariants may be provided by the programmer in the form of contracts, such as in the random testing tool AutoTest [11] for Eiffel and in the dynamic symbolic execution tool Pex [19] for .NET, or by the tester, like in the Korat [1] tool for Java, which exhaustively enumerates data structures that satisfy a given predicate up to a bound. Invariants may also be inferred by tools like the Daikon invariant detector [4] , which is used by the symbolic execution tool Symbolic Java PathFinder [15] for obtaining input constraints on a UUT.
Using object invariants to generate test data requires the invariants to accurately describe the data structures a program may create. When an invariant is too weak, i.e., admits more data structures than the program may create, the test case generator may produce undesirable inputs, which are however easily detected when inspecting failing tests. A more severe problem occurs when an invariant is too strong, i.e., admits only a subset of the data structures the program might actually create. The test case generator may then not produce desirable inputs since they are filtered out due to the overly strong invariant. Consequently, the UUT is executed with a restricted set of inputs, which potentially fail to exercise certain execution paths and may miss bugs. Too strong invariants occur, for instance, when programmers specify invariants they intend to maintain but fail to do so due to a bug, when they fail to capture all intended program behaviors in the invariant, or when invariants are inferred from program runs that do not exercise all relevant paths. Therefore, it is essential that invariants are not only used to filter test inputs but are also checked as part of test oracles. However, checking object invariants is very difficult as shown by work on program verification [3, 12] . In particular, it is generally not sufficient to check at the end of each method that the invariant of its receiver is maintained. This traditional approach [10], which is for instance implemented in Pex and AutoTest, may miss invariant violations when programs use common idioms such as direct field updates, inheritance, or aggregate structures (see Sect. 2).
To address this issue, we propose a technique for detecting previously missed invariant violations by synthesizing parameterized unit tests (PUTs) [20] that are likely to create broken objects, i.e., class instances that do not satisfy their invariants. The synthesis is based on templates that capture the situations in which traditional invariant checking is insufficient. We use dynamic symbolic execution (DSE) [7] , also called concolic testing [16] , to find inputs to the synthesized PUTs that actually violate an invariant.
Whenever our approach detects an invariant violation, the programmer has to inspect the situation to decide which of the following three cases applies: (1) The object invariant is stronger than intended. In this case, one should weaken the invariant. (2) The invariant expresses the intended properties, but the program does not maintain it. This case constitutes a bug that should be fixed. (3) The invariant expresses the intended properties and can, in principle, be violated by clients of the class, but the entire program does not exhibit such violations. For instance, the class might provide a setter that violates an invariant when called with a negative argument, but the program does not contain such a call. In such cases, one should nevertheless adapt the implementation of the class to make the invariant robust against violations for future program changes during maintenance and for other clients of the class during code reuse.
The contributions of this paper are as follows:
-It identifies an important limitation of current test case generation approaches in the treatment of object invariants. In particular, existing approaches that use invariants as filters on input data do not sufficiently check them, if at all. -It presents a technique that detects invariant violations by synthesizing PUTs based on templates and exploring them via DSE. -It demonstrates the effectiveness of this technique by implementing it as an extension to Pex and using it on a suite of open source C# applications.
Outline. Sect. 2 illustrates the situations in which the traditional checks for object invariants are insufficient. Sect. 3 gives an overview of our approach.
