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I. INTRODUCTION 
Software systems have evolved from being stand-alone 
systems to being composed into Systems of Systems. A System 
of Systems (SoS) is defined as an arrangement of 
independently created, discovered, and selected systems, which 
are integrated into a single system in order to deliver unique 
capabilities [1]. In this context, each participating system can 
operate and support different goals in its own environment (viz. 
local goals), as well as support new goals of the SoS as a 
whole (viz. global goals), that could not be achieved separately 
by the participating systems. An SoS presents many features 
including operational and managerial independence, 
geographic distribution of participating systems, and emergent 
behaviors [2]. Examples of SoSs are found in several different 
domains including, but not limited to, transport network 
systems, household energy management systems, personal 
nutrition management systems, smart homes, smart cities and 
intelligent healthcare systems.  
However, as the SoS is formed by the integration of 
independent complex systems, this will increase the 
complexity of the SoS to at least one more order than its 
component systems [3]. This means that problems in the SoS 
environment are harder to handle than in the component 
system environment. Therefore, this will bring a number of 
software engineering challenges regarding their specification, 
design, construction, and operation. Among these, one 
important challenge is concerned with managing emerging 
conflicting behavior that leads to inconsistency. In an SoS, the 
various participating systems are often from different 
domains; are developed by different teams of people under 
different circumstances and time; have distinct functionalities; 
and are used by different stakeholders. All of these factors 
contribute to the existence of inconsistent and conflicting 
requirements. 
This research presents an overview of a framework called 
MaCoRe_SoS (Managing Conflicting Requirements in 
Systems of Systems) that supports conflict management in 
SoSs. The management of conflicting requirements in the 
proposed framework involves three main steps, namely (a) 
conflict identification, (b) conflict diagnosis, and (c) resolution 
based on the use of a utility function. In order to support the 
main steps, the framework uses a Monitor-Analyze-Plan-
Execute-Knowledge (MAPE-K) architectural pattern[4].  
 
II. MOTIVATING EXAMPLE 
In order to illustrate and evaluate the proposed framework, this 
research uses FeedMe FeedMe [5], an exemplar of an SoS 
scenario composed of different systems to address food 
security problems at different levels of granularity, namely 
individuals, groups, cities and nations. At the individual level 
(viz. AnalyseMe), FeedMe FeedMe presents smart devices to 
monitor, analyse and provide suggestions about the nutritional 
and health status of a person. At the group level (viz. 
HomeHub), FeedMe FeedMe uses smart home appliances that 
interoperate to create a more precise family meal plan, based 
on the family resources and budget. At the city level (viz. 
SmartCity), local markets collect data from multiples families 
to manage their stock and to reduce food wastage. At the 
national level (viz. SmartNation), food producers and 
manufacturers collect data from different markets to forecast 
food needs and provide alternatives in case of food crisis. 
Figure 1 shows an overview of the FeedMe FeedMe SoS with 
its various participating systems and devices. 
 
 
Fig. 1. Overview of the FeedMe FeedMe SoS 
 
III. THE MACORE_SOS FRAMEWORK 
The main goal of the MaCoRe_SoS framework is to manage 
conflicting requirements in SoSs. In the framework, the 
requirements represent both local goals of the participating 
components and global goals of the SoS environment as a 
whole. We distinguish these as local and global requirements.   
 Figure 2 shows an overview of the MaCoRe_SoS 
framework. As shown in the figure, the framework uses a 
conflict manager component to supports requirements conflict 
management based on three main steps, as described in the 
work from Spanoudakis and Zisman [6], namely, (i) conflict 
identification (ii) conflict diagnosis, and (iii) conflict 
resolution. It supports SoS environments composed of other 
stand-alone component sub-systems (CS), services, or even 
other systems of systems. For simplicity, we will refer to a 
participating component sub-system, service, or SoS, as an 
entity.  
Each participating entity registers in an SoS and provides 
its respective requirement specifications and an ontology that is 
used by the framework to represent concepts of the domain 
associated with the entity. The ontologies are integrated into a 
shared ontology in order to assist with the identification of 
elements that are shared by the various participating entities 
during the overlap detection and conflict detection activities.  
Moreover, as SoSs operate in dynamic environments where 
the satisfaction of requirements depends on runtime states that 
are uncertain at design time.  The MaCoRe_SoS framework 
assumes requirements specified using fuzzy branching 
temporal logic (FBTL) [7] under a structured representation of 
the RELAX language [8], which has specific support for 
uncertain in the relationship between requirements and the 
environment.  
 The conflict identification, diagnosis, and resolution steps 
in the framework are executed based on the Monitor-Analyze-
Plan-Execute-Knowledge (MAPE-K) architectural pattern [4]. 
The overlap detection is executed using ontologies and 
identifies requirements that share common elements, such as 
resources. The identification of conflicts is assisted by a 
monitor component that detects violations in the requirements 
at runtime. The diagnosis of the conflicts is performed by an 
analyzer component using requirements interaction features 
[9]. The resolution of conflicts is based on the use of a 
configurable utility function and supports eight resolution 
methods: relaxation, refinement, abandonment, compromise, 
restructuring, reinforcement, re-planning, and postponement 
[9].  
 
Fig. 2. Overview of MaCoRe_SoS framework 
 
The framework also includes a database that stores necessary 
knowledge used during conflict management (e.g., historical 
data about resolution strategies used in previous conflict 
resolutions and information about requirements violations). 
IV. CONCLUSION 
The growth in the complexity and heterogeneity of modern 
software systems has led to systems that compose themselves 
into bigger systems to achieve more sophisticated 
functionalities. These systems are often System of Systems 
(SoS) where the management of emerging conflicting 
behaviors, expressed as requirements is a challenge. As a new 
and emergent application, the management of inconsistencies 
is an important task inside the SoS environment.  
Therefore, as different systems are composed together, 
emergent and undesirable behaviors arise, leading to 
conflicting requirement. To address this problem, we present 
the MaCoRe_SoS framework, with three steps: (a) conflict 
identification, (b) conflict diagnosis, and (c) resolution.   
We have built a prototype version of the framework and 
demonstrated its efficacy for scenarios based on FeedMe 
FeedMe, an example SoS ecosystem designed to support food 
security at different levels of granularity (individuals, families, 
cities, and nations). The initial results demonstrate that it is 
possible to identify and manage conflicts and that the 
application of a resolution method is able to support the SoS to 
satisfying local and global requirements. 
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