IoT Power Bank and Control
System
Internet of Things Senior Project
By Dannick Liudzius

A 2018 Internet of Things Senior Project developed under the advisement of Andrew Danowitz
in conjunction with the California Polytechnic State University Department of Computer
Engineering.
The following documentation is updated to reflect the latest release of the project.

Abstract
The project aims to target the growing Internet of Things (IoT) market with a lightweight and
cost eﬀec ve IoT control system with a mobile power bank. Currently there are no easy to use
ba ery-powered systems set-up for Internet of Things interac ons. This project is an itera on of
such a system that would be able to be installed in a desired home or business environment
even if the loca on is not in reasonable distance from a power outlet. The rapidly expanding IoT
market is ideal for the development of a device that can be molded for use with various chosen
peripherals, such as LED strips, to produce a more personalized experience.
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Design Overview
Background Research
Introduc on
In the today’s modern world computer devices are being u lized in everyday needs and are
becoming more integrated than ever. There are products such as light bulbs, thermostats, speakers, and
even toasters that are now being able to communicate over the “smarthome” technology we call the
Internet of Things. It is not uncommon for the average consumer to have mul ple devices with Internet
of Things capabili es all being controlled via third party products or applica ons.
The idea for the Internet of Things Power Control System (IPBC System) is to allow individuals to
u lize this Internet of Things technology to power a ligh ng and ambiance system over their internet
connec on while having the portability of a ba ery-powered product. The system, for example, can be
seen to thrive for users who would like to stylize their game tables, small stage environments, or with
users who would like IoT capabili es in a backyard environment. A vision of a ﬁnal product is shown in
Figure A.

Alexa Integra on
Amazon Echo ﬁrst launched in December 2014 and it made a large splash in the home
automa on market. At the me smarthome devices were fairly sca ered and there wasn’t much
cross-compa bility. Echo provided a pla orm that could unify all of these devices under one banner that
could be controlled with simple voice commands (instead of needing to use a separate app for each
device). Since then, Echo has grown to have over 11 million users and manufacturers are rushing to
integrate Alexa into their products. There is a clear and growing market for it, and I believe that Alexa
integra on will be a cri cal component to the iPBC System.
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Smartphone Connec vity
The average consumer looking in the Internet of Things ﬁeld would likely by an owner of a
smartphone device. Although the customer’s main interface will likely be through use of the Amazon
Echo or similar voice command devices, it is essen al to have another interface from which to control
the IPBC System given preference or necessity. The smartphone interface is made in conjunc on with a
web server control applica on that can also be accessed via web browser on the LAN.

Hardware
In order to provide adequate processing power and connec vity interfaces during development,
research was conducted into the best possible piece of hardware to use. The Raspberry Pi Zero W was
chosen due to its more-than-capable processing power, its built in Wiﬁ interfacing, its physical size, its
price, and its ease of opera on. The RPi ﬁt all the needs with plenty of buﬀer for changes in peripheral
hardware down the road. The marketed project solu on would ideally be designed around a customized
microcontroller that would remove the excess speciﬁca ons, however this is not in the scope of the
Senior Project itera on.
Addi onal hardware such as DC-DC converters, power supply, and ligh ng peripherals were
researched and chosen mainly based on price given my limited wallet. They were chosen while keeping
in mind that the proof-of-concept did not require going overboard in quality of the hardware since the
necessary capabili es were available.

Figure A - Example of a ﬁnal itera on of the system with a single peripheral conﬁgured
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Development Flowchart
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Hardware & So ware
Raspberry Pi Zero W

Logic and Control Board

T.I. Switching Voltage
Regulator

Step up voltages for easy 5V GPIO needs

Adafruit Pi Cobbler
Header

For easier GPIO connec ons during development

MP1584EN DC-DC
Converter

Steps down voltages as needed for extensive peripherals

USB power LED strips

Example of one of the peripherals used in proof-of-concept

USB A housing

Female and male housing soldered on for peripheral connec ons

Transformer 120V

For use in non-portable se ngs with buck converter and high power draw
peripherals

Portable Power Supply

For use in a portable se ng with lower powered 5V peripherals

Figure 1 - MP1584EN DC-DC Converter

Figure 2 - Adafruit Pi Cobbler Header
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Figure 3.a - Raspberry Pi Zero W with Pi Cobbler
Header connected (Top view)

Figure 3.b - Raspberry Pi Zero W with Pi Cobbler
Header connected (Bo om view)

Figure 4.a - Raspberry Pi Zero W during basic development with single peripheral soldered to GPIO pin
BCM-26
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Figure 4.b - Development itera on with control board and power bank; powering an LED strip peripheral
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Figure 5 - Pinout for choosing where to connect peripherals, provided by h ps://pinout.xyz/
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Design Breakdown
The project design centers around the Raspberry Pi control board. The Pi hosts the code for the
driver, the web server and applica on, and the smart plug simulator.
The Raspberry Pi Zero W was chosen as the controller since the onboard Wiﬁ will be used o en
and is in a neat factory form. Addi onally the Raspberry Pi Zero W runs about $10, making it a
worthy choice for development.
The driver code controls the GPIO pin input and output and in eﬀect controls how the
peripherals are used.
Using a python u lity called Flask, a web server is able to be created and hosted on the Pi and
accessed via URL endpoint requests..
The system can be used with high power draw peripherals when using the transformer from a
120V outlet, or with a portable power supply and 5V peripherals. The main design will be
centered around the portable power supply build.
Ambiance and peripheral anima on scheduling is to be done in conjunc on with the driver
so ware.
The smart plug simula on so ware allows the Pi device to be discovered through “ﬁnding
devices” on the Amazon echo. The simula on so ware allows “turn on” and “turn oﬀ”
func ons to point to web app commands.
The web app commands communicate with the driver code to set the speciﬁed peripheral pins
to “on” or HIGH and to “oﬀ” or LOW signal. The GPIO pins can be speciﬁed as outputs for the
peripherals needed as long as pins are available to use.
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System Diagrams
This section includes high level diagrams for a more thorough understanding of the system
architecture.

Software Black Box Diagram
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System State Diagram
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Development Timeline
The development meline for the ini al design during the ﬁrst quarter of development. The second
quarter of development follows a similar weekly structure although the goals are for system reﬁnement
and debugging as well as documenta on.

Obstacles
Several obstacles were faced during the development phase of this project that could not be properly
dealt with given the constraints. One such obstacle was the ease of networking in regards to Wiﬁ
connec ons. Using a Bonjour Services package installa on to allow for easier access to the Pi web server
proved problema c for unresolved reasons. The idea of the package is to allow the Pi server to be
accessed using a local address (ex. “raspberrypi.local”) rather than by using a hardcoded instance of the
Pi’s IP address, which allows for easy and more ﬂexible connec on to the Pi without worrying about
having to change the hardcoded address. Over SecureMustangWireless the hardcoded IP must be used
as well because the Alexa integra on code does not work with WPA2-Enterprise.
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Setup Guide
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Setup Guide
The current itera on of the system is a development prototype rather than a ﬁnal product. Given this
considera on, here is a guide to se ng up the en re system from blank hardware to system prototype.
The updated project code can be found at h ps://github.com/dliudziu/sls.git

Table of Contents
Hardware Setup
Connec on Diagram
RPi Pinout
So ware Setup
Update System
System Conﬁgura on
Dependency Installa on
Startup Instruc on
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Hardware Setup
The most important piece of hardware is the Raspberry Pi Zero W. It will be used as the logic
and control board that will host the necessary software. The Raspberry Pi Zero W is used since
it provides the necessary processing power and has onboard Wifi which will be utilized
extensively in the project.

Connec on Diagram
The connection diagrams are broken up into two parts. First is a diagram of the few connections
necessary for a portable iteration of the system. The second is a diagram of the connections
when utilizing 120V DC to power larger peripheral devices beyond the direct capabilities of the
Raspberry Pi’s 3.3V,5V offerings.

Figure 1.a - Simpliﬁed peripheral and power wiring diagram for 5V portable itera on
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Figure 1.b - Simpliﬁed wiring diagram with peripherals requiring
higher power needs (non-portable)

RPi Pinout
For pinout details with other Pi devices or boards, and for an interactive pinout diagram of the
Raspberry Pi Zero W, visit https://pinout.xyz/.
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So ware Setup
This project heavily uses Python as the language of choice for much of the code. This is due to
Python’s coding flexibility and for easy run capabilities since Python only needs an interpreter
installed on the system, rather than the need for a compiler to package an executable.
The Raspberry Pi Zero-W will be used for the following setup guide, however a different model
may be used if external Wifi is installed, although the pinouts may change.
To begin, the Raspberry Pi Foundation has extensive documentation for those new to
Raspberry Pi projects and uses.
https://www.raspberrypi.org/learning/software-guide/quickstart/
To download the current system image used in this project.
https://github.com/dliudziu/sls.git
In order to use the Raspberry Pi, an operating system must be installed. This link will download
the latest iteration of the Raspbian Lite image, the OS used in this project.
https://downloads.raspberrypi.org/raspbian_lite_latest
The OS image must be flashed to a microSD card that will be used in the Raspberry Pi. The
simplest way to flash is to use Etcher and provided instruction.
https://etcher.io/
The Raspberry Pi will be accessed and will further need SSH enabled. This process is made
easier using a keyboard and monitor attached via USB and HDMI to the Raspberry Pi
interfaces. To enable SSH, follow this guide.
https://www.raspberrypi.org/documentation/remote-access/ssh/README.md

The project depends heavily on internet connection. After flashing the image, the device must
be connected to the internet for operation and for initial setup steps that follow. The Raspberry
Pi Zero-W contains an onboard Wifi Interface which will be utilized for internet connection,
although a device with Ethernet connection would work as well, but with the limitations of wiring.
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To setup connection using the onboard Wifi with the Raspbian image, a passphrase must first
be created using the local Wifi credentials. To generate a safer passphrase use the command
line code.
$ wpa_passphrase “SSID” “password”
The passphrase must be copied and pasted inside of the location:
/etc/wpa_supplicant/wpa_supplicant.conf
This can be done using a text editor such as nano.
$ sudo nano /etc/wpa_supplicant/wpa_supplicant.conf
An example of the setup file follows.
network={
ssid=”SSID”
# Paste passphrase value where the
# zeros are here
psk=0000000000000000000
key_mgmt=WPA-PSK
}
For best results the networking client must be restarted using the command below. For more
information and troubleshooting help.
https://www.raspberrypi.org/documentation/configuration/wireless/wireless-cli.md
This is the restart command.
$ sudo wpa_cli reconfigure

Update System
Before the installation of the dependency packages, it is best to update the OS and packages.
$ sudo apt-get update
$ sudo apt-get upgrade
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Now the system needs a reboot which can be accomplished easily with this command.
$ sudo reboot

System Conﬁgura on
More system configuration options are easily accessed with the command below. This opens up
a windowed settings panel. This makes it easy to change the hostname, enable SSH, etc.
$ sudo raspi-config

Dependency Installa on
The preliminary installation of several dependencies are required for the operation of the system
management program.
The first is the installation of the Python interpreter so that we can run python programs without
the need for a compiled executable.
$ sudo apt-get install python3
In order to install some packages, this packaging client must be installed.
$ sudo apt-get install python-pip
This next command installs the web server client, Flask.
$ sudo pip install flask
More info on flask can be found at:
https://projects.raspberrypi.org/en/projects/python-web-server-with-flask
and
http://flask.pocoo.org/
The next is the installation of the Bonjour Services tool that allows the RPi to be accessed via
the address “pi@raspberrypi.local” for default hostname and username.
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$ sudo apt-get install avahi-daemon
With avahi-daemon installed, you can now SSH into the pi easier using
$ ssh pi@raspberrypi.local
Where “pi” is the username and “raspberrypi” is the hostname. These are the default
names on Raspbian.
These last commands will install git on the RPi, and grab the necessary project code. This can
be done manually as well or by using SSH to transfer the project code from a PC.
$ sudo apt-get install -y git

$ git clone https://github.com/dliudziu/sls.git
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Startup Instruc on
First make sure the Pi is powered on and connected to the local internet. Now the system
services can be started by running the “app.py” program.
$ python app/web-server/app.py
This will now use the terminal window to run the web server. Exiting this code using CTRL-C or
any other method will kill the web server and stop the system.
Additionally the code can be setup to run when the Pi is booted up through editing the
“rc.local” file. For more info on this process:
https://www.raspberrypi.org/documentation/linux/usage/rc-local.md
Congratulations, the system is now set up and running!
Using a web browser, it is possible to access the web application controls by entering into the
URL either “pi@raspberrypi.local” or the IP address of the Pi which can be found using:
$ sudo ifconfig
The IP address of the Pi on the local network is the “inet address:” name, found under the
“wlan0” section.
Enjoy!
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Senior Project Analysis
by Dannick Liudzius

2018 Analysis based on Cal Poly CPE guideline form:
https://cpe.calpoly.edu/static/media/uploads/Documents/analysis_of_senior_project_design.pdf
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Senior Project Analysis
Summary of Functional Requirements
The project aims to create a system of lights and other powered peripherals controllable via
Internet of Things connected devices. The project can be used with a single or multiple
peripherals such as LED strips or other ambiance devices. The project can be made into a more
portable version with a portable battery pack as shown in the design report and setup guide of
the project documentation. The project system can be used for installation under table or on
walls in one instance.

Primary Constraints
The major limiting factors of the project are twofold. One is the issue of the system use without
internet connection. The system heavily relies on local area network connection to speak with
other connected devices and internet connection to serve up the web application and server.
Another limiting factor is the power capabilities of the Raspberry Pi. Currently the Pi can output
a maximum of 5V to peripherals while using extra circuitry. This is not enough voltage and there
is not enough output amperage to power larger peripherals like fog machines for example. This
means that a more portable implementation cannot be used in conjunction with high power draw
peripherals. They must be connected via 120V outlet or another power supply.

Economic
The estimated cost of components listed is in reference to the simplest portable system
approach with a single LED strip peripheral.
$10

Raspberry Pi Zero-W

$10

Raspberry Pi Zero case and heatsink pack

$10

USB 5V LED strip for testing as single peripheral

$8

Adafruit Pi Cobbler Header
Portable Power Bank

The estimated development time was around 3 hours per week.
The actual development time was spread out more but averaged to about 4 hours per week.
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Environmental Impact
Given the small scope of the project, I do not anticipate any negative environmental impacts. If
anything, the use of a non-portable setup with large power draw peripherals would be the only
relevant impact since the Pi and LEDs themselves draw very little power.

Manufacturability
No major issues with manufacturing came up since no manufacturing of custom parts were
needed for the development process.
In further iteration with custom form factor pieces there could be more cost and issues
associated with manufacturability.

Sustainability
The project system is sustainable as is given the same internet and Wifi protocols. The system
needs no further upgrading to continue working. The basic requirements are that the system
has a constant internet connection and power. Given those aspects there should be no major
sustainability issues.
The final project iteration uses little power resources given its low power draw as a system.
There may be unforeseen issues with upgrading the design in undocumented ways, as one
would expect when expanding development to new directions.
Many upgrades could be added in the future if development was to enter another phase. These
would include manufacturability upgrades such as creating an even smaller system with specific
microcontroller chips design for this project. These upgrades are not in the scope of the senior
project timeline.

Ethical Implications
Given the small scope of the project uses, there are no foreseen ethical implications unless
security on the Raspberry Pi is breached and the Pi is used for malicious purposes.

Health and Safety
The Pi is of such low voltage and amperage there are no health concerns with the portable
implementation. With a non-portable implementation there could be issues with creating
connections through the 120VAC home outlets. This in not of a concern with the portable
system.
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Social and Political
There are no foreseen social or political concerns.

Development
The scope of this project allowed me to dive deeper into the DIY world of Raspberry Pi’s. The Pi
and its capabilities were valuable given the wide range of further uses in other projects saved
for the future. The creation of a web-server and web application to control GPIO pins on the RPi
was another essential tool for further DIY projects and for work in the embedded systems career
field.
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