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Ra´d bych podeˇkoval me´mu vedoucı´mu bakala´rˇske´ pra´ce Ing. Janu Gaurovi za odbornou
pomoc a poskytnutı´ prˇı´stupu ke sˇkolnı´mu serveru, Ing. Radovanu Fuskovi za odbornou
pomoc a nasmeˇrova´nı´ v nerozhodny´ch chvı´lı´ch. Da´le bych chteˇl podeˇkovat za pevne´
nervy my´ch prˇa´tel, rodicˇu˚ a me´ prˇı´telkyneˇ. V neposlednı´ rˇadeˇ bych chteˇl podeˇkovat
babicˇce Marcele Dvorˇa´kove´ za kontrolu pravopisu a Miroslavu Mecovi za diskutova´nı´
nad ru˚zny´mi proble´my. Za´veˇrem bych chteˇl podeˇkovat zelene´mu cˇaji za udrzˇenı´ me´
pozornosti a me´mu notebooku, ktery´ vydrzˇel ne zrovna uka´zkove´ zacha´zenı´.
Abstrakt
Te´matem te´to bakala´rˇske´ pra´ce je detekce a prona´sledova´nı´ objektu˚ za´jmu (lidı´) zpracov-
a´nı´mobrazuzı´skane´ho zkameryumı´steˇne´ na kvadrokopte´rˇe.Detekce lidı´ je prova´deˇna za
pomoci SVM detektoru a jizˇ implementovane´ho HOG deskriptoru z knihovny OpenCV.
Tyto detekce se ukla´dajı´ do bufferu a na´sledneˇ jsou zpracova´va´ny algoritmem, ktery´
urcˇı´ jednu detekci za´jmu. Teoreticka´ cˇa´st je zameˇrˇena na vsˇeobecny´ popis drona a pocˇı´-
tacˇove´ho videˇnı´. Prakticka´ cˇa´st popisuje samotny´ program, trˇı´dy, algoritmy cˇi rˇesˇenı´.
Zdrojove´ ko´dy jsou napsa´ny v objektoveˇ orientovane´m skriptovacı´m programovacı´m
jazyku Python.
Klı´cˇova´ slova: ARDrone, kvadkopte´ra, kvadrikopte´ra, OpenCV, HOG, SVM, sledova´nı´,
detekce, Python
Abstract
This work deals with detections and tracking objects of interest (people), processing
the image obtained from the camera mounted on quadcopter. SVM detector and HOG
descriptor are used for the target detection, both implemented in OpenCV library. These
detections are inserted into the buffer and processed by the algorithm selecting the key
detection. Theoretical part is focused on the drone description and the computer vision
in general. Practical part describes the program itself, its classes, algorithms or solutions.
Source codes are written in object orientated scripting programming language Python.
Keywords: ARDrone, Quadcopter, OpenCV, HOG, SVM, tracking, detection, Python
Seznam pouzˇity´ch zkratek a symbolu˚
CR – Carriage Return - novy´ rˇa´dek
SVM – Support Vector Machines - Metoda strojove´ho ucˇenı´.
HOG – Histogram of Oriented Gradients
API – Application Programming Interface - Rozhranı´ pro pro-
gramova´nı´ aplikacı´
SDK – Software Development Kit - Sada na´stroju˚ pro vy´voj
GUI – Graphical User Interface - Graficke´ rozhranı´
LED – Light-Emitting Diode - Dioda emitujı´cı´ sveˇtlo
AT – ATention code
LiPo – Lithio-polymerova baterie
TCP – Transmision Control Protocol
UDP – User Datagram Protocol
HD – High Definition - Vysoke´ rozlisˇenı´ 720p nebo 1080i
ARM – Advanced RISCMachine - Mikroprocesor zalozˇeny´ na filosofiı´
RISC
Wi-Fi – Oznacˇenı´ pro neˇkolik standardu˚ IEEE 802.11
QVGA – Rozlisˇenı´ 320x240
RPM – Revolutions Per Minute - Ota´cˇky za minutu
MIPS – Million Instruction Per Second - Jednotka vy´konnosti pocˇı´tacˇe,
ktera´ uda´va´ pocˇet zpracovany´ch instrukcı´ za sekundu
DDR2 – Double-Data-Rate 2 SDRAM - Technologie pro ukla´da´nı´ pra-
covnı´ch dat
DDR3 – Double-Data-Rate 3 SDRAM - Technologie pro ukla´da´nı´ pra-
covnı´ch dat
GPS – Global Positioning System - Globa´lnı´ polohovacı´ syste´m
AVR – Oznacˇenı´ pro rodinu 8bitovy´ch a neˇktery´ch 32bitovy´ch
mikrocˇipu˚ typu RISC s harvardskou architekturou od firmy
Atmel
RAM – Random Access Memory - Pameˇt’s prˇı´my´m prˇı´stupem
ESSID – Extended Service Set Identifier - Identifika´tor Wi-Fi sı´teˇ
IP – Internet Protocol
DHCP – Dynamic Host Configuration Protocol - Pouzˇı´va´ se pro auto-
matickou konfiguraci pocˇı´tacˇu˚ prˇipojeny´ch do pocˇı´tacˇove´ sı´teˇ.
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6U´vod
Detekce lidı´, oblicˇeju˚ cˇi jiny´ch objektu˚ za´jmu˚ je pocˇı´tacˇovou disciplı´nou, spadajı´cı´ do
pocˇı´tacˇove´ho videˇnı´, ktera´ ma´ sˇiroke´ vyuzˇitı´. Detekce tva´rˇe je v soucˇasne´ dobeˇ jizˇ dobrˇe
vyrˇesˇena. Na´rocˇneˇjsˇı´ je to jizˇ s detekcı´ postav, cozˇ zu˚sta´va´ sta´le velkou vy´zvou a vyuzˇı´va´
se mnoha metod.
Detekce ma´ vyuzˇitı´ ve spousteˇ odveˇtvı´ch, jako je medicı´na, robotika, ochrana osob
a majetku, arma´da, usnadneˇnı´ kazˇdodennı´ cˇinnosti atd., ale vsˇe ma´ dveˇ strany a i tato
technologie ma´ svou za´pornou tva´rˇ. Te´meˇrˇ kazˇdy´ si dovede prˇedstavit zneuzˇitı´ teˇchto
technologiı´ ve spojenı´ naprˇı´klad s robotikou, jak je i cˇasto prezentova´no nejen ve sci-fi
filmech nebo v omezova´nı´ lidsky´ch pra´v a svobod.
Cı´lem pra´ce je vyuzˇit dnes volneˇ dostupne´ technologie a vyzkousˇet si zprovozneˇnı´
jednoduche´ho autonomnı´ho prona´sledova´nı´ objektu za´jmu tak, aby od tohoto cı´le byl
udrzˇova´n definovany´ odstup, prˇicˇemzˇ objekt za´jmu bude osoba nacha´zejı´cı´ se prˇed ob-
jektivemAR.Drone od firmy Parrot, kde dalsˇı´ pozdeˇjsˇı´ detekovane´ osoby nebudou bra´ny
v potaz do te´ doby, azˇ prvnı´ osoba nezmizı´.
Teoreticka´ cˇa´st je zameˇrˇena na popis cˇa´stı´ AR.Drone, z ktery´ch se skla´da´ a jak probı´ha´
komunikace mezi dronem a klientsky´m zarˇı´zenı´m. Da´le obsahuje za´kladnı´ pojmy pocˇı´-
tacˇove´ho videˇnı´ pouzˇite´ v te´to pra´ci.
V prakticke´ cˇa´sti se budoupopisovat navrhnute´ algoritmy,API vytvorˇeny´ch trˇı´d, ktere´
se budou pouzˇı´vat pro detekci cˇi autonomnı´ chova´nı´ ARDrona a celkova´ implementace.
Mezi popisovane´ algoritmy budou patrˇit: porovna´vanı´ podobnosti dvou detekcˇnı´ch ob-
de´lnı´ku˚, odfiltrova´nı´ nenavazujı´cı´ch detekcı´, pru˚meˇrova´nı´ obde´lnı´ku˚ a zı´ska´nı´ obde´lnı´ku
za´jmu.
71 AR.Drone
Parrot AR.Drone, kvadrikopte´ra nazy´vana´ take´ kvadrokopte´ra, je stroj se 4 vrtulemi v
rovineˇ. Lze se setkat i s dalsˇı´mi na´zvoslovı´ jako quadrokopte´ra, quadkopte´ra, quadro-
tor, apod. V te´to bakala´rˇske´ pra´ci se bude pouzˇı´vat Parrot AR.Drone 2.0 a na´zvoslovı´
kvadrikopte´ra prˇı´padneˇ dron.
AR.Drone mu˚zˇe by´t ovla´da´n prima´rneˇ z mobilnı´ch zarˇı´zenı´ Apple (iPhone, iPad,
iPod) a zarˇı´zenı´mi s operacˇnı´m syste´memAndroid. Prvnı´ generace podporovala imobilnı´
zarˇı´zenı´ s operacˇnı´m syste´mem Symbian. Neoficia´lneˇ AR.drone lze ovla´dat z jake´hokoliv
zarˇı´zenı´ podporujı´cı´ komunikaci prˇes Wi-Fi. [1, 4]
Balenı´ obsahuje kvadrikopte´ru AR.Drone, LiPol baterii, nabı´jecˇku, kryt pro indoorove´
le´ta´nı´, kryt pro outdoorove´ le´ta´nı´, reflexnı´ barevne´ samolepky a na´vod k pouzˇitı´. Kryty
jsou vyrobene´ z tvrzene´ho polystyre´nu. Robustnı´ kryt pro indoorove´ (viz obra´zek 1.2)
le´ta´nı´ zabranˇuje kontaktuvrtulı´ s prˇeka´zˇkou, aby se vrtule odanouprˇeka´zˇkuneposˇkodily,
prˇı´padneˇ aby se snizˇilo nebezpecˇı´ posˇkozenı´ prˇedmeˇtu˚ a vybavenı´ mı´stnosti. Mensˇı´ out-
doorovy´ kryt (viz obra´zek 1.3) umozˇnˇuje snadneˇjsˇı´ a stabilneˇjsˇı´ le´ta´nı´ a to i prˇi mı´rneˇ
zhorsˇeny´ch poveˇtrnostnı´ch podmı´nka´ch. Sche´ma drona s kryty je vyobrazeno na obra´zku
1.1. Reflexnı´ samolepky slouzˇı´ pro hru (AR.FlyingAce) dvou kvadrikopte´r Ar.Drone proti
sobeˇ. [2, 4]
1.1 Technicka´ specifikace
Ovla´da´nı´ a komunikace probı´ha´ prˇes Wi-Fi. Na straneˇ drona je Wi-Fi Access Point. V
prˇednı´ a spodnı´ cˇa´sti se nacha´zı´ kamera.
1.1.1 Konstrukce
Konstrukce u druhe´ generace vydrzˇı´ vı´ce nezˇ u prvnı´. Dosˇlo totizˇ k vyztuzˇenı´ nejvı´ce
zateˇzˇovany´ch cˇa´sti. Nosny´ krˇı´zˇ je zpevneˇny´ karbonem. Celkova´ hmotnost s indoorovy´m
krytem je 420 g a outdoorovy´m 380 g. Pro snı´zˇenı´ vibracı´ k vnitrˇnı´m dı´lu˚m je pouzˇita´
peˇna. Na ultrazvukovy´ch senzorech se nacha´zı´ vodoodpudiva´ nano vrstva. Vsˇechny dı´ly
drona jsou plneˇ opravitelne´ a na stra´nka´ch vy´robce se nacha´zejı´ videa, jak postupovat prˇi
opraveˇ nebo vy´meˇneˇ posˇkozeny´ch dı´lu˚. [2]
1.1.2 Kamera a nahra´va´nı´ videa
Video stream v rea´lne´m cˇase se beˇhem letu zobrazuje na displeji smartphone, tabletu
cˇi jine´m zarˇı´zenı´. Kvadrikopte´ra obsahuje dveˇ kamery. Hlavnı´ kamera s sˇirokou´hly´m
objektivem smeˇrˇujı´cı´ doprˇedu podporuje rozlisˇenı´ azˇ 1280 x 720 pixelu˚ (720p) prˇi 30
snı´mcı´ch za sekundu. Sˇirokou´hly objektiv snı´ma´ v zorne´m u´hlu 92 ◦. Video za´znam lze
ukla´dat za letu i doUSB Flash disku prˇipojeny´ ke kvadrikopte´rˇe. Vertika´lnı´ kamera slouzˇı´
prima´rneˇ k meˇrˇenı´ rychlosti. Zaznamena´va´ v rozlisˇenı´ 320 x 240 pixelu˚ (QVGA) prˇi 60
snı´mcı´ch za sekundu. [2]
8Obra´zek 1.1: Sche´ma drona s kryty[3]
Obra´zek 1.2: Indoorovy´ kryt[5]
Obra´zek 1.3: Outdoorovy´ kryt[5]
9Obra´zek 1.4: Smeˇr ota´cˇenı´ vrtulı´[5]
1.1.3 Motory a vrtule
Kvadrikopte´ra ma´ 4 plastove´ pruzˇne´ vrtule, umı´steˇne´ na konci nosne´ho krˇı´zˇe poha´neˇne´
vy´konny´mi inrunner motory s prˇı´konem 14,5 W a azˇ 28 500 ota´cˇek za minutu (RPM).
Pro ovla´da´nı´ kazˇde´ho motoru zvla´sˇt’, slouzˇı´ procesory 8 MIPS AVR. Mezi vrtulemi a
motory jsou prˇevodova´ kola z Nylatronu s prˇevodovy´m pomeˇrem 1/8,75. Vrtule se ota´cˇı´
na hrˇı´deli z tvrde´ oceli. [2]
1.1.4 Senzory, signalizace a elektronika
Na kazˇde´m konci nosne´ho krˇı´zˇe jsou umı´steˇny zelene´ a cˇervene´ signalizacˇnı´ diody. Drone
je ovla´da´n centra´lnı´m 32 bitovy´m procesorem ARM Cortex A8 o frekvenci 1 GHz a jako
operacˇnı´ pameˇt’mu slouzˇı´ 1 Gb DDR2 RAM 200 MHz. Pro prˇipojenı´ GPS prˇı´slusˇenstvı´
nebo USB Flash pameˇti slouzˇı´ USB 2.0 port. Wi-Fi podporuje standardy b/g/n.
Drone ma´ v sobeˇ zabudovanou automatickou stabilizaci. Pro urcˇenı´ umı´steˇnı´ a vy´sˇky
slouzˇı´ na´sledujı´cı´ senzory:[2]
• 3-osy´ gyroskop s prˇesnostı´ 2000 ◦/s,
• 3-osy´ akcelerometr s prˇesnostı´ ± 50 mg,
• 3-osy´ magnetometr s prˇesnostı´ ± 10 Pa (80 cm nadmorˇske´ vy´sˇky).
• Ultrazvukovy´ senzor pro meˇrˇenı´ vy´sˇky nad zemı´ nacha´zejı´cı´ se ve spodnı´ cˇa´sti
kvadrikopte´ry.
• Vertika´lnı´ QVGA kamera.
1.2 Princip le´ta´nı´
Le´ta´nı´ kvadrikopte´r je velmi specificke´ a ne zrovna trivia´lnı´, vesˇkery´ pohyb se vytva´rˇı´
na za´kladeˇ zmeˇny ota´cˇek jednotlivy´ch vrtulı´. Dveˇ vrtule se tocˇı´ po smeˇru hodinovy´ch
rucˇicˇek a dveˇ proti smeˇru, tak zˇe protilehle´ vrtule se ota´cˇı´ ve stejne´m smeˇru viz obra´zek
1.4. [5]
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Obra´zek 1.5: Stoupa´nı´[5]
Obra´zek 1.6: Ota´cˇenı´ doleva[5]
U´hlova´ rychlost vrtulı´ se znacˇı´ Ω. Zvy´sˇenı´m cˇi snı´zˇenı´m ota´cˇek u dane´ vrtule se
znacˇı´ ∆. Pro stoupa´nı´ se musı´ zvy´sˇit ota´cˇky o ∆A (viz obra´zek 1.5. Prˇı´padneˇ pro klesa´nı´
se musı´ ota´cˇky snı´zˇit o∆A.
Pro let vprˇed je potrˇeba zvy´sˇit ota´cˇky o ∆A u ”REAR”a ”RIGHT”. Pro let vzad je
potrˇeba zvy´sˇit ota´cˇky o∆A u ”LEFT”a ”FRONT”. Pro let vpravo je potrˇeba zvy´sˇit ota´cˇky
o ∆A u ”LEFT”a ”REAR”. Pro let vlevo je potrˇeba zvy´sˇit ota´cˇky o ∆A u ”RIGHT”a
”FRONT”.
Je-li potrˇeba ota´cˇet s dronem namı´steˇ, pak pro ota´cˇenı´ do leva´ je potrˇeba zvy´sˇit ota´cˇky
o ∆A u ”LEFT”a ”RIGHT”a snı´zˇit ota´cˇky o ∆A u ”REAR”a ”FRONT”(viz obra´zek 1.6).
Pro ota´cˇenı´ doprava se zvy´sˇı´ ota´cˇky o ∆A u ”REAR”a ”FRONT”a snı´zˇı´ ota´cˇky o ∆A u
”LEFT”a ”RIGHT”.
1.3 Komunikace
Kvadrikopte´ra mu˚zˇe by´t ovla´dana´ z klientske´ho zarˇı´zenı´ za pomocı´ Wi-Fi. Prˇi zapnutı´
Drona a automaticke´ho spusˇteˇnı´ Wi-Fi se vytvorˇı´ Wi-Fi sı´t’s ESSID ve tvaru ardrone xxx
prˇı´padneˇ ardrone2_xxx s lichou IP adresou (veˇtsˇinou 192.168.1.1). Po prˇipojenı´ je
klientske´mu zarˇı´zenı´ prˇirˇazena´ IP adresa za pomoci DHCP serveru (veˇtsˇinou 192.168.1.2).
Po te´ mu˚zˇe klientske´ zarˇı´zenı´ posı´lat a prˇijı´mat komunikaci z portu˚ 5554, 5555, 5556 a
5559. Celkove´ shrnutı´ je vyobrazeno v tabulce 1.1. [5]
Ovla´da´nı´ AR.Drone se prova´dı´ pomocı´ cˇtyrˇ komunikacˇnı´ch sluzˇeb, prˇicˇemzˇ prvnı´ trˇi
jsou hlavnı´:
• AT Commands
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AR.Drone 1.0 AR.Drone 2.0
Wi-Fi mode ad-hoc AP
SSID ardrone xxx ardrone2 xxx
Navigacˇnı´ data - port 5554 5554
Navigacˇnı´ data - protokol UDP UDP
Video stream - port 5555 5555
Video stream - protokol UDP TCP
Letove´ prˇı´kazy - port 5556 5556
Letove´ prˇı´kazy - protokol UDP UDP
Kriticke´ data - port 5559 5559
Kriticke´ data - protokol TCP TCP
Tabulka 1.1: Shrnutı´ komunikace.
Ovla´da´nı´ a konfigurace drona je umozˇneˇno pomocı´ AT prˇı´kazu˚ (AT commands) na
UDP portu 5556. Tyto prˇı´kazy jsou posı´la´ny pravidelneˇ - veˇtsˇinou 30 prˇı´kazu˚ za
sekundu. [5]
• Navdata
Navigacˇnı´ informace se nazy´vajı´ navdata a odesı´lajı´ se klientovi na UDP portu 5554.
Prˇijı´majı´ se u´daje jako pozice, rychlost, ota´cˇky motoru, stav baterie apod. Dokonce
se prˇijı´majı´ informace o detekovany´ch reflexnı´ch tagu˚, tyto informace mohou by´t
pouzˇity pro vytva´rˇenı´ hry s augmentovovu realitou. Jsou posı´la´ny 15 kra´t za
sekundu v rezˇimu demo prˇı´padneˇ 200 kra´t za sekundu v rezˇimu debug (full). [5]
• Video stream
Video stream je vysı´la´n na TCP portu 5555. Vyjı´mkou je prvnı´ generace, kde se pro
video stream pouzˇı´va´ protokol UDP. [5]
• Control port
Cˇtvrty´ komunikacˇnı´ kana´l se nazy´va´ control port vyuzˇı´vajı´cı´ TCP port 5559 pro
prˇenos du˚lezˇity´ch/kriticky´ch dat. Prˇena´sˇı´ se zejme´na potvrzova´nı´ prˇijaty´ch konfig-
uracˇnı´ch prˇı´kazu˚, aby se prˇı´padneˇ poslaly znovu, nedojde-li k potvrzenı´. [5]
1.4 AT prˇı´kazy
AT prˇı´kazy (AT commands) slouzˇı´ k ovla´da´nı´ a konfiguraci drona. Prˇı´kazy se posı´lajı´
UDP protokolem na port 5556, jak je uvedeno v tabulce 1.1. Neposˇle-li se zˇa´dny´ prˇı´kaz
beˇhem 2 sekund, pak toto drone vnı´ma´ jako ztraceny´ Wi-Fi signa´l a provede stabilizaci s
na´sledny´m prˇista´nı´m. Je proto nutne´ posı´lat neusta´le neˇjake´ prˇı´kazy. [5]
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1.4.1 Syntaxe AT prˇı´kazu˚
Kompletnı´ AT prˇı´kaz je rˇeteˇzec, i cˇı´sla v neˇm obsazˇene´ je potrˇeba prˇeve´st na rˇeteˇzce.
Rˇeteˇzec je v kvadrikopte´rˇe deko´dova´n jako sekvence osmi bitovy´ch ASCII znaku˚. Kazˇdy´
prˇı´kaz zacˇı´na´ rˇeteˇzcem AT* a je zakoncˇen CR, respektive \r. [5]
Syntaxe je zna´zorneˇna´ ve vy´pisu 1. Ve vy´pisu 2 je uka´zka dvou prˇı´kazu odeslany´ch
do kvadrikopte´ry.
AT∗[na´zev prˇı´kazu]=[cˇı´slo sekvence],[parametry prˇı´kazu oddeˇlene´ cˇa´rkou]\r
Vy´pis 1: Syntaxe AT prˇı´kazu˚
AT∗PCMD MAG=21625,1,0,0,0,0,0,0\rAT∗REF=21626,290717696\r
Vy´pis 2: Uka´zka dvou AT prˇı´kazu˚
Nespra´vne´ AT prˇı´kazy bude drone ignorovat. Sekvencˇnı´ cˇı´slo slouzˇı´, aby se dodrzˇela
posloupnost prˇı´kazu˚. U kazˇde´ho na´sledujı´cı´ho prˇı´kazu se musı´ sekvencˇnı´ cˇı´slo navy´sˇit,
obvykle o 1, ale nenı´ to pravidlem. Obdrzˇı´-li dron prˇı´kaz s nizˇsˇı´m cˇı´slem nezˇ provedl
naposledy, neprovede jej. Tato metoda se vyuzˇı´va´ na za´kladeˇ vyuzˇite´ho UDP protokolu,
kde se mohou pakety ztratit, cˇi prˇijı´t v jine´m porˇadı´ nebo vı´cekra´t. Vyjı´mkou je vsˇak
prˇı´kaz COMWDG, ktery´ nuluje cˇı´slo sekvence. [5]
1.4.2 Seznam prˇı´kazu˚
Kompletnı´ seznam prˇı´kazu je uvedeno nı´zˇe. K jednotlivy´m prˇı´kazu˚m je popis k cˇemu
slouzˇı´. Seznam parametru˚ prˇı´kazu˚ jsou obsazˇeny v tabulce 1.2.
REF Za´kladnı´ ovla´da´nı´ drona - vzle´tnutı´, prˇista´nı´, emergency (vypnutı´ motoru˚), zrusˇenı´
emergency.
PCMD Pohyb drona.
PCMD MAG Pohyb drona s podporou Absolute Control.
FTRIM Flat trims - signal pro oznacˇenı´, zˇe dron lezˇı´ v rovineˇ. Vynulova´nı´ hodnot gy-
roskopu.
CALIB Kalibrace magnetometru.
CONFIG Nastavenı´ konfigurace drona.
CONFIG IDS Identifika´tory pro na´sledujı´cı´ prˇı´kaz AT*CONFIG.
COMWDG Hlı´dacı´ pes. Tento prˇı´kaz slouzˇı´ k udrzˇova´nı´ (aktualizova´nı´) komunikace,
prˇı´padneˇ zmeˇny cˇı´selne´ sekvence.
LED Spusˇteˇnı´ LED diodove´ animace (za pomocı´ cˇerveny´ch a zeleny´ch LED diod). Tab-
ulka 1.3 uva´dı´ seznam id LED animacı´.
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Prˇı´kaz Parametry
REF cˇı´slo operace
PCMD flag, roll, pitch, gaz, yaw
PCMD MAG flag, roll, pitch, gaz, yaw, psi, prˇesnost psi
FTRIM -
CALIB cˇı´slo zarˇı´zenı´
CONFIG klı´cˇ, hodnota
CONFIG IDS id session, id uzˇivatele, id aplikace
COMWDG -
LED id animace, frekvence animace (Hz), vypnutı´ animace (s)
ANIM id pohybu, vypnutı´ dane´ho pohybu (s)
Tabulka 1.2: Seznam prˇı´kazu˚ s parametry.[5]
ANIM Spusˇteˇnı´ pohybove´ animace, respektive prova´deˇnı´ dane´ho pohybu po urcˇitou
dobu. Tabulka 1.4 uva´dı´ seznam id pohybu˚.
1.5 Navigacˇnı´ data (navdata)
Navigacˇnı´ data jsou posı´la´na prˇes protokol UDP na portu 5554, jak je uvedeno v tabulce
1.1. Slouzˇı´ k prˇeda´va´nı´ informacı´ z kvadrikopte´ry o jejı´m aktua´lnı´m stavu. Prˇijı´mane´
informace jsou naprˇı´klad: stav baterie, stav drona, u´hly pitch, roll a yaw, rychlost v ose
X, Y a Z. Pro aktivaci podrobny´ch navigacˇnı´ch dat je potrˇeba poslat prˇı´kaz:[5]
AT∗CONFIG=123,”general:navdata demo”,”TRUE”\r
Vy´pis 3: Zapnutı´ podrobny´ch navigacˇnı´ch dat
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Id Popis animace
0 Blika´nı´ zelena´/cˇervena´
1 Blika´nı´ zelena´
2 Blika´nı´ cˇervena´
3 Blika´nı´ oranzˇova´
4 Had zelena´/cˇervena´
5 Ohenˇ
6 Standard
7 Cˇervena´
8 Zelena´
9 Cˇerveny´ had
10 Vypnuto
11 Strˇela vpravo
12 Strˇela vlevo
13 Dvojita´ strˇela
14 Prˇednı´ levy´ zeleny´, ostatnı´ cˇervene´
15 Prˇednı´ pravy´ zeleny´, ostatnı´ cˇervene´
16 Zadnı´ pravy´ zeleny´, ostatnı´ cˇervene´
17 Zadnı´ levy´ zeleny´, ostatnı´ cˇervene´
18 Leve´ zelene´, prave´ cˇervene´
19 Leve´ cˇervene´, prave´ zelene´
20 Standardnı´ blika´nı´
Tabulka 1.3: Seznam id LED animacı´ pro AT*LED.[6]
Id Popis pohybu
0 Let vpravo pod u´hlem 30◦
1 Let vlevo pod u´hlem 30◦
2 Let dozadu pod u´hlem 30◦
3 Let doprˇedu pod u´hlem 30◦
4 Let doprˇedu pod u´hlem 20◦ a ota´cˇenı´ ve smeˇru hodinovy´ch rucˇicˇek
5 Let doprˇedu pod u´hlem 20◦ a ota´cˇenı´ proti smeˇru hodinovy´ch rucˇicˇek
6 Otocˇenı´ dokola
7 Otocˇenı´ dokola a klesa´nı´
8 Trˇesenı´ - Strˇı´dave´ ota´cˇenı´ vpravo/vlevo
9 Tanec - Ota´cˇenı´ vpravo/vlevo
10 Tanec - Houpa´nı´ vpravo/vlevo
11 Tanec - Houpa´nı´ vprˇed/vzad
12 Tanec - stoupa´nı´/klesa´nı´
13 Vlneˇnı´
14 Houpa´nı´ - vpravo/vlevo, vprˇed/vzad
15 Dvojite´ houpa´nı´ - 2x vpravo/vlevo, 2x vprˇed/vzad
Tabulka 1.4: Seznam id pohybu pro AT*ANIM.[7]
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2 Pocˇı´tacˇove´ videˇnı´ a detekce
Pocˇı´tacˇove´ videˇnı´ (Computer Vision) je na´zev odveˇtvı´ vy´pocˇetnı´ techniky a vy´voje soft-
waru, ktere´ se zaby´va´ vy´vojem zarˇı´zenı´ schopny´ch zı´ska´vat informaci ze zachycene´ho
obrazu. Nejcˇasteˇji se jedna´ o rozpozna´va´nı´ oblicˇeju˚ nebo registracˇnı´ch znacˇek automo-
bilu˚, ale obecneˇ jde o celou problematiku zpracova´nı´ videa, obrazu z vı´ce zdroju˚ nebo
naprˇı´klad obrazove´ analy´zy materia´lu˚. [8]
Oborpocˇı´tacˇove´hovideˇnı´ je vposlednı´ dobeˇ navzestupu, k cˇemuzˇdopoma´hajı´ jak lev-
neˇjsˇı´ a sta´le dokonalejsˇı´ kamerove´ syste´my, tak i snadna´ dostupnost potrˇebne´ho vy´pocˇet-
nı´ho vy´konu. Za´rovenˇ je nutne´ zmı´nit i sta´le snadneˇjsˇı´ dostupnost ru˚zny´ch knihoven a
materia´lu˚, zameˇrˇujı´cı´ch se pra´veˇ na zpracova´nı´ obrazu.Mezi poslednı´ jmenovane´ cˇinitele
patrˇı´ i OpenCV, ktery´ rovneˇzˇ stojı´ za ru˚stem aplikacı´ s pocˇı´tacˇovy´m videˇnı´m a vy´voja´rˇu˚m
po cele´m sveˇteˇ umozˇnˇuje snadny´ vstup do problematiky cele´ syste´mu.
Detekce oblicˇeju˚, ocˇı´, u´st (prˇı´padneˇ u´smeˇvu) nenı´ v dnesˇnı´ dobeˇ na´rocˇna´, prˇicˇemzˇ
detekce lidı´ je naopak u´kol na´rocˇny´, protozˇe kazˇdy´ cˇloveˇk vypada´ odlisˇneˇ. Dalsˇı´m faktem
na´rocˇnosti detekce lidı´ zpu˚sobuje ru˚zne´ prostrˇedı´, ve ktere´m se nacha´zı´. Jeden zmozˇny´ch
principu detekovat lidi v obraze lze vyuzˇı´t SVM aHOG (viz nı´zˇe), kde se vyuzˇı´va´ detekce
hran. [12]
2.1 OpenCV
Se svy´mzameˇrˇenı´mna real-timezpracova´nı´, poma´ha´OpenCVstudentu˚m iprofesiona´lu˚m
jednodusˇe realizovat sve´ drˇı´ve obtı´zˇneˇ uskutecˇnitelne´ projekty. Drˇı´ve to bylo realizo-
vatelne´ jen v neˇkolika vyspeˇly´ch vy´zkumny´ch laboratorˇı´ch. [8, 9]
V jedine´, navı´c volneˇ dostupne´ knihovneˇ jsou k dispozici funkce pocˇı´tacˇove´ho videˇnı´
i strojove´ho rozpozna´va´nı´ prˇedmeˇtu˚. Obsahuje totizˇ vı´ce nezˇ 500 optimalizovany´ch algo-
ritmu˚ a pod BCD licencı´ je dostupna´ zdarma i pro komercˇnı´ vyuzˇitı´ na syste´mech Linux,
Mac a Windows. Je napsana´ v C/C++ a interface je prˇı´stupny´ pro programovacı´ jazyky:
C/C++, Python, Ruby, Matlab, prˇı´padneˇ dalsˇı´ch. [8, 9]
OpenCV bylo navrzˇeno pro vy´pocˇetnı´ efektivitu se silny´m zameˇrˇenı´m na realtime
aplikace. Proto je optimalizova´na v jazyce C a podporuje vı´ceja´drove´ procesory. Pro prˇi-
padne´ dalsˇı´ automaticke´ optimalizace na Intel architekturˇe slouzˇı´ (placena´) knihovna
IPP (Integrated Performance Primitives), ktera´ se skla´da´ z nı´zkou´rovnˇovy´ch optimalizo-
vany´ch rutin v mnoha algoritmicky´ch oblastech. OpenCV umı´ pouzˇı´t odpovı´dajı´cı´ IPP
knihovnu prˇı´mo za beˇhu. [9]
Za zmı´nku stojı´ pouzˇitı´ OpenCV u vytva´rˇenı´ Google Street View. [9] V te´to pra´ci bude
pouzˇita´ pra´veˇ tato knihovna pro zı´ska´nı´ detekci osob z video streamu.
2.2 HOG a SVM
Prˇi te´to technice se vyuzˇı´vajı´ sady pozitivnı´ch, neutra´lnı´ch a negativnı´ch obrazovy´ch
snı´mku˚, prˇi ktere´ se na´sledneˇ vytvorˇı´ HOG featury (viz obra´zek 2.1), ty se na´sledneˇ
zpracujı´ za pomocı´ SVM. [12]
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Obra´zek 2.1: HOG detektory. (a) Uka´zka tre´nova´nı´ pru˚meˇrova´nı´m gradientu˚ jizˇ zpracov-
any´ch obra´zku˚. (b) Kazˇdy´ ”pixel”zobrazujemaxima´lnı´ pozitivnı´ SVMva´hu dane´ho bloku
soustrˇed’ujı´cı´ se na pixel. (c) Stejneˇ tak pro negativnı´ SVM va´hu. (d) Zkusˇebnı´ obraz. (e)
Vypocˇı´ta´ny´ R-HOG descriptor. (f, g) SVM pozitivnı´/negativnı´ va´ha R-HOG descriptoru.
[12]
Prˇed zapocˇetı´m detekce je potrˇeba prˇeve´st obra´zek do stupneˇ sˇedi a prove´st filtraci
sˇumu naprˇı´klad Gaussovy´m filtrem. Vyfiltrovany´ obra´zek se rozcˇlenı´ namrˇı´zˇku s prˇekry´-
vajı´cı´mi se bloky, do ktery´ch se vytva´rˇejı´ prˇı´znakove´ HOGvektory (HOG feature vectors).
Tyto vektory jsou posla´ny do linear SVM pro klasifikaci objektu˚. [12]
V te´to pra´ci jsem vyuzˇil jizˇ hotovy´chHOGdescriptoru˚ implementovany´ch vOpenCV.
Nacˇal jsem i vlastnı´ vytva´rˇenı´ HOG descriptoru˚ (viz prˇı´loha C.8) na za´kladeˇ stazˇeny´ch
obra´zkovy´ch setu˚ z INRIA Person Dataset (http://pascal.inrialpes.fr/data/
human/) a detekce objektu˚.
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3 Popis navrzˇeny´ch algoritmu˚
Popis vlastnı´ch navrhnuty´ch algoritmu˚ pouzˇity´ch v te´to pra´ci, ktere´ jsou i na´sledneˇ napro-
gramova´ny. Veˇtsˇina algoritmu˚ jsou na´sledneˇ prˇedvedeny na konkretnı´m prˇı´kladu.
3.1 Porovna´nı´ podobnostı´ dvou detekcˇnı´ch obde´lnı´ku˚ (Compare Rectan-
gles)
Tento algoritmus slouzˇı´ k porovna´nı´ dvou detekcˇnı´ch obde´lnı´ku˚, ktery´ je oznacˇı´ za
podobne´ pokud na za´kladeˇ udany´ch parametru˚ jsou podobneˇ velke´ a nacha´zı´ se na
podobne´m mı´steˇ. Je potrˇeba prˇedem zna´t na´sledujı´cı´ vstupnı´ parametry:
• Size divergence coefficient [SDC]: Koeficient urcˇujı´cı´ povoleny´ rozdı´l velikosti
obde´lnı´ku˚. Naprˇı´klad 0.25 = 25 %.
• Position divergence coefficient [PDC]: Koeficient urcˇujı´cı´ maxima´lnı´ vzda´lenost
strˇedu˚ obde´lnı´ku˚ na za´kladeˇ velikosti nejveˇtsˇı´ho obde´lnı´ku. Naprˇı´klad 0.25 = 25 %.
Princip algoritmu bude prezentova´n na za´kladeˇ prˇı´kladu o dvou obde´lnı´cı´ch. Vlast-
nosti obde´lnı´ku jsou uvedene v tabulce 3.1 s na´sledujı´cı´mi vstupnı´mi parametry: SDC =
0.25, PDC = 0.25. Osnova prova´deˇnı´ algoritmu:
1. Porovna´nı´ velikosti obde´lnı´ku˚ na za´kladeˇ SDC.
2. Zjisˇteˇnı´, ktery´ obde´lnı´k ma´ nejveˇtsˇı´ obvod.
3. Vytvorˇenı´ cˇtverce/kruzˇnice o stejne´m obvodu jako nejveˇtsˇı´ obde´lnı´k.
4. Rozna´sobenı´ velikosti cˇtverce/kruzˇnice PDC.
5. Zjisˇteˇnı´, zda se druhy´ strˇed nacha´zı´ ve cˇtverci/kruzˇnici.
Porovna´ se zvla´sˇt’sˇı´rˇka a vy´sˇka obde´lnı´ku˚. Sˇı´rˇka cˇervene´ho jemensˇı´ nezˇ sˇı´rˇkamodre´ho
obde´lnı´ku. Tatoveˇtsˇı´ sˇı´rˇka (120) se oznacˇı´ jakoW,mensˇı´ (100) jakow aporovna´ sevzorcem:
w · (1 + SDC) ≥W (3.1)
Nebude-li tato podmı´nka platit, algoritmus se ukoncˇı´ s negativnı´ odpoveˇdı´. Po te´ se
provede to same´ s vy´sˇkou. Veˇtsˇı´ vy´sˇka (210) se oznacˇı´H, mensˇı´ (200) jako h a porovna´ se
vzorcem:
h · (1 + SDC) ≥ H (3.2)
Opeˇt se navra´tı´ negativnı´ odpoveˇd’, nebude-li platit podmı´nka. Zjisˇteˇnı´ nejveˇtsˇı´ho
obvodu se zı´ska´ secˇtenı´m vy´sˇky a sˇı´rˇky u obou obde´lnı´ku˚:
• Pu˚l obvod cˇervene´ho: HCc = 300
• Pu˚l obvod modre´ho: HCm = 330
18
Obde´lnı´k Sˇı´rˇka Vy´sˇka x1 y1 x2 y2
Cˇerveny´ 100 200 0 0 100 200
Modry´ 120 210 20 20 140 230
Tabulka 3.1: Demonstracˇnı´ obde´lnı´ky.
Modry´ obde´lnı´k je veˇtsˇı´. Velikost vzda´lenosti strˇedu˚ lze prove´st porovna´nı´m na za´kladeˇ
cˇtvercove´ (PSs - Position Size square), nebo kruzˇnicove´ velikosti (PSc - Position Size
circle). V prˇı´padeˇ cˇtvercove´ho porovna´nı´ je potrˇeba zjistit velikost strany dle vzorce 3.3.
Na´sledneˇ se tato hodnota rozna´sobı´ PDC (viz vzorec 3.4).
s =
HCm
2
=
330
2
= 165 (3.3)
PSs = s · PDC = 41, 25 (3.4)
V prˇı´padeˇ kruzˇnicove´ho porovna´nı´ je potrˇeba zjistit polomeˇr kruzˇnice dle vzorce 3.5.
Tato hodnota se na´sledneˇ rozna´sobı´ PDC (viz vzorec 3.6).
r =
HCm
π
≃ 105 (3.5)
PSc = r · PDC ≃ 26, 26 (3.6)
Zı´ska´nı´ sourˇadnic strˇedu u cˇervene´ho obde´lnı´ku je zna´zorneˇno ve vzorcı´ch 3.7 a 3.8.
Podobneˇ se tak zı´skajı´ sourˇadnice strˇedu modre´ho obde´lnı´ku viz vzorce 3.9 a 3.10.
SXc = x1c +
widthc
2
=
100
2
= 50 (3.7)
SYc = y1c +
heightc
2
=
200
2
= 100 (3.8)
SXm = x1m +
widthm
2
= 20 +
120
2
= 80 (3.9)
SYm = y1m +
heightm
2
= 20 +
210
2
= 125 (3.10)
V dalsˇı´m kroku je potrˇeba porovnat vzda´lenost strˇedu˚ obde´lnı´ku˚. Pro cˇtvercovy´ zpu˚-
sob je potrˇeba naprˇed zjistit sourˇadnice cˇtverce, viz vzorce 3.11, 3.12, 3.13 a 3.14. Na´sledneˇ
se provede porovna´nı´, zda strˇed z cˇervene´ho cˇtverce je v sourˇadnicı´ch tohoto cˇtverce. Pro
kruzˇnicovy´ zpu˚sob je potrˇeba zı´skat polomeˇr (viz vzorec 3.15), ktery´ se na´sledneˇ porovna´
se vzda´lenosti strˇedu˚.
x1 = SXm − PSs
2
= 80− 41
2
= 59, 5 (3.11)
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Obra´zek 3.1: Graficke´ vyobrazenı´ cˇtvercu˚, jejich strˇedu˚ a na´sledne´ vyobrazenı´ porovna´-
vacı´ho cˇtverce.
y1 = SYm − PSs
2
= 125− 41
2
= 104, 5 (3.12)
x2 = x1 + PSs = 59, 5 + 41 = 100, 5 (3.13)
y2 = y1 + PSs = 104, 5− 41 = 145, 5 (3.14)
d =

(SXc − SXm)2 + (SYc − SYm)2 ≃ 39 (3.15)
V obou prˇı´padech je odpoveˇd’ za´porna´. Graficke´ vyobrazenı´ je na obra´zku 3.1
3.2 Pru˚meˇrova´nı´ detekcˇnı´ch obde´lnı´ku˚ (Averaging rectangles)
Na´sledujı´cı´ algoritmus slouzˇı´ k vytvorˇenı´ jednoho pru˚meˇrne´ho detekcˇnı´ho obde´lnı´ku na
za´kladeˇ seznamu obde´lnı´ku˚. Secˇtou se vsˇechny sourˇadnice x1, y1, x2 a y2. Soucˇet teˇchto
hodnot se podeˇlı´ pocˇtem detekcˇnı´ch obde´lnı´ku˚ v seznamu.
3.3 Pru˚meˇrova´nı´ podobny´ch detekcˇnı´ch obde´lnı´ku˚
Dı´ky tomuto algoritmu se zı´skajı´ pru˚meˇrne´ detekcˇnı´ch obde´lnı´ku˚, ktere´ jsou navza´jem
podobne´. Vyuzˇı´va´ algoritmu pro porovna´nı´ podobnosti dvou obde´lnı´ku˚ (Compare rect-
angles) popisova´n v kapitole 3.1 a algoritmus pro pru˚meˇrova´nı´ detekcˇnı´ch obde´lnı´ku˚ viz
kapitola 3.2. Detekcˇnı´ obde´lnı´ky jsou obsazˇeny v seznamu.
Jsou dva zpu˚soby pru˚meˇrova´nı´ obde´lnı´ku˚ v seznamu. Prvnı´ je klasicky´, jedno pru˚-
chodovy´. Druhy´ je takzvany´ bublinkovy´, ktery´ je n-pru˚chodovy´ - viz nı´zˇe.
Algoritmus obsahuje parametry jen potrˇebne´ pro algoritmus Compare rectangles.
Osnova prova´deˇnı´ algoritmu (klasicky´ zpu˚sob):
1. Zjisˇteˇnı´, zda nenı´ buffer pra´zdny´.
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2. Zı´ska´nı´ detekcˇnı´ho obde´lnı´ku k porovna´va´nı´.
3. Porovna´va´nı´ s ostatnı´mi detekcˇnı´mi obde´lnı´ky.
4. Zpru˚meˇrova´nı´ podobny´ch detekcˇnı´ch obde´lnı´ku˚.
Je-li buffer pra´zdny´, vy´sledkem nebude zˇa´dny´ pru˚meˇrny´ detekcˇnı´ obde´lnı´k a navra´tı´
se pra´zdna´ hodnota. Bude-li buffer obsahovat jen jeden detekcˇnı´ obde´lnı´k, bude navra´cen
jakovy´sledek. Bude-li v bufferuvı´ce jak jedendetekcˇnı´ obde´lnı´k, pokracˇuje se v algoritmu.
Aktua´lnı´ detekcˇnı´ obde´lnı´k k porovna´va´nı´ s ostatnı´mi je oznacˇen jako AR (Actual
Rectangle). Jednotlive´ nalezene´ detekcˇnı´ obde´lnı´ky k zpru˚meˇrova´nı´ se budou zazna-
mena´vat doAL (Averaging List). Do AL se zaznamena´va´ i AR. Vsˇechny pouzˇite´ detekcˇnı´
obde´lnı´ky se zaznamena´vajı´ do UR (Used Rectangles).
Jedna´-li se o prvnı´ nacˇtenı´ detekcˇnı´ho obde´lnı´ku, nastavı´ se jako AR a vlozˇı´ se take´
do AL. Nejedna´-li se o prvnı´ nacˇtenı´ detekcˇnı´ho obde´lnı´ku, zkontroluje se zda jizˇ nenı´
obsazˇeny´ v UR. Je-li obsazˇeny´ v UR prˇejde se k dalsˇı´mu detekcˇnı´mu obde´lnı´ku a tento
proces se opakuje azˇ do te´ doby, nebude-li obsazˇen v UR nebo se nenarazı´ na konec
bufferu, jinak se zaznamena´ do AR, AL a UR. Narazı´-li se na konec bufferu, prˇeda´ se
vy´sledne´ LAR.
Pro porovna´va´nı´ s ostatnı´mi detekcˇnı´mi obde´lnı´ky se nacˇte na´sledujı´cı´ detekcˇnı´ ob-
de´lnı´k odmı´staAR. Zkontroluje se zda nenı´ obsazˇen vUR. Pokud ano, nacˇte se na´sledujı´cı´
detekcˇnı´ obde´lnı´k, nacˇı´ta´nı´ se opakuje azˇ do te´ doby, dokud nebude obsazˇen v UR, nebo
se nenarazı´ na konec bufferu.
Zı´skany´ detekcˇnı´ obde´lnı´k se porovna´ s AR za pomocı´ algoritmu Compare rectangles.
Je-li odpoveˇd’ kladna´, zaznamena´ se do AL a UR. Tento proces se opakuje azˇ do te´ doby,
nedojde-li se na konec bufferu.
Vsˇechny obsazˇene´ detekcˇnı´ obde´lnı´ky v AL se zpru˚meˇruji za pomoci algoritmu Av-
eraging rectangles. Na´sledneˇ se tento seznam vypra´zdnı´. Zı´skany´ pru˚meˇrny´ obde´lnı´k se
zaznamena´ do seznamu LAR (List averaged rectangles). Nenı´-li AR jizˇ poslednı´ v sez-
namu, prˇejde se k zı´ska´nı´ detekcˇnı´ho obde´lnı´ku˚ k porovna´va´nı´. Po ukoncˇenı´ je vy´sledkem
LAR.
Prˇi bublinkove´m zpu˚sobu se pouzˇı´va´ klasicky´ zpu˚sob, ktery´ se opakuje dokud bude
vy´stupnı´ seznam jiny´ nezˇ vstupnı´. Prˇi dokoncˇenı´ algoritmu se vy´stupnı´ seznam pouzˇije
vzˇdy jako vstupnı´. Prˇı´klad je pro jeho de´lku prezentova´n v prˇı´loze A.
3.4 Odfiltrovanı´ nenavazujı´cı´ch detekcı´ (Filtering incorrect detection)
Na´sledujı´cı´ popisovany´ algoritmus vyuzˇı´va´ algoritmu pro porovna´nı´ podobnosti dvou
obde´lnı´ku˚ (Compare Rectangles) popisova´n v kapitole 3.1. Algoritmus je vhodny´ pouzˇı´t
naprˇı´klad u zı´skany´ch detekcı´ na za´kladeˇ video sekvence tak, aby se prˇedesˇlo na´hodny´m
detekcı´m a jejich na´sledne´ho odfiltrova´nı´.
Algoritmus obsahuje buffer o urcˇite´ velikosti, ktery´ uchova´va´ jednotlive´ snı´mky s
detekcˇnı´mi obde´lnı´ky. Pro tento snı´mek se pouzˇı´va´ i na´zev frame.
Prˇedpouzˇitı´m tohoto algoritmu je vhodne´ pouzˇı´t algoritmuspru˚meˇrova´nı´ podobny´ch
detekcˇnı´ch obde´lnı´ku˚ (Averaging appropriate rectangles nebo Bubble averaging appro-
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priate rectangles) pro jednotlive´ snı´mky, popisovane´ v kapitole 3.3. K nı´zˇe uvedeny´m
parametru˚m prˇiby´vajı´ i parametry algoritmu Compare Rectangles.
• Buffer size [BS]: Velikost bufferu, ktery´ slouzˇı´ k zachova´va´nı´ jednotlivy´ch framu˚,
ktere´ obsahujı´ detekcˇnı´ obde´lnı´ky.
• Find in buffer [FB]:Minima´lnı´ pocˇet framu˚, ve ktery´ch musı´ by´t nalezene´ podobne´
detekcˇnı´ obde´lnı´ky. Maxima´lnı´ hodnota:
BS − 1 ≥ FB (3.16)
• Step coefficient [SC]: O kolik se ma´ v kazˇde´m na´sledujı´cı´m framu navy´sˇit PDC,
pokud nebyla nalezena´ detekce v aktua´lnı´m framu.
• Maximum step coefficient [MSC]:Nepovinny´ parametr slouzˇı´cı´ k urcˇenı´ maxima´l-
nı´ho navysˇova´nı´ PDC koeficientem SC.
Porovna´va´nı´ probı´ha´ na principu vlneˇnı´ hada, to znamena´, zˇe nesmı´ by´t jednotlive´
detekcˇnı´ obde´lnı´ky v na´sledujı´cı´m framu prˇı´lisˇ odlisˇne´, na prˇı´lisˇ odlisˇne´m mı´steˇ. Ob-
de´lnı´ky s prˇı´lisˇ odlisˇny´mi parametry budou umaza´ny a povazˇova´ny jako sˇum. Osnova
prova´deˇnı´ algoritmu˚:
1. Zjisˇteˇnı´, zda je buffer naplneˇn.
2. Zı´ska´nı´ prvnı´ho detekcˇnı´ho snı´mku s detekcˇnı´mi obde´lnı´ky.
3. Porovna´nı´ s na´sledujı´cı´m detekcˇnı´m snı´mkem.
4. Zhodnocenı´ detekcˇnı´ho obde´lnı´ku.
Ad 1. Naprˇed semusı´ zjistit, zda je buffer naplneˇn namaxima´lnı´ hodnotu BS. Pokud ano,
mu˚zˇe algoritmus da´le pokracˇovat, jinak vy´sledkem bude pra´zdna´ hodnota. Buffer
mu˚zˇe byt naprˇı´klad kruhovy´.
Ad 2. Zı´ska´nı´ prvnı´ho framu s detekcemi slouzˇı´, aby se mohly prohleda´vat na´sledujı´cı´
framy s jejich ulozˇeny´mi detekcˇnı´mi obde´lnı´ky. Aktua´lnı´ detekcˇnı´ snı´mek se znacˇı´
jako AF (Actual Frame). Aktua´lnı´ detekcˇnı´ obde´lnı´k se znacˇı´ jako ADR (Actual
DetectionRectangle).ADR je promeˇnlivy´ (hadovity´) - nenaby´va´ neusta´le detekcˇnı´ch
obde´lnı´ku˚ z AF, obsahuje je jen na zacˇa´tku.
Je-li prvnı´ detekcˇnı´ snı´mek pra´zdny´ (bez detekcˇnı´ch obde´lnı´ku˚), pak se prˇecha´zı´ k
dalsˇı´m detekcˇnı´m snı´mku˚m tak dlouho, dokud nebude obsahovat minima´lneˇ jeden
detekcˇnı´ obde´lnı´k. Nalezeny´ detekcˇnı´ snı´mek bude povazˇova´n za AF, pokud bude
obsahovat minima´lneˇ jeden detekcˇnı´ obde´lnı´k.
Ad 3. Zı´skany´ ADR se porovna´ s na´sledujı´cı´mi detekcˇnı´mi obde´lnı´ky v detekcˇnı´ch snı´m-
cı´ch za vyuzˇitı´ algoritmu Compare Rectangles. Prˇi prvnı´ pozitivnı´ odpoveˇdı´ al-
goritmu Compare Rectangles se ukoncˇı´ dalsˇı´ porovna´va´nı´ detekcˇnı´ch obde´lnı´ku˚.
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Obra´zek 3.2: Graficke´ vyobrazenı´ bufferu s detekcˇnı´mi snı´mky.
Tento pozitivnı´ na´lez se zaeviduje do FC (Find Counter), respektive bude navy´sˇen
o jednicˇku. Na´sledneˇ se aktualizuje ADR tı´mto novy´m pozitivnı´m detekcˇnı´m ob-
de´lnı´kem (je mozˇne´ tento detekcˇnı´ obde´lnı´k i smazat nechceme-li, aby se s nı´m da´le
mohly spa´rovat jine´ detekcˇnı´ obde´lnı´ky).
Nenı´-li v na´sledujı´cı´mdetekcˇnı´m snı´mku zˇa´dny´ detekcˇnı´ obde´lnı´k nebo se nepodarˇı´
nale´zt pozitivnı´ detekcˇnı´ obde´lnı´k, pak se FC aniADRneaktualizuje. Navy´sˇı´ se vsˇak
PDC o dany´ SC. Tento bod se opakuje tak dlouho dokud FC nedosa´hne pocˇtu FB,
nebo dokud se nedojde na konec bufferu.
Ad 4. Je-li FC rovno FB pak se eviduje konkre´tnı´ detekcˇnı´ obde´lnı´k z AF do PDRB (Posi-
tive Detection Rectangle Buffer). Nenı´-li FC rovno FB pak se nic neeviduje.
V obou prˇı´padech se z AF vezme dalsˇı´ detekcˇnı´ obde´lnı´k, zaznamena´ se do ADR
a na´sledneˇ se prˇejde opeˇt k operaci popisovane´ v bodeˇ Ad 3. Toto se vykona´va´ tak
dlouho, dokud jsou v AF detekcˇnı´ obde´lnı´ky. Bylo-li provedeno poslednı´ zhodno-
cenı´ detekcˇnı´ho obde´lnı´ku z AF, pak se navra´tı´ PDRB, ktere´ obsahuje vyfiltrovane´
pozitivnı´ detekcˇnı´ obde´lnı´ky.
Prˇı´klad bude prezentovat princip algoritmu na za´kladeˇ obra´zku B.1 se vstupnı´mi
parametry BS = 4, FB = 3, SC = 0.25, SDC = 3, PDC = 3. Na obra´zku B.1 zkratka DR
oznacˇuje detekcˇnı´ obde´lnı´k. Postup jednotlivy´ch kroku˚ algoritmu:
• DR1 z AF se prˇirˇadı´ do ADR
• ADRseporovna´ sDR1veFrame2, kdeCompareRectanglesvra´tı´ pozitivnı´ odpoveˇd’.
Na za´kladeˇ toho se DR1 z Frame 2 prˇirˇadı´ do ADR a FC se navy´sˇı´ o jednicˇku.
• ADR se porovna´ s DR1 ve Frame 3, kde opeˇt Compare rectangles vra´tı´ pozitivnı´
odpoveˇd’. Opeˇt se DR1 z Frame 3 prˇirˇadı´ do ADR a FC se navy´sˇı´ o jednicˇku.
• ADRseporovna´ sDR1veFrame4, kdeCompare rectangles vra´tı´ negativnı´ odpoveˇd’.
Tı´m, zˇe se pra´veˇ algoritmus nacha´zı´ v poslednı´m detekcˇnı´m snı´mku, nemusı´ se
navysˇovat PDC o SC a ani se nezaeviduje do PDRB. FC se vynuluje.
• ADR se prˇepı´sˇe DR2 z Frame 1.
• ADRseporovna´ sDR1 z Frame 2, kdeCompareRectangles vra´tı´ negativnı´ odpoveˇd’.
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• ADR se porovna´ s DR2 z Frame 2, kdeCompare Rectangles vra´tı´ pozitivnı´ odpoveˇd’.
Na za´kladeˇ toho se DR2 z Frame 2 prˇirˇadı´ do ADR a FC se navy´sˇı´ o jednicˇku.
• ADRseporovna´ sDR1 z Frame 3, kdeCompareRectangles vra´tı´ negativnı´ odpoveˇd’.
• ADR se porovna´ s DR2 z Frame 3, kdeCompare Rectangles vra´tı´ pozitivnı´ odpoveˇd’.
Na za´kladeˇ toho se DR2 z Frame 3 prˇirˇadı´ do ADR a FC se navy´sˇı´ o jednicˇku.
• ADR se porovna´ s DR1 z Frame 4, kdeCompare Rectangles vra´tı´ pozitivnı´ odpoveˇd’.
Nynı´ FC naby´va´ hodnoty 3, ktera´ je shodna´ s FB, tudı´zˇ se DR1 z Frame 1 zaeviduje
do PDRB.
• Nenı´ jizˇ co porovna´vat, prˇeda´ se hotovy´ PDRB obsahujı´cı´ pouze DR2 z AF.
3.5 Detekcˇnı´ obde´lnı´k za´jmu˚ (Key rectangle)
Compare Rectangles popisova´n v kapitole 3.1 je pouzˇı´va´n i v tomto algoritmu podobneˇ
jako v algoritmu Filtering Incorrect Detection z kapitoly 3.4. Algoritmus je vhodne´ pouzˇı´t
prˇi zı´skanı´ zobrazenı´ jen jedne´ detekce objektu z neˇkolika, ktery´ se z velke´ pravdeˇpodob-
nosti vyskytuje nejdelsˇı´ dobu prˇed objektivem.
Algoritmus obsahuje buffer o urcˇite´ velikosti, ktery´ uchova´va´ jednotlive´ snı´mky s
detekcˇnı´mi obde´lnı´ky. Tento snı´mek se nazy´va´ frame.
Prˇedpouzˇitı´m tohoto algoritmu je vhodne´ pouzˇı´t algoritmuspru˚meˇrova´nı´ podobny´ch
detekcˇnı´ch obde´lnı´ku˚ (Averaging appropriate rectangles nebo Bubble averaging appro-
priate rectangles) pro jednotlive´ snı´mky, popisovane´ v kapitole 3.3. Vhodne´ je pouzˇı´t i
Filterring incorrect rectangles popisovane´ v kapitole 3.4. K nı´zˇe uva´deˇny´m parametru˚m
prˇiby´vajı´ i parametry algoritmu Compare Rectangles.
• Find in buffer [FB]: Minima´lnı´ pocˇet detekcˇnı´ch snı´mku˚, ve ktery´ch musı´ by´t
nalezene´ podobne´ detekcˇnı´ obde´lnı´ky. Maxima´lnı´ hodnota:
BS − 1 ≥ FB (3.17)
• Step coefficient [SC]: O kolik se ma´ v kazˇde´m na´sledujı´cı´m detekcˇnı´m snı´mku
navy´sˇit PDC, pokud nebyla nalezena´ detekce.
• Maximum step coefficient [MSC]:Nepovinny´ parametr slouzˇı´cı´ k urcˇenı´ maxima´l-
nı´ho navysˇova´nı´ PDC koeficientem SC.
• Number of steps to predict [NSP]: Pocˇet detekcˇnı´ch snı´mku˚, ktere´ mohou by´t
na zacˇa´tku bufferu pra´zdne´ cˇi odlisˇne´, respektive kolik detekcˇnı´ch snı´mku˚ se ma´
sloucˇit do jednoho.
NSP + 1 ≤ FB (3.18)
Porovna´va´nı´ probı´ha´ na principu vlneˇnı´ hada, to znamena´, zˇe nesmı´ by´t jednotlive´
detekcˇnı´ obde´lnı´ky v na´sledujı´cı´m detekcˇnı´m snı´mku prˇı´lisˇ odlisˇne´, na prˇı´lisˇ odlisˇne´m
mı´steˇ. Osnova prova´deˇnı´ algoritmu˚:
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1. Zjisˇteˇnı´, zda buffer obsahuje minima´lnı´ pocˇet detekcˇnı´ch snı´mku˚.
2. Vytvorˇenı´ kandida´tu˚ (detekcˇnı´ch obde´lnı´ku˚) na za´kladeˇ sloucˇenı´ prvnı´ch NSP de-
tekcˇnı´ch snı´mku˚.
3. Hleda´nı´ v bufferu nejrelevantneˇjsˇı´ch detekcˇnı´ch obde´lnı´ku˚.
4. Porovna´nı´ na´lezu˚ a zvolenı´ nejvhodneˇjsˇı´ho detekcˇnı´ho obde´lnı´ku.
Ad 1. Nenı´-li buffer veˇtsˇı´ nezˇ hodnota FB, pak se beˇh algoritmu zastavı´ a navra´tı´ pra´zd-
nou hodnotu.
Ad 2. Vytvorˇı´ se fiktivnı´ frame nazy´vany´ jako CDR (Candidates Detection Rectangles),
ktery´ bude obsahovat kandida´ty detekcˇnı´ch obde´lnı´ku˚ dle na´sledujı´cı´ch detekcˇnı´ch
snı´mku˚ v pocˇtu NSP. V prvnı´m kroku se zkontroluje, zda aktua´lnı´ detekcˇnı´ snı´mek
obsahuje neˇjake´ detekcˇnı´ obde´lnı´ky. Pokud ne, vezme se dalsˇı´ detekcˇnı´ snı´mek,
dokud se nenarazı´ na nepra´zdny´ nebo dokud nebyl prˇekrocˇen pocˇet NSP.
Byl-li prˇekrocˇenpocˇetNSPavsˇechnydetekcˇnı´ snı´mkyv teˇchto skocı´chbylypra´zdne´,
pak se algoritmus ukoncˇı´ a prˇeda´ pra´zdny´ snı´mek. Byl-li nalezeny´ nepra´zdny´ frame
zaevidujı´ se vsˇechny jeho detekcˇnı´ obde´lnı´ky do CDR. Je-li nepra´zdny´ CDR a
neprˇekrocˇeny´ pocˇet skoku NSP, pak se porovna´vajı´ ostatnı´ detekcˇnı´ snı´mky, dokud
nebude prˇekrocˇen NSP a hledajı´ se tak dalsˇı´ kandida´ti do CDR a to na´sledovneˇ:
1. Z CDR se vytvorˇı´ kopie nazy´vana´ jako ACDR (Actual Candidates Detection
Rectangles).
2. V na´sledujı´cı´m detekcˇnı´m snı´mku se porovna´vajı´ vsˇechny detekcˇnı´ obde´lnı´ky,
ktere´ obsahuje s vsˇemi ACDR za pomocı´ Compare Rectangles. Ty, ktere´ meˇly
negativnı´ odpoveˇd’, ulozˇı´ se do CDR a ACDR, v opacˇne´m prˇı´padeˇ se nahradı´
v ACDR.
3. Zkontroluje se, zda nebyl prˇekrocˇen pocˇet skoku˚ NSP. Pokud ano, pokracˇuje
se v dalsˇı´ cˇa´sti algoritmu s prˇedany´m CDR. Pokud ne, nacˇte se dalsˇı´ detekcˇnı´
snı´mek a prˇejde se k bodu 2.
Ad 3. Hleda´nı´ v bufferu nejrelevantneˇjsˇı´ch detekcˇnı´ch obde´lnı´ku˚ se prova´dı´ v na´sledu-
jı´cı´ch bodech:
1. ZCDR se vyta´hnoupostupneˇ vsˇechnydetekcˇnı´ obde´lnı´ky, ktere´ se porovna´vajı´
s ostatnı´mi detekcˇnı´mi obde´lnı´ky ostatnı´ch detekcˇnı´ch snı´mku˚.
2. Aktua´lnı´ detekcˇnı´ obde´lnı´k se znacˇı´ ADR (Actual Detection Rectangle). ADR
je promeˇnlivy´ (hadovity´) - nenaby´va´ neusta´le detekcˇnı´ch obde´lnı´ku˚ z CDR,
obsahuje je jen ze zacˇa´tku˚.
3. Zı´skany´ ADR se porovna´ s na´sledujı´cı´mi detekcˇnı´mi obde´lnı´ky pomocı´ Com-
pare Rectangles.
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4. Je-li na´sledujı´cı´ detekcˇnı´ snı´mek pra´zdny´ nebo se nepodarˇı´ vyhledat zˇa´dny´
pozitivnı´ na´lez, pak se FC ani ADR neaktualizuje. Navy´sˇı´ se vsˇak PDC o dany´
SC a NM (No Match) o jednicˇku, cozˇ je pocˇet detekcˇnı´ch snı´mku˚, ve ktery´ch
nebyl zˇa´dny´ na´lez.
5. Prˇi prvnı´ pozitivnı´ detekci, za pomoci Compare rectanges se ukoncˇı´ dalsˇı´
porovna´va´nı´ a FC (Find Counter) se navy´sˇı´ o jednicˇku. Na´sledneˇ se aktualizuje
ADR tı´mto novy´m detekcˇnı´m obde´lnı´kem a zaeviduje se ru˚stovy´ koeficientCP
(Candidate Price) dane´ho detekcˇnı´ho obde´lnı´ku z CDR. Hodnota CP se pocˇı´ta´
na´sledovneˇ:
CP = (CP + FC + SB)− (AP +NM) (3.19)
Prˇicˇemzˇ AP (Actual Position) je aktua´lnı´ pozice v bufferu a SB (Size Buffer) je
velikost bufferu. Na´sledneˇ se NM vynuluje.
6. V obou prˇı´padech se cely´ proces od bodu 3 opakuje tak dlouho, dokud se
nenarazı´ na konec bufferu. Narazı´-li se na konec bufferu, pak se od CP odecˇte
NM. CP se zaeviduje k dane´mu detekcˇnı´mu obde´lnı´ku v CDR a nacˇte se dalsˇı´
detekcˇnı´ obde´lnı´k z CDR do ADR, vynuluje se FC, NM, AP, CP a prˇejde se jizˇ
k zminˇovane´mu trˇetı´mu bodu.
7. Jakmile je zkontrolovany´ poslednı´ detekcˇnı´ obde´lnı´k v CDR, prˇejde se do dalsˇı´
cˇa´stı´ algoritmu.
Ad 4. Na za´kladeˇ hodnot CP se porovnajı´ jednotlive´ detekcˇnı´ obde´lnı´ky z CDR. Jestlizˇe
nejvysˇsˇı´ hodnota ma´ minima´lneˇ hodnotu FB, prˇeda´ se jako obde´lnı´k za´jmu. V
opacˇne´m prˇı´padeˇ je prˇedana´ pra´zdna´ hodnota.
Vyhleda´va´nı´ detekcˇnı´ho obde´lnı´ku za´jmu je prezentova´n na prˇı´kladu. Tento prˇı´klad
je pro jeho de´lku prezentova´n v prˇı´loze B.
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4 Popis vlastnı´ho API
Vlastnı´ API obsahuje neˇkolik modulu˚ trˇı´d a modulu˚, ktere´ obsahujı´ ru˚zne´ algoritmy
nebo ulehcˇenı´. Vsˇe je implementova´no v Pythonu. Vsˇechny trˇı´dy obsahujı´ cˇeskou doku-
mentaci (v komenta´rˇı´ch). U modulu ardrone control lib jsou komenta´rˇe i v anglicˇtineˇ.
Popis jednotlivy´ch metod dany´ch trˇı´d se nacha´zı´ v prˇı´loze D.
4.1 API pro ovla´da´nı´ kvadrikopte´ry
Pro ovla´da´nı´ kvadrikopte´ry slouzˇı´ modul ardrone control lib obsahujı´cı´ trˇı´duARDrone2,
staticke´ trˇı´dy Config, Led a Anim a funkci f2i. Zdrojove´ ko´dy jsou umı´steˇny na CD viz
C.2.
Funkce f2i slouzˇi k prˇevodu cˇı´sel s desetinou cˇa´rkou/tecˇkou na integer ve standardu
IEEE-754. Staticke´ trˇı´dy slouzˇı´ pro jednodusˇsˇı´ pouzˇitı´ trˇı´dy ARDrone2:
• Config Seznam konfiguracˇnı´ch prˇı´znaku˚.
• Led Seznam Led animacı´.
• Anim Seznam letovy´ch akrobaciı´.
Trˇı´da ARDrone2 byla inspirova´na Pythonovou knihovnou od Bastian Venthur. Trˇı´da
ARDrone2 slouzˇı´ ke komunikaci a ovla´da´nı´ kvadrikopte´ry ARDrone 2.0 a prˇijı´ma´nı´ video
streamu. Obsahuje vysokou´rovnˇove´ i nı´zkou´rovnˇove´ ovla´da´nı´ pohybu drona. Popis jed-
notlivy´chmetod trˇı´dy se vyskytuje vprˇı´lozeD.1.1.Na za´kladeˇ sı´t’ove´ komunikace vyuzˇı´va´
trˇı´da v pozadı´ 3 vla´kna (+ hlavnı´ vla´kno):
• Prˇı´jem navigacˇnı´ch dat.
• Zachyta´va´nı´ video streamu.
• Watchdog odesı´lajı´cı´ pravidelneˇ co 0.2 s AT*COMWDG, ktery´ nastavuje sekvencˇnı´
cˇı´slo na kvadrikopte´rˇe.
Sada abstraktnı´ch metod slouzˇı´ pro modifikova´nı´ vlastnı´ zaevidova´va´nı´ jizˇ zı´skany´ch
u´daju˚ navdata a video streamu. U abstraktnı´ch metod navdataCycle a videoBufferCycle
je potrˇeba, aby jejı´ch vykona´va´nı´ netrvalo prˇı´lisˇ dlouho, brzdila by se tı´m komunikace
s kvadrikopte´rou. Je vhodne´ prˇı´padne´ dlouhotrvajı´cı´ zpracova´nı´ prova´deˇt naprˇı´klad v
jine´m vla´kneˇ cˇi procesu. Uka´zka pouzˇitı´ modulu:
1 drone = ARDrone2()
2 drone.takeoff ()
3 drone.atLed( Led.SNAKE GREEN RED, 1.1, 2 )
4 time.sleep(2)
5 drone.atAnim( Anim.YAW DANCE, 2)
6 time.sleep(2)
7 drone.land()
Vy´pis 4: Uka´zka pouzˇitı´ modulu ardrone control lib: vzle´tnutı´, pouzˇitı´ animacı´ diod,
zatancˇenı´ a na´sledne´ prˇista´nı´
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4.2 API pro jednodusˇsˇı´ pra´ci s obra´zky a detekcemi
Pro jednodusˇsˇı´ pra´ci s obra´zky a detekcemi slouzˇı´ modul detection worker s trˇı´dy Pic-
turesConvert, RectanglesWorker a FramesWorker. Zdrojove´ ko´dy jsou umı´steˇny na CD
viz C.3.
Trˇı´da PicturesConvert slouzˇı´ pro jednodusˇsˇı´ pra´ci s obra´zky. Obsahuje take´ ru˚zne´ de-
tekce z obra´zku˚ (naprˇı´klad detekce oblicˇeju˚, lidı´ apod.). Podporuje naprˇı´klad prˇevod
obra´zku do odstı´nu sˇedi, gausovou filtraci cˇi Cannyho hranovy´ detektor. Popis jed-
notlivy´chmetod trˇı´dy se vyskytuje v prˇı´loze D.2.1. Uka´zka pouzˇitı´ trˇı´dy PicturesConvert:
1 pc = PicturesConvert( image )
2 pc.getGauss()
3 r = pc.getPeopleDetection()
4 pc.reset ()
5 image = pc.drawRectangles( r )
6 cv2.imshow( ”detections”, image )
Vy´pis 5: Uka´zka pouzˇitı´ trˇı´dy: PicturesConvert - nalezenı´ detekcı´ lidı´ a jejı´ch na´sledne´
zaznamena´nı´ v origina´lnı´m obra´zku˚
Trˇı´da RectanglesWorker slouzˇı´ pro pra´ci se seznamem detekcˇnı´ch obde´lnı´ku˚. Ob-
sahuje algoritmy jako je naprˇı´klad zpru˚meˇrova´nı´ podobny´ch obde´lnı´ku nebo porovna´nı´
dvou obde´lnı´ku˚ (popisova´no v kapitola´ch 3.3 a 3.1). Popis jednotlivy´ch metod trˇı´dy se
vyskytuje v prˇı´loze D.2.2. Uka´zka pouzˇitı´ trˇı´dy RectanglesWorker:
1 pc = PicturesConvert( image )
2 pc.getGauss()
3 r = pc.getPeopleDetection()
4
5 rw = RectanglesWorker( r )
6 rw.correctionRectangles()
7 params = {
8 ”size divergence” : 0.3,
9 ”position divergence” : 0.3,
10 ”buble mode” : True
11 }
12 r = rw.averagingAppropriateRectangles( ∗∗params )
13
14 pc.reset ()
15 image = pc.drawRectangles( r )
16 cv2.imshow( ”detections”, image )
Vy´pis 6: Uka´zka pouzˇitı´ trˇı´dy: RectanglesWorker
Trˇı´da FramesWorker slouzˇı´ pro pra´ci se seznamem detekcˇnı´ch snı´mku˚ obsahujı´cı´
detekcˇnı´ obde´lnı´ky.Obsahuje algoritmy jako jsou zpru˚meˇrova´nı´ podobny´ch obde´lnı´ku˚ na
podobne´mmı´steˇ (pro kazˇdy´ detekcˇnı´ snı´mek zvla´sˇt’), odfiltrova´nı´ nenavazujı´cı´ch detekcı´,
zı´ska´nı´ detekcˇnı´ho obde´lnı´ku˚ za´jmu˚, sloucˇenı´ detekcˇnı´ch snı´mku˚, apod (popisova´no v
kapitola´ch 3.3, 3.4 a 3.5). Popis jednotlivy´ch metod trˇı´dy se vyskytuje v prˇı´loze D.2.3.
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4.3 API pro socketovou komunikaci
Pro socketovou komunikaci lze pouzˇı´t modul socket server client obsahujı´cı´ trˇı´dy Mes-
sage, Handler, SocketServer a Client. Zdrojove´ ko´dy jsou umı´steˇny na CD viz C.4.
Zpra´vy se posı´lajı´ a prˇijı´majı´ ve forma´tu uvedeny´ ve vy´pisu 7. Prvnı´ prˇı´klad (viz vy´pis
8 prˇedstavuje odesla´nı´ zpra´vy s parametry a druhy´ prˇı´klad (viz vy´pis 9) prˇedstavuje
odesla´nı´ zpra´vy bez parametru˚.
<start>[na´zev prˇı´kazu][parametry oddeˇlene´ <param>]<end>
Vy´pis 7: Syntaxe pouzˇita´ v modulu socket server
<start>setTime<param>23<param>00<param>00<end>
Vy´pis 8: Uka´zka syntaxe s parametry
<start>startStopwatch<end>
Vy´pis 9: Uka´zka syntaxe bez parametru˚
Modul prˇedpokla´da´ vstup pouze ASCII znaku˚. Nenı´ vhodne´ pouzˇı´vat znaky ⟨ a ⟩,
mohlo by se sta´t, zˇe by sestavovana´ zpra´va mohla mı´t jeden z teˇchto rˇeteˇzcu˚: <start>,
<param> a <end>, ktere´ by mohly zaprˇicˇinit degradaci zpra´vy. Jine´ znaky nezˇ cˇı´sla,
je vhodne´ prˇeve´st do datove´ho forma´tu Base64. Za pomocı´ Base64 je mozˇny´ prˇenos
jaky´chkoliv dat.
Trˇı´da Message slouzˇı´ k sestavovanı´ a rozparsova´nı´ zpra´v s na´sledny´m spusˇteˇnı´m
dane´ funkce cˇi metody. Neslouzˇı´ vsˇak k prˇı´jmu ani odesı´la´nı´ zpra´v. Je jen neviditelny´m
za´kladnı´m kamenem trˇı´d Handler a Client. Popis jednotlivy´ch metod trˇı´dy se vyskytuje
v prˇı´loze D.3.1.
Trˇı´da Handler slouzˇı´ k udrzˇova´nı´ spojenı´ s dany´m prˇipojeny´m klientem cˇi serverem
s na´slednou prˇı´padnou obsluhou. Popis jednotlivy´ch metod trˇı´dy se vyskytuje v prˇı´loze
D.3.2. Prˇı´klad pouzˇitı´ trˇı´dy Handler:
1 class MyHandler( Handler ):
2 # rewrite
3 def runFunction( self , params ):
4 f = params[0]
5 p = []
6 if len( params ) > 1:
7 p = params[ 1 : ]
8 if f == ”detectPeoples” and len(p) == 3:
9 r = self .detectionPeoples( ∗p )
10 # poslanı´ zpra´vy klientovi s na´vratovy´mi daty provedene´ funkce
11 self .sendMessage( ”returnDetectPeoples”, r )
12 # add
13 def detectionPeoples(self, width, height, data):
14 pass # neˇjaka´ definice
Vy´pis 10: Uka´zka pouzˇitı´ trˇı´dy Handler
Trˇı´da SocketServer slouzˇı´cı´ k jednoduche´mu vytvorˇenı´ za´kladnı´ho serveru. Popis
jednotlivy´ch metod trˇı´dy se vyskytuje v prˇı´loze D.3.3. Uka´zka pouzˇitı´ trˇı´dy SocketServer:
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1 class MyServer( SocketServer ):
2 # rewrite
3 def clientHandler( self , client ) :
4 client handler = MyHandler( client )
5
6 if name == ” main ”:
7 ms = MyServer( 12345 )
8 ms.run()
Vy´pis 11: Uka´zka pouzˇitı´ trˇı´dy SocketServer
Trˇı´da Client slouzˇı´ k nava´zanı´ a udrzˇova´nı´ spojenı´ s dany´m serverem s na´slednou
prˇı´padnou obsluhou. Popis jednotlivy´chmetod trˇı´dy se vyskytuje v prˇı´loze D.3.4. Uka´zka
pouzˇitı´ trˇı´dy Client:
1 class MyClient( Client ) :
2 # add
3 def returnDetectionPeoples( self, width, height, data ) :
4 if int (width) == 0:
5 return []
6 # rekonstrukce numpy
7 np data = np.fromstring( base64.b64decode( data ), dtype=’int’)
8 # rekonstrukce spra´vne´ho rozlı´sˇenı´
9 np data = np data.reshape( ( int ( width ) , int ( height ) ) )
10 return np data
11
12 # add
13 def detectionPeoples( self , image, compress = False ):
14 function = ”detectPeoples”
15 string = image.tostring ()
16 base = base64.b64encode( string )
17 param = [ str (image.shape[0]), str (image.shape[1]), base ]
18 r = self .sendMessageWaiting( function, param, ”returnDetectPeoples” )
19 return self .returnDetectionPeoples( ∗r[ 1 : ] )
Vy´pis 12: Uka´zka pouzˇitı´ trˇı´dy Client
4.4 Kruhovy´ buffer
Trˇı´da HybridRingBuffer je jednoduchy´ hybridnı´ kruhovy´ buffer. Nenı´ to cˇisty´ kruhovy´
buffer, lze zı´skatprvkyna jake´kolivpozici.Ma´ jednotnoumaxima´lnı´ velikost. Prˇi prˇetecˇenı´
se prˇepisujı´ starsˇı´ hodnoty. Popis jednotlivy´ch metod trˇı´dy se vyskytuje v prˇı´loze D.4.
Zdrojovy´ ko´d je umı´steˇn na CD viz C.5.
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5 Implementace
Pro implementaci uka´zky prona´sledova´nı´ osob byly pouzˇity vy´sˇe popisovane´ trˇı´dy v
kapitole 4. Celkova´ implementace je rozdeˇlena´ na klientskou (prostrˇednı´k) a serverovou
cˇa´st (viz obra´zek 5.1). Obeˇ aplikace se spousˇteˇjı´ prˇes termina´l.
5.1 Klientska´ cˇa´st
Klientska´ cˇa´st se prˇipojuje na kvadrikopte´ru za pomoci Wi-Fi a do ethernetove´ sı´teˇ k
serverove´ cˇa´sti a tvorˇı´ tak prostrˇednı´ka. V klientske´ cˇa´sti se prova´dı´ vesˇkere´ operace a
logika ovla´da´nı´ drona na za´kladeˇ zı´skany´ch obra´zku˚ (video streamu) a detekcı´ v nich
obsazˇene´.
Byl pouzˇit notebook DELL Latitude E6410 s CPU Intel R⃝ CoreTM i7 CPU M 620
2.67GHz a DDR3 RAM o velikosti 4 GB (3,9 GiB) na operacˇnı´m syste´mu GNU Linux
Ubuntu 12.04 (32 bit) s ja´drem Linux 3.8.0-38-generic. Odesla´nı´ obra´zku˚ ve stupni sˇedi na
server a na´sledny´mi prˇijaty´mi detekcemi trva´ prˇiblizˇneˇ 0.2 s.
Provytvorˇenı´ klientske´hoprogramusevyuzˇı´vajı´ vy´sˇe zminˇovane´modulyardrone control lib,
detection worker, socket server client a trˇı´duHybridRingBuffer.Nadmodulemardrone control lib
je vytvorˇena dalsˇı´ vrstva drone fly, ktera´ slouzˇı´ k ovla´da´nı´ drona za pomoci kla´ves-
nice a prˇepı´na´nı´ mezi manua´lnı´m ovla´da´nı´m a autonomnı´m chova´nı´m. Pro uskutecˇneˇnı´
ovla´da´nı´ prˇes kla´vesnici jsou vytvorˇeny trˇı´dy v adresa´rˇi ./core/key_mapper. Vyuzˇı´va´
se v nich Tkinter, termina´l, OpenCV, prˇı´padneˇ lze doimplementovat i dalsˇı´ mozˇnostı´ pro
zı´ska´nı´ detekce stisknuty´ch kla´ves, naprˇı´klad Pygame. Zdrojove´ ko´dy jsou umı´steˇny na
CD viz C.7.
Je-li spusˇteˇne´ manua´lnı´ ovla´da´nı´ drona, zobrazuje se pouze jedno okno s aktua´lnı´m
video streamem. Spusti-li se autonomnı´ chova´nı´, otevrˇe se druhe´ okno s nalezeny´mi
detekcemi, ktere´ jsou oznacˇene´ cˇerveneˇ (viz obra´zek 5.2). Jakmile je rozpoznana´ detekce
za´jmu je vyobrazena´ jesˇteˇ zeleny´m obde´lnı´kem (viz obra´zky 5.3 a 5.4). V prˇı´padeˇ vyuzˇitı´
Tkinteru k zachyta´va´nı´ kla´ves je otevrˇene´ dalsˇı´ (sˇede´) okno (viz obra´zek 5.4).
5.2 Serverova´ cˇa´st
Serverova´ cˇa´st slouzˇı´ pro rychle´ detekce osob zprˇı´chozı´ho cˇernobı´le´ho obra´zku ana´sledne´
odesla´nı´ do klientske´ cˇa´sti prˇes sı´t’. Byl pouzˇit sˇkolnı´ serverMerlin2. Vygenerova´nı´ detekcı´
z obra´zku˚ trva´ prˇiblizˇneˇ 0.03 s - prova´dı´ se dvojna´sobna´ detekce.
Pro vytvorˇenı´ programu se vyuzˇı´vajı´ vy´sˇe zminˇovane´ moduly detection worker a
socket server client. Zdrojove´ ko´dy jsou umı´steˇny na CD viz C.6.
31
Obra´zek 5.1: Graficke´ vyobrazenı´ komunikace mezi dronem, notebookem a serverem
Merlin2
Obra´zek 5.2: Okno s detekcemi
Obra´zek 5.3: Okno s detekci za´jmu
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Obra´zek 5.4: vyobrazenı´ obou oken (aktua´lnı´ stream, aktua´lnı´ detekce) a Tkinter okna
pro zachyta´va´nı´ kla´ves
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Za´veˇr
Cı´lem te´to bakala´rˇske´ pra´ce bylo popsat a sezna´mit se s API kvadrikopte´ry, nastudovat
metody HOG a SVM pro detekci objektu˚ za´jmu˚ a pomocı´ teˇchto metod detekovat ze
zı´skane´ho obrazu objekty. Na´sledneˇ ovla´dat kvadrikopte´ru tak, aby sledovala zadany´
cı´l a dodrzˇovala od neˇj zadany´ odstup. Zvolil jsem kvadrikopte´ru Parrot AR.Drone 2.0.
Popsal jsem jejı´ technicke´ specifikace a jak se da´ ovla´dat za pomocı´ AT prˇı´kazu prˇesWi-Fi.
Pro celkovou implementaci jsem si vybral objektoveˇ orientovany´ programovacı´ jazyk
Python. Pro Python nenı´ oficia´lnı´ knihovna od vy´robce Parrot. Nalezl jsem knihovnu od
Bastiana Venthury. Avsˇak v te´to knihovneˇ mi nefungovalo zachyta´va´nı´ video streamu
z kvadrikopte´ry. Knihovnu jsem neˇkolikra´t upravoval pro sve´ potrˇeby, azˇ jsem dospeˇl
k napsa´nı´ sve´ vlastnı´, na´zvem ardrone control lib. Ta obsahuje neˇktere´ cˇa´sti knihovny
pu˚vodnı´ a pro zachycenı´ video streamubyla pouzˇita´ knihovnaOpenCV.Vlastnı´ knihovnu
jsem take´ v te´to pra´ci popsal.
Ze zachyceny´ch video snı´mku˚ jsem zı´skal detekce za pomociHOGdeskriptoru a SVM
klasifika´toru, jizˇ implementovany´ch vOpenCV knihovneˇ. Pro jejich nerealtimove´ detekce
na me´m notebooku byl pouzˇit sˇkolnı´ server Merlin2. Detekce tak byly rychlejsˇı´, ale jejich
zı´skanı´ do klientske´ho notebooku prˇes sı´t’ trvalo sta´le v nerealtimove´m cˇase, respektive
dlouho trvalo odesla´nı´ obra´zku˚ na server.
Dalsˇı´ proble´m, se ktery´m jsemse tu setkal, byla sˇpatna´ detekce lidı´.Dostatecˇneˇ zrˇetelna´
osoba nenı´ detekova´na a zı´ska´va´ se take´mnoho falesˇny´ch detekcı´. Dı´ky teˇmto proble´mu˚m
jsem se snazˇil navrhnout vlastnı´ algoritmy pro zı´ska´nı´ relevantneˇjsˇı´ch detekcı´. Take´ jsem
navrhl algoritmus k zı´ska´nı´ detekce za´jmu. Pod detekcı´ za´jmu se rozumı´ takove´ detekce,
ktere´ se objevujı´ dostatecˇneˇ dlouho na video sekvenci a z nichzˇ se vybere ta co je tam
nejde´le. Tyto algoritmy jsem na´sledneˇ naprogramoval. Zapocˇal jsem i vlastnı´ vytva´rˇenı´
HOG feature pro lepsˇı´ pochopenı´ te´to problematiky a prˇı´padne´ budoucı´ lepsˇı´ detekce za
pomoci pozitivnı´ch a negativnı´ch obra´zku˚.
Za pouzˇitı´ vlastnı´ch algoritmu˚ a knihovny jsem se snazˇil vytvorˇit program pro
jednoduche´ autonomnı´ chova´nı´. Ten vsˇak nefunguje zrovna idea´lneˇ. Bylo by potrˇeba
do neˇj jesˇteˇ zakomponovat pra´ci s u´daji z gyroskopu pro lepsˇı´ ota´cˇenı´ kvadrikopte´ry.
Detekuje-li se objekt za´jmu prˇı´lisˇ vpravo, natocˇı´ se doprava a naopak. Je-li objekt za´jmu
prˇı´lisˇ blı´zko - a je prˇitom sta´le detekova´n - vzda´lı´ se, v opacˇne´m prˇı´padeˇ se prˇiblı´zˇı´.
Zdrojove´ ko´dy a algoritmy mohou by´t da´le rozsˇı´rˇeny´ v navazujı´cı´ pra´ci dalsˇı´ho studia.
Radek Simkanicˇ
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A Prˇı´klad: pru˚meˇrova´nı´ podobny´ch detekcˇnı´ch obde´lnı´ku˚
Princip algoritmu bude prezentova´n na za´kladeˇ tabulky viz A.1 a vstupnı´ch parametru˚:
• SDC = 0.25
• PDC = 0.3
Pocˇa´tecˇnı´ hodnoty:
• AL = []
• UR = []
• LAR = []
Postup:
• Buffer obsahuje 5 detekcˇnı´ch obde´lnı´ku˚. Pokracˇuje se.
• Nacˇtenı´ DR1 pro zaznamena´nı´ doAR. DR1 se zaznamena´ doAR,AL aUR.Aktua´lnı´
hodnoty:
AR = DR1
AL = [DR1]
UR = [UR]
• Nacˇtenı´DR2proporovna´nı´ sAR (DR1).DR2 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ kladnouhodnotuprˇi porovna´nı´DR2aAR.Zaznamena´ sedoALaUR.Aktua´lnı´
hodnoty:
AL = [DR1, DR2]
UR = [DR1, DR2]
• Nacˇtenı´DR3proporovna´nı´ sAR (DR1).DR3 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ za´pornou hodnotu prˇi porovna´nı´ DR3 a AR. Nacˇte se dalsˇı´ detekcˇnı´ obde´lnı´k.
• Nacˇtenı´DR4proporovna´nı´ sAR (DR1).DR4 se nenacha´zı´ vUR.Compare rectangles
vrati za´pornou hodnotu prˇi porovna´nı´ DR4 a AR. Nacˇte se dalsˇı´ detekcˇnı´ obde´lnı´k.
• Nacˇtenı´DR5proporovna´nı´ sAR (DR1).DR5 se nenacha´zı´ vUR.Compare rectangles
vrati za´pornou hodnotu prˇi porovna´nı´ DR5 a AR. Nacˇte se dalsˇı´ detekcˇnı´ obde´lnı´k.
• Zpru˚meˇrujı´ se detekcˇnı´ obde´lnı´ky v AL za pomocı´ Averaging rectangles. AR ob-
sahujeDR1aDR2.Zpru˚meˇrovany´ obde´lnı´k se zaznamena´doLAR.ALsevypra´zdnı´.
Aktua´lnı´ hodnoty:
AL = []
UR = [DR1, DR2]
LAR = [[5, 5, 110, 210]]
• Nacˇtenı´ DR2 pro zaznamena´nı´ do AR. DR2 je vsˇak obsazˇen vUR, nemu˚zˇe se pouzˇı´t.
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Obde´lnı´k Sˇı´rˇka Vy´sˇka x1 y1 x2 y2
DR1 100 200 0 0 100 200
DR2 110 210 10 10 120 220
DR3 120 210 20 20 140 230
DR4 100 180 100 50 200 230
DR5 118 208 22 22 140 230
Tabulka A.1: Seznam detekcˇnı´ch obde´lnı´ku˚.
• Nacˇtenı´ DR3 pro zaznamena´nı´ doAR. DR3 se zaznamena´ doAR,AL aUR.Aktua´lnı´
hodnoty:
AR = DR3
AL = [DR3]
UR = [DR1, DR2, DR3]
• Nacˇtenı´DR4proporovna´nı´ sAR (DR3).DR4 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ za´pornou hodnotu prˇi porovna´nı´ DR4 a AR. Nacˇte se dalsˇı´ detekcˇnı´ obde´lnı´k.
• Nacˇtenı´DR5proporovna´nı´ sAR (DR3).DR5 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ kladnouhodnotuprˇi porovna´nı´DR5aAR.Zaznamena´ sedoALaUR.Aktua´lnı´
hodnoty:
AL = [DR3, DR5]
UR = [DR1, DR2, DR3, DR5]
• Zpru˚meˇrujı´ se detekcˇnı´ obde´lnı´ky v AL za pomocı´ Averaging rectangles. AR ob-
sahujeDR3aDR5.Zpru˚meˇrovany´ obde´lnı´k se zaznamena´doLAR.ALsevypra´zdnı´.
Aktua´lnı´ hodnoty:
AL = []
UR = [DR1, DR2, DR3, DR5]
LAR = [[5, 5, 110, 210], [21, 21, 140, 230]]
• Nacˇtenı´ DR4 pro zaznamena´nı´ doAR. DR4 se zaznamena´ doAR,AL aUR.Aktua´lnı´
hodnoty:
AR = DR4
AL = [DR4]
UR = [DR1, DR2, DR3, DR5, DR4]
• Nacˇtenı´DR5proporovna´nı´ sAR (DR4).DR4 senacha´zı´ vUR.Nacˇte sedalsˇı´ detekcˇnı´
obde´lnı´k.
• V dalsˇı´m kroku je konec bufferu, DR4 se zaznamena´ do LAR. LAR se prˇeda´ v
na´sledujı´cı´ podobeˇ: LAR = [[5, 5, 110, 210], [21, 21, 140, 230], [100, 50, 200, 230]]
Pro bublinkovy´ zpu˚sob se prˇijaty´ LAR pouzˇije jako vstupnı´ seznam detekcˇnı´ch ob-
de´lnı´ku. V tomto prˇı´padeˇ by druhy´ pru˚chod vypadal na´sledovneˇ:
• Buffer obsahuje 3 detekcˇnı´ obde´lnı´ky. Pokracˇuje se.
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• Nacˇtenı´ DR1 pro zaznamena´nı´ doAR. DR1 se zaznamena´ doAR,AL aUR.Aktua´lnı´
hodnoty:
AR = DR1
AL = [DR1]
UR = [UR]
• Nacˇtenı´DR2proporovna´nı´ sAR (DR1).DR2 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ kladnouhodnotuprˇi porovna´nı´DR2aAR.Zaznamena´ sedoALaUR.Aktua´lnı´
hodnoty:
AL = [DR1, DR2]
UR = [DR1, DR2]
• Nacˇtenı´DR3proporovna´nı´ sAR (DR1).DR3 se nenacha´zı´ vUR.Compare rectangles
vra´tı´ za´pornou hodnotu prˇi porovna´nı´ DR3 a AR. Nacˇte se dalsˇı´ detekcˇnı´ obde´lnı´k.
• Zpru˚meˇrujı´ se detekcˇnı´ obde´lnı´ky v AL za pomocı´ Averaging rectangles. AR ob-
sahujeDR1aDR2.Zpru˚meˇrovany´ obde´lnı´k se zaznamena´doLAR.ALsevypra´zdnı´.
Aktua´lnı´ hodnoty:
AL = []
UR = [DR1, DR2]
LAR = [[13, 13, 125, 220]]
• Nacˇtenı´ DR2 pro zaznamena´nı´ do AR. DR2 je vsˇak obsazˇen vUR, nemu˚zˇe se pouzˇı´t.
• Nacˇtenı´ DR3 pro zaznamena´nı´ doAR. DR3 se zaznamena´ doAR,AL aUR.Aktua´lnı´
hodnoty:
AR = DR3
AL = [DR3]
UR = [DR1, DR2, DR3]
• V dalsˇı´m kroku je konec bufferu, DR3 se zaznamena´ do LAR. LAR se prˇeda´ v
na´sledujı´cı´ podobeˇ: LAR = [[13, 13, 125, 220], [100, 50, 200, 230]]
V trˇetı´m pru˚chodu jizˇ hodnoty budou stejne´, tudı´zˇ u bublinkove´ho principu bude
konecˇna´ hodnota: [[13, 13, 125, 220], [100, 50, 200, 230]]
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B Prˇı´klad: detekcˇnı´ obde´lnı´k za´jmu˚ (Key rectangle)
Uka´zkovy´ prˇı´klad je zalozˇen na obra´zku B.1 a vstupnı´ch parametrech:
• FB = 4
• SC = 0.25
• PDC = 3
• NSP = 3
Dalsˇı´ hodnoty:
• SB = 6
• CDR = []
• ACDR = []
• CP = []
Na obra´zku zkratka DR oznacˇuje detekcˇnı´ obde´lnı´k. Operace nad PDC s SC budou
vynecha´ny. Postup:
• Buffer (SB) je veˇtsˇı´ nezˇ hodnota FB.
• Prvnı´ detekcˇnı´ snı´mek neobsahuje zˇa´dny´ detekcˇnı´ obde´lnı´k. Prˇejde se k dalsˇı´mu
detekcˇnı´mu obde´lnı´ku
• Druhy´ detekcˇnı´ snı´mek dva detekcˇnı´ obde´lnı´ky. Zaeviduji se do CDR i ACDR.
CDR = [DR1, DR2]
ACDR = [DR1, DR2]
Prˇejde se k dalsˇı´mu snı´mku.
• Frame 3 obsahuje trˇi detekcˇnı´ obde´lnı´ky. DR4 (podobny´ s DR1) a DR5 (podobny´ s
DR2) majı´ pozitivnı´ odpoveˇd’ z algoritmu Compare rectangles a DR3 ma´ negativnı´
odpoveˇd’. DR3 se zaeviduje do CDR a ACDR, DR1 se nahradı´ za DR4 a DR2 za DR5
v ACDR.
CDR = [DR1, DR2, DR3]
ACDR = [DR4, DR5, DR3]
Kdalsˇı´mu detekcˇnı´mu snı´mku se nepokracˇuje, protozˇe je jizˇ dosazˇenNSP (pru˚chod
trˇemi detekcˇnı´mi snı´mky).
• Nacˇte se prvnı´ detekcˇnı´ obde´lnı´k z CDR do ADR (DR1).
• Nacˇte se Frame 1. Ten neobsahuje zˇa´dne´ detekcˇnı´ obde´lnı´ky. Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 2
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Obra´zek B.1: Graficke´ vyobrazenı´ bufferu s detekcˇnı´mi snı´mky.
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• Nacˇte se Frame 2. Obsahuje dva detekcˇnı´ obde´lnı´ky. DR1 je shodny´ s ADR (DR1).
Zaznamena´va´ se:
FC1 = FC1 + 1 = 1
ADR = DR1
CP1 = CP1 + (FC + SB)–(AP +NM) = 0 + (1 + 6)–(2 + 1) = 4
NM = 0
AP = AP + 1 = 3
• Nacˇte se Frame 3, ktery´ obsahuje 3 detekcˇnı´ obde´lnı´ky. DR4 je shodny´ s ADR (DR1).
Zaznamena´va´ se:
FC1 = FC1 + 1 = 2
ADR = DR4
CP1 = CP1 + (FC + SB)–(AP +NM) = 4 + (2 + 6)–(3 + 0) = 9
NM = 0
AP = AP + 1 = 4
• Nacˇte se Frame 4, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR6 nenı´ shodny´ s ADR
(DR4). Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 5
• Nacˇte se Frame 5, ktery´ obsahuje 2 detekcˇnı´ obde´lnı´ky. DR7 je shodny´ s ADR (DR4).
Zaznamena´va´ se:
FC1 = FC1 + 1 = 3
ADR = DR7
CP1 = CP1 + (FC + SB)–(AP +NM) = 9 + (3 + 6)–(5 + 1) = 12
NM = 0
AP = AP + 1 = 6
• Nacˇte se Frame 6, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR9 je shodny´ s ADR
(DR7). Zaznamena´va´ se:
FC1 = FC1 + 1 = 4
ADR = DR9
CP1 = CP1 + (FC + SB)–(AP +NM) = 12 + (4 + 6)–(6 + 0) = 16
NM = 0
AP = AP + 1 = 7
• Jizˇ dalsˇı´ detekcˇnı´ snı´mek v bufferu nenı´, do ADR se nacˇte DR2 z CDR a nastavı´ se
vy´chozı´ hodnoty: NM = 0
AP = 1
• Nacˇte se Frame 1. Ten neobsahuje zˇa´dne´ detekcˇnı´ obde´lnı´ky. Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 2
• Nacˇte se Frame 2. Obsahuje dva detekcˇnı´ obde´lnı´ky. DR2 je shodny´ s ADR (DR2).
Zaznamena´va´ se:
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FC2 = FC2 + 1 = 1
ADR = DR2
CP2 = CP2 + (FC + SB)–(AP +NM) = 0 + (1 + 6)–(2 + 1) = 4
NM = 0
AP = AP + 1 = 3
• Nacˇte se Frame 3, ktery´ obsahuje 3 detekcˇnı´ obde´lnı´ky. DR5 je shodny´ s ADR (DR2).
Zaznamena´va´ se:
FC2 = FC2 + 1 = 2
ADR = DR5
CP2 = CP2 + (FC + SB)–(AP +NM) = 4 + (2 + 6)–(3 + 0) = 9
NM = 0
AP = AP + 1 = 4
• Nacˇte se Frame 4, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR6 nenı´ shodny´ s ADR
(DR5). Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 5
• Nacˇte se Frame 5, ktery´ obsahuje 2 detekcˇnı´ obde´lnı´ky. DR8 je shodny´ s ADR (DR5).
Zaznamena´va´ se:
FC2 = FC2 + 1 = 3
ADR = DR8
CP2 = CP2 + (FC + SB)–(AP +NM) = 9 + (3 + 6)–(5 + 1) = 12
NM = 0
AP = AP + 1 = 6
• Nacˇte se Frame 6, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR9 nenı´ shodny´ s ADR
(DR8). Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 7
• Jizˇ dalsˇı´ detekcˇnı´ snı´mek v bufferu nenı´, do ADR se nacˇte DR3 z CDR a nastavı´ se
vy´chozı´ hodnoty: CP2 = CP2 −NM = 12− 1 = 11
NM = 0
AP = 1
• Nacˇte se Frame 1. Ten neobsahuje zˇa´dne´ detekcˇnı´ obde´lnı´ky. Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 2
• Nacˇte se Frame 2. Obsahuje dva detekcˇnı´ obde´lnı´ky. Zˇa´dny´ nenı´ shodny´ s ADR
(DR3). Zaznamena´va´ se:
NM = NM + 1 = 2
AP = AP + 1 = 3
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• Nacˇte se Frame 3, ktery´ obsahuje 3 detekcˇnı´ obde´lnı´ky. DR3 je shodny´ s ADR (DR3).
Zaznamena´va´ se:
FC3 = FC3 + 1 = 1
ADR = DR3
CP3 = CP3 + (FC + SB)–(AP +NM) = 0 + (1 + 6)–(3 + 2) = 2
NM = 0
AP = AP + 1 = 4
• Nacˇte se Frame 4, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR6 je shodny´ s ADR
(DR3). Zaznamena´va´ se:
FC3 = FC3 + 1 = 2
ADR = DR6
CP3 = CP3 + (FC + SB)–(AP +NM) = 2 + (2 + 6)–(4 + 0) = 6
NM = 0
AP = AP + 1 = 5
• Nacˇte se Frame 5, ktery´ obsahuje 2 detekcˇnı´ obde´lnı´ky. Zˇa´dny´ nenı´ shodny´ s ADR
(DR6). Zaznamena´va´ se:
NM = NM + 1 = 1
AP = AP + 1 = 6
• Nacˇte se Frame 6, ktery´ obsahuje jeden detekcˇnı´ obde´lnı´k. DR9 nenı´ shodny´ s ADR
(DR6). Zaznamena´va´ se:
NM = NM + 1 = 2
AP = AP + 1 = 7
• Jizˇ dalsˇı´ detekcˇnı´ snı´mek v bufferu nenı´. V CDR take´ jizˇ nenı´ zˇa´dny´ detekcˇnı´ obde´l-
nı´k, nastavı´ se pouze: CP3 = CP3 −NM = 6− 2 = 4
• Konecˇne´ hodnoty jsou:
CP = [16, 11, 4]
FC = [4, 3, 2]
CDR = [DR1, DR2, DR3]
Klı´cˇovy´m detekcˇnı´m obde´lnı´kem je DR1, protozˇe ma´ nejvysˇsˇı´ CP (16) a splnˇuje
podmı´nku FC ≥ FB.
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C Prˇilozˇene´ soubory
C.1 Bakala´rˇska´ pra´ce
Bakala´rˇska´ pra´ce ve forma´tu PDF se nacha´zı´ v rootu CD s na´zvem SIM0094.pdf.
C.2 Modul ardrone control lib
Zdrojove´ ko´dy modulu ardrone control lib obsahujı´cı´ trˇı´dy pro komunikaci a ovla´da´nı´
kvadrikopte´ry se nacha´zı´ v adresa´rˇi ardrone_control_lib.
C.3 Modul detection worker
Zdrojove´ ko´dy modulu detection worker obsahujı´cı´ trˇı´dy pro vytva´rˇenı´ a manipulaci s
detekcemi se nacha´zı´ v adresa´rˇi detection_worker.
C.4 Modul socket server client
Zdrojove´ ko´dymodulu socket server client obsahujı´cı´ trˇı´dy pro komunikaci prˇes sockety
se nacha´zı´ v adresa´rˇi socket_server_client.
C.5 Trˇı´da HybridRingBuffer
Trˇı´da kruhove´ho bufferu se nacha´zı´ v adresa´rˇı´ class.
C.6 Hotova´ serverova´ cˇa´st
Zdrojove´ ko´dyhotove´hoprogramubeˇzˇı´cı´ na serveruMerlin senacha´zı´ v adresa´rˇimerlin_server.
C.7 Hotova´ klientska´ cˇa´st
Zdrojove´ ko´dy hotove´ho programu beˇzˇı´cı´ na klientske´ cˇa´stı´ (prostrˇednı´k) se nacha´zı´ v
adresa´rˇi middleman.
C.8 Vlastnı´ vytva´rˇenı´ HOG descriptoru˚
Zdrojove´ ko´dy pro vytva´rˇenı´ HOG descriptoru˚ se nacha´zı´ v adresa´rˇi features.
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D Popis trˇı´d a modulu˚
D.1 Modul ardrone control lib
Modul obsahuje trˇı´du ARDrone2, statickou trˇı´du Config se seznamem konfiguracˇnı´ch
prˇı´znaku˚, statickou trˇı´du Led se seznamem LED animacı´, statickou trˇı´du Anim se sez-
namem letovy´ch akrobaciı´, funkci f2i k prˇevodu cˇı´sel s desetinou cˇa´rkou/tecˇkou na
integer ve standardu IEEE-754.
Samozrˇejmeˇ obsahuje i za´kladnı´ uka´zku pouzˇitı´ trˇı´dy ARDrone2.
D.1.1 Trˇı´da ARDrone2
Pro ovla´da´nı´ slouzˇı´ na´sledujı´cı´ metody:
navdataDemo Inicializace drona.
setSpeed Nastavenı´ rychlosti pro na´sledujı´cı´ vysokou´rovnˇove´ prˇı´kazy. Ma´ pouze jeden
parametr prˇijı´majı´cı´ float hodnoty od 0 po 1.
trim Flat trims - signal pro oznacˇenı´, zˇe dron lezˇı´ v rovineˇ. Vynulova´nı´ hodnot gyroskopu.
takeoff Vzle´tnutı´
land Prˇista´nı´
hover Vzna´sˇenı´ na mı´steˇ.
moveLeft Nahnutı´ vlevo - let vlevo.
moveRight Nahnutı´ vpravo - let vpravo.
moveBackward Nahnutı´ vzad - let vzad.
moveForward Nahnutı´ vprˇed - let vprˇed.
moveDown Klesa´nı´
moveUp Stoupa´nı´
turnLeft Otocˇenı´ vlevo.
turnRight Otocˇenı´ vpravo.
emergency Vypnutı´ motoru˚.
readyToStart Vypnuti emergency mo´du a prˇipravit opeˇt k vzle´tnutı´.
halt Vypnutı´ drona.
Vy´sˇe zmı´neˇne´ metody vyuzˇı´vajı´ metody s nı´zkou´rovnˇovy´mi prˇı´kazy:
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sendAt Sestavı´ a odesˇle AT prˇı´kaz dronovi.
atRef Sestavenı´ a odesla´nı´ prˇı´kazuAT*REF. Za´kladnı´ ovla´da´nı´ drona - vzle´tnutı´, prˇista´nı´,
emergency (vypnutı´ motoru˚), zrusˇenı´ emergency.
atPcmd Sestavenı´ a odesla´nı´ prˇı´kazu AT*PCMD. Pohyb drona.
atPcmdMag Sestavenı´ a odesla´nı´ prˇı´kazu AT*PCMD MAG. Pohyb drona.
atFtrim Sestavenı´ a odesla´nı´ prˇı´kazu AT*FTRIM. Flat trims - signal pro oznacˇenı´, zˇe dron
lezˇı´ v rovineˇ. Vynulova´nı´ hodnot gyroskopu.
atCalib Sestavenı´ a odesla´nı´ prˇı´kazu AT*CALIB. Kalibrace magnetometru.
atConfig Sestavenı´ a odesla´nı´ prˇı´kazu AT*CONFIG. Nastavenı´ konfigurace drona.
atConfigIds Sestavenı´ a odesla´nı´ prˇı´kazu AT*CONFIG IDS. Identifika´tory pro na´sledu-
jı´cı´ prˇı´kaz AT*CONFIG.
atComwdg Sestavenı´ a odesla´nı´ prˇı´kazuAT*COMWDG.Hlı´dacı´ pes. Tento prˇı´kaz slouzˇı´
k udrzˇova´nı´ komunikace.
atLed Spusˇteˇnı´ LED diodove´ animace (za pomocı´ cˇerveny´ch a zeleny´ch LED diod).
atAnim Spusˇteˇnı´ pohybove´ animace, respektive prova´deˇnı´ dane´ho pohybu po urcˇitou
dobu.
Metody video streamu:
getActualFrame Prˇeda´ aktua´lnı´ snı´mek z video streamu drona.
getActualResolution Prˇeda v tuple rozlisˇenı´ aktua´lnı´ho video streamu z drona.
Metody pro zı´ska´nı´ ru˚zny´ch statusu˚/informacı´ z drona:
statusBattery Procentua´lnı´ stav baterie (0 - vybito, 100 - plneˇ nabito)
statusSetSpeed Aktua´lneˇ nastavena rychlost prova´deˇny´ch ovla´dacı´ch metod.
statusTheta Aktua´lnı´ u´hel θ.
statusPhi Aktua´lnı´ u´hel φ.
statusPsi Aktua´lnı´ u´hel ψ.
statusAltitude Aktua´lnı´ nadmorˇska´ vy´sˇka.
statusVX Aktua´lnı´ rychlost v ose X (viz obra´zek 1.6).
statusVY Aktua´lnı´ rychlost v ose Y (viz obra´zek 1.6).
statusVZ Aktua´lnı´ rychlost v ose Z (viz obra´zek 1.6).
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statusFrames Aktua´lnı´ pocˇet video snı´mku.
Abstraktnı´ metody:
navdataInit Metoda spousˇteˇjı´cı´ se prˇi inicializaci prˇijı´ma´nı´ navigacˇnı´ch dat (navdata).
Slouzˇı´ naprˇı´klad pro vytvorˇenı´ souboru˚ cˇi bufferu, do ktere´ho se budou zazna-
mena´vat navigacˇnı´ data.
navdataCycle Metoda spousˇteˇjı´cı´ prˇi kazˇde´m prˇı´jmu navigacˇnı´ch dat. Slouzˇı´ naprˇı´klad
pro zaznamena´vanı´ navigacˇnı´ch dat do souboru cˇi bufferu.
navdataDead Metoda spousˇteˇjı´cı´ seprˇi ukoncˇenı´ prˇijı´ma´nı´ navigacˇnı´chdat. Slouzˇı´ naprˇı´k-
lad pro ukoncˇenı´ bufferu.
videoBufferInit Metoda spousˇteˇjı´cı´ se prˇi inicializaci prˇijı´ma´nı´ video streamu. Slouzˇı´
naprˇı´klad pro vytvorˇenı´ bufferu video snı´mku˚.
videoBufferCycle Metoda spousˇteˇjı´cı´ prˇi kazˇde´m prˇı´jmu video framu. Slouzˇı´ naprˇı´klad
pro zobrazenı´ video za´znamu.
videoBufferDead Metoda spousˇteˇjı´cı´ se prˇi ukoncˇenı´ prˇijı´ma´nı´ video streamu. Slouzˇı´
naprˇı´klad pro ulozˇenı´ videa do souboru.
D.2 Modul detection worker
D.2.1 Trˇı´da PicturesConvert
Prˇi vytva´rˇenı´ instance je mozˇne´ zadat obra´zek a zmeˇnu velikosti obra´zku.
Trˇı´da obsahuje na´sledujı´cı´ metody:
resize Zmeˇna velikosti obra´zku.
Obsahuje jen jedenparametr scale, ktery´ urcˇujeprocentua´lnı´ zmeˇnuvelikosti obra´zku.
getActualPicture Vra´tı´ aktua´lnı´ obra´zek se vsˇemi u´pravami.
getOriginalActualPicture Vra´tı´ aktua´lnı´ origina´lnı´ obra´zek - bez jaky´chkoliv apliko-
vany´ch u´prav.
setPicture Nastavı´ jiny´ obra´zek k zpracova´nı´ (je bra´n jako origina´lnı´).
Obsahuje jen jeden parametr image, ktery´ prˇijı´ma´ obra´zek (numpy).
reset Smazˇe vesˇkere´ zmeˇny provedene´ nad poslednı´m vlozˇeny´m obra´zkem.
getGray Prˇevod obra´zku do odstı´nu sˇedi.
getGauss Gausova´ filtrace vcˇetneˇ prˇevodu do odstı´nu sˇedi.
getCanny Cannyho hranovy´ detektor, vcˇetneˇ prˇevodu do odstı´nu sˇedi.
Parametry:
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low threshold Velikost spodnı´ho prahu pro eliminaci nevy´znamny´ch hran. Vy´-
chozı´ hodnota je 50.
up threshold Velikost hornı´ho prahu pro eliminaci nevy´znamny´ch hran. Vy´chozı´
hodnota je 50.
detection Detekce za pomocı´ kaska´dy.
Obsahuje jen jeden parametr cascade, ktery´ prˇijı´ma´ detekcˇnı´ kaska´du.
drawRectangles Vykreslenı´ obde´lnı´ku˚ do obra´zku.
Parametry:
rectangles Seznam (list) obde´lnı´ku˚, ktere´ majı´ hodnoty: [x, y, x2, y2].
color Barva obde´lnı´ku˚. 3 hodnoty (tuple) v porˇadı´: modra´, zelena´, cˇervena´. Vy´chozı´
hodnota je (0, 255, 0).
border Sˇı´rˇka cˇa´ry obde´lnı´ku˚. Vy´chozı´ hodnota je 2.
getFaceDetection Detekce oblicˇeju˚.
getEyeDetection Detekce ocˇı´.
getFaceAllDetection Detekce oblicˇeju˚, ocˇı´ a bry´lı´.
getObjectsDetection Detekce podle seznamu kaska´d.
Obsahuje jen jedenparametr cascades, ktery´ prˇijı´ma´ seznam(list) detekcˇnı´chkaska´d.
getPeopleDetection - Detekce lidı´ za pomoci HOG deskriptoru z OpenCV.
Parametry:
win stride Cˇtvercove´ rozdeˇlenı´ obra´zku na sı´t’stejneˇ velky´ch bloku˚. Vy´chozı´ hod-
nota je 8
padding Rozmeˇry detekcˇnı´ho okna. Vy´chozı´ hodnota je 32
scale Koeficient na´ru˚stu okna detekce. Vy´chozı´ hodnota je 1.15.
sizesToCoordinates Zmeˇnana sourˇadnicove´ obde´lnı´ky.Z[x,y,w,h] sevytvorˇı´[x,y,x2,y2].
Obsahuje jen jeden parametr rectangles, ktery´ prˇijı´ma´ seznam (list) obde´lnı´ku˚.
D.2.2 Trˇı´da RectanglesWorker
Prˇi vytva´rˇenı´ instance je mozˇne´ zadat seznam (list nebo numpy) detekcˇnı´ch obde´lnı´ku˚.
Trˇı´da obsahuje na´sledujı´cı´ metody:
setRectangles Nastavenı´ nove´ho seznamu obde´lnı´ku˚.
Obsahuje jen jeden parametr rectangles - seznam obde´lnı´ku˚.
getRectangles Vra´cenı´ aktua´lnı´ sestavy obde´lnı´ku˚.
correctionRectangles Zmeˇna rozmeˇru˚ detekcˇnı´ch obde´lnı´ku˚.
Parametry:
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width Sˇı´rˇka - je-li None nebo 0, nebude se meˇnit. Vy´chozı´ hodnota je 0.75.
height Vy´sˇka - je-li None nebo 0, nebude se meˇnit. Vy´chozı´ hodnota je 0.75.
getFindMaxWidthRectangle Najde nejsˇirsˇı´ obde´lnı´k.
getWidthRectangle Sˇı´rˇka jednoho obde´lnı´ku, nenı´-li zˇa´dny´ vra´tı´ 0.
Obsahuje jen jeden parametr rectangle - jeden obde´lnı´k.
getHeightRectangle Vy´sˇka jednoho obde´lnı´ku, nenı´-li zˇa´dny´ vra´tı´ 0
Obsahuje jen jeden parametr rectangle - jeden obde´lnı´k.
getFilteredMaxSizeRectangles Vyfiltrova´nı´ obde´lnı´ku˚, ktere´ prˇesahujı´ zadanou sˇı´rˇku
nebo vy´sˇku, respektive na´vratovou hodnotou budou obde´lnı´ky prˇesahujı´cı´ sˇı´rˇku
nebo vy´sˇku.
Parametry:
width Maxima´lnı´ sˇı´rˇka obde´lnı´ku˚ (bude-li None - nebude se bra´t v potaz). Vy´chozı´
hodnota je None.
height Maxima´lnı´ vy´sˇka obde´lnı´ku˚ (bude-li None - nebude se bra´t v potaz). Vy´-
chozı´ hodnota je None.
compareRectangles Porovna´nı´, zda jsou oba obde´lnı´ky na podobne´m mı´steˇ v podobne´
velikosti (viz algoritmus v kapitole 3.1).
Parametry:
rectangle 1 Obde´lnı´k k porovna´nı´.
rectangle 2 Obde´lnı´k k porovna´nı´.
size divergence Koeficient (procenta 1 = 100 %, 0.5 = 50 %, 0 = 0 % [stejneˇ velke´]
) o kolik mohou by´t obde´lnı´ky velikostneˇ rozdı´lne´. Viz SDC v kapitole 3.1.
Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC v kapitole 3.1.
mode position Zda se ma´ urcˇovat strˇed dle cˇtverce cˇi kruzˇnice (True - cˇtverec,
False - kruzˇnice). Vy´chozı´ hodnota je True.
averagingRectangles Vytvorˇenı´ jednoho zpru˚meˇrovane´ho obde´lnı´ku na za´kladeˇ sez-
namu obde´lnı´ku˚
averagingAppropriateRectangles Zpru˚meˇrova´nı´ podobny´ch obde´lnı´ku˚ na podobne´m
mı´steˇ. Vyuzˇı´va´ se algoritmu, vysveˇtleno viz kapitola 3.3.
Parametry:
size divergence Viz SDC. Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC.
mode position Viz mode_position. Vy´chozı´ hodnota je True.
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buble mode Je-li zapnut (True) bublinkovy´ mo´d, tak se prova´dı´ oveˇrˇova´nı´ obde´l-
nı´ku˚ do te´ doby, dokud je vzˇdy neˇjaky´ podobny´ obde´lnı´k nalezen. Je-li vypnut
(False), provede se jen jednou. Vy´chozı´ hodnota je False.
filterEmptyRectangles Smazat pra´zdne´ obde´lnı´ky bez sourˇadnic.
D.2.3 Trˇı´da FramesWorker
Prˇi vytva´rˇenı´ instance je mozˇne´ zadat seznam (list nebo numpy) framu˚.
Trˇı´da obsahuje na´sledujı´cı´ metody:
setFrames Nastavenı´ nove´ho seznamu framu˚.
Obsahuje jen jeden parametr frames - seznam obde´lnı´ku˚.
getFrames Vra´cenı´ aktua´lnı´ sestavy framu˚.
getCount Pocˇet framu˚ v seznamu.
averagingAppropriateRectangles Zpru˚meˇrova´nı´ podobny´ch obde´lnı´ku˚ na podobne´m
mı´steˇ v dane´m framu. Aplikuje se pro kazˇdy´ frame zvla´sˇt’. Vyuzˇı´va´ se algoritmu
vysveˇtleno v kapitole 3.3.
Parametry:
size divergence Viz SDC. Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC.
mode position Viz mode_position. Vy´chozı´ hodnota je True.
buble mode Viz (buble_mode). Vy´chozı´ hodnota je False.
filteringIncorrectRectangles Algoritmus na odfiltrova´nı´ nenavazujı´cı´ch detekcı´ na za´k-
ladeˇ hadovite´ho hleda´nı´ (viz popis algoritmu v kapitole 3.4).
Parametry:
buffer size Velikost bufferu.
find in buffer Minima´lnı´ pocˇet framu˚, ve ktery´ch musı´ byt nalezene´ podobne´ de-
tekce (maxima´lnı´ velikost: buffer size - 1).
step coefficient Okolik sema´vkazˇde´mna´sledujı´cı´m framunavy´sˇitposition_divergence,
pokud nebyla nalezena´ detekce v aktua´lnı´m framu. Vy´chozı´ hodnota je 0.25.
maximum step Kolikra´t semu˚zˇenavy´sˇitposition_divergenceostep_coefficient
(-1 - vypnuto - neomezeneˇkra´t; 0 - nenavysˇovat). Vy´chozı´ hodnota je -1.
size divergence Viz SDC. Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC.
mode position viz mode_position. Vy´chozı´ hodnota je True.
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keyRectangle Algoritmus, ktery´ prˇeda´ frame s jednı´m nebo zˇa´dny´m detekcˇnı´m obde´l-
nı´kem za´jmu za pomoci hadovite´ho hleda´nı´ (viz popis algoritmu kapitola 3.5).
Parametry:
find in buffer Velikost bufferu.
number steps predict Pocˇet framu˚ k vytvorˇenı´ predikcˇnı´ho framu CDR (Candi-
dates Detection Rectangles).
step coefficient Viz step_coefficient. Vy´chozı´ hodnota 0.25.
maximum step viz maximum_step. Vy´chozı´ hodnota je -1.
size divergence viz SDC. Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC. Vy´chozı´ hodnota je 0.25.
mode position jak je uvedeno vy´sˇe. Vy´chozı´ hodnota je True.
merging Sloucˇenı´ framu˚ do jednoho framu.
mergingWithAveragingAppropriateRectangles Sloucˇenı´ framu˚do jednoho framu,prˇicˇemzˇ
se podobne´ obde´lnı´ky budou pru˚meˇrovat.
Parametry:
size divergence Viz SDC. Vy´chozı´ hodnota je 0.25.
position divergence Viz PDC. Vy´chozı´ hodnota je 0.25.
mode position jak je uvedeno vy´sˇe. Vy´chozı´ hodnota je True.
buble mode jak je uvedeno vy´sˇe. Vy´chozı´ hodnota je True.
D.3 Modul socket server
Modul obsahuje trˇı´dy: Message, Handler, SocketServer, Client pro socket server-klient
komunikaci.
D.3.1 Trˇı´da Message
Trˇı´da obsahuje na´sledujı´cı´ metody:
parseMessage Rozparsova´nı´ bufferu a spusˇteˇnı´ dany´ch funkcı´ na za´kladeˇ abstraktnı´
metody runFunction.
buildMessage Sestavenı´ zpra´vy. Metoda vra´tı´ seznam (list) fragmentu˚ (rˇeteˇzcu˚) ses-
tavene´ zpra´vy. Kazˇdy´ fragment ma´ de´lku maxima´lneˇ 4096 znaku˚.
Parametry:
function Na´zev funkce, nebo-li datovy´/na´vratovy´ typ cˇi specifikace zpra´vy.
params Seznam (list) prˇidany´ch/specifikujı´cı´ch parametru˚.
addData Zaevidovanı´ dat do bufferu.
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Abstraktnı´ metody:
runFunction Abstraktnı´ metoda, ktera´ bude volat na´sledneˇ metody dle prˇeda´vane´ho
parametru param.
D.3.2 Trˇı´da Handler
Prˇi vytva´rˇenı´ instance je potrˇeba vlozˇit objekt socketu, prˇı´padneˇ nastavit velikost bufferu
(vy´chozı´ hodnota je jinak 10000000).
Trˇı´da obsahuje na´sledujı´cı´ metody:
run Cˇeka´nı´ na prˇı´jem dat od klienta/serveru, ktere´ se zaeviduji do bufferu, rozparsuji a
na za´kladeˇ toho se spustı´ funkce s prˇı´padnou odpoveˇdi.
sendMessage Odesla´nı´ zpra´vy klientovi/serveru.
Parametry:
function Na´zev funkce, nebo-li datovy´/na´vratovy´ typ cˇi specifikace zpra´vy.
params Seznam (list) prˇidany´ch/specifikujı´cı´ch parametru˚.
D.3.3 Trˇı´da SocketServer
Prˇi vytva´rˇenı´ instance je potrˇeba zadat port na ktere´m ma´ naslouchat.
Trˇı´da obsahuje na´sledujı´cı´ metodu run, ktera´ spustı´ server. Da´le obsahuje abstraktnı´
metodu clientHandler, ktera´ se spustı´ prˇi nava´za´nı´ komunikace s klientem. Obsahuje
parametr client obsahujı´cı´ objekt prˇipojene´ho socketu.
D.3.4 Trˇı´da Client
Prˇi vytva´rˇenı´ instance je potrˇeba zadat adresu hostitelske´ho serveru (parametr host), port
hostitelske´ho serveru (parametr port), prˇı´padneˇ velikost bufferu (parametr buffer limit),
ktery´ jinak ma´ vy´chozı´ hodnotu 10000000.
Trˇı´da obsahuje 2 na´sledujı´cı´ metody:
sendMessage Odesla´nı´ zpra´vy serveru. Neocˇeka´va´ se zˇa´dna´ odpoveˇd’ (jednosmeˇrna´
komunikace)
Parametry:
function Na´zev funkce, nebo-li datovy´/na´vratovy´ typ cˇi specifikace zpra´vy.
params Seznam (list) prˇidany´ch/specifikujı´cı´ch parametru˚.
sendMessageWaiting Odesla´nı´ zpra´vy na server s na´sledny´m cˇeka´nı´m na odpoveˇd’.
Obousmeˇrna´ komunikace.
Parametry:
function Na´zev funkce, nebo-li datovy´/na´vratovy´ typ cˇi specifikace zpra´vy.
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params Seznam (list) prˇidany´ch/specifikujı´cı´ch parametru˚.
reply function Na´zev funkcena´vratove´ zpra´vy, respektiveocˇeka´vany´ na´zevodpoveˇdi.
identification param Cˇı´selna´ hodnota identifikace zpra´vy (musı´ byt jako prvnı´
parametr - hned po na´zvu funkce). Vy´chozı´ hodnota je None - neocˇeka´va´ se
zˇa´dna´ cˇı´selna´ identifikace zpra´vy.
D.4 Trˇı´da HybridRingBuffer
Prˇi vytvorˇenı´ instance je potrˇeba zadat maxima´lnı´ velikost bufferu, nezada´-li se, bude
velikost rovna´ 10 (a jizˇ nepu˚jde velikost zmeˇnit).
Trˇı´da obsahuje na´sledujı´cı´ metody:
add Prˇida´nı´ dalsˇı´ho prvku do bufferu.
Obsahuje jen jeden parametr item - prˇida´vany´ prvek.
getAllItems Vra´tı´ obsah (list) cele´ho bufferu.
getFirstItem Vra´tı´ nejaktua´lneˇjsˇı´/nejcˇerstveˇjsˇı´ za´znam.
getSecondItem Vra´tı´ druhy´ nejcˇerstveˇjsˇı´ za´znam.
getLastItem Vra´tı´ nejstarsˇı´ za´znam nacha´zejı´cı´ho se v bufferu.
getItemInPosition Vra´tı´ za´znam na dane´ pozici v bufferu.
Obsahuje jen jeden parametr i - pozice v bufferu kde 0 je nejcˇerstveˇjsˇı´ za´znam. Prˇi
zadanı´ neexistujı´cı´ pozice se vra´tı´ None.
getSize Aktua´lnı´ velikost bufferu.
