Agile processes potentially ease distributed software development by demanding regular communication and self-management of virtual team members. However, being designed for collocated teams, extensions to the regular process need to be made. We investigate critical areas of improvement based on a case of distributed Scrum involving two unaffiliated Austrian IT organizations that collaborate to build software. We identified eight critical areas for improvement originating from interviews, retrospective meetings and an in-depth case analysis. Key suggestions for practice include the establishment of long-lived single-site Scrum teams and the application of Behavior Driven Development (BDD) to make implicit requirement knowledge explicit and transparent to all of the distributed parties.
INTRODUCTION
Distributed development challenges one of the core strengths of Scrum: team members need to interact and communicate on a daily basis to form selforganizing teams and meet sprint goals. However, distributed environments complicate communication and coordination (Korkala and Abrahamsson, 2007) . Technical tool support plays a bigger role in the process (Dullemond et al., 2009); (Niinimäki, 2011) as well as knowledge management and transfer (Dorairaj et al., 2012) . Consequently team members need to work harder to synchronize and meet sprint goals.
Although originally designed for collocated teams, related agile studies have reported the adaption of agile principles to e.g. a distributed Scrum (Paasivaara et al., 2009 ); (Bannerman et al., 2012) or Extreme Programming (XP) (Hildenbrand et al., 2008) implementation in recent years.
In this paper we identify critical areas for improvement based on our exploratory case study (Vallon et al., 2013) , discuss solutions and examine our findings with regard to both traditional and agile related studies. The distributed Scrum implementation involves two unaffiliated Austrian IT organizations, which are separated by about 300 kilometers. We will investigate challenges and areas for improvement, when two organizations with different corporate cultures join forces to develop a software product.
We defined the following research question:
"What are critical areas for improvement in agile multi-site distributed software development?"
RESEARCH DESIGN

Research Setting
Two unaffiliated organizations, the main supplier (MS) and the additional supplier (AS), collaborate to develop three software products that share a common codebase. Both suppliers have successfully applied regular Scrum before and chose to implement an adapted version of Scrum to better suit the needs of a distributed development environment. The two organizations develop at their own sites, separated by about 300 kilometers. The MS is a large company whose IT department is involved in the development of the three software products. It is responsible for requirements engineering with all three customers and provides the bigger part of the development staff.
The AS is a medium-sized core software development company. It complements the MS's development staff and has no contact with customers. Table 1 shows the distribution of team members over the two suppliers. The MS has one product owner (PO) for each software product and three Scrum masters (SM) serving three teams. The AS does neither have a PO nor a SM on site. 
Research Method
The research is divided into three phases: observations, case analysis and discussion as illustrated in Figure 1 . Observations. One of the authors examined the Scrum implementation in use as an external observer. As such, he took part in various meetings and conducted interviews with members of all roles (product owner, Scrum master, developer, tester). The interviews lasted from 20 to 45 minutes and have been audio-recorded. He took field notes, pictures and collected planning sheets and meeting minutes. He has been granted read-only access to several electronic tools involved such as the issue tracking system. This phase lasted for three months.
Case Analysis. After the observation phase the collected data was analyzed by the authors. A problem root cause analysis showed problem clusters and identified relevant root causes in a topdown fashion, i.e. most prominent problems first.
This phase lasted for two months.
Discussion. The last phase involved a presentation and discussion of results with team members including critical areas of improvement. This was the concluding step in the last month. The goal of this phase was to confront the findings from this case study with related work.
OBSERVATION PHASE
The following observations summarize the different aspects of the Scrum implementation applied in the case study including strengths and weaknesses. It is held daily at the MS's site. Since the AS does not have official Scrum roles, the MS handles all inter-team coordination. Testers are assigned to the three Scrum teams, but hold an additional daily meeting to stay synchronized and also send a representative to the SoS. Product owners also participate to evaluate the progress. Two-tiered Planning Process. Planning covers one month, i.e. two sprints. It is a two-tiered process: at first, planning is done at the MS's site with one of the two unofficial Scrum masters of the AS present. The Scrum teams decide, which of the prioritized user stories in the product backlogs they want to implement in the next two sprints.
The second level planning continues at the AS's site: The unofficial Scrum master returns from the MS with pre-estimated (via planning poker: Grenning, 2002) user stories for the AS. Team members volunteer for certain tasks until all tasks are assigned. When a team member accepts a task, it adjusts the original estimation of the MS to its own. One of the unofficial Scrum masters updates a planning spreadsheet during the meeting and shares it with the MS afterwards.
Joint Sprint Review. The sprint review is held after each sprint. It is primarily held at the MS, but the AS joins via video conference. Additionally, one of the AS's Scrum masters is present at the MS's site to represent the AS in person as well. The rest of the AS's team is mainly observing the review, but can raise questions or concerns when necessary. The review consists of feature demonstrations and discussions about different areas of the current product increments and takes about two hours.
Joint Retrospective. The sprint retrospective is held monthly after two sprints with the same setup as the sprint review. It includes an individual evaluation of the last month and the impact of measures taken. Then new remarks are presented, clustered to topics and weighed by team members (by assigning points). Top three issues will get picked up and measures discussed.
Product and Sprint Backlog. Each product owner maintains a product backlog on the MS' site for his product. At the time of the observation phase the AS did not have access to the product backlog, but worked with the sprint backlog only (planning spreadsheet from the two-tiered planning process).
Scrum Board. Both the MS and the AS are using paper Scrum boards. Each Scrum team operates one board. Since the two suppliers are based at different locations, six boards would be needed, but the AS currently only uses one general board on its site covering all three teams. The workflow on the board is defined as: User Stories, TO DOs, In Progress, Review (by the other supplier) and Done.
Burndown Chart. The burndown charts are drawn and updated on paper at the MS's site only (one per team). The AS does not operate one on its own, but the MS includes the AS's tasks in its chart.
Behavior Driven Development. The two suppliers develop software using behavior driven development (BDD: North, 2006) , which is an extension to test driven development (TDD: Beck, 2003) . The goal is to have executable yet human-readable specification in terms of different scenarios for each story.
Means of Communication.
The main means of communication between the two suppliers are joint meetings via video conference and telephone calls. Individual concerns are discussed in emails, instant messaging and screen sharing sessions.
Retrospective
In the three retrospective meetings during the observation phase, issues overweighed strengths by far due to the complex development environment. Named strengths were improved communication and collaboration in general and continuous improvement. Team members identified the following drivers for improvement:  Willingness and commitment to change and improve  Good working atmosphere and employee attitude  Highly motivated people  Team work
The list of problems taken from retrospective meetings is notably longer. Both team members of MS and AS reported to suffer from constant stress in the two-week sprint due to the following reasons:  Workload too high in relation to available staff  Planning delay in general and also between the two suppliers  Too little time to follow BDD workflow in a two-week sprint Late planning was reported since interorganizational planning was frequently not ready until a few days into the sprint iteration. This made it very hard for team members to reach sprint goals. The BDD workflow introduced a lot of overhead, which was underestimated and resulted in broken test cases and thus bad code quality. Problems with the speed of remote access for the AS arose, which slowed down co-development. Minor issues regarding the quality of use cases were also reported.
Interviews
Three prominent issues have been identified from one on one semi-structured interviews. Issues regarding an overhead of communication and coordination addressed the inadequate quality of video conferences, especially with larger groups (joint sprint review/retrospective). The lack of electronic tool support has been criticized, especially by the AS. The AS did not have access to the main paper Scrum boards and burndown charts at the MS's site and progress was synchronized mostly during daily Scrum meetings. Two-tiered sprint planning put pressure on team members' commitment since planning took too long and was frequently not ready at the beginning of new sprint iterations. Interviews have only been conducted with the AS, so a bias concern needs to be raised. Table 2 presents selected quotations from interviews concerning the three problem categories. 
CASE ANALYSIS
After the observation phase, the data collected was analyzed. Problems were identified in a top-down problem root cause analysis and clustered to form areas for improvement. Table 3 shows the identified critical areas of improvement, corresponding problem root causes in the case study and suggested solutions.
Virtual Teams. All three Scrum teams are staffed by members of both suppliers, yet all product owners and Scrum masters are on the MS's site. Nevertheless, two of the AS's team members have emerged that do more coordination work than their colleagues. They care more for the Scrum process than others (Scrum master) and travel to the MS to attend meetings and discuss user stories in person (product owner). The team members on the AS's site are 10 people scattered over three different Scrum teams. It is very hard to remain self-organizing and in compliance with the Scrum process, when contact to the remaining team members is hard to establish and no role is officially assigned to look after the process at the AS's site. This poses a big problem for the AS, as these two to three team members are separated from the rest of the MS-based team. As a result, the AS has formed a virtual team to manage its own resources with a single paper Scrum board covering all three teams.
The follow-up planning session is also held for the whole virtual AS's team (including members of all three real Scrum teams).
We suggest forming only single-site Scrum teams to disburden intra-team collaboration and organization. Additionally the AS should also have a Scrum master and a product owner. Members of the AS's team should be able to participate in the SoS. Sprint plannings should be held jointly to improve collaboration and knowledge transfer between the two suppliers.
Transparency is a big issue between the two suppliers due to the physical distance of 300 kilometers. The whole process becomes more complex and less transparent. Low quality video conferences and little available documentation further handicap communication and coordination. There is no high level overview of the progress of all three teams available to everyone since Scrum boards and burndown charts are drawn on paper.
We suggest writing meeting protocols for important meetings like sprint planning, review and retrospective. Furthermore equipment needs to be acquired to allow high quality video conferences. The workflow needs to be illustrated truthfully. At the time of the study the BDD steps were not part of the paper boards.
Commitment is hard to achieve with late planning and frequent changes within the sprint iteration. The teams cannot commit to sprint goals when user stories are not properly and timely specified. As a result, estimations are not reliable. In order to allow the teams to achieve commitment, the product owners must respect iterations. This includes that no changes to the backlog are allowed within an ongoing sprint. Regular product backlog refinement can be used to update prioritizations and identify dependencies between user stories.
Planning and Estimation. The MS pre-estimates user stories and uses this estimation as a basis for planning. The AS is thus not adequately involved in the planning process apart from updating the estimations of the MS (for its own user stories only). Planning is often not ready until a few days into the sprint, which causes delays for both suppliers. Estimation is done in hours. This does not represent complexity well because different people need different amounts of time to work on a user story.
Planning should be done in time, e.g. at the first day of the new iteration, and with participation of the AS. A product owner team can be formed to coordinate more easily between product owners and have backlogs ready before the beginning of the next sprint. They may run Scrum as well including daily standup meetings.
The team should estimate itself without and preestimations (by MS or product owners). It is also important to estimate in story points (Cohn, 2005) instead of hours to represent complexity of stories. Research and learning should also be included in estimations. When a new developer joins the team then learning should be taken into account to get realistic results during estimations.
Predictability. Sprint velocity cannot be properly measured because the MS runs a paper burndown chart that is based solely on tasks (derived from user stories). The only available ratio is tasks per sprint, which does not represent any complexity because it does not take into account hours (or story points). Further impediments to a better predictability are a varying understanding of the BDD workflow among team members and code quality issues.
Sprint velocity can be used to measure empirically how many stories a team will be able to implement. To achieve further predictability impediments must be discussed with the team in daily standups.
Self-organizing Teams. Two developers emerged at the AS's site that do more coordination work and impediment handling than others. The distributed environment complicates coordination between teams and it is hard for the AS to efficiently complement the MS-based teams.
Moreover, cross-team working agreements regarding the BDD workflow need to be elaborated and agreed upon to reduce interdependency issues.
Scrum directs attention to teams, not individuals. It is very important to respect teams and not to interfere with their self-organization. Teams should be long-lived to increase learning and productivity.
Tools. The electronic tools in use all lack Scrum support, which prevents a proper process implementation. There are currently four paper Scrum boards in use, three at the MS's site for each team and a combined one at the AS's. These are cumbersome to synchronize, which slows down the tracking of other teams' progress. The burndown charts are also drawn on paper and only available to the MS.
In distributed software development paper boards are not a viable option and proper electronic tools need to be installed with full access for both suppliers.
Also knowledge-sharing between suppliers and teams for a minimum amount of documentation should be possible, e.g. in a wiki.
DISCUSSION
The six-month-long case study involved two suppliers MS and AS from unaffiliated IT organizations, who joined forces to co-develop three software products. The research question was:
"What are critical areas for improvement in agile multi-site distributed software development?" Based on the case study, we identified eight critical areas for improvement that deserve careful attention when setting up a distributed development environment:  A1: Virtual Teams  A2: Transparency  A3: Commitment  A4: Planning  A5: Estimation  A6: Predictability  A7: Self-Organizing Teams  A8: Tools
We will discuss our findings with regard to related agile and traditional work and offer suggestions for practice.
Related Work
Many studies report on challenges and success stories in both agile and traditional distributed software development. Hossain, Bannerman and Jeffrey (2011) report that the Scrum model offers improved visibility potential (A2) even in global software development with the remark that collaboration tools (A8) are critical to realize benefits. Hanssen, Šmite and Moe (2011) argue that agile practices fit well to solve some of distributed development's inherent challenges (A2, A7).
Kamaruddin, Arshad and Mohamed (2012) identified 13 chaos issues in agile global software development including a poor communication infrastructure, low quality and unprepared communication tools (A8). So sources of problems are many and a solid communication infrastructure is one of the most critical factors as has also been shown in our case study. Deshpande et al. (2010) propose having an onsite coordinator to deal with cultural issues (A1). In our case study we suggest having a Scrum master and product owner on all sites. Although both organizations are Austrian, there is still difference in business culture in every organization that needs coordination and adjustment.
We can see that also traditional distributed development processes suffer from the same key issues (Noll, Beecham and Richardson, 2010) . Ester et al. (2012) examined 66 industry projects and concluded that choosing an agile or a structured process does not seem to be crucial decision in globally distributed projects. We believe that a welladapted Scrum process provides a very suitable toolset to deal with distributed development issues, but that further studies are needed to validate this claim.
Suggestions for Practice
Based on our research in this case we formulate the following pieces of advice for setting up a distributed development environment.
Allow Team Stability.
During the observation phase in this case study teams used to be short-lived and subject to frequent changes. Stable and longlived teams are very important to support the establishment of self-organizing teams and increase productivity. Stability helps to improve estimations as well as commitments and is crucial for predictable sprint velocities.
Proper Electronic Tool Support. Missing proper electronic tool support makes it impossible to synchronize with distant team members, even in long-lived teams. The emergence of sub-teams (teams within teams) is thus inevitable, which compromises the self-management of teams.
Form Single-site Scrum Teams. Even in a multisite distributed development environment, we suggest forming single-site Scrum teams only. In the case study an additional Scrum team on the AS's site can be formed including a Scrum master and a product owner instead of having three multi-site teams. Figure 2 illustrates the transformation from three multi-site teams to four single-site teams (three at MS, one at AS). This measure also corresponds to the claim by Larman and Vodde (2009) that feature teams should be collocated. On-site Scrum Master and Product Owner. We suggest installing at least one Scrum master and product owner on each site. This measure help increase the involvement of all sites in the distributed Scrum process.
Make Implicit Knowledge Explicit with BDD.
Most of the user stories have been specified by the MS, which also had more experience with the products beforehand. BDD can be used to make implicit knowledge explicit by specifying executable acceptance criteria available to all parties. In the case study knowledge should be shared about BDD by setting up a workshop. This may also be a good opportunity to meet face to face and have a team event. BDD also helps increase transparency and and the quality of requirements.
CONCLUSIONS
When implementing theoretic concepts in practice, compromises will have to be made due to individual practical constraints. Scrum has not been designed for distributed development environments, yet can be successfully adapted when done right. Underlying core agile values need to be respected for improvements to the process.
In this case study we identified eight critical areas for improvement: Virtual Teams, Transparency, Commitment, Planning, Estimation, Predictability, Self-Organizing Teams and Tools. Suggested measures include establishing long-lived single-site Scrum teams, enabling electronic tool support and using BDD to make implicit requirements knowledge explicit and transparent to all parties involved.
Although related work has reported similar issues, limitations to the study remain because only one case has been examined. Future work should investigate more cases with different distributed development setups (e.g. number of parties involved or physical distance between parties) to see if issues correlate.
