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Let me start by stating that it was a pleasure to read this book. The aim of the book 
is to isolate a very simple type theory TA)., that underlies many of the more complicated 
theories that have been introduced for studying various programming languages with 
“bells and whistles”, and study it in detail. The main topics of study are: (1) type- 
checking by means of a principal-type algorithm that checks whether a given untyped 
term is a TA;, term and can be assigned a principal type; (2) a converse algorithm 
that takes a closed term A4 of type r, and produces a closed term M* which has z 
as a principal type; (3) an inhabitant-counting algorithm, which takes a type z and 
counts the number of terms in p-normal form, to which r can be assigned in TA). (or 
specifies that there are infinitely many such terms). The last two algorithms are less 
often discussed (I have never encountered the third one). 
The simplicity of TA). allows for a crystal-clear presentation of the chosen topic, and 
gives a very good handle for tracking more complicated type systems. While presenting 
the above-mentioned algorithms, the author presents the Curry-Howard correspondence 
between types and (implicational) logic formulae, and clearly explains the connection 
with the implicational fragment of the Intuitionistic propositional calculus. Below is a 
short summary of the contents of the book. 
Chapter 1 briefly reviews the untyped I-calculus, the reductions and normal forms, 
and identifies some sublanguages that have interesting properties pursued in the se- 
quel. 
Chapter 2 introduces the notion of typing (based on a type-context r, assigning types 
to variables). It then introduces TA;,, a deductive theory for deducing statements of 
the form r + A4 : z, where r is a type-context, A4 an untyped i-term and r a type. 
Such a statement means that, given the assignment of types to the free variables 
in A4 as determined by r, M can be assigned type z. The chapter also reveals the 
isomorphism between the tree structure of M and the tree structure of the derivation 
of r --f A4 : z, one of the features of TA). that simplifies the whole presentation. 
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l Chapter 3 presents the main algorithm for deciding whether there are r and z such 
that, for a given A4, r +A4 : z is derivable. The chapter reviews the theory of unifi- 
cation which serves as a subroutine for the type-checking algorithm. 
l Chapter 4 takes a diversion, elaborating on a “deficiency” of TAj,, by which the set 
of types a A-term admits is not invariant under a “computation step” (a P-reduction). 
The chapter introduces another typing calculus that does preserve invariance, albeit 
being non-effective. Thus, this system admits no principal typing algorithm. The 
chapter also deals with the completeness of the typing deduction systems. 
l Chapter 5 presents a variant of the theory using typed terms (carefully distinguished 
from Church’s different use of the same terminology). In my opinion, this chapter 
is superfluous, and a small section describing the issue should suffice. 
l Chapter 6 is also a diversion, though a very useful one. The chapter presents the 
connection between TAj, and the implicational fragment of intuitionistic logic. Fur- 
thermore, the chapter vividly presents the Curry-Howard correspondence between 
formulae in propositional logic and types. The naturally deduced proof systems for 
both are shown to be intimately related. Furthermore, sublanguages of TAjb are con- 
nected to modem substructural logics. 
l Chapter 7 returns to the main thread, and presents the converse to the principal 
typing algorithm. 
l Chapter 8 presents the third main algorithm, that determines whether the number of 
J?-normal forms admitting a given type is finite, and in case of a positive answer, 
determines that number. 
l Chapter 9, finally, presents various technical results, to which several forward refer- 
ences are scattered throughout the book. I must admit that forward references were 
very carefully designed, and thus do not disturb in any way the natural flow of the 
presentation. 
I find this book very useful to computer scientists with some background in logic, 
who are interested in the mathematics of programming languages, and can make use of 
TA; as the foundation of polymorphism in functional and 00 languages. Under current 
curriculum structure in many CS departments (alas, including my own . ..). advanced 
students do not encounter this kind of theory. At best, they hear about the untyped 
A-calculus as an equivalent formulation (to Turing machines), for computability theory. 
The illuminating distinction between the Church approach and the Curry approach to 
typing il-terms is seldom made so explicit and clear. 
The book also enjoys a great pedagogical benefit. The presentation is vivid and clear, 
though fully rigorous. There are many “warnings” at “dangerous” points, where confu- 
sion might arise, e.g. on p. 31, where the author warns not to confuse substitution into 
term variables in I?-terms and type variables. The book contains numerous exercises, 
with solutions to many of them. 
It is a pity that the author did not end the book with an informal conclusions chapter, 
pointing (in more detail than in some scattered comments throughout the book) to the 
significance of the results in the realm of programming languages and their processors 
and to functional and logic programming languages, where more complicated types, 
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ensuring different security than absence of diversion of the computation, are used. 
Another connection not pointed to is the connection to current theories on the syntax 
and semantics of natural languages. The Curry-Howard correspondence is the corner- 
stone of the syntax-semantics interface in Categorial Grammar. 
Still, the wealth of this book makes it an invaluable resource, and it is highly 
recommended. 
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1. Introduction 
This book aims to give a self-contained introduction to the field of quantum computa- 
tion, “currently one of the hottest topics in computer science, physics, and engineering”, 
as the authors write. It is the first book on the subject. The following description of 
its contents serves as an overview of the book as well as the field it describes. 
Chapter 1. Computer Technology Meets Quantum Reality 
Classical computers are built according to classical physics. Over the past 50 years, 
there has been a steady exponential growth of the power of such computers, which 
has tremendously influenced our society and economy. This growth has largely been 
due to the fact that more and more stuff could be squeezed in smaller areas. Such 
continuous miniaturization, however, will bump into the fundamentally non-classical 
laws of quantum physics within a few decades. New technology based on quantum 
mechanics will be needed to keep up the growth of computing power. 
Chapter 2. The Capabilities of Computing Machinery 
Apart from certain issues in complexity theory, the power of the classical determin- 
istic or probabilistic computer (Turing machine) is fairly well understood: we roughly 
know what we can and cannot compute. 
Chapter 3. Quantum Mechanics and Computers 
A rather different model of computation arises if we look at computation according 
to the laws of quantum rather than classical physics. It turns out that such quantum 
computers are in some respects remarkably stronger than classical ones. Computers 
that make use of quantum effects were defined by Paul Benioff and Richard Feynman 
