Abstract. Currently scientists and practitioners are discussing Service Oriented Architectures (SOA) as an approach to reconcile business requirements and IT. The alignment of business and technology in organizations is a key challenge in the discipline of Enterprise Architecture (EA). Therefore the contribution starts with a discussion of SOA as an EA integration concept to synchronize business requirements and IT architecture in an efficient way. Differentiating methodological and technological aspects of EA the paper shows the need for methods in the field of domain analysis supporting the design of a SOA. The main contribution of the paper is an algorithm based modeling tool and methodology to support service domain clustering. Service clusters are being used for service definition and management. Due to enormous complexity it is necessary to support architects by finding and defining appropriate clusters. For modeling interdependencies in EA the paper's focus is on business processes, information systems and interfaces. Our approach adopts network-centric algorithms used in the field of social network analysis to define and/or identify service domain clusters in complex scenarios. Edge remover algorithm is used to compute the relevant model aspects. The results of our approach will be demonstrated in a case study.
Challenges of Managing Complex Enterprise Architectures
During the last decades IT has been grown a determining success factor. As a result especially in large organizations existing IT infrastructures can be described as extremely complex and heterogeneous. Therefore interoperability is one of the main issues developing and operating these infrastructures. As a matter of fact the conventional way of using individually coded point-to-point interfaces to connect systems is getting beyond control due to increasing overall system complexity. On the one hand one has to consider the costs for IT operation and maintenance of up to thousands of individual interfaces and on the other hand adaptations caused by the introduction of new systems (or system upgrades) and/or procedural-organizational stipulations are almost non-manageable due to complexity of element interdependencies. The recently discussed prominent approach to this issue is a Service Oriented Architecture (SOA). The paradigm of SOA is a distributed integration infrastructure [1] . One of the key benefits is a major challenge as well-SOA's integration level. SOA not only aims at systems integration at a primarily technical level, but on process integration driven by business requirements and implemented by utilizing information technology.
Such an integration approach inevitably affects organizational as well as technological questions. In an empirical study we found out, that in companies using integration technologies as SOA, a third of their applications are integrated utilizing those integration platforms and a further third are planned to be integrated this way in the near future [2] . To sum it up it can be said that integration technologies as SOA are major elements of enterprise architectures (EA).
The definition of EA is a central part of this paper. The term of (enterprise) architecture is used in multiple meanings and suffers from a lack of consistent definition appropriate to specific research domains as Business Informatics, Computer Science or Management Science. Therefore in the following we will describe our understanding of enterprise architecture and the role of integration concepts in the context given.
In a few words an architecture can be defined as an abstract and holistic concept of structures and patterns considering planning aspects [3] . Architectures are generally results of planning efforts and offer by definition a master plan supporting holistic implementation for future actions. These universal characteristics can be used for planning and designing of enterprise structures and strategies too. Furthermore an enterprise architecture considers organizational, technical and psychosocial aspects for planning and building Information Systems (IS) in a socio-technical manner. This contribution particularly focuses on organizational and technical dimensions of EA. Therefore we use the terms organizational architecture and IT architecture (Fig. 1) . Organizational architecture contains all non-technical elements of the EA and is best compared with the so called instrumental understanding of organizations which covers all general explicit regulations to define the operational and organizational structure. Accordingly we differentiate the organizational architecture in organizational structure and business processes. On a par with the organizational architecture is the IT architecture which contains all technical elements of the EA. In particular IT architecture covers the IS which are described with their own architecture: the IS architecture. Both architectures organizational and IT architecture will be considered being equivalents but observed separately to accommodate the fact that both architectures are extremely relevant for the organization's efficiency and unfortunately do have complex interdependencies to each other.
Scientific literature very often refers to the terms Organizational and IT Architecture but uses multiple term understandings. Depending on the authors scientific background the organizational architecture contains technical concepts too [4] and the IT architecture organizational aspects respectively. By definition SOA delivers not just concepts for connecting IS but reconcile IS and business processes. Both integration aspects are already considered in the technical definition of SOA which describe a business process driven IS integration. Therefore SOA could serve as a mediator between different elements of an EA.
After all, designing and deploying integration concepts require both-methodology and technology. This contribution will focus on aspects of methodology (for aspects of technology see [1] ). Therefore the following section will deal with the need for and the difficulties of managing services in a SOA. Thereafter we will show how clustering algorithms can be employed to derive services domain clusters from enterprise architectures. Eventually we will discuss methodologies for applying the algorithms proposed in practice.
The Need for Managing Service Oriented Architectures
Issues in the field of SOA have been discussed heavily the last few years. Both scientists and practitioners emphasize the potential of SOA especially by reconciling business requirements and IT infrastructures as stated in the definition of enterprise architecture above by using integration concepts. Nevertheless there is the need for finding a stringent terminology hence common understanding used by the majority of the SOA community. Definitions range from a solely technology driven approach to a new management school approach on how to run the whole enterprise. To find a stable understanding for at least this paper the following definitions shall be analyzed:
"[A service oriented architecture is] a set of components which can be invoked, and whose interface descriptions can be published and discovered." [5] Gold et al. mainly consider technological aspects focusing on standardized interface descriptions. Additionally McCoy and Natis taking into account aspects of stakeholder, granularity, reuse and agility:
"SOA is a software architecture that builds a topology of interfaces, interface implementations and interface calls. SOA is a relationship of services and service consumers, both software modules large enough to represent a complete business function. So, SOA is about reuse, encapsulation, interfaces, and ultimately, agility." [6] In the context of existing software systems and the introduction of SOA as a new overall enterprise architecture integration paradigm, issues as management and optimization need to be addressed too:
"SOA is the concept of service-enabling new and existing software; linking internal and external service-enabled software systems; and implementing an enterprise wide infrastructure to enable, manage, and optimize services use and interaction" [7] (see also [8, 9] )
Aside from primary SOA terminology many authors have a common understanding of secondary characteristics. Summed up these are the distributed manner of SOA, the aspect of combining (orchestration of) rich software components (services), loose coupling of applications using services and the standardization of interface descriptions [8, 10, 11] . To summarize the relevant issues Lubinsky and Tyomkin highlight the business process driven integration and therefore derive the following three main aspects of a SOA [8] :
Due to reasons of complexity especially in large organizations the solely technical view on SOA is not sufficient to successfully implement it. Methodological aspects need to be considered too. The differentiation between technical and methodological issues has been discussed quite early [12] [13] [14] . This paper contributes to the methodological aspects of SOA. Concerning service management as a term which summarizes methods to design and run SOA the following issues are relevant in the design time hence the phase when service characteristics as granularity and reuse are considered. Aside from basic service characteristics as mentioned, a service management defines a service lifecycle mainly to avoid service redundancy. Due to reasons of complexity according to business process requirements mapped to technically executable services, a methodology needs to be introduced to support early phases in the service lifecycle, the design time of a SOA. In the context of a SOA methodology terms as service management, domain engineering, governance, maturity and roadmaps can be found [15, 16] . The most generic approaches can be found in the field of domain engineering [17, 18] . The Domain Engineering introduced by the Carnegie Mellon SEI differentiates the following three activities [17] :
In the context of service definition the domain analysis needs to be considered. Output of a domain analysis is a domain model representing relevant features used for the specific context. To derive a domain model SEI proposes to use the context analysis defining the extent of a domain, the domain modeling providing a description of the relevant issues and the architecture modeling creating the architectural artifacts [17] .
Adopting the general methodology of SEI to the requirements of a SOA especially in the context of an architectural migration from existing IT architectures to SOA a domain model needs to be created. A service domain can be described as a specific modeling view that consists of modularly defined functionality which is necessary to support business processes and the underlying basic data. Within dedicated IT projects, these requirements have to be implemented. The main characteristics of domains are [19] :
• Domains encapsulate their functionality and data.
• Functionality is implemented redundancy-free, information is consistent.
• Functionality and data can be used everywhere, they can be combined to support ever new business processes.
• New projects can build upon existing assets, investments are secured.
The following chapters describe methodologies, tools and algorithms to define service domains based on the generic SEI approach of a domain analysis, clustering existing enterprise architectures hence business processes, information systems and interfaces. Such an enterprise model can be considered a graph often called network, too. In the following sections we will give a short introduction to graph theory and algorithms for graph partitioning. Thereafter we will introduce our implementation of a software system implementing those algorithms for enterprise architectures.
Deriving Service Domain Clusters

Graph Theory and Clustering Approaches
A graph consists of vertices V and edges E. All elements of our model (activities and IT systems) can be considered vertices and their relations can be considered edges. If a connection between two IT systems is used several times along a process the model will have several edges between two vertices. These edges may also be combined into a single edge with the weight w. In this case the graph will be called weighted graph.
A network with n vertices is represented by an n n × adjacency matrix A with elements 
In a weighted graph ij A represents the weight of an edge between the vertices i and j [20] .
The partitioning of such graphs into several modules is called clustering while a cluster consists of elements that are all similar to each other in some way [21] . In our case of an enterprise architecture similarity means that vertices have a common subset of neighbors and are dependent from each other in some way. Typically this is a business activity which depends on the availability of an IT system.
Clustering approaches have a certain tradition in the analysis of social networks [22, 23] . Girvan/Newman proposed a clustering algorithm to identify communities in social networks [24] . Such a network consists of individuals (vertices) who know each other and thus have a relationship (edge). A community is defined by a number of people who know each other.
Fig. 2.
A network with three communities, see [24] Based on the analysis of shortcomings of existing clustering algorithms Girvan/Newman developed a "betweenness" algorithm. The basic idea of their algorithm is to remove the edges that are most in between in a network. The remaining vertices connected to each other form the communities. Therefore they generalized Freeman's betweenness [25] to edges and defined the edge betweenness of an edge as the number of shortest paths between pairs of vertices that run along it. The shortest paths between communities run along only a few edges. That it is why these edges will have a rather high edge betweenness. By removing these edges one can separate the communities. The algorithm valid for a weighted network is the following [20] :
1. Calculate the betweenness for all edges in the network. 2. Divide the betweenness by the weight of the respective edge. 3. Remove the edge with the highest resulting betweenness. 4. Recalculate betweennesses for all edges affected by the removal. 5. Repeat from step 3 until no edges remain.
In various papers they proved the performance of their algorithm in determining communities in social networks [20, 24, 26] .
On an abstract level the problem of identifying modules in enterprise architectures is identical with the problem described for social networks. By applying the algorithm on the enterprise architecture model we identify appropriate modules as candidates for service domains in a SOA. Since one has to repeat the steps three to five for the weighted network several times it is also possible to identify a service domain hierarchy and eventually services. In every run through the algorithm, already identified modules will be further separated.
One of the important questions is when to stop the algorithm practically. Because it obviously does not make any sense to run through the algorithm as stated until no edges remain. This results in n modules which equals the number of vertices. So the question is when is a "good" modularity reached? Girvan/Newman propose the modularity Q as an indicator for the quality of clustering results [26] .
Therefore they calculate the fraction of edges that fall within a module. 
Values for Q range between 0 and 1. A value of 0 indicates a poor clustering result while 1 is a perfect cluster but a rather theoretical value. Usually values between 0.3 and 0.7 indicate good values for realistic examples.
EA Builder Software System
For modeling, analyzing and clustering we developed a software system called EA Builder [27] . The software system supports modeling of business processes, organizational structures and IT systems (Fig. 3) .
Contrary to a broad range of existing enterprise class modeling solutions the metamodel of EA Builder also supports the modeling of IT systems integration on process level-regardless whether the integration solution is implemented through a middleware, SOA or classic point-to-point (P2P) interfaces.
The performance of the clustering algorithm for enterprise architecture models has been verified on a number of specially prepared test cases discussed in [28] . In the following figures we will demonstrate the functioning of the EA Builder software system with the fictitious medium-sized company WMYPC (We Make Your PC). The company sells customized computer systems starting from small multimedia Figure 4 shows an example EA model transformed into a graph. After applying the algorithm and thus removing 20 edges ( figure 5 ) the graph is split in 5 clusters being candidates for service domains.
The resulting clusters are the first candidates for service domains. All the elements within a domain (cluster)-business processes and IT systems-have strong relationships to each other and relatively weak relationships to elements of other domains.
Methodology for Building Service Domain Clusters
The classic scenario for the application of our approach is the redesign of existing complex IT landscapes in a service oriented fashion. We call this bottom-up approach since we derive a service architecture from an existing complex enterprise architecture. This will be the scenario for the majority of organizations thinking about the introduction of a service oriented architecture. Compared to a top-down approach this bottom-up approach leads to a potentially smooth transition from an existing architecture to the target architecture.
A frequently stated requirement is the alignment of business processes and IT systems [29, 30] . This is exactly what we achieve through our approach. Once the EA model is transformed into a graph, we do not differentiate processes and IT systems for the application of the clustering algorithm. This means that we do not derive optimized process clusters or IT clusters-although this would be possible too. The clusters derived reflect the actual interplay of business processes and IT systems. Thus the resulting service domain clusters consisting of business processes and IT systems are potentially well designed concerning Business-IT alignment.
However, the resulting clusters reflect the as-is structure of the modeled company "only". The as-is structure does not necessarily correspond with an existing organization chart or IT map, since it will show the actual structure-not the supposed one. Depending on the overall integration strategy it now has to be decided how to proceed with this information. One possible scenario would be to define an internal integration approach per service domain and then an additional approach for the integration of the different domains. This results in a stable architecture with local flexibility through encapsulated service domains. Such encapsulated domains may be desirable for a variety of reasons-technology, business requirements, and also politics. Eventually encapsulation leads to a better manageable complexity of enterprise architecture.
Conclusion
The paradigm of Service Oriented Architectures (SOA) potentially leads to more flexible enterprise architectures and an improved Business-IT alignment. Besides technological means, methodologies for the implementation of SOA in existing and complex enterprise architectures are required in order to realize the benefits promised. Building service domain models in a bottom-up approach may be a step in the right direction. In this paper we introduced a software system-the EA Builder-which derives service domain candidates based on the clustering of enterprise architecture models. A key feature of our approach is the simple but as it seems effective way of achieving a true business process oriented design by clustering business processes and IT systems in a common network.
The artificial models, we tested our approach with so far, showed some very good results. The next steps of improvement will need real world examples of grown complex enterprise architectures to show the potential of this clustering approach.
