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Wstęp
Możliwość komputerowej analizy składniowej tekstu w języku polskim istnieje od powstania
pierwszej gramatyki i pierwszego analizatora składniowego, napisanych w języku Prolog w lat-
ach 70-tych. Celem takiej analizy jest po pierwsze sprawdzenie, czy dany napis wejściowy jest
poprawną reprezentacją zadanej jednostki składniowej tego języka, w szczególnym przypadku
czy jest on całym wypowiedzeniem. W praktyce jest to osiągane przez sprawdzenie, czy możli-
we jest zbudowanie struktury powierzchniowej dla danego tekstu, zgodnej z posiadaną gra-
matyką. Określenie struktury tekstu jest więc drugim celem analizatora. Oczywiście do wielu
celów zadanie analizy tekstu nie kończy się na składni powierzchniowej, ale jest ona krokiem
potrzebnym do dalszego przetwarzania. Otrzymywana struktura jest również obrazem działa-
nia analizatora i sposobem na sprawdzenie, dlaczego decyzja w kwestii poprawności napisu
jest konkretnie taka.
Również dla wielu innych języków istnieją mniej lub bardziej kompletne gramatyki i ob-
sługujące je programy. Generalnie analizatory są pisane tak, aby mogły być adaptowane do
gramatyk różnych języków lub obsługiwały je bez potrzeby adaptacji, jednak wysiłek związany
ze stworzeniem gramatyki dla języka naturalnego i jej poziom skomplikowania powodują,
że wymyślenie formalizmu opisu gramatyki i napisanie programu analizatora są niewielkimi
zadaniami i bywają widziane jako detal. Wspólną cechą wielu formalizmów (składnikowych,
zależnościowych) jest opisywanie budowy jednostek jako sekwencji lub zbiorów jednostek
niższego poziomu, w efekcie oczekiwany końcowy opis składniowy tekstu ma formę drzewa.
Liśćmi drzewa i jednostkami najniższego poziomu w gramatyce są fragmenty wejściowego
napisu z przypisanymi im własnościami morfologicznymi. Dla uproszczenia zadania analizy,
jest ona dzielona na podzadanie analizy morfologicznej, w tym segmentacji tekstu na jednostki
najniższego poziomu (formy wyrazowe), i właściwą analizę składniową za pomocą gramatyki.
Zadania będą zwykle realizowane przez oddzielne programy.
Ani podział tekstu na segmenty, ani przypisywanie parametrów fleksyjnych, ani przyp-
isanie struktury składniowej całemu tekstowi w ogólnym przypadku nie gwarantują jednoz-
naczności wyniku. W szczególności języki naturalne są bogate w wieloznaczności na różnych
poziomach. Ponieważ napis uważa się za należący do języka opisywanego przez gramatykę
jeśli istnieje choć jedna interpretacja zgodna z gramatyką, to wspomniany wcześniej pierwszy
analizator dla języka polskiego Szpakowicza przerywał analizę po znalezieniu pierwszego zgod-
nego drzewa rozbioru ([1])1. W generalnym przypadku jednak można traktować analizator jako
program na wejściu przyjmujący tekst do analizy, a na wyjściu podający opis całego zbioru
struktur drzewiastych, czyli lasu, spełniających warunki gramatyki i opisujących zadany tekst.
Poszczególne drzewa mają pewne cechy wspólne, bo opisują ten sam tekst.
Całościowa struktura lasu może być bardzo obszerna w zależności od wejścia, od gra-
matyki języka i szczegółów implementacyjnych. Czytanie takiej struktury jest więc trudne
1Według [2] dopiero w 1999 roku analizator Wachowskiego dla języka polskiego pozwolił na generowanie
wszystkich drzew dzięki przyspieszeniu uzyskanemu przez zastosowanie strategii parsowania bottom-up.
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dla człowieka, zarówno z powodu możliwej wysokości drzew składowych jak ilości drzew. Bez
względu na cel przeglądania wyniku analizy, efektywność w wielkim stopniu będzie zależeć od
formy przedstawienia tego wyniku, dlatego ważne jest optymalne dobranie tej formy do celu.
Także prawdopodobnie przydatne byłoby istnienie jakiejś kanonicznej formy, którą czytel-
nik umie zrozumieć bez pełnego zaznajamiania się ze szczegółami opisywanego wyniku, tak
jak to ma miejsce dla wielu innych zadań wykonywanych przez programy komputerowe i ich
wyników. Do niektórych zadań przydatna może się okazać możliwość ręcznej edycji takiej
struktury.
Wydaje się, że nie ma dziś w użyciu formalizmów ani narzędzi implementujących je,
które spełniałyby takie warunki. Programy lingwistyczne wykorzystywane przy analizie skład-
niowej, takie jak Linguistic User Interface z projektu DELPH-IN, edytor drzew TrED
(z "Praskiego Treebanku") wykorzystywany przy anotacji korpusów i inne, operują na po-
jedynczych drzewach lub sekwencjach drzew wyświetlanych oddzielnie. Struktura lasu jest
grafem, który generalnie nie jest szczególnym przypadkiem innych często wykorzystywanych
struktur (tak, jak grafika 2D to przypadek szczególny grafiki 3D, w związku z czym można
nadużywać pewnych narzędzi oryginalnie stworzonych dla grafiki 3D w pracy nad obraza-
mi dwuwymiarowymi). Narzędzia do operacji na ogólnych grafach (yEd, graphviz, itp.)
wyjątkowo źle oddają lingwistyczne własności drzew i lasów analizy składniowej i prezen-
towane przez nie wizualizacje są w efekcie nieczytelne. O braku takich narzędzi świadczy
również brak przykładów wizualizacji poświęconych konkretnie wynikom analizy składniowej
na stronach internetowych visualcomplexity.com i w Układzie Okresowym Metod Wizualiza-
cji, choć mogą one być inspiracją.
Ta praca jest próbą analizy problemu, dostarczenia pewnych działających narzędzi do
wizualizacji lasów i zasygnalizowania innych możliwych sposobów wizualizacji w nowych pro-
jektach, których cele mogą być bardzo różne od znanych teraz projektów. Wśród tych narzędzi
znajduje się implementacja arkuszy syntaktycznych, a podane przykłady i programy przykład-
owe operują na wynikach działania analizatora składniowego dla (podzbioru) języka polskiego,
Świgra. Większość tej pracy odnosi się tylko do składnikowego podejścia do analizy tekstu.
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Rozdział 1
Forma wyniku analizy składniowej
Las będący wynikiem analizy składniowej zakończonej sukcesem – czyli kiedy tekst wejściowy
został uznany za poprawny – może być widziany jako zbiór drzew, jednak wygodniej jest
uwzględnić w definicji cechy które łączą wszystkie drzewa. Zakładam, że wszystkie drzewa
reprezentują struktury dla całości analizowanego tekstu w pełnej długości (zob. podrozdzi-
ał 1.1.1). W związku z tym suma segmentów reprezentowanych przez każdy liść w każdym
drzewie daje cały tekst wejściowy. Wspólny jest również korzeń wszystkich drzew, dla up-
roszczenia można założyć, że analiza była zadaniem znalezienia interpretacji wejściowego tek-
stu jako tylko jednego rodzaju jednostki składniowej. Poza korzeniem, dowolna liczba innych
węzłów może występować w tej samej formie we wszystkich lub części drzew.
Definicja lasu na potrzebę analizy składniowej może więc wyglądać następująco: jest to
zbiór wierzchołków, podzielonych na wewnętrzne oraz liście, z jednym wierzchołkiem wewnętrznym
specjalnym – oznaczonym jako korzeń lasu. Każdy węzeł wewnętrzny posiada niepusty zbiór
niepustych list swoich potomków. Każdy liść reprezentuje pewien odcinek tekstu wejściowego
(ma pozycje początkową i końcową). W każdej pojedynczej liście potomków, węzły są uporząd-
kowane według miejsca występowania fragmentu tekstu przez nie reprezentowanego w wejś-
ciowym tekście (czyli według pozycji początkowej), i reprezentowane przez nie odcinki nie
mają części wspólnych a ich suma jest również odcinkiem (pozycja końcowa poprzedniego po-
tomka jest pozycją początkową następnego). Dla węzła wewnętrznego odcinki będące sumami
odcinków na poszczególnych listach potomków są sobie równe i są równe odcinkowi reprezen-
towanemu przez rodzica.
Z tej definicji wynika, że węzeł może mieć wielu rodziców oraz może występować w kilku
różnych interpretacjach jednego rodzica1. Każdy wierzchołek wewnętrzny definiuje pod-las,
który jest właściwym lasem dla fragmentu tekstu.
Przyjmując terminologię analizy składniowej, węzły wewnętrzne lasu reprezentują sym-
bole nieterminalne (pośrednie) gramatyki, z parametrami, których niektóre wartości mogą
być ustalone. Natomiast liście odpowiadają symbolom terminalnym (końcowym) również z
parametrami i jednocześnie odpowiadają segmentom tekstu. Korzeń odpowiada symbolowi
początkowemu analizy, np. wypowiedzenie. Na tożsamość wierzchołka składa się jego pozycja
początkowa i końcowa, funktor (symbol gramatyki) i parametry. W lesie nie powinny wystąpić
dwa takie same wierzchołki, co wynika również z budowy gramatyki.
Pewne drzewo należy do lasu kiedy da się je otrzymać wybierając dla każdego węzła lasu
jedną listę potomków i następnie usuwając ze zbioru węzłów te, do których nie można już
1Pod tym względem jest to struktura podobna do “drzewa kategorii”, np. takiego jak w projekcieWikipedia,
gdzie kategorie artykułów składają się z podkategorii, ale te podkategorie mogą należeć do wielu kate-
gorii wyższego rzędu. (Czasem odnajdywane są nawet pętle.) Pod tym względem użycie słowa drzewo jest
niepoprawne.
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Rysunek 1.1: Graf lasu zawierającego przykładowe dwa drzewa (po lewej), różniące się tylko
zaznaczonymi węzłami.
dotrzeć z korzenia.
1.1. Możliwe wariacje lasu
1.1.1. Analiza tekstu niepoprawnego
Niektóre typy analizatorów dla gramatyk bezkontekstowych można zmodyfikować tak, aby
nawet dla niezaakceptowanego napisu podały na wyjściu pewien zbiór drzew (por. [2]), które
zostały wygenerowane w czasie analizy przed stwierdzeniem porażki. Ten zbiór nie spełnia
powyższej definicji bo drzewa te nie będą mieć wspólnego korzenia, a więc definicja i struktury
danych wymagałyby pewnej modyfikacji. Mogłaby ona polegać na dodaniu sztucznego węzła
korzenia łączącego korzenie wygenerowanych pod-lasów jako alternatywne listy potomków
(dodając do tych list węzły terminali, których brakuje, aby korzeń reprezentował całą długość
napisu wejściowego). Taka informacja jednak niewiele mówi czytelnikowi, nawet autorowi gra-
matyki, o powodzie odrzucenia wejścia, dlatego nie zajmuję się tym przypadkiem w tej pracy.
Zbiór poddrzew, który otrzymuje się w ten sposób, jest bardzo zależny od metody parsowania
i innych szczegółów implementacyjnych. Zamiast tego analizatory wstępujące zwykle podają
na wyjściu listę możliwych symboli oczekiwanych na miejsce symbolu, po którego wczytaniu
nastąpiło stwierdzenie niezaakceptowania wejścia.2
1.1.2. Medium liniowe i nieliniowe
Tekst pisany oraz mowa są mediami liniowym, tzn. występuje w nich pełny porządek i dwa
symbole nigdy nie mogą wystąpić równocześnie. W gramatykach dla języka polskiego, takich
jak wspominana gramatyka Szpakowicza i GFJP wprawdzie wykorzystane zostały specjalne
2Jest to informacja na której można polegać, ale skądinąd programistom wiadomo, że często jest mało
pomocna w ustalaniu powodu niezaakceptowania wejścia. Jeśli wejście było poprawne z wyjątkiem jakiegoś
jego fragmentu, to człowiek analizujący napis zwykle wskaże na zupełnie inny fragment niż parser wstępujący.
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notacje do stwierdzenia, że dane symbole (podfrazy) mogą wystąpić w realizacji symbolu
wyższego poziomu (frazie) w dowolnej kolejności. Jednak informacja o tej kolejności jest za-
chowywana w wyniku analizy, dzięki czemu człowiek lub program dokonujący analizy seman-
tycznej będzie mógł stwierdzić czy kolejność symboli w jakimś stopniu wpływa na znaczenie
całego wypowiedzenia. Zwykle nawet jeżeli nie wpływa ona na strukturę składniową zdania
to uważa się, że zdanie o innej kolejności symboli nie jest mu równoważne pod jakimś innym
względem.
Inaczej jest na przykład w przypadku języków migowych, z których te będące w powszech-
nym użyciu są językami naturalnymi i wynikiem ich analizy składniowej są również zbiory
drzew (według Noama Chomsky’ego struktura drzewa to bezpośrednia konsekwencja wys-
tępowania rekurencji w językach naturalnych). Z powodu nieliniowego medium, którym jest
tzw. scena migania, kilka symboli wewnątrz wypowiedzenia może występować jednocześnie
(por. [5]). Polski język migowy (pjm) i spokrewnione z nim języki (np. francuski i amerykańs-
ki, a w przeciwieństwie do brytyjskiego) są bogate w znaki jednoręczne, które mogą być
artykułowane równocześnie z innym znakiem, i w pewnych notacjach są również zapisywane
jeden nad drugim. W takich wypadkach wydaje się, że definicja lasu powinna być odpowiednio
zmodyfikowana aby dopuszczać częściowy porządek symboli. Natomiast aby uniknąć sytu-
acji, w której dwa identyczne zdania będą wyświetlane jako różniące się od siebie, można
wprowadzić pewien dowolny, ale ustalony porządek w zbiorze znaków, i wyświetlać je posor-
towane według tego porządku.
W tej pracy zakładam jednak, że kolejność symboli jest ustalona, a dostosowanie przed-
stawionych rozwiązań do języków migowych może wymagać o wiele większych zmian.
1.2. Złożoność algorytmów na lasach
Podana definicja jest definicją lepiej pasującą do "upakowanego lasu" wg. [2], niż do pełnego
lasu. Wierzchołków w lesie może być znacznie mniej niż wierzchołków we wszystkich indywid-
ualnych drzewach oraz niż samych drzew: liczba wierzchołków jest wielomianowa względem
długości wejścia, podczas gdy liczba drzew może być wykładnicza. Parser Birnam wykorzysty-
wany w analizatorze Świgra pokazuje, że taki upakowany las dla gramatyki bezkontekstowej
można wygenerować w czasie o wiele krótszym niż O (liczba drzewwynikowych), mimo, że
jest on znacznie dłuższy niż O (liczbawierzcho lko´w w lesie) (pełna analiza złożoności jest
dostępna w [4]). Wygenerowanie wszystkich drzew siłą rzeczy musiałoby zająć co najm-
niej O (liczbawierzcho lko´w wewszystkich drzewach lasu), i taką samą lub wyższą złożoność
wymusiłoby na każdym programie do wizualizacji wyników. Dowolna wizualizacja która następ-
nie pokazywałaby te wszystkie drzewa bez zmniejszenia ilości powtarzających się informa-
cji wymagałaby również odpowiednio długiego czasu na przeczytanie przez użytkownika,
odpowiednio dużej objętości pliku do zapisania jako prosty dokument, lub odpowiednio dużej
ilości papieru do wydrukowania.
Dlatego praktyczne wizualizacje i inne programy przetwarzające wynik analizy praw-
dopodobnie muszą unikać pełnego "rozpakowania" lasu i wyświetlać tylko tę jego część, która
interesuje czytelnika. Przykładowo dla wiersza z punktu 2.4.4 Świgra wygenerowała las zaw-
ierający aż 640076800 drzew a jedynie 1305 węzłów, i, jak dalej postaram się pokazać, nie jest
to wcale wynik bezużyteczny lub trudny do dalszego przetwarzania.
O ile w pojedynczym drzewie przeszukiwanie zarówno w głąb i wszerz trwaO (liczbawierzcho lko´w),
to w upakowanym lesie algorytm oparty na pełnym przeszukiwaniu w głąb naraża się na
złożoność rzędu liczbawierzcho lko´wliczbawiercho lko´w. Aby uzyskać złożonośćO (liczbawierzcho lko´w),
obliczenia wykonywane na całym lesie mogą zapamiętywać wierzchołki raz odwiedzone i przy
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przeszukiwaniu w głąb nie przetwarzać po raz kolejny ich pod-lasów, o ile na potrzeby danego
obliczenia da się wykorzystać wartość obliczoną przy pierwszym przeszukiwaniu. Podobnie
jest możliwe przeszukiwanie wszerz.
Przykładowo liczbę indywidualnych drzew w których pojawia się dany węzeł lasu, spośród
wszystkich możliwych drzew, można obliczyć dla wszystkich węzłów stosując przeszukiwanie
wszerz. Natomiast przy ustaleniu pewnego porządku dla indywidualnych drzew (których nie
generujemy – chyba, że użytkownik tego zażąda), każdemu węzłowi można przyporządkować
numery pierwszych n drzew, w których on występuje, w czasie o pesymistycznym oszacowaniu
O (n • liczbawierzcho lko´w) stosując przeszukiwanie w głąb.
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Rozdział 2
Wizualizacja
Sposób przedstawienia informacji ma ogromny wpływ na łatwość ich zrozumienia i długość
potrzebnego na to czasu. Szczególnie, kiedy zbiór danych jest obszerny nieczytelna jego wiz-
ualizacja może uniemożliwić znalezienie szukanej odpowiedzi. Las w taki sposób jak go zdefin-
iowaliśmy jest szczególnym przypadkiem grafu, może być również interpretowany jako zbiór
drzew. Zarówno metody przedstawiania ogólnie grafów, jak i konkretnie drzew, jako struk-
tur danych są tematem wielu badań, w związku z czym można by oczekiwać, że znalezienie
sposobu na czytelną wizualizację lasu nie będzie problemem.
Struktura drzewa jasno sugeruje sposób wizualizacji, zarówno przez rodzaj danych, które
reprezentuje (w naszym przypadku pewną konkretną interpretację składniowej struktury zda-
nia), jak i przez odwołanie do słowa drzewo w języku ogólnym, a także przez ogromną ilość
istniejących przedstawień w pracach z prawie wszystkich dziedzin nauki. Wizualizacje takie
zwykle opierają się na tych samych zasadach co wizualizacje innych grafów: przy przedstaw-
ieniu na płaszczyźnie (ekranie komputera lub druku na powierzchni) umieszcza się węzły w
postaci jakichś form geometrycznych tak aby nie pokrywały się, i łączy je krzywymi obrazują-
cymi gałęzie drzewa, tak, aby krzywe nie przecinały się ani nie przecinały kształtów węzłów.
Te warunki dają się spełnić dla każdego drzewa, mówi się więc, że drzewo jest płaskie lub jest
tworem dwuwymiarowym. Najłatwiej poprowadzić krawędzie, gdy węzły w relacji rodzica i
potomka leżą blisko siebie.
Przy niektórych typach zastosowań wprowadza się pojęcie aktualnego węzła i całe drzewo
rysuje w układzie dysku Poincaré (tzw. hiperboliczne drzewo), tak, że aktualny węzeł jest
blisko środka rysunku, a dalsze węzły są od niego mniejsze i odległości między nimi zbiegają
do zera przy odległości od aktualnego węzła w drzewie rosnącej do nieskończoności. Pozwala
to uzyskać efekt dzięki któremu wybrany węzeł jest najwyraźniej widoczny a rozgałęzienia
w drzewie nie powodują, że każdy kolejny poziom zajmuje eksponencjalnie więcej miejsca w
diagramie. Ten zabieg nie wydaje się jednak przydatny przy drzewach struktury składniowej
tekstu.
Dodatkowo w drzewie obrazującym hierarchię oczywiste jest umieszczenie korzenia na jed-
nym krańcu diagramu, a węzłów potomków przesuniętych względem węzła rodzica w ustalonym
kierunku. Dla drzewa analizy łatwo uzyskać dodatkową czytelność przez zasygnalizowanie
którą część tekstu opisuje dany węzeł. To może być zrealizowane przez nadanie rodzicowi
rozmiaru sumy rozmiarów jego potomków. W ten sposób uzyskujemy to, że węzły na tym
samym poziomie drzewa leżą w jednym “wierszu”, a pokrywają “kolumny” odpowiadające
fragmentom tekstu przez nie reprezentowanym. Można je wtedy potraktować jak tabelę, i dla
zwiększonej czytelności pokolorować tła wierszy lub kolumn dwoma (lub więcej) kolorami
naprzemiennie – efekt często stosowany dla tabel. Wiersze te nie muszą być prostymi, mogą
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być przykładowo okręgami współśrodkowymi o rosnącym promieniu względem odległości od
korzenia, a kolumny będą wtedy wycinkami koła.
Oprócz położenia węzłów i kształtów gałęzi znaczenie ma również dobór kolorów (o tym
nie piszę w tej pracy ponieważ informacje na ten temat należą do prac z dziedzin takich jak
psychologia i mogą być skomplikowane, chociaż podstawowa intuicja będzie często wystarcza-
jąca), ilość szczegółów zapisanych w kształcie węzła takich jak nazwa jednostki z parametra-
mi i sposób ich zapisu (stosowanie skrótów i kodów występujących w danym formalizmie lub
stosowanie pełniejszych nazw, czy też symboli graficznych). W interaktywnym programie moż-
na wyświetlać tylko tę najważniejszą część opisu węzła domyślnie, ale wyświetlać pełniejsze
informacje lub rozwijać skróty w reakcji na działania użytkownika.
Nie ma tak dobrze ustalonych zasad dla wizualizacji grafów w przypadku ogólnym. Graf
jest uważany za twór trójwymiarowy i dla wielu grafów bez względu na umiejscowienie węzłów
na płaszczyźnie nie da się znaleźć krzywych dla wszystkich krawędzi tak, aby nie przecinały
się1. Chcąc przedstawić graf na płaszczyźnie dopuszcza się więc krzyżujące się krawędzie, ale
minimalizuje liczbę ich przecięć lub korzystają z innych kryteriów. Nie istnieje jednak efekty-
wny algorytm gwarantujący minimalną liczbę przecięć i większość z używanych algorytmów
próbuje iteracyjnie poprawiać wygląd grafu z ograniczeniem na liczbę iteracji. Algorytmy te są
tematem co najmniej jednej corocznej konferencji o rysowaniu grafów (ang. graph drawing).
Istnieje kilka znanych algorytmów, wiele z nich zaimplementowanych w istniejących progra-
mach i ich wyniki nie są zadowalające dla lasów analizy składniowej, które również są tworami
trójwymiarowymi w ogólnym przypadku.
Jednak nawet tam gdzie stosuje się trójwymiarowe reprezentacje grafów (np. w genetyce),
czy to za pomocą projekcji na płaszczyznę z uwzględnieniem perspektywy, czy też za po-
mocą dwóch ekranów, czy fizycznego modelu, używane algorytmy rozmieszczania węzłów w
przestrzeni są najczęściej iteracyjne i nieodporne na lokalne minima. Dla lasów analizy skład-
niowej można sobie wyobrazić wizualizację polegającą na wyrysowaniu części lasu bez roz-
gałęzień stosując reguły podane wcześniej dla pojedynczych drzew, w pewnej płaszczyźnie,
natomiast tam gdzie węzeł ma więcej niż jedną możliwą listę potomków, zastosować prze-
sunięcie węzłów na kolejnych listach o stałą odległość prostopadle do płaszczyzny. Szerokość
drzewa w kierunku prostopadłym do płaszczyzny mogłaby być eksponencjalnie duża w sto-
sunku do głębokości drzewa. Inna oczywista ewentualność to narysowanie wszystkich możli-
wych pełnych drzew analizy w oddzielnych płaszczyznach, otrzymując szerokość lasu rzędu
nn. Obydwie możliwości wydają się niepraktyczne.
W tej pracy nie podaję rozwiązania problemu narysowania grafu na płaszczyźnie ani prob-
lemu umiejscowienia węzłów lasu w przestrzeni trójwymiarowej.
Sposób wizualizacji lasu z pewnością musi być dostosowany do konkretnego zastosowania
o ile jest ono znane. Problem jest również spokrewniony z problemem ręcznej edycji takich
struktur, ponieważ najpopularniejsze dziś edytory do wszelkich rodzajów struktur są typu
WYSIWYG, a więc muszą znać sposób wizualizacji aby umożliwić edycję.
Oczywiście nie można dziś przewidzieć listy wszystkich zastosowań wizualizacji wyników
analizy składniowej tekstu, ale pod uwagę biorę te, z którymi spotkałem się do dziś:
• poprawianie, analiza lub zobrazowanie działania gramatyki języka.
• poprawianie, analiza lub zobrazowanie działania programu analizatora.
1Można to udowodnić np. dla kliki o rozmiarze 5.
Natomiast aby udowodnić, że każdy graf można przedstawić w przestrzeni trójwymiarowej spełniając
wcześniej podane warunki dla węzłów i krawędzi, wystarczy umieścić węzły na prostej w dowolnej kolejności
i wytyczyć krawędzie jako łuki łączące węzeł początkowy i końcowy w płaszczyźnie zawierającej daną prostą
ale innej dla każdego łuku.
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• wybranie podzbioru właściwych drzew (według oceny człowieka) spośród wyników dzi-
ałania gramatyki generującej nadmiarowe interpretacje – problem, który można nazwać
dezambiguacją.
2.1. Istniejące podejścia
2.1.1. treestex
Analizator Świgra zapisuje las jako zbiór klauzul pięcio-argumentowego predykatu prolo-
gowego. Dołączone do niego narzędzie tree2tex.pl pozwala zapisać taki las jako kod TEX
generujący obraz wszystkich drzew wynikowych po jednym na stronę dokumentu. Każdy
wierzchołek alternatywy (taki, który ma więcej niż jedną listę potomków) w każdym drzewie
jest ozdobiony informacją o tym, na ile sposobów mógł być zrealizowany dany wierzchołek
wraz z numerem porządkowym sposobu realizacji widocznego w danym drzewie. Jednocześnie
po lewej i po prawej stronie tej informacji widoczne są strzałki będące hiperlinkami do drzew
demonstrujących poprzedni i następny wariant tego wierzchołka w danym dokumencie, a o
identycznej realizacji pozostałej części drzewa. Spośród wszystkich drzew demonstrujących
dany wariant wybierane jest zawsze jedno, to, którego wszystkie wierzchołki alternatywy w
poddrzewie węzła, którego dotyczą hiperlinki, przedstawiają swój pierwszy wariant ([8]).
Same drzewa są narysowane w sposób podobny do formatu wyjściowego analizatora Sz-
pakowicza, późniejszego analizatora AMOS (szczegółowy opis sposobu wizualizacji jego wyników
znajduje się w podrozdziale 6.4 w [3]) i do tego jak prezentowane bywają drzewa katalogów
w programach komputerowych, gdzie każdemu wierzchołkowi przypisany jest cały wiersz.
Oto pierwsze z 22 drzew dokumentu treestex dla zdania «Ala ma kota.» w wersji pełnej:
wypowiedzenie 1/4. 22 (w1)
zr(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,0) (r1)
zsz(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,1) (s1)
zj(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,przec,2) (j1)
zp(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,3) 1/2. 3 (p1)
ze(os,nd,ter,ozn,żeń/poj,3,[np(mian)],tak,ni,np,br,4) (e5)
fw(np(mian),X1,nd,ter,żeń/poj,3,tak,ni,np) (wy1)
fw1(np(mian),X1,nd,ter,żeń/poj,3,tak,ni,np) (wy8)
fno(mian,żeń/poj,3,tak,ni,np,rzecz,0) (no1)
knodop(mian,żeń/poj,3,tak,ni,np,rzecz,1) (no5)
knopm(mian,żeń/poj,3,tak,ni,np,rzecz,2) (no12)
knoatr(mian,żeń/poj,3,tak,ni,np,rzecz,3) (no19)
knoink(mian,żeń/poj,3,tak,ni,np,rzecz,4) (no40)
knom(mian,żeń/poj,3,tak,np,rzecz,5) (no46)
formarzecz(mian,żeń/poj) (n_rz1)
Ala Ala
ff(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,tak,ni,np,br) (fi3)
ff1(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,tak,ni,np,br) (fi4)
kweneg(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,tak,ni,np) (we22e)
kweink(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,ni,np) (we26)
kwer(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,np) (we29)
kwer1(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,np) (we30n)
formaczas(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1) (n_cz1)
formaczas1(n,os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1) (n_cz4)
ma mieć
fl(nd,ter,żeń/poj,3,tak,ni,np) (lu1)
fl1(nd,ter,żeń/poj,3,tak,ni,np) 1/2. 2 (lu6)
fno(bier,mzw/poj,3,tak,ni,np,rzecz,0) (no1)
knodop(bier,mzw/poj,3,tak,ni,np,rzecz,1) (no5)
knopm(bier,mzw/poj,3,tak,ni,np,rzecz,2) (no12)
knoatr(bier,mzw/poj,3,tak,ni,np,rzecz,3) (no19)
knoink(bier,mzw/poj,3,tak,ni,np,rzecz,4) (no40)
knom(bier,mzw/poj,3,tak,np,rzecz,5) (no46)
formarzecz(bier,mzw/poj) (n_rz1)
kota kot
znakkonca(np) (int2)
. .
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oraz w wersji skróconej:
wypowiedzenie 1/4. 22 (w1)
zr(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,0) (r1)
zp(os,nd,ter,ozn,żeń/poj,3,tak,ni,np,3) 1/2. 3 (p1)
ze(os,nd,ter,ozn,żeń/poj,3,[np(mian)],tak,ni,np,br,4) (e5)
fw(np(mian),X1,nd,ter,żeń/poj,3,tak,ni,np) (wy1)
formarzecz(mian,żeń/poj) (n_rz1)
Ala Ala
ff(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,tak,ni,np,br) (fi3)
ff1(os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1,tak,ni,np,br) (fi4)
formaczas1(n,os,nd,ter,ozn,żeń/poj,3,[np(mian)],X1) (n_cz4)
ma mieć
fl(nd,ter,żeń/poj,3,tak,ni,np) (lu1)
fl1(nd,ter,żeń/poj,3,tak,ni,np) 1/2. 2 (lu6)
formarzecz(bier,mzw/poj) (n_rz1)
kota kot
znakkonca(np) (int2)
. .
Można więc powiedzieć, że nawigacja po takim lesie w elektronicznej wersji dokumentu
odbywa się na podobnej zasadzie co nawigacja w przedstawionym w podrozdziale 2.2 Den-
drarium. Zyskiem jest to, że również w wersji drukowanej przeglądanie lasu, choć utrudnione,
jest możliwe przy tym samym kształcie drzew.
2.1.2. GraphML i XSLT
GraphML to schemat XML dla opisu grafów stworzony przez specjalną grupę projektową.
Dostępne są dla niego definicje schematu w formatach DTD i XSD oraz formalna definicja.
Zwykle używana końcówka nazwy plików to .graphml, takie pliki są rozpoznawane przez kilka
programów. Popularny program graficzny yEd do prezentacji grafów używa tego formatu jako
swojego domyślnego formatu, zapisując w nim dodatkowe informacje nie zdefiniowane ale
dopuszczane przez schemat.
Wykorzystanie prostego schematu XML jest ciekawe o tyle, że istnieje powszechnie znany i
ustandaryzowany język przetwarzania struktury pliku XML pod nazwą XSLT. W pliku XSLT
zapisany jest sposób tłumaczenia jednego schematu XML na inny. Biorąc jako schemat wejś-
ciowy GraphML a jako wyjściowy SVG – XML-owy format grafiki wektorowej będący stan-
dardem W3C – można w XSLT zapisać algorytm wizualizacji grafu. Procesory XSLT niestety
nie są przystosowane do interpretowania skomplikowanych algorytmów, a raczej do prostych
przekształceń drzewa dokumentu, niemniej możliwe jest zapisanie dowolnego algorytmu iter-
acyjnego i procesor XSLT “saxon” poprawnie je interpretuje, mimo słabej efektywności.
Oto przykładowy dokument GraphML opisujący proste drzewo ze zdefiniowanymi dwoma
parametrami dla węzłów i jednym dla krawędzi:
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<?xml version="1.0" encoding="UTF-8" standalone="no"?>
<graphml xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xmlns:g="http://graphml.graphdrawing.org/xmlns/graphml"
xmlns="http://graphml.graphdrawing.org/xmlns/graphml"
xsi:schemaLocation="http://graphml.graphdrawing.org/xmlns/graphml">
<key attr.name="terminal" attr.type="string"
for="node" id="t" />
<key attr.name="nonterminal" attr.type="string"
for="node" id="nt" />
<key attr.name="rule" attr.type="string"
for="edge" id="r" />
<graph edgedefault="directed" id="tree">
<node id="n0"><data key="nt">formaczas</data></node>
<node id="n1"><data key="t">śpiewać</data></node>
<edge source="n0" target="n1"><data key="r">n_cz4</data></edge>
</graph>
</graphml>
A to fragment przykładowego dokumentu XSLT autorstwa Christiana Picha z
http://graphml.graphdrawing.org/download.html implementującego prosty algorytm umiejs-
cawiania węzłów w grafach, typu spring-based :
<xsl:for-each select="$nodes/p[@id!=$v/@id]">
<xsl:variable name="u" select="."/> <!-- square of euclidean distance -->
<xsl:variable name="d2" select="(@x - $v/@x)*(@x - $v/@x) +(@y - $v/@y)*(@y - $v/@y)"/>
<xsl:variable name="c"> <!-- force coefficient -->
<xsl:choose> <!-- v adjacent to u? -->
<xsl:when test="$edges[(@source=$v/@id and @target=$u/@id)
or (@source=$u/@id and @target=$v/@id)]">
<xsl:value-of select="(Math:sqrt($d2) div $l)
-($l * $l div $d2)"/>
</xsl:when>
<xsl:otherwise>
<xsl:value-of select="-1*($l * $l div $d2)"/>
</xsl:otherwise>
</xsl:choose>
</xsl:variable> <!-- force between v,u -->
<p x="{(@x - $v/@x)*$c}" y="{(@y - $v/@y)*$c}"/>
</xsl:for-each>
Po wykonaniu komendy “java -jar saxon9.jar spiewa.graphml graphml2svg.xsl > spiewa.svg”
gdzie podstawione zostały odpowiednie nazwy plików otrzymamy obrazek taki jak widoczny
na rysunku 2.1. Podobny dokument XSLT można napisać dla dowolnego algorytmu przed-
stawiającego lasy lub pojedyncze drzewa wynikowe analizy składniowej.
2.2. Dendrarium
Projekt Dendrarium powstaje pod kierownictwem dr Marcina Wolińskiego w Instytucie Pod-
staw Informatyki PAN głównie na potrzeby projektu treebanku dla części Narodowego Kor-
pusu Języka Polskiego (NKJP). Jest to aplikacja składająca się z części serwerowej i jej klienta.
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Rysunek 2.1: Wynik działania spring.xsl i graphml2svg.xsl na podanym przykładzie
Aplikacja pozwala na efektywne zarządzanie zbiorem wyników analizy składniowej w postaci-
ach oryginalnych wyprodukowanych przez parser i po ujednoznacznieniu przez człowieka. Jej
główne funkcje to magazynowanie tych danych i ujednoznacznianie lasów wynikowych wraz
ze wszystkimi funkcjami administracyjnymi wspomagającymi ten proces, czyli logowanie i
przydzielanie ról użytkownikom, przydzielanie im zadań z kolejki, rozstrzyganie konfliktów
pomiędzy wyborami różnych użytkowników. Główne role to dendrolog (osoba zajmująca się
ujednoznacznianiem lasów, odrzucaniem lasów niezawierających poprawnych interpretacji i
sygnalizowaniem problemów potencjalnie pochodzących od błędów w gramatyce), superden-
drolog (osoba rozstrzygająca końcową ocenę wyniku analizy zdania w przypadku konfliktu
pomiędzy wyborami dendrologów) i gramatyk (ta rola pozwala użytkownikowi przeglądać
lasy zgłoszone do niego przez innych użytkowników).
Lista lasów nieprzetworzonych jest trzymana w relacyjnej bazie danych na serwerze i na żą-
danie dendrologa, przydzielanych jest mu kilka zdań z tej listy, dla których lasy analizy należy
ujednoznacznić lub ocenić decyzję podjętą przez system automatycznie. Lista wybranych zdań
pojawia się w jego panelu, który jest podstroną strony internetowej serwisu. Dla wymienionych
ról (dendrologa, superdendrologa i gramatyka) cała obsługa aplikacji jest wykonywana właśnie
przez przeglądarkę internetową za pośrednictwem tej strony. Dendrolog może wybrać jedno
ze zdań przechodząc do panelu konkretnego zadania do wykonania. Istotny jest dla nas tylko
przypadek, kiedy dla zdania parser wygenerował niejednoznaczny las analizy. Na górze panelu
widoczne jest zdanie o którym mowa w kontekście fragmentu go poprzedzającego i następu-
jącego po nim w obrabianym tekście. To dlatego, że w systemie wybierane są interpretacje
składniowe poprawne nie tylko w sensie składniowym ale również spójne z semantyką zdania
w danym kontekście, nie zaś wszystkie poprawne składniowo interpretacje. Trzeba zaznaczyć,
że ostatecznie wybierana jest tylko jedna interpretacja nawet jeżeli kilka z nich mogłoby być
poprawne na wszystkich poziomach. Proces wyboru tego pojedynczego drzewa realizowany
jest jako sekwencja pytań do użytkownika, w której przy każdym wyborze proszony jest on o
wybór jednej z interpretacji dla kolejnych niejednoznacznych węzłów w kolejności od tych na-
jbliższych korzeniowi. Niektóre wybory dokonywane są automatycznie na podstawie różnych
kryteriów. Użytkownik dokonuje wyboru na podstawie informacji widocznych na ekranie, a
nie na podstawie całego obrazu lasu, dzięki czemu potencjalnie unika bycia zarzuconym dużą
ilością informacji nie pomocnych w podjęciu wyboru. Definicja lasu w Dendrarium rozszer-
zona jest o informację o nazwach reguł gramatyki użytych do wyprowadzenia każdego symbolu
oraz o centrum, lub podfrazie głównej frazy. Ta druga informacja pochodzi z gramatyki, która
jest zmodyfikowana (w stosunku do wspomnianej już GFJP) tak, aby prawe strony reguł
wskazywały jeden symbol jako centrum frazy.
Poniżej kontekstu zdania wyświetlane są trzy pola. W pierwszym z nich widoczna jest część
lasu już ujednoznaczniona, czyli drzewo, w którym korzeniem jest korzeń lasu a liśćmi węzły
które nadal mają więcej niż jedną możliwą listę potomków, lub też liście lasu. Wydaje się, że
nazwy reguł są informacją zbędną dla dendrologa jak i dla oceny poprawności danej interpre-
tacji generalnie. Są one jednak wyświetlane dla wszystkich widocznych węzłów wewnętrznych.
Struktura drzewa ma tradycyjny układ z korzeniem u góry i wypozycjonowanym po środku
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kolumny fragmentu tekstu, który reprezentuje. Każdy węzeł zawiera tylko symbol gramatyki
(będący w tym wypadku pewnym skrótem nazwy konstrukcji składniowej, którą dany symbol
implementuje). Kolor tła węzła mówi użytkownikowi o podstawie wyboru danej interpre-
tacji symbolu nieterminalnego. Różne kolory odpowiadają więc węzłom z tylko jedną możliwa
interpretacją, węzłom, dla których wyboru interpretacji dokonał użytkownik w którymś z
poprzednich kroków, węzłowi rozstrzyganemu w danym kroku, oraz węzłom rozstrzygniętym
w sposób automatyczny. Bezpośrednio pod węzłem jest nazwa reguły gramatyki. Dopiero po
przesunięciu kursora myszki nad dany węzeł, pojawia się okienko zawierające listę parametrów
danego symbolu z ich wartościami. Okienko przykrywa część widoku drzewa. Parametry są
zawsze wyświetlane w takiej samej kolejności. Po najechaniu kursorem na nazwę parametru,
wartość elementu lub fragment tej wartości (podciąg znaków dla atomu wewnątrz ciągu
znaków reprezentującego cały term), podświetlane są wszystkie węzły w aktualnym widoku
drzewa oraz innych drzewach wyświetlanych aktualnie w przeglądarce, których nazwa symbolu
lub parametr zawiera daną wartość. Dzięki temu szybko można zobaczyć jaka część drzewa ma
daną wspólną cechę z danym węzłem, często wskazuje to na terminal z którego pochodzi dana
wartość parametru. Pod elementem aktualnie rozstrzyganym wyświetlany jest kształt sym-
bolizujący pewne poddrzewo (można go uznać za formę elipsy) i znak zapytania. Pod węzłem
wypisany jest fragment zdania, którego strukturę opisuje. Elementy główne frazy pokazywane
są w dwojaki sposób. Dla węzłów widocznych w wyświetlanym drzewie ich ścieżka łącząca
z węzłem rodzica jest podkreślona grubszą linią koloru szarego. Natomiast dla węzła aktu-
alnie rozstrzyganego podfraza, która należy do centrum frazy we wszystkich interpretacjach
frazy, jest podświetlana jaśniejszym kolorem. Wewnątrz tej podfrazy jej podfraza główna jest
również podświetlana, tak, że wyraz “najbardziej centralny” podświetlany jest najjaśniejszym
tłem, jeśli taki istnieje. Ułatwia to dendrologom wybór poprawnej interpretacji.
Jedną z interpretacji dendrolog wybiera z pośród listy możliwych poddrzew pokazanych
poniżej ujednoznacznionej części drzewa. Dla każdego poddrzewa pokazany jest tylko je-
den poziom – nie jest powielany korzeń poddrzewa, którym jest zawsze węzeł rozstrzygany.
Poddrzewa do wyboru pogrupowane są według podziału frazy rozstrzyganej na podfrazy.
Przykładowo jeśli fraza «Ala ma kota» może być zinterpretowana na dwa sposoby jako jed-
nostka nadrzędna podfraz «Ala» i «ma kota», oraz na dwa sposoby jako podfrazy «Ala ma»
i «kota», to użytkownik zobaczy cztery poddrzewa w dwóch grupach o różnych kolorach tła.
Dla każdego węzła potomnego rozstrzyganej frazy pokazany jest zarówno symbol gramatyki i
lista jego parametrów. Wewnątrz każdej grupy Dendrarium wyróżnia innym kolorem parame-
try, których wartości różnią się między wariantami w tej grupie. Pozwala to użytkownikowi
natychmiast zauważyć różnice między poddrzewami. Z jednej strony przyspiesza to znacznie
proces wyboru najodpowiedniejszej interpretacji, z drugiej jednak może zmniejszać uwagę
poświęcaną przez użytkownika weryfikacji poprawności pozostałych parametrów.
Do dyspozycji jest też możliwość podejrzenia całego pod-lasu dla każdego wariantu do
wyboru i możliwość podejrzenia całego lasu. Przeglądanie lasu jest zrealizowane przez wyświ-
etlenie pojedynczego drzewa, ale z możliwością przełączania pomiędzy różnymi realizacjami
każdego symbolu w reakcji na działanie użytkownika. Pod każdym węzłem, w którym istnieje
niejednoznaczność wyboru listy potomków, są wyświetlane dwa przyciski z symbolami strza-
łek w lewo i w prawo. Użycie przycisku lub kółka myszy pokazuje przełączenie na poprzednie
lub następne poddrzewo / pod-las. Jeśli wyświetlana jest pierwszy lub ostatni spośród wari-
antów to jeden z przycisków jest ukrywany. Również w widoku ujednoznacznionej części lasu
jest możliwość poruszania się po odrzuconych wariantach lasu w ten sam sposób.
Ostatnim polem na dole strony jest miejsce na wpisanie komentarza dendrologa i przyciski
powodujące stwierdzenie braku poprawnego drzewa w lesie.
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Komentarz:
To były z filcu utoczone dzwony . "Cóż jeszcze mogę darować ci, Słodka?
Żaden z powyższych
POKAŻ PEŁNE PODDRZEWO        Liczba poddrzew: 2      ::NIEZGODNE Z NKJP:: WYBIERZ
POKAŻ PEŁNE PODDRZEWO        Liczba poddrzew: 2      ::NIEZGODNE Z NKJP:: WYBIERZ
ZAPISZ KOMENTARZ
X   OD NOWA   LEGENDA
Uwaga! Wybrane drzewo nie jest zgodne z NKJP
Kontekst
Aktualne drzewo OSOBNE OKNO
wypowiedzenie
w
zdanie
e6
ff
fi4
formaczas
n_cz1
formaczas1
n_cz27
fw
wy8
fno
no118
formarzecz
n_rz1
fw
wy7
?
fpm
znakkonca
int2
Warianty wyboru
przyimek
przyim: z
przypadek: bier
fno
przypadek: bier
rodzaj: nij
liczba: mno
osoba: 3
neg: tak
pnw: neut
klasa: rzecz
pm1
przyimek
przyim: z
przypadek: bier
fno
przypadek: bier
rodzaj: mnż
liczba: mno
osoba: 3
neg: tak
pnw: neut
klasa: rzecz
pm1
Komentarz do zdania
To
to
pred
były
były
subst:sg:nom:m1
z filcu utoczone dzwony .
.
interp
z filcu utoczone dzwony
z filcu utoczone dzwony
Większość podanych opisów el-
ementów odnosi się do aktualnej
wersji Dendrarium i nie są założeni-
ami projektu, więc mogą ulec zmi-
anie.
2.2.1. Ocena efektywności
Według opinii osób zaangażowanych
w projekt, ten rodzaj wizualiza-
cji oraz cały interfejs użytkowni-
ka sprawdza się dobrze w aktual-
nym projekcie. Interfejs jest łatwy
w użyciu i z pewnością nie wyma-
ga od użytkownika długiego okresu
przyzwyczajania się do niego.
Nie istnieją niestety dokładne
dane na temat wzorców zachowań
użytkowników na różnym poziomie
przyzwyczajenia do interfejsu ap-
likacji. Badania takie są często
robione dla programów komput-
erowych i dzięki nim można ustal-
ić efektywność interfejsu oraz skró-
cić ścieżkę do wybieranej opcji,
zarówno mierzoną w czasie jak i
ilości akcji wykonywanych przez
użytkownika (przyciśnięć klawiszy,
kliknięć i przesunięć myszki, ilość
dotknięć ekranu w przypadku ekranu
dotykowego, ilość przewinięć za-
wartości okna za pomocą pasków
przewijania itd).
Średni czas pracy dendrologa
poświęcany jednemu zdaniu wynosi
około trzech minut. Dendrolodzy
rzadko przerywają normalny tok
dokonywania wyborów aby skorzys-
tać z możliwości podejrzenia więk-
szej części lasu, są to sytuacje
“awaryjne”. Co ciekawe współczyn-
nik kolizji pomiędzy wyborami
dwóch dendrologów dla jednego
zdania, dla zdań korpusu i aktual-
nie używanej gramatyki wynosi aż
0,26.
W panelu superdendrologa i
w panelu gramatyka występu-
je konieczność obejrzenia dwóch
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T.1
Ala
ALA: subst
sg:nom:f
wie
WIEDZIEĆ: fin
sg:ter:imperf
,
,: interp
ale
ALA: subst
pl:[nom|acc]:f
Piotr
PIOTR: subst
sg:nom:m1
nie
NIE: qub
ma
MIEĆ: impt
sg:ter:imperf
.
.: interp T.1
T.2
Ala
AL: subst
sg:[gen|acc]:m1
ale
ALE: conj
ma
MIEĆ: fin
sg:ter:imperf
T.2
T.3
ma
BYĆ: fin
sg:ter:imperf
T.3
Rysunek 2.2: Przykładowy arkusz syntaktyczny pokazujący niejednoznaczności morfologiczne.
drzew jednocześnie w celu porów-
nania ich struktur. Porównanie i wybór poprawnej wersji przez superdendrologa odbywa się
tak samo jak praca dendrologa, czyli dla każdego węzła gdzie pomiędzy odpowiedziami dwóch
dendrologów wystąpił konflikt zadawane jest superdendrologowi pojedyncze pytanie. U gra-
matyka natomiast interfejs ogranicza się do widoku dwóch drzew obok siebie. Wydaje się, że
tok pracy superdendrologa jest dobrym rozwiązaniem problemu porównywania dwóch drzew.
(Jest to problem odrębny od zadania porównania dwóch lasów. Być może do tego proble-
mu zastosować można podobny tok działania, przy czym w każdym niejednoznacznym węźle
wyświetlona byłaby informacja o tym, które z wariantów występują w pierwszym lesie, które
w drugim, a które są takie same w obydwu lasach.)
2.3. Arkusze syntaktyczne
Arkusze syntaktyczne są formą prezentacji całego lasu wynikowego analizy na płaszczyźnie
i formą bardzo dobrze dostosowaną do druku na papierze. Jest to formalizm pierwszy raz
opisany przez prof. Janusza S. Bienia w 2006 ([6]). Ponieważ ich struktura jest wyczerpująco
opisana w [2, 6, 7], nie przytaczam tu pełnej definicji oraz wszystkich zaproponowanych tam
wariantów arkuszy. Warianty te pozwalają naświetlić pewne konkretne elementy struktury lasu
oraz oszczędzić zajmowaną przestrzeń ukrywając nieciekawe lub mało relewantne fragmenty
tej struktury.
Arkusz syntaktyczny jest tabelą, w której, tak jak w opisywanej częstej metodzie rysowania
drzew analizy, położenie poziome jest połączone z pozycją w tekście, a kolumny odpowiada-
ją fragmentom tekstu. Szerokość tabeli jest więc ściśle powiązana z długością tekstu anali-
zowanego, a wysokość jest proporcjonalna do liczby węzłów w lesie. Pozwala to stwierdzić, że
arkusz taki efektywnie wykorzystuje przestrzeń i nawet lasy o gigantycznych liczbach drzew
mogą zmieścić się w dokumentach drukowanych.
Arkusz syntaktyczny jest rodzajem wizualizacji wymagającej wyjaśnienia i taką, której
czytanie w celu znalezienia konkretnej informacji może sprawiać wysiłek nawet osobie znającej
zasady formalizmu. W związku z tym w zastosowaniach komputerowych lub tam gdzie istnieje
możliwość interakcji z użytkownikiem nadal efektywniejszą wydaje się struktura drzewa z
możliwością nawigacji po lesie przełączając interpretację poddrzewa.
Mimo, że możliwość istnienia arkuszy o różnej szczegółowości opisu lasu zwiększa elasty-
czność wizualizacji, powoduje też, że każdy arkusz musi być akompaniowany przez dodatkowy
opis aby czytelnik wiedział jak ma dany arkusz interpretować.
Nieintuicyjnym jest również fakt, że położenie pionowe komórek nie niesie wiele informacji,
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w szczególności umieszczenie kilku komórek w jednym wierszu nie świadczy o jakimkolwiek
związku między nimi. W świetle tego identyfikatory wierszy oraz naprzemienne kolorowanie
teł wierszy nie niosą zysku dla łatwości lokalizowania informacji w arkuszu.
2.4. Biblioteka do wizualizacji lasu
W ramach pracy powstała biblioteka dla języka JavaScript zawierająca narzędzia do wiz-
ualizacji lasów analizy składniowej. Konkretnie implementuje ona kontrolki wyświetlające
arkusze syntaktyczne i lasy w postaci takiej jak Dendrarium oraz zawiera podstawowe klasy i
narzędzia dla lasów. Biblioteka korzysta z hierarchii DOM dla HTML i dostarczane przez nią
kontrolki są również podobne do elementów DOM pod względem interfejsu programisty, w
związku z czym jest łatwa do wykorzystania na stronach i w serwisach internetowych. Wygląd
większości elementów może być łatwo dostosowywany do wyglądu strony za pomocą arkuszy
stylów CSS, więc zmiana wyglądu nie wymaga zmian w kodzie i wygląd jest opisany łatwym,
standardowym językiem, powszechnie znanym przez twórców stron internetowych.
Biblioteka powstała w pierwszej kolejności na potrzeby projektu Dendrarium (zob. po-
drozdział 2.2) i jest obecnie wykorzystywana w tym projekcie do budowania interfejsu użytkown-
ika. Implementuje część interfejsu związaną z wyświetlaniem drzew po stronie przeglądarki
opisaną w podrozdziale 2.2. Wymagania tego projektu, a w szczególności uwagi i pomysły
dr Marcina Wolińskiego i uwagi użytkowników Dendrarium przekazane przez niego zostały
szeroko wykorzystane i zapewniły względnie elastyczną budowę biblioteki oraz pozwoliły
przetestować bibliotekę w zastosowaniu praktycznym.
Robocza nazwa biblioteki i nazwa pliku, który należy włączyć do aplikacji chcącej sko-
rzystać z biblioteki, to viewer.js (oczywiście można zmienić nazwę).
Do rysowania grafiki węzłów i animacji wykorzystywane są obiekty SVG, w związku z czym
biblioteka wymaga od przeglądarki obsługi tego standardu. Wszystkie testy były przeprowad-
zone w Mozilla Firefox w różnych wersjach.
2.4.1. Program Przeglądarka Lasów
Program jest demonstracją wykorzystania biblioteki i łatwym w użyciu interfejsem do wywoły-
wania analizatora Świgra i wizualizacji otrzymanego wyniku. Jest aplikacją webową, to znaczy
obsługiwana jest z wewnątrz przeglądarki internetowej, ale posiada drugą, opcjonalną część,
która może działać na serwerze i przyjmować żądania analizy konkretnego zdania od strony in-
ternetowej. Działający program można obejrzeć pod adresem http://www.openstreetmap.pl/lasy.
Samą stronę można ściągnąć i korzystać z niej otwierając plik index.xhtml w przeglądarce,
jednak bez możliwości analizy nowych zdań, a jedynie do otwierania zapisanych wcześniej
do plików wyniki analizy. Do działania przycisku “Analizuj Świgrą” należy umieścić pliki
źródłowe na serwerze http, z którego strona ma być serwowana, a następnie uruchomić prosty
demon (proces) działający w tle i obsługujący zapytania, w tym uruchamiający wsadowo
analizator Świgra. Obecność demona w stanie uruchomionym powoduje, że słownik analiza-
tora morfologicznego jest wczytywany do pamięci tylko raz, unikając opóźnień związanych z
ponownym wczytywaniem słownika na potrzeby każdego indywidualnego zapytania. Demon
jest napisany w języku Python 3. Forma zapytań http obsługiwanych przez serwer naśladuje
konwencję REST, przykładowo zapytanie GET ze ścieżką "/swigra/analyse/Treść zdania."
oznacza wywałanie metody "analyse" na obiekcie (lub usłudze) "swigra", z parametrem "Treść
zdania.". Zapytania są też zgodne ze specyfikacją JSONRequest ponieważ nie są używane
zapytania POST, a odpowiedzi serwera są w formacie JSON.
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2.4.1.1. Interfejs użytkownika
Po załadowaniu strony widzimy pole do wpisana zdania które będzie analizowane. Przycisk
“Analizuj Świgrą” wysyła wpisany tekst do serwera i oczekuje na wynik analizy. Przeprowad-
zona zostanie zarówno analiza morfologiczna jak i składniowa, o ile ta pierwsza się powiedzie.
Klient i serwer komunikują się za pomocą gotowych struktur danych w formacie JSON – jego
zapis i odczyt jest w pewnym sensie obsługiwany w sposób rodzimy zarówno w języku Python
(serwer) i JavaScript (przeglądarka), a w SWI-Prologu istnieją narzędzia do jego obsługi w
bibliotece http.
Zamiast pracować na wyniku analizy zdania przez Świgrę, możemy również załadować do
programu las zapisany na komputerze w formatach JSON lub XML, przy pomocy przycisku
“Otwórz”. Las, na którym pracujemy można również zapisać w obydwu formatach. Dostępny
jest również zapis we wspomnianym w podrozdziale 2.1.2 formacie GraphML i dot. Ten ostatni
to format wejściowy dla narzędzi wizualizujących grafy z pakietu graphviz.
Prosty las w notacji JSON
{
nonterminal : ’ formaczas ’ ,
nodes : {
73 : {
from : 3 ,
to : 4 ,
nonterminal : {
category : ’ formaczas ’ ,
r odza j : ’_’ ,
l i c z b a : ’ poj ’ ,
wyróżnik : ’ os ’ ,
osoba : 3 ,
czas : ’ ter ’ ,
aspekt : ’nd ’ ,
tryb : ’ ozn ’ ,
} ,
c h i l d r en : [ {
r u l e : ’ n_cz4 ’ ,
c h i l d : [ 74 ] ,
} ] ,
} ,
} ,
74 : {
from : 3 ,
to : 4 ,
t e rmina l : {
base : ’ śpiewać ’ ,
tag : ’ f i n : sg : t e r : imperf ’ ,
orth : ’ śpiewa ’ ,
} ,
} ,
}
Ten sam las jako XML
<?xml ve r s i on = ’1.0 ’ encoding=’UTF−8’?>
<fo r e s t >
<nonterminal>formaczas</nonterminal>
<node from= ’3 ’ to = ’4 ’ nid=’73’>
<nonterminal>
<category>formaczas</category>
<f type=’ rodzaj ’>_</f>
<f type=’ l i c zba ’>poj</f>
<f type=’wyróżnik ’>os</f>
<f type=’osoba ’>3</f>
<f type=’ czas ’> ter </f>
<f type=’aspekt ’>nd</f>
<f type=’ tryb ’>ozn</f>
</nonterminal>
<ch i l d r en ru l e =’n_cz4’>
<ch i l d nid= ’74 ’ />
</ch i ld r en>
</node>
<node from= ’3 ’ to = ’4 ’ nid=’74’>
<terminal>
<base>śpiewać</base>
<orth>śpiewa</orth>
<f type=’tag ’> f i n : sg : t e r : imperf</f>
</terminal>
</node>
</f o r e s t >
Format .dot
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digraph Las {
formaczas −> śpiewa [ l a b e l="n_cz4 " ]
}
2.4.1.2. Wizualizacja wyniku
Głównym zadaniem programu jest danie użytkownikowi możliwości obejrzenia analizowanego
lasu w różnych postaciach. Do wyboru parametrów wizualizacji służą kontrolki w zakładkach
Las i Arkusz Syntaktyczny.
Arkusze syntaktyczne wyświetlane są możliwie wiernie swojej specyfikacji (zob. podrozdzi-
ał 2.3). Interfejs umożliwia wybranie opcji takich jak pokazanie lub ukrycie poszczególnych
elementów komórki, oraz kryteria pokazywania lub ukrywania całych komórek i części lasu.
Nazwy opcji dosyć jasno opisują ich działanie. Do wyboru mamy dwa “szablony” ustaw-
ień: “pełny”, który włącza pokazywanie wszystkich informacji z arkusza, i “morfologia”, który
wyłącza większość opcji i pozostawia tylko komórki terminali pokazujące cechy morfologiczne
segmentów tekstu wejściowego.
Domyślna kolorystyka i układ elementów w każdej komórce arkusza wzorowane są na
arkuszach syntaktycznych pokazanych w [2]. Bezpośrednio z interfejsu programu nie ma możli-
wości zmiany tych ustawień, jednak są one zapisane w prostym arkuszu stylów CSS w pliku
viewer.css. Taka budowa pozwala odseparować sposób wyświetlania zawartości arkusza od
wyboru zakresu informacji obecnych w arkuszu. Edycja arkusza stylów nie powinna sprawić
problemów użytkownikowi. Oto fragment stylu odpowiadający za wygląd komórek nietermi-
nali:
/* Identyfikator komórki */
div.ssv-cellid {
float: left;
color: #d77;
font-size: 10px;
}
/* Liczby drzew */
div.ssv-treecount {
float: right;
font-size: 10px;
white-space: nowrap;
}
/* Lista wskaźników na węzły potomne */
span.ssv-children:before, span.ssv-children:after {
content: "⇑";
background-color: #7c7;
}
span.ssv-child-pointer {
display: inline-block;
color: red;
border-color: black;
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border-style: solid;
border-width: 1px;
-moz-border-radius: 6px;
font-size: 12px;
margin-left: 3px;
margin-right: 3px;
}
/* Nazwa reguły */
span.ssv-rulename {
font-size: 10px;
}
/* Symbol nieterminalny */
span.ssv-category {
font-size: 12px;
background-color: yellow;
font-style: italic;
font-family: "Serif";
}
/* Lista drzew zawierających węzeł */
span.ssv-treenums:before {
content: "trees: ";
font-style: italic;
}
span.ssv-treenums {
font-size: 10px;
}
Prefiks “ssv-” (od syntactic spreadsheet viewer) jest we wszystkich klasach aby uniknąć kolizji
nazw z innymi elementami na stronie i bibliotekami. Jako jednostka szerokości używana jest
“px” tylko z powodów technicznych, może to być inna jednostka dopuszczana przez CSS.
Zakładka Las przedstawia wybór pozostałych sposobów wizualizacji lasu. Dwa pierwsze
używają biblioteki viewer.js i działają na zasadach opisanych w podrozdziale 2.2 o Dendrar-
ium. Ich wygląd jest również w większości opisany za pomocą CSS, odsyłam tu do pliku
viewer.css.
Pozostałe opcje to raczej przegląd technik które dają się zastosować do lasów, nie koniecznie
dając praktyczne rezultaty. Diagramy można przesuwać za pomocą przeciągnięć myszki oraz
powiększać i pomniejszać widoczny fragment z użyciem kółka myszy. Na urządzeniach z
ekranem (“wielo-”) dotykowym można używać gestów powiększania i pomniejszania dwoma
palcami dłoni.
Przycisk “Na tle gramatyki” pokazuje nazwy wszystkich symboli nieterminalnych gra-
matyki z podziałem na te które wystąpiły w lesie (większa czcionka) i te które nie wystąpiły
(mniejsza czcionka) metodą czasem nazywaną radial convergence diagram. Pozwala prześledz-
ić możliwe ścieżki od jednego liścia do korzenia. Wskazuje również na symbole nieterminalne
w których w prawych stronach produkcji występuje podświetlony symbol (niebieska strzałka
jeśli ta reguła była użyta w drzewie, szara w przeciwnym wypadku).
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T-1 9/9 T-2 9/9 T-3 9/9 T-4 7/9 T-5 9/9
T-6 2/9
M-1 4/9
M-2 2/9
M-3 3/9
M-4 4/9
M-5 4/9
M-6 4/9
M-7 1/9
M-8 3/9
M-9 4/9
M-10 5/9
M-11 9/9
M-12 9/9
Prolog to wspaniały wynalazek .
T.1
Prolog
PROLOG: subst
sg:nom:m1
trees:  1, 2, 3, 4...
to
TEN: pred
trees:  1, 2, 3, 4...
wspaniały
WSPANIAŁY: adj
sg:acc:m3:pos
trees:  1, 2, 3, 4...
wynalazek
WYNALAZEK: subst
sg:acc:m3
trees:  1, 2, 4, 5...
.
.: interp
trees:  1, 2, 3, 4...
T.1
T.2
wynalazek
WYNALAZEK: subst
sg:nom:m3
trees:  3, 8
T.2
M.1
⇑ T-3 T-4 ⇑
pt6
⇑ T-3 T-6 ⇑
pt6
kptno
trees:  2, 3, 7, 8
M.1
M.2
⇑ T-3 T-4 ⇑
no27
knoatr
trees:  4, 9
M.2
M.3
⇑ M-1 ⇑
lu6
⇑ M-2 ⇑
lu6
fl1
trees:  2, 3, 4
M.3
M.4
⇑ T-3 T-4 ⇑
lu4
⇑ M-3 ⇑
lu1
fl
trees:  1, 2, 3, 4
M.4
M.5
⇑ T-2 M-4 ⇑
fi3
ff
trees:  1, 2, 3, 4
M.5
M.6
⇑ T-1 M-5 ⇑
e5
ze
trees:  1, 2, 3, 4
M.6
M.7
⇑ T-2 T-3 ⇑
fi3
ff
trees:  5
M.7
M.8
⇑ M-1 ⇑
wy10
⇑ M-2 ⇑
wy10
fw1
trees:  7, 8, 9
M.8
M.9
⇑ T-3 T-4 ⇑
wy4
⇑ M-8 ⇑
wy1
fw
trees:  6, 7, 8, 9
M.9
M.10
⇑ T-1 M-7 T-4 ⇑
e5
⇑ T-1 T-2 M-9 ⇑
e5
ze
trees:  5, 6, 7, 8, 9
M.10
M.11
⇑ M-6 ⇑
p1
⇑ M-10 ⇑
p1
zp
trees:  1, 2, 3, 4, 5, 6, 7, 8, 9
M.11
M.12
⇑ M-11 T-5 ⇑
w1
wypowiedzenie
trees:  1, 2, 3, 4, 5, 6, 7, 8, 9
M.12
Prolog to wspaniały wynalazek .
Rysunek 2.3: Jedna z form arkusza syntaktycznego dla zdania «Prolog to wspaniały
wynalazek.»
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Rysunek 2.4: Widok pojedynczego drzewa dla zda-
nia «On nie wiedział o tym, ale Ala wiedziała i mi-
ała kota.»
Technika Radial tree jest często
stosowana do obrazowania danych ta-
kich jak wykorzystanie przestrzeni na
nośniku, np. dysku twardym, przez
poszczególne katalogi i pliki w drzewie
katalogów. Tak jak tradycyjne wizual-
izacje drzew dobrze pokazuje hierarchię
widzianych elementów, a jednocześnie
poziomy drzewa dalej od korzenia mają
do dyspozycji większą przestrzeń ekra-
nową i elementy nie muszą być zm-
niejszane ze wzrostem ich liczby tak jak
w tradycyjnym widoku drzewa lub w
arkuszu syntaktycznym.
Tree map to popularny sposób
pokazywania hierarchii w której elemen-
ty podrzędne jakiegoś elementu moż-
na podzielić według dwóch kryteriów,
nadając każdemu elementowi pozycję
dwuwymiarową wewnątrz rodzica. Za-
kłada on jednak strukturę drzewiastą, w
której element ma tylko jednego rodz-
ica, więc niektóre węzły lasu zosta-
ją powielone. Mimo, że jest to sposób
przedstawienia lasu na płaszczyźnie, nie
spełnia on tych samych wymagań co
arkusz syntaktyczny, np. nie nadaje się
do druku na papierze, dlatego, że zakła-
da możliwość prawie nieograniczonego
powiększania i pomniejszania widoku.
Złożoność procedury narysowania
pełnego diagramu Tree map to złożoność
przeszukania lasu metodą w głąb (por.
punkt 1.2), a więc, tak jak w przy-
padku stron internetowych i programów
pozwalających przeglądać mapy Ziemi,
na danym poziomie powiększenia rysuje się tylko wybrane elementy. Dobrym kryterium jest
rysowanie lasu do głębokości, na której kształty dalszych węzłów mają mniej niż jeden pix-
el szerokości lub wysokości w aktualnym widoku. Ich nienarysowanie jest niezauważalne na
ekranie.
2.4.2. Dokumentacja API
Włączenie biblioteki do programu jest osiągane przez dodanie linii
<script type=”application/javascript” src=”viewer.js” />
w pliku HTML.
Interfejs programisty wykorzystuje tylko cztery klasy.
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2.4.2.1. Klasa forestnode
Obiekty tej klasy reprezentują pojedynczy węzeł lasu.
Pola i metody:
.nid Przechowuje identyfikator węzła. Może być ciągiem znaków lub liczbą.
.nonterminal Pole obecne tylko dla węzła nieterminalnego. Jest obiektem zawierają-
cym pola:
.category Kategoria gramatyczna (symbol nieterminalny gramatyki).
.attrs (opcjonalny) Słownik właściwości / atrybutów węzła.
.attrs_order (opcjonalny) Lista kluczy słownika atrybutów podająca kolejność
w jakiej mają być wyświetlane.
.terminal Pole obecne tylko w węzłach terminalnych. Jest obiektem zawierającym pola:
.orth Segment tekstu wejściowego w oryginalnej formie.
.base Forma słownikowa (leksem).
.tag (opcjonalny) Tag zawierający własności morfologiczne segmentu. Może być
też przekazany jako element słownika atrybutów.
.attrs i .attrs_order (opcjonalne) Tak jak dla .nonterminal.
.leaf (opcjonalny) Wartość prawdziwa oznacza, że dany węzeł jest liściem lasu, nawet
jeśli jest nieterminalem (las niekompletny). Brak pola jest równoznaczny z wartoś-
cią fałsz. Terminale automatycznie mają dodawane pole leaf z wartością prawda.
.children Pole obecne zawsze gdy .leaf nie równa się prawda. Zawiera listę możliwych
interpretacji węzła nieterminala. Elementy list są obiektami o następujących po-
lach:
.rule (opcjonalny) Nazwa reguły gramatyki użyta do wyprowadzenia tej interpre-
tacji symbolu.
.child Lista węzłów potomnych (obiektów forestnode).
.heads (opcjonalny) Lista indeksów elementów głównych, normalnie długości je-
den.
.current (opcjonalny) Numer aktualnie wybranej interpretacji – indeks na liście .chil-
dren (od zera).
.get_depth() Zwraca głębokość lasu ukorzenionego w danym węźle.
Pola i metody używane przez klasę forestviewer:
.space (opcjonalny) Pole używane przez klasę forestviewer, pozwala podać wysokość
przestrzeni którą kontrolka ma zostawić wolną poniżej węzła jako ułamek wysokości
samego węzła.
.hidden (opcjonalny) Węzeł ukryty.
.show(viewer) Przerysowuje poddrzewo ukorzenione w danym węźle.
.hide(viewer) Ukrywa tymczasowo poddrzewo.
.switch_subtree(delta, viewer) Przełącza aktualnie wyświetlaną listę potomków węzła
dodając wartość delta do wartości .current i rozpoczynając animację.
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.highlight(re, viewer) Podświetla węzeł jeśli jego atrybuty odpowiadają podanemu
wyrażeniu regularnemu lub wyłącza podświetlenie jeśli mu nie odpowiadają.
Niektóre inne pola są dodawane do obiektów forestnode i używane wewnętrznie przez klasę
forestviewer. Klasa synspreadviewer nie dodaje żadnych pól. Użytkownik może zapisywać
własne wartości w innych nieużywanych polach.
2.4.2.2. Klasa forest
Obiekty tej klasy reprezentują cały las analizy składniowej.
Pola i metody:
forest(nodes, root) Konstruktor klasy. Parametr nodes jest listą lub słownikiem węzłów,
gdzie węzły są obiektami: jeśli parametr jest listą, to każdy węzeł musi mieć pole
nid zawierające identyfikator węzła (ciąg znaków lub liczba); jeśli jest słownikiem
i obiekty nie posiadają pola nid to kluczami powinny być identyfikatory węzłów
a wartościami obiekty. root to identyfikator węzła korzenia. Węzły nie muszą być
obiektami klasy forestnode, dla każdego węzła zostanie stworzony obiekty tej klasy.
.nodes Słownik zawierający obiekty klasy forestnode. Kluczami są identyfikatory węzłów.
.root Węzeł korzenia lasu (obiekt klasy forestnode, nie identyfikator. Identyfikator dostęp-
ny jest jako forest.root.nid).
Inne pola mogą być wykorzystane przez użytkownika.
2.4.2.3. Klasa forestviewer
Ta klasa reprezentuje kontrolkę widoku lasu.
Pola i metody:
forestviewer(element) Konstruktor tworzący z podanego elementu hierarchii DOM
HTML kontrolkę widoku lasu.
.location (opcjonalny) Zawiera adres URL aktualnie wyświetlanego lasu. Przypisanie
temu polu nowej wartość powoduje załadowanie nowego lasu spod podanego adresu.
Pod podanym adresem musi być zawarty plik w formacie JSON lub XML. Przyp-
isanie null powoduje zwolnienie lasu. Przypisanie ma wpływ na wartości innych
pól.
.forest Obiekt klasy forest aktualnie wyświetlanego lasu. Przypisanie nowej wartoś-
ci powoduje załadowanie lasu a przypisanie null zwolnienie poprzedniej wartości.
Przypisanie ma wpływ na wartości innych pól.
.nodevisible(child, parent) Funkcja decydująca czy dany węzeł ma być widoczny
jako dziecko podanego rodzica. Domyślnie funkcja ta zwraca wartość prawda. Przyp-
isanie nowej funkcji powoduje przerysowanie całego lasu. Funkcja jest wywoływana
dla każdego węzła w czasie obliczania położenia wyświetlanych elementów, od zwró-
conej wartości binarnej zależy czy węzeł potomny ma być widoczny.
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.style Ciąg znaków reprezentujący nazwę aktualnie używanego stylu rysowania lasu.
Domyślny styl to “default”.
.helper (opcjonalny) Obiekt, domyślnie pusty, pozwalający podać funkcje, które będą
wywoływane przy niektórych zdarzeniach aby dać programowi możliwość zareagowa-
nia na nie i wpłynięcia na wynik. Możliwe pola:
.after_loaded(viewer) Funkcja wywoływana po załadowaniu nowego lasu.
.before_unload(viewer) Funkcja wywoływana bezpośrednio przed zwolnieniem
aktualnie wyświetlanego lasu.
.prepare(forest) Przy ładowaniu nowego lasu pobranego z adresu podanego za
pośrednictwem .location, funkcja ta wywoływana jest po udanym ściągnięciu
zawartości i przed załadowaniem lasu, aby dać użytkownikowi biblioteki szansę
zmodyfikowania pobranych danych.
.popup_info(node, element, viewer) Funkcja ta wywoływana jest sekundę od
najechania przez użytkownika kursorem na dany węzeł, aby dać programowi
możliwość wypełnienia informacjami o danym węźle okienka które jest wtedy
tworzone (przekazywane jako wartość parametru element). Jeśli funkcja nie
została podana, biblioteka wypełni okienko pewnym podstawowymi danymi o
węźle i jego właściwościach.
.update_ruler_info(node) Funkcja ta wywoływana jest aby dać programowi
możliwość wypełnienia paska wyświetlanego na dole drzewa zawierającego in-
formacje o morfologii tekstu. Jeśli nie zostanie podana, biblioteka użyje tylko
wartości .orth węzłów terminali aby wypełnić zawartość paska.
.update_node_info(node, onmouseover, onmouseout,
onmousewheel, onswitch, attrs) Funkcja ta wywoływana jest aby
dać programowi możliwość wypełnienia zawartości elementu węzła informac-
jami o nim. W parametrach podawane są domyślne procedury obsługi zdarzeń
węzła przez bibliotekę, które ta funkcja może wykorzystać lub nie, np. po to,
żeby wyłączyć przełączanie pomiędzy możliwymi poddrzewami lub wyłączyć
“dymek” z informacjami. Argument attrs zawiera funkcję tworzącą napis z
nazwą lub wartością atrybutu węzła, taką, że podświetlenie jej myszką powodu-
je wyszukanie w drzewie elementów o tej samej wartości lub kluczu.
.relayout(nofade = false) Powoduje obliczenie na nowo pozycji elementów lasu na
ekranie i przerysowanie lasu, tak aby uwzględnić właściwości węzłów które mogły
zostać zmienione w międzyczasie, wywołać na nowo funkcję .nodevisible, itd. Opcjon-
alny argument nofade powoduje wyświetlenie nowego widoku lasu natychmiast, tj.
bez żadnych animacji.
.highlight(re) Powoduje podświetlenie wszystkich widocznych węzłów w lesie, których
atrybuty są zgodne z podanym wyrażeniem regularnym.
.add_rules(rules) Pozwala podać listę lub słownik reguł gramatyki (ciągów znaków),
które będą użyte w “dymku” z informacjami o węźle.
.add_tips(tips) Pozwala podać słownik rozwinięć nazw symboli lub atrybutów, który
będzie użyty widoku szczegółowym węzła.
.get_html(void) Zwraca statyczny kod HTML dla obecnego widoku lasu. Taki kod
może być wklejony do dokumentu jako ilustracja.
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2.4.2.4. Klasa synspreadviewer
Ta klasa reprezentuje kontrolkę widoku arkusza syntaktycznego.
Pola i metody:
synspreadviewer(element) Konstruktor tworzący z podanego elementu hierarchii
DOM HTML kontrolkę widoku arkusza syntaktycznego.
.forest Obiekt klasy forest aktualnie wyświetlanego lasu. Przypisanie nowej wartoś-
ci powoduje załadowanie lasu a przypisanie null zwolnienie poprzedniej wartości.
Przypisanie ma wpływ na wartości innych pól.
.nodevisible(child, parent) Funkcja decydująca czy dany węzeł ma być widoczny
jako dziecko podanego rodzica (rodzic podany jest dla spójności z klasą forestview-
er). Domyślnie funkcja ta zwraca wartość prawda. Przypisanie nowej funkcji powodu-
je przerysowanie całego arkusza. Funkcja jest wywoływana dla każdego węzła w
czasie obliczania położenia wyświetlanych komórek, od zwróconej wartości bina-
rnej zależy czy komórka ma być widoczna.
.nodemergeable(child, parent) Funkcja decydująca czy dany węzeł ma zostać połąc-
zony ze swoim rodzicem w jednej komórce arkusza. Domyślnie funkcja ta zwraca
wartość fałsz. Przypisanie nowej funkcji powoduje przerysowanie całego arkusza.
Funkcja jest wywoływana dla każdego węzła, w którym nie występuje rozgałęzie-
nie i który ma tylko jednego rodzica, w czasie obliczania położenia wyświetlanych
komórek, od zwróconej wartości binarnej zależy czy komórki zostaną połączone.
.showterminals Wartość binarna (domyślnie prawda) decydująca o widoczności komórek
terminali.
.shownonterminals Wartość binarna (domyślnie prawda) decydująca o widoczności
komórek nieterminali. Jeśli .showterminals ma wartość fałsz, wartość tego pola
jest ignorowana.
.maxtreecount Maksymalna liczba numerów drzew w których występuje dana komór-
ka do wyświetlenia w zawartości komórki (domyślnie 32).
.showtbrulers Wartość binarna (domyślnie prawda) decydująca, czy wyświetlone zostaną
dodatkowe wiersze na górze i na dole arkusza z etykietami kolumn (segmentami
tekstu wejściowego).
.cellfill_fn(element, nodes, rownum, colnum, rowid, cellid,
alltrees, treecount, treelist) Funkcja wywoływana aby dać programowi
możliwość wypełnienia wnętrza komórki (parametr element) informacjami o węzłach
należących do niej, których lista podana jest jako parametr nodes. Jeśli funkcja nie
zostanie podana, do komórki będą wpisane tylko podstawowe informacje o niej.
Wiersz i kolumna arkusza dla tej komórki podane są w kolejnych dwóch parame-
trach, a w następnych dwóch słowniki identyfikatorów wierszy i komórek. Przez
ostatnie trzy parametry przekazywane są obliczone wartości:
• liczba wszystkich drzew w lesie,
• liczba drzew zawierających tą komórkę,
• numery pierwszych .maxtreecount drzew zawierających komórkę.
.get_html(void) Zwraca statyczny kod HTML dla obecnego widoku arkusza. Taki
kod może być wklejony do dokumentu jako ilustracja.
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2.4.3. Kierunki rozwoju
Zdaniem autora, kod biblioteki jest elastyczny i łatwy do rozszerzenia. W przypadku, gdy dla
konkretnej strony WWW potrzebna jest modyfikacja działania biblioteki wykraczająca poza
możliwości stylów CSS, generalnie należy użyć istniejącego interfejsu programisty bibliote-
ki do realizacji zadania (kod Dendrarium jest dobrym przykładem), lub, jeśli i ten interfejs
jest niewystarczający, rozszerzyć go. W praktyce z pewnością niektóre modyfikacje łatwiej
jest dokonać w pliku źródłowym biblioteki na potrzeby konkretnej strony WWW, aby szy-
bko uzyskać pożądany efekt. Autor deklaruje chęć pomocy w wykorzystaniu biblioteki do
celów wizualizacji lasów analizy składniowej w programach. Niektóre rozszerzenia biblioteki
z pewnością warto wciągnąć do niej na stałe.
Wśród przydatnych rozszerzeń możliwości na dziś warto wyliczyć stworzenie kontrolki
pokazującej drzewo lub las analizy w platformie Google Web Toolkit (GWT), która już dziś
posiada ciekawe, gotowe do wykorzystania kontrolki wykresów i diagramów. Niezbędne będzie
również dostosowanie biblioteki do przeglądarek internetowych, w których nie była dotąd
testowana. Przykładowo do działania w Internet Explorer potrzebne byłoby wykorzystanie
VML (który nie jest standardem) z powodu braku obsługi standardów SVG i XHTML w tej
przeglądarce.
2.4.4. Analizator morfologiczny
Na potrzeby pracy powstał prosty analizator morfologicznyGpleusz. Jego jedynym zadaniem
było wypełnienie luki w możliwości analizy składniowej tekstu za pomocą komputerowej re-
alizacji GFJP, Świgry z użyciem wolnego oprogramowania. Jakość jego wyników pozostawia
aktualnie wiele do życzenia i z pewnością nie można go wykorzystać do celów automatycznej
analizy poza eksperymentami. Głównym źródłem danych morfologicznych jest wydanie Pol-
szczyzny lat sześćdziesiątych XX wieku pod nazwą Słownik frekwencyjny polszczyzny współczes-
nej ([9]), które jest anotowane tagsetem IPI PAN czyli tym, którego używa Świgra i Mor-
feusz. W uproszczeniu program dokonuje segmentacji tekstu wejściowego a następnie sprawdza
możliwe interpretacje dla każdego segmentu i generuje wyjściowy graf morfologiczny (zob. [4])
jakiego potrzebuje Świgra. W najprostszym przypadku segment jest odnajdywany w indek-
sie segmentów ze słownika i w ten sposób otrzymuje się gotową odpowiedź2. Gdy segment
nie zostaje odnaleziony, program nie poddaje się jednak i dopasowuje segment o najdłuższym
wspólnym sufiksie z indeksu. Dzięki temu udało się zanalizowanie Świgrą dwóch spośród wielu
istniejących tłumaczeń na język polski pierwszej strofy wiersza Lewisa Carolla «Jabberwocky»:
Było smaszno, a jaszmije smukwijne
Świdrokrętnie na zegwniku wężały,
Peliczaple stały smutcholijne
I zbłąkinie rykoświstąkały.
– Dżabbersmok, Maciej Słomczyński
oraz:
Grozeszły się po mrokolicy
Smokropne strasznowiny:
Dziwolęk znowu smokolicy
2Z punktu widzenia autorów programów niewątpliwą zaletą takiej budowy jest możliwość zrzucenia na dane
wejściowe winy za niepoprawne działanie programu.
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Ponurzył się w grzęstwiny.
– Dziwolęk, Antoni Marianowicz i Hanna Bałtyn
W drugim tłumaczeniu znak dwukropka musiał zostać zastąpiony przecinkiem. Wygen-
erowany został las zawierający 640076800 drzew i w szczytowym momencie Świgra zajęła
380MB pamięci.
Takie działanie, mimo, że minimalizuje ilość poprawnych wyrazów nierozpoznawanych,
powoduje wprowadzenie błędów dwóch typów: rozpoznawanie nieistniejących słów jako ist-
niejące, oraz, jeśli dla znalezionego segmentu ze słownika o najdłuższym wspólnym sufiksie
z szukanym segmentem, w słowniku wystąpiły tylko niektóre z możliwych interpretacji, to
również w wyniku Gpleusza dla szukanego segmentu zabraknie tych potencjalnie poprawnych
interpretacji.
Jako ciekawostka zdanie «Ala ma kota.» otrzymuje dodatkowe interpretacje poza tymi
udokumentowanymi w [7] z powodu występowania formy “ma” w Słowniku Frekwencyjnym
jako realizacji słowa “być” w zdaniach zawierających bezosobowe “nie ma”. Większość tych
nadmiarowych interpretacji udaje się wyeliminować dodając w Świgrze kod eliminujący tę
interpretację “ma” jeśli nie występuje bezpośrednio po “nie”.3
Możliwych jest wiele sposobów poprawienia jakości wyników Gpleusza, które nie zostały
wykorzystane tylko z powodu ograniczeń czasowych. Jednym z nich jest sprawdzanie niek-
tórych wartości tagów dla niektórych części zdania w słowniku z sjp.pl (również na licencji
GPL), jak też sprawdzenie za jego pomocą, czy odgadnięta przez Gpleusza forma słownikowa
istnieje.
3Ponieważ Słownik Frekwencyjny jest w rzeczywistości korpusem, występuje w nim ogromna ilość słown-
ictwa nie występującego w typowych słownikach, oraz nieoczekiwanych interpretacji morfosyntaktycznych.
Generalnie jest to dobra cecha choć płaci się za nią większą objętością lasów wynikowych analizy.
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Dodatek A
Zawartość nośnika
Poniżej przedstawiona jest krótko zawartość nośnika załączonego do pracy.
opis/ Źródło dokumentu i ilustracji w części opisowej pracy.
program/dcg2dot.py (plik uruchamialny) Skrypt konwerujący pliki .dcg (gramatyki parsera
Birnam) na format .dot do wizualizacji przy pomocy pakietu graphviz.
program/dict.py Obsługa słownika analizatora morfologicznego.
program/frekwencyjny.py Przetworzony Słownik Frekwencyjny (zob. podrozdział 2.4.4)
dla analizatora morfologicznego. Otrzymany za pomocą makedict.py.
program/gpleusz.py (plik uruchamialny) Analiztor morfologiczny (zob. podrozdział 2.4.4).
program/makedict.py (plik uruchamialny) Skrypt konwertujący korpus w formacie IPI
PAN (Xces) na słownik dla analizatora morfologicznego. Wyszukuje pliki morph.xml w
podkatalogach aktualnego katalogu lub podkatalogach ścieżki podanej jako parametr.
program/swigra-cmd.py (plik uruchamialny) Klient dla demona obsługującego zapytania
dla Świgry, uruchamiany z linii poleceń.
program/swigra-server.py (plik uruchamialny) Serwer obsługujący zapytania dla Świgry
i analizatora morfologicznego.
program/www/ Zawartość tego katalogu powinna być udostępniona przez serwer www
(Apache).
program/www/index.xhtml Strona www będąca klientem Świgry.
program/www/swigra (plik uruchamialny) Skrypt CGI przyjmujący zapytania od strony
www i przesyłający je do demona swigra-server.py.
program/www/.htaccess Plik z instrukcją dla serwera Apache o tym, że plik swigra ma
być traktowany jak skrypt CGI.
program/www/viewer.js Plik biblioteki do wizualizacji lasu analizy.
program/www/swigra.js Plik obsługujący interfejs użytkownika www.
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