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Ohjelmistoja¨rjestelmien erikoistumislinja
Ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehitys on murroksessa. EU:n uusi Medical De-
vice Regulation -lainsa¨a¨da¨nto¨ on tullut voimaan ja sen myo¨ta¨ regulaatio la¨a¨kinna¨llisille lait-
teille muuttuu. Muuttuneiden vaatimusten myo¨ta¨ kehitys ei ohjelmistojen osalta helpotu, vaan
pa¨invastoin. Na¨in ollen tutkimmekin, miten la¨a¨kinna¨llisten laitteiden ohjelmistokehityksessa¨
voidaan automaation avulla saavuttaa jatkuva integraatio ja tuotantoonvienti, ja na¨in ollen ket-
tero¨itta¨a¨ ohjelmistokehitysta¨ sa¨ilytta¨en kilpailukyvyn kasvavilla terveydenhuollonalan markki-
noilla.
Tutkimme eri luokitusten ja MDR lainsa¨a¨da¨nno¨n vaikutusta ohjelmistokehitykseen. Vertai-
limme erityisesti luokan 2a ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehitysta¨ suhteessa
reguloimattomaan ohjelmistokehitykseen tutkimalla standardeja ja osoittamalla niissa¨ olevien
vaatimusten automaatiomahdollisuuksia.
Ketteryyden taso kuvaa kyvykkyytta¨ reagoida muutoksiin ja tuottamaan uusia inkrementteja¨
ohjelmistokehitysprosessissa. Tutkielman lopputuloksena olemme pystyneet osoittamaan, etta¨
la¨hes sama ketteryyden taso on saavutettavissa ohjelmistopohjaisten luokan 2a la¨a¨kinna¨llisten
laitteiden kehityksessa¨ kuin reguloimattomassa ohjelmistokehityksessa¨, kun huomioon otetaan
itse ohjelmistokehitysprosessi, jota erityisesti standardi IEC 62304 kuvaa. Katseltaessa koko-
naisprosessia, joka sisa¨lta¨a¨ muitakin osia kuin ohjelmistokehityksen, ei samaa ketteryyden tasoa
saavuteta kuin reguloimattomassa ohjelmistokehityksessa¨. Ta¨ma¨ johtuu regulatiivisten manu-
aalisten tehta¨vien luonteesta, jotka on suoritettava ennen tuotantoonvientia¨.
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Medical Device software, especially software based medical device, development is currently at
a turning point. EU’s new Medical Device Regulation (MDR) has entered into force and its
changing the way medical devices are developed. Changed requirements don’t ease software
development on the contrary it’s making it harder at some points. This study is about au-
tomating software based medical device’s development process, and demonstrating how it can
be achieved to maintain competitiveness in growing healthcare market.
We studied different classifications and MDR legislation’s impact on software development,
comparing especially class 2a medical devices with non-regulated software development. We
identified requirements from standards and demonstrated automation possibilities to tackle
them.
With this study we have been able to demonstrate that almost the same level of agility and speed
of software increments can be achieved in class 2a medical device software development when
we’re taking into account the software development process part of the whole process (described
in IEC 62304). When looking at the whole process there are parts (for example usability testing)
that cannot be automated, therefore these parts of whole process cannot achieve same level of
agility in medical devices software development as in non-regulated software development due
to manual nature of these parts of the process.
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CE-merkinta¨ osoittaa, etta¨ mm. la¨a¨kinna¨llinen laite on markkinoille kelpaava.
La¨a¨kinna¨llisten ohjelmistopohjaisten laitteiden kontekstissa ta¨ma¨ ka¨yta¨nno¨ssa¨ tarkoit-
taa, etta¨ laite ta¨ytta¨a¨ la¨a¨kinna¨llisille laitteille kansainva¨lisesti hyva¨ksytyt standardit
ja laite on kehitetty niiden mukaisesti (mm. ISO 13485 ja IEC 62304).
DevOps on valikoima tietotekniikan prosessin kyvykkyyksia¨, jolla pyrita¨a¨n yh-
dista¨ma¨a¨n kehitys ja tuotanto mahdollisimman la¨helle toisiaan (Smeds et al., 2015).
Termi muodostuu lyhenteista¨ Dev (engl. Development) ja Ops (engl. Operations).
Integraatiotesti tarkoittaa testia¨, jolla testataan ohjelmistokomponenttien toimivuus
yhdessa¨, eli silla¨ testaan ohjelmistokomponenttien integraatio.
Jatkuva integraatio / CI (engl. Continous Integration) on toimintatapa, jossa
ohjelmistokehitystiimin ja¨senet tuottavat muutoksia versiohallintaan. Jokainen muutos
verifioidaan automaattisesti, jotta voidaan varmistua, etta¨ muutokset eiva¨t rikkoneet
mita¨a¨n olemassa olevaa mm. testiautomaation avulla. Ta¨ma¨ mahdollistaa nopean ke-
hityksen syklin kettera¨ssa¨ ohjelmistokehityksessa¨ (Meyer, 2014).
Jatkuva tuontatoonvienti / CD (engl. Continous Deployment) on toiminta-
tapa, jossa ohjelmistokehitystiimi tuottaa jatkuvalla syklilla¨ tuotantoon julkaistavaa
ohjelmistoa, joka myo¨s vieda¨a¨n tuotantoon jatkuvalla syklilla¨. Ta¨ma¨n toimintatavan
edellytyksena¨ on vahva automaatio niin CI:n, kuin tuotannon ympa¨risto¨o¨nviennin osal-
ta.
Ja¨ljitetta¨vyys tarkoittaa ta¨ssa¨ yhteydessa¨ kyvykkyytta¨ tunnistaa ja yhdista¨a¨ ohjel-
mistoon kohdistuvat muutokset kehitysprosessin eri vaiheissa (alkaen suunnittelusta ja
pa¨a¨tyen julkaistavaan versioon) (ISO 13485, 2016).
Kehityssykli tarkoittaa ta¨ssa¨ tutkielmassa ohjelmistokehityksen yhta¨ iteraatiota, eli
kehitysprosessin vaiheita ma¨a¨rittelysta¨ tuotantoonvientiin, joka toistuu uudestaan ja
uudestaan. Yksi DevOps:in pa¨a¨tavoitteista on saada kehityssyklin aikaja¨nne mahdol-
lisimman pieneksi (Smeds et al., 2015).
Lean on ajatusmalli, jossa pyrita¨a¨n luomaan arvoa loppuasiakkaalle, poistaen kaikki
turha arvoa tuottamaton osa esimerkiksi kehitysprosessista (Abrahamsson et al., 2012).
Liitospyynto¨ (engl. Pull Request) on ka¨site, jolla kuvataan versiohallinnan haaran
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liitospyynto¨a¨ toiseen haaraan, jonka lopputuloksena kaksi ohjelmiston versiota yhdis-
teta¨a¨n.
La¨a¨kinna¨llinen laite on mika¨ tahansa instrumentti, laitteisto, va¨ine, koje, laite,
implantti, in vitro -reagenssi, ohjelmisto, materiaali tai muu samankaltainen tai liit-
tyva¨ tarvike, jolla on tarkoitus tehda¨ mm. sairauden diagnosointia, ehka¨isya¨, tarkkai-
lua, hoitoa tai lievitysta¨ (ISO 13485, 2016).
MDR (engl. Medical Device Regulation) on Euroopan Unionin la¨a¨kinna¨llisille laitteille
5.4.2017 voimaan tullut regulaatio, joka ottaa kantaa miten la¨a¨kinna¨llisia¨ laitteita tulee
kehitta¨a¨ (Medical Device Regulation, European Union, 2017).
Ohjelmisto on integroitu kokonaisuus ohjelmistokappaleita, jotka toimivat yhdessa¨
toteuttaen ohjelmiston (IEC 62304, 2015). Ta¨ta¨ integraatiota voidaan automatisoida
CI metodeilla (Meyer, 2014).
Ohjelmistokappale (engl. Software Item) on tunnistettava osa ohjelmaa, kuten
la¨hdekoodi tai ohjelmiston data (IEC 62304, 2015).
Ohjelmistopohjainen la¨a¨kinna¨llinen laite on la¨a¨kinna¨llinen laite, mika¨ koostuu
puhtaasti vain ohjelmisto-komponentista. Ta¨llaisia la¨a¨kinna¨llisia¨ laitteita ovat mm. te-
koa¨ly-pohjaiset hoidon tarpeen arvioinnit. Na¨illa¨ la¨a¨kinna¨llisilla¨ laitteilla ei siis ole fyy-
sista¨ muotoa, kuten stetoskoopilla tai syda¨nkeuhkokoneella. Kuitenkin esimerkiksi po-
tilastietoja¨rjestelma¨t, PACS-ja¨rjestelma¨t (radiologisten kuvien arkistointija¨rjestelma¨t)
tai muut vastaavat arkistointia toteuttavat, papereita korvaavat ja¨rjestelma¨t eiva¨t ole
la¨a¨kinna¨llisia¨ laitteita (Medical Device Regulation, European Union, 2017).
Ohjelmistoyksikko¨ (engl. Software Unit) on osa ohjelmistoa, jota ei jaeta ena¨a¨ pie-
nemma¨ksi (IEC 62304, 2015).
Riski on vahingon ilmenemistodenna¨ko¨isyys yhdistettyna¨ vahingon vakavuuteen (ISO
13485, 2016)
SOUP (engl. Software of Unknown Provenance) on jo valmiiksi kehitetty ohjel-
mistokappale, kuten avoimen la¨hdekoodin kirjasto, jota ei ole suunniteltu la¨a¨kinna¨llisen
laitteen vaatimuksia ta¨ytta¨va¨ksi tai sen kehitysprosessi on tuntematon (IEC 62304,
2015). Etenkin moderneja JavaScript-pohjaisia ohjelmistoja kehitetta¨essa¨ tulee helpos-
ti ka¨ytettya¨ satoja tai tuhansia riippuvuuksia yksitta¨isten kirjastojen kautta (Decan
et al., 2017).
Staattinen analyysi tarkoittaa ohjelmiston katselmointia (joko ihmisen tai automa-
tiikan toimesta) ilman, etta¨ sita¨ suoritetaan.
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Sulautettu ohjelmisto (engl. Embedded Software) on ohjelmisto, joka toimii sulau-
tetusti yhdessa¨ laitteiston kanssa.
Ja¨rjestelma¨testaus (engl. System Testing) tarkoittaa koko ja¨rjestelma¨n kokonaistes-
tausta, etta¨ se ta¨ytta¨a¨ sille asetetut vaatimukset kokonaisuudessaan
Valmistaja on se luonnollinen- tai oikeushenkilo¨, joka asettaa la¨a¨kinna¨llisen laitteen
markkinoille riippumatta siita¨, onko se itse toteuttanut sita¨ (ISO 13485, 2016).
Verifiointi on varmistus, etta¨ vaatimukset esim. muutokselle ta¨yttyva¨t (IEC 62304,
2015)
V-malli (myo¨s Validation & Verification model) on ohjelmiston kehitysmalli, jossa
edeta¨a¨n lineaarisesti aloittaen yla¨tason ma¨a¨rittelyista¨ ja tarkennetaan ma¨a¨rittelyita¨
alemmille tasoille. Ta¨ma¨n perusteella tehda¨a¨n toteutus, jonka ja¨lkeen jokainen
ma¨a¨rittelyn taso verifioidaan sita¨ vastaavalla testisetilla¨ (Balaji ja Murugaiyan, 2012).
Yksikko¨testi on yhden ohjelmistoyksiko¨n yksitta¨inen testi, jolla testataan ohjelmis-
toyksiko¨n toimivuutta tietyilla¨ la¨hto¨arvoilla.
1 Johdanto
Terveydenhuollon ala digitalisoituu jatkuvasti enemma¨n ja sen digitalisaatioon inves-
toidaan enemma¨n (Day ja Zweig, 2018). Merkitta¨va¨ osa investoinneista menee ohjel-
mistojen kehitykseen (Healthcare Software Investment Trends - Digital Health Matters
2017). Terveydenhuollon alalla osa ohjelmistosta lasketaan la¨a¨kinna¨llisiksi laitteiksi
niiden ka¨ytto¨tarkoituksen myo¨ta¨ (Medical Device Directive, European Union, 1993).
Suurin osa standardeista, jotka implementoivat lainsa¨a¨da¨nto¨a¨, perustuvat vesiputous-
kehitysmalliin, jossa kehitysaskeleet ovat irrallaan toisistaan ja vaiheesta toiseen siir-
tyminen edellytta¨a¨ edellisen vaiheen valmistumista – eteneminen tapahtuu siis lineaa-
risesti. Nyt kehityksen lisa¨a¨ntyessa¨ ja nopeutuessa tarvitsemme tehokkaampia tapoja
la¨a¨kinna¨llisten laitteiden ohjelmistokehitykseen.
Perinteisesti la¨a¨kinna¨llisiksi laitteiksi on mielletty fyysisessa¨ muodossa olevat laitteet,
kuten syda¨n-keuhkokoneet, sairaalavuoteet tai ka¨velykepit. Osassa la¨a¨kinna¨llisista¨ lait-
teista on myo¨s ollut ohjelmistoa, jolla laitteen toimintaa ohjataan. Esimerkiksi syda¨n-
keuhkokoneessa olevalla ohjelmistolla on merkitta¨va¨ vaikutus laitteen toimintaan. Ny-
kya¨a¨n yha¨ useampi la¨a¨kinna¨llinen laite on ohjelmisto, johon ei liity mita¨a¨n fyysista¨ olo-
muotoa, kuten mm. laboratoriossa ka¨ytetta¨va¨t ohjelmistot, la¨a¨ka¨reiden pa¨a¨to¨ksenteon
tukija¨rjestelma¨t (engl. DSS, Decision Support System), seka¨ jatkossa yha¨ enemma¨n
yleistyva¨t AI-/tekoa¨lysovellukset.
La¨a¨kinna¨llisille laitteille on ma¨a¨ritetty laatuvaatimuksia niiden eri luokkien mukaises-
ti, joita ovat 1, 2a, 2b ja 3. Valmistaja luokittelee, mihin luokkaan la¨a¨kinna¨llinen laite
kuuluu. Luokittelun taustalla on ajatus siita¨, mita¨ potilaalle voi tapahtua laitteeseen
liittyva¨n riskin realisoituessa. Alimman tason luokka 1 sisa¨lta¨a¨ laitteita, jotka eiva¨t
aiheuta va¨lito¨nta¨ potilasturvallisuusriskia¨. Ta¨ssa¨ luokassa olevat laitteet ovat tyypil-
lisesti esimerkiksi kuumemittareita, silma¨laseja tai ka¨velykeppeja¨. Luokka 2a, johon
ta¨ssa¨ tutkielmassa erityisesti keskityta¨a¨n, sisa¨lta¨a¨ erityisesti ohjelmistopuolella sellai-
sia ohjelmistoja, joiden perusteella la¨a¨ketieteen ammattihenkilo¨sto¨ tekee diagnostisia
pa¨a¨to¨ksia¨ tai niita¨ ka¨yteta¨a¨n terapeuttisiin ka¨ytto¨tarkoituksiin. Ta¨llaisia laitteita ovat
mm. laboratoriossa ka¨ytetta¨va¨t ohjelmistot tai pa¨a¨to¨ksenteon tukija¨rjestelma¨t, mika¨li
ne eiva¨t voi aiheuttaa peruuttamatonta haittaa tai kuolemaa potilaalle. Luokan 2a
laitteet voivat aiheuttaa potilaalle haittaa, mutta ne rajoittuvat vain va¨lilliseen hait-
2taan. Luokkaan 2b kuuluvat laitteet, joiden virheet voivat johtaa potilaan tilapa¨iseen
haittaan. Na¨ita¨ laitteita ovat mm. automaattiset la¨a¨kkeiden sa¨a¨nno¨stelija¨t ja potilas-
monitorit. Korkeimman luokan 3 laitteisiin kuuluu laitteet, joiden virhetilanteet voi-
vat aiheuttaa potilaan va¨litto¨ma¨n kuoleman tai vakavan peruuttamattoman vamman,
na¨ita¨ laitteita ovat mm. syda¨n-keuhkokoneet.
Vuonna 2020 Euroopan Unionin MDR:n (Medical Device Regulation) siirtyma¨aika
pa¨a¨ttyy, jonka myo¨ta¨ la¨a¨kinna¨llisten laitteiden luokittelusa¨a¨nno¨t tiukentuvat ohjel-
mistojen osalta. Ohjelmistot, jotka ovat MDR:a¨a¨n edelta¨neella¨ MDD (engl. Medical
Device Directive) -lainsa¨a¨da¨nno¨n aikakaudella kuuluneet luokkaan 1, kuuluvat uuden
luokittelun mukaan ka¨yta¨nno¨ssa¨ aina luokkaan 2a, joka tuo mukanaan uusia laatuvaa-
timuksia sovellusta kehitta¨ville tiimeille.
Osana modernia sovelluskehitysta¨ ka¨yteta¨a¨n nykya¨a¨n paljon jatkuvaa integraatiota
(CI, engl. Continious Integration) ja jatkuvaa tuotantoonvientia¨ (CD, engl. Continious
Deployment), jolla sovelluksen integriteetti varmistetaan automaattisesti seka¨ automa-
tisoidaan tuotantoon vienti niin, etta¨ sovellus voidaan vieda¨ tuotantoon tihea¨a¨n tahtiin
ja milloin vain. Luokan 2a la¨a¨kinna¨llisten laitteiden kehitysvaatimukset kuitenkin ku-
vaavat pitka¨lti vesiputousmallista kehitysta¨, jossa laadunvarmistus tapahtuu suunnit-
telusta tuotantoon vientiin asti ja jokaista tuotantoon vieta¨va¨a¨ versiota vasten pita¨a¨
rakentaa dokumentaatio, seka¨ suorittaa laatuvalidointi mm. testauksen avulla.
Ta¨ssa¨ tutkielmassa keskityta¨a¨n puhtaasti ohjelmistoina esiintyviin la¨a¨kinna¨llisiin lait-
teisiin – ohjelmistopohjaisiin la¨a¨kinna¨llisiin laitteisiin. Ka¨ymme la¨pi, miten ohjelmis-
ton, jonka ka¨ytto¨tarkoitus ta¨ytta¨a¨ la¨a¨kinna¨llisen laitteen 2a tason ma¨a¨rityksen, jatku-
va integraatio ja tuotanto vienti voidaan saavuttaa ja ta¨ytta¨a¨ samalla standardin mu-
kaiset laatuvaatimukset, jotta esimerkiksi CE-merkinta¨ la¨a¨kinna¨lliselle laitteelle olisi
mahdollista hakea.
Tyo¨n tutkimuskysymykset ovat:
RQ1: Mitka¨ ovat luokkien 1 ja 2a la¨a¨kinna¨llisten laitteiden erot?
RQ2: Miksi ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet ovat EU:n uuden lain-
sa¨a¨da¨nno¨n mukaisesti la¨hto¨kohtaisesti luokassa 2a eiva¨tka¨ luokassa 1?
RQ3: Voidaanko luokan 2a ohjelmistopohjaisen la¨a¨kinna¨llisen laitteen jat-
kuva integraatio ja tuotantoonvienti automatisoida ja miten?
Tutkimushypoteesina oli, etta¨ reguloidussa ohjelmistokehityksessa¨ pystyta¨a¨n saavut-
tamaan sama tuotantoonvientinopeus toteutusvaiheesta tuotantovalmiuteen. Ta¨ha¨n ei
3Kuva 1.1: Tutkimuksen rakenne
siis oteta mukaan mm. suunnitteluun, ka¨ytetta¨vyystestaukseen ja validointiin kuluvaa
aikaa, jotka ovat la¨a¨kinna¨llisille laitteille a¨a¨rimma¨isen ta¨rkeita¨. Kriittisina¨ keinoina
ta¨ma¨n saavuttamisessa ovat jatkuva integraatio seka¨ tuotantoonvienti ja merkitta¨va¨n
pitka¨lle viety automaatio. Tutkielmassa ka¨yda¨a¨n myo¨s la¨pi, millaisia automaatio-
operaatioita jatkuvan integraation ja tuotantoonviennin tulee pystya¨ tekema¨a¨n, seka¨
miten niiden muutoshallinta pita¨a¨ ja¨rjesta¨a¨, jotta niiden la¨pi meneva¨ sovellus pystyy
ta¨ytta¨ma¨a¨n luokan 2a vaatimustason.
Kuvassa 1.1 on avattu rakennetta, jolla tutkielman RQ3-tutkimuskysymysta¨ on
la¨hdetty tutkimaan. Pyrimme siis tunnistamaan kaikki ohjelmistokehityksen vaati-
mukset ja erottelemaan ne reguloituun ja ei-reguloituun ohjelmistokehitykseen, jonka
ja¨lkeen pyrimme automatisoimaan reguloituun ohjelmistokehitykseen liittyva¨t aktivi-
teetit. Automaation todistuksen ja¨lkeen voimme arvioida onko ja¨ljelle ja¨a¨vien aktivi-
teettien manuaalikuormitus yhta¨ iso reguloidussa ja reguloimattomassa ohjelmistoke-
hityksessa¨.
Tutkielman teknisena¨ kontribuutiona toteutettiin simulaatiomaisesti luokan 2a ohjel-
mistopohjaisen la¨a¨kinna¨llisen laitteen jatkuvan integraation ja tuotantoonviennin mal-
li, jonka avulla erityisesti automaation mahdollisuuksia todistettiin.
Tuotannollisessa ka¨yto¨ssa¨ myo¨s la¨a¨kinna¨llisen laitteen automaatioprosessi tulisi ke-
4hitta¨a¨ kuin la¨a¨kinna¨llinen laite. Ta¨ssa¨ tutkielmassa emme kuitenkaan ka¨y la¨pi, mi-
ten jatkuvan integraation ja tuotantoonviennin automaation muutoshallinta tulisi
ja¨rjesta¨a¨, jotta se ta¨ytta¨isi la¨a¨kinna¨llisen laitteen vaatimukset.
Luvussa 2 ka¨sittelemme la¨a¨kinna¨llisia¨ laitteita, seka¨ niihin kohdistuvaa regulaatiota.
Ka¨sittelemme erityisesti ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden regulointia ja
MDR vaikutusta niiden kehitykseen. Luvussa 3 ka¨ymme la¨pi mita¨ DevOps ja jatkuva
tuotantoonvienti seka¨ integraatio tarkoittavat. Avaamme myo¨s ketterien kehitysmallien
yhta¨la¨isyyksia¨. Luku 4 ka¨sittelee laatuvaatimuksia la¨a¨kinna¨llisille laitteille, joka toimii
alustuksena luvulle 5, jossa paneudumme syva¨lle ohjelmistopohjaisten la¨a¨kinna¨llisten
laitteiden kehityksen vaatimuksiin, seka¨ osoitamme niiden automaation mahdollisuu-
det. Luku 6 esittelee johtopa¨a¨to¨kset ja on yhteenveto ta¨ma¨n tyo¨n sisa¨llo¨sta¨.
2 La¨a¨kinna¨lliset laitteet ja niiden re-
gulaatio
Ta¨ssa¨ luvussa ka¨ymme la¨pi mita¨ la¨a¨kinna¨lliset laitteet ovat, miten niita¨ luokitel-
laan ja millaista regulaatiota niihin kohdistetaan Euroopan Unionin tasolla. Vastaam-
me ta¨ssa¨ luvussa myo¨s tukimuskysymyksiin RQ1 ja RQ2, silla¨ ka¨ymme la¨pi kaikki
la¨a¨kinna¨llisten laitteiden luokittelut, seka¨ MDR:n (engl. Medical Device Regulation)
vaikutukset la¨a¨kinna¨llisten laitteiden luokitteluun.
2.1 Ma¨a¨ritelma¨
La¨a¨kinna¨llinen laite on mika¨ tahansa instrumentti, laitteisto, va¨ine, koje, laite, implant-
ti, in vitro -reagenssi, ohjelmisto, materiaali tai muu samankaltainen tai liittyva¨ tarvike,
jolla on tarkoitus valmistajan ma¨a¨ritelma¨n mukaan tehda¨ mm. sairauden diagnosointia,
ehka¨isya¨, tarkkailua, hoitoa tai lievitysta¨ (ISO 13485, 2016).
ISO 13485-standardi ottaa myo¨s laajemmin kantaa ka¨ytto¨tarkoituksista joista jon-
kun tulee ta¨yttya¨, jotta laite voidaan ma¨a¨ritella¨ la¨a¨kinna¨lliseksi laitteeksi. Na¨ita¨
ka¨ytto¨tarkoituksia on paljon, joista muutamana nostona voidaan mainita sairauk-
sien diagnosoinnin, ehka¨isyn, tarkkailun, hoidon ja lievityksen lisa¨ksi mm. he-
delmo¨ittymisen sa¨a¨tely, seka¨ elintoimintojen tukeminen ja ylla¨pito.
Ohjelmistopohjaisilla la¨a¨kinna¨llisilla¨ laitteilla tarkoitetaan la¨a¨kinna¨llisia¨ laitteita, joilla
ei ole fyysista¨ muotoa, kuten stetoskoopilla tai syda¨nkeuhkokoneella. Euroopan komis-
sio ka¨ytta¨a¨ ta¨ha¨n viittaavaa termia¨ Medical Device Software (MDSW), mutta ei rajoita
sen riippumattomuutta jostain fyysisesta¨ laitteesta. Ta¨ssa¨ tutkielmassa ka¨yta¨mme kui-
tenkin termia¨ ohjelmistopohjainen la¨a¨kinna¨llinen laite siina¨ tarkoituksessa, ettei silla¨
ole laittelle ominaista fyysista¨ olomuotoa, eika¨ se ole sulautettu ohjelmisto fyysiselle
la¨a¨kinna¨lliselle laitteelle.
La¨a¨kinna¨llisiksi laitteiksi ei lasketa kuitenkaan kaikkia ohjelmistoja, joissa esimerkik-
si potilastietoa ka¨sitella¨a¨n. Ta¨llaisia ohjelmistoja voivat olla esimerkiksi potilastie-
toja¨rjestelma¨t, jotka mielleta¨a¨n vain tiedon tallentamista ja na¨ytta¨mista¨ varten raken-
6netuiksi ohjelmistoiksi. Ta¨llainen ohjelmisto, joka ei tee omaa analyysia¨ vaan puhtaasti
tallentaa ja na¨ytta¨a¨ tallennettua dataa ei ole la¨a¨kinna¨llinen laite tai ohjelmistopohjai-
nen la¨a¨kinna¨llinen laite. Potilastietoja¨rjestelma¨t na¨hda¨a¨n enemma¨nkin paperin kor-
vaajana kuin laitteena, joka voisi vaikuttaa potilaan hoitopa¨a¨to¨ksiin (MDR Guidance,
European Commission, 2019).
2.2 La¨a¨kinna¨llisten laitteiden luokittelu
Valmistaja luokittelee la¨a¨kinna¨llisen laitteen sen tuottaman riskin mukaisesti. Riski
ma¨a¨ritella¨a¨n sen mukaisesti millaista potentiaalista haittaa la¨a¨kinna¨llinen laite voi ai-
heuttaa potilaalle ja mika¨ sen esiintymistodenna¨ko¨isyys on (IEC 62304, 2015).
La¨a¨kinna¨llisten laitteiden luokitteluun on ka¨yto¨ssa¨ useita ja¨rjestelmia¨ (Food ja Admi-
nistration, 2018) (Medical Device Regulation, European Union, 2017). Ta¨ssa¨ tutkiel-
massa keskityta¨a¨n Euroopan Unionin tapaan tehda¨ la¨a¨kinna¨listen laitteiden luokitus.
Luokittelussa riski potilaalle ma¨a¨ritta¨a¨ luokan, johon la¨a¨kinna¨llinen laite kuuluu. Mah-
dollisia luokkia ovat 1, 2a, 2b ja 3. (Medical Device Regulation, European Union, 2017).
Tutkielmassa ka¨yta¨mme pohjana myo¨s IEC 62304-standardin ma¨a¨ritta¨mia¨ vaatimuk-
sia la¨a¨kinna¨llisille laitteille, IEC 62304-standardin mukainen luokittelu on A, B ja C.
Na¨ma¨ luokitukset eiva¨t linkity suoraan EU-lainsa¨a¨da¨nno¨ssa¨ ka¨ytettyyn luokitteluun,
vaikkakin taulukko 2.1 on era¨a¨nlainen tapa linkitta¨a¨ IEC 62304 ja EU-lainsa¨a¨da¨nto¨
yhteen. On kuitenkin teoreettisesti mahdollista, etta¨ la¨a¨kinna¨llinen laite on IEC 62304
luokassa C, mutta EU lainsa¨a¨da¨nno¨n mukaan luokassa 2a. Linkitykseen palaamme
viela¨ alaluvussa 2.3.
IEC 62304-standardissa ka¨yteta¨a¨n luokittelua A, B, C, jossa A on pienimma¨n riskin
laite ja C suurimman riskin laite (IEC 62304, 2015). Luokitusten vaatimuksien yhteen-
sovitusta ka¨yda¨a¨n la¨pi ta¨ma¨n luvun alakohdissa.
2.3 La¨a¨kinna¨llisten laitteiden luokittelu eri stan-
dardien ja lainsa¨a¨da¨nto¨jen mukaan
Kuva 2.1 avaa, miten Medical Device Regulation (MDR) luokittelee la¨a¨kinna¨lliset
laitteet eri luokkiin. Luokitus la¨htee kuitenkin liikkeelle siita¨, etta¨ onko kyseessa¨
la¨a¨kinna¨llinen laite vai ei. Kuten aiemmin todettu, mm. potilastietoja¨rjestelma¨t, jot-
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C 3 Seka¨ MDR, etta¨ IEC viittaavat
luokilla 3 ja C kuolemaan ja va-
kavaan vammautumiseen
Taulukko 2.1: Eri standardien ja lainsa¨a¨da¨nto¨jen linkittyvyys toisiinsa
ka vain toimivat paperin korvikkeena tai arkistona, eiva¨t ta¨yta¨ la¨a¨kinna¨llisen laitteen
ma¨a¨ritelma¨a¨. Kuvassa 2.2 taas na¨emme miten IEC 62304-standardi luokittelee ohjel-
mistopohjaiset la¨a¨kinna¨lliset laitteet eri luokkiin.
Vaikka luokittelumetodeita on useita, on niilla¨ kaikilla samankaltainen skaala alkaen
riskista¨, joka realisoituessaan ei voi erityisemmin vahingoittaa potilasta ja pa¨a¨ttyen
riskiin, joka realisoituessaan voi olla hengenvaarallinen. Taulukko 2.1 avaa miten ta¨ssa¨
tutkielmassa luokittelut eri asteikoiden mukaan voidaan tietylla¨ tasolla kytkea¨ toisiinsa.
Taulukosta on tiputettu pois MDR:n luokka 1, silla¨ EU komission ohjelmistopohjaisten
la¨a¨kinna¨llisten laitteiden tulkintaohjeen mukaisesti ohjelmistopohjainen la¨a¨kinna¨llinen
laite ei ka¨yta¨nno¨ssa¨ voi olla kyseisessa¨ luokassa. (MDR Guidance, European Commis-
sion, 2019).
2.3.1 Luokan 1 la¨a¨kinna¨llinen laite
Emme ta¨ssa¨ tutkielmassa ka¨sittele luokan 1 la¨a¨kinna¨llisia¨ laitteita, silla¨ Euroo-
pan komission MDR lainsa¨a¨da¨nno¨n tulkintaohjeen mukaisesti ohjelmistopohjaisia
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la¨a¨kinna¨llisia¨ laitteita ei voi olla luokassa 1, vaikka itse lainsa¨a¨da¨nto¨ mahdollistai-
si ”muut ohjelmistot”, jotka voisivat kuulua luokkaan 1 (MDR Guidance, Euro-
pean Commission, 2019). Na¨in ollen ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden
na¨ko¨kulmasta luokan 1 laitteet eiva¨t ole relevantteja. Mika¨li ei puhuta ohjelmistopoh-
jaisista la¨a¨kinna¨llisista¨ laitteista, niin luokkaan 1 kuuluu hyvin matalan riskin laitteita,
kuten pyo¨ra¨tuoleja ja laastareita.
Tutkimuskysymys RQ1: Mitka¨ ovat luokkien 1 ja 2a la¨a¨kinna¨llisten laitteiden
erot? osoittautuu na¨in ollen MDR:n ja¨lkeen ohjelmistojen osalta epa¨relevantiksi, silla¨
luokkaan 1 ei kuulu ohjelmistopohjaisia la¨a¨kinna¨llisia¨ laitteita ja ta¨ten ohjelmistojen
osalta eroja ei voida vertailla. Sen sijaan MDD:n aikakaudella luokkien 1 ja 2a erot
olivat erityisesti riskeissa¨; luokan 2a la¨a¨kinna¨llisten laitteiden riskit olivat korkeam-
pia kuin luokan 1 (Medical Device Directive, European Union, 1993). Ta¨ma¨n lisa¨ksi
MDD aikakauden luokan 1 la¨a¨kinna¨llisia¨ laitteita ei ole auditoitu ilmoitetun laitoksen
toimesta, vaan na¨ille laitteille riitti itseilmoitus viranomaiselle – na¨in ollen varianssi
luokan 1 ja 2a la¨a¨kinna¨llisten laitteiden laadussa ja ohjelmistokehitysprosesseissa on
oletettavasti ollut isompi.
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2.3.2 Luokan 2 la¨a¨kinna¨llinen laite
MDR:n mukaisesti luokka 2 jakautuu kahteen eri osaan: 2a ja 2b, joista 2a on matalam-
man riskin laite ja 2b korkeamman riskin laite (Medical Device Regulation, European
Union, 2017). Suurin osa ohjelmistopohjaisista la¨a¨kinna¨llisista¨ laitteista, jotka kuului-
vat MDD:n aikaan luokkaan 1, siirtyva¨t MDR:n myo¨ta¨ luokkaan 2a johtuen alimman
riskitason noususta MDR:n luokittelusa¨a¨nno¨n 11 vuoksi.
Luokan 2a ja 2b ohjelmistopohjaisia laitteita ovat ka¨yta¨nno¨ssa¨ kaikki ohjelmistot pait-
si ne, jotka ovat tarkoitettu monitoroimaan elinta¨rkeita¨ fysiologisia parametreja¨, joissa
virhetilanne voisi aiheuttaa potilaalle vaaraa, tai pa¨a¨to¨ksenteosta voisi seurata vaka-
va terveydentilan huonontuminen, kirurginen toimenpide, peruuttamaton vakava ter-
veydentilan huononeminen tai kuolema (Medical Device Regulation, European Union,
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Luokan 2b ohjelmistopohjaiset laitteet voivat aiheuttaa virheellisesti toimiessaan poti-
laalle vaaraa, mutta eiva¨t peruuttamatonta ja vakavaa terveydentilan huonontumista
tai kuolemaa.
2.3.3 Luokan 3 la¨a¨kinna¨llinen laite
Luokan 3 ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet ovat suurimman potentiaalisen ris-
kin omaavia laitteita, joiden virhetilanne voi suoraan tai epa¨suorasti aiheuttaa peruut-
tamattoman ja vakavan terveydentilan huonontumisen tai jopa kuoleman (Medical
Device Regulation, European Union, 2017). Esimerkiksi ohjelmisto, joka tekee auto-
maattisesti hoitopa¨a¨to¨ksen akuutista aivohalvauksesta kuva-analyysin perusteella, luo-
kitellaan luokkaan 3 (MDR Guidance, European Commission, 2019).
2.4 Medical Device Regulation (MDR) kautta tu-
levat uudet vaatimukset
Ennen MDR:n aikakautta Euroopan Unionin alueella on ollut voimassa MDD (Me-
dical Device Directive), jonka piirissa¨ merkitta¨va¨ osa itsena¨isista¨ ohjelmistopohjaisista
la¨a¨kinna¨llisista¨ laitteista on voitu luokitellan luokkaan 1, jossa riitta¨a¨ pelkka¨ itseilmoi-
tus viranomaiselle (Medical Device Directive, European Union, 1993).
MDR:n myo¨ta¨ ta¨ma¨ tulkinta tiukkenee merkitta¨va¨sti, silla¨ MDR lainsa¨a¨da¨nto¨ (Sa¨a¨nto¨
11) sanoo suoraan, etta¨ kaikki ohjelmistot, jotka on tarkoitettu antamaan tietoja, joi-
ta hyo¨dynneta¨a¨n diagnostisten tai terapeuttisten pa¨a¨to¨sten tekemisessa¨, luokitellaan
luokkaan 2a, paitsi jos na¨ma¨ pa¨a¨to¨kset voivat aiheuttaa suuremman riskin, jolloin
luokka voi olla 2b tai 3. Muussa tapauksessa ohjelmistopohjainen la¨a¨kinna¨llinen laite
kuuluu luokkaan 1 (Medical Device Regulation, European Union, 2017).
Na¨in ollen ka¨yta¨nno¨ssa¨ kaikki ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet, joita
ka¨yteta¨a¨n sairauden hoitoon, ehka¨isemiseen tai diagnostisten pa¨a¨to¨sten tekoon
luokitellaan automaattisesti va¨hinta¨a¨n luokkaan 2a, kuten voidaan todeta mm.
MDR:n sa¨a¨nno¨n 11 tulkintaohjeesta, jossa myo¨s pienimma¨n riskin ohjelmistopohjaiset
la¨a¨kinna¨lliset laitteet kuuluvat luokkaan 2a (MDR Guidance, European Commission,
2019).
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Ta¨ma¨n tyo¨n yksi keskeisista¨ tutkimuskysymyksista¨ oli nimenomaan RQ2: Miksi oh-
jelmistopohjaiset la¨a¨kinna¨lliset laitteet ovat EU:n uuden lainsa¨a¨da¨nno¨n mu-
kaisesti la¨hto¨kohtaisesti luokassa 2a, eiva¨tka¨ luokassa 1?. Ta¨ha¨n kysymyk-
seen vastaa itse lainsa¨a¨da¨nto¨ suhteellisen suorasti, silla¨ yksika¨a¨n ohjelmistopohjainen
la¨a¨kinna¨llinen laite ei ka¨yta¨nno¨ssa¨ voi olla alemmassa luokassa kuin 2a (MDR Gui-
dance, European Commission, 2019). Ennen MDR-lainsa¨a¨da¨nto¨a¨ MDD-aikakaudella
ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet, joiden riski oli pieni, pystyiva¨t olemaan luo-
kassa 1 (Medical Device Directive, European Union, 1993). MDR siis muuttaa
kaikki MDD:n aikaiset luokan 1 ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet
va¨hinta¨a¨n MDR:n mukaiseen luokkaan 2a.
MDR:n myo¨ta¨ tulee myo¨s paljon muita muutoksia la¨a¨kinna¨llisiin laitteisiin, mutta
ta¨ma¨n tutkielman kannalta merkitta¨vin muutos tulee nimenomaan ohjelmistopohjais-
ten la¨a¨kinna¨llisten laitteiden luokittelun muutoksen kautta.

3 DevOps, jatkuva integraatio seka¨
tuotantoonvienti
Ta¨ssa¨ luvussa kuvaamme, mita¨ DevOps tarkoittaa ja miten jatkuva integraatio seka¨
tuotantoonvienti toimivat DevOpsin ta¨rkeina¨ tukipilareina.
3.1 Jatkuva integraatio
Jatkuva integraatio (engl. Continuous Integration, CI) tarkoittaa toimintatapaa, jota
tukee valikoima tyo¨kaluja ja ohjelmistoja, jossa sovelluskehitystiimin tuottamat muu-
tokset versiohallintaan verifioidaan mahdollisimman nopeasti ja automaattisesti, etta¨
ne ovat hyvia¨ - eiva¨tka¨ esimerkiksi riko ohjelmistoa tai ohjelmistokappaletta (Meyer,
2014).
Jatkuva integraatio on ta¨rkea¨ toimintatapa DevOps-mallilla toimivassa kehityksessa¨,
silla¨ nopean kehityssyklin edellytyksena¨ on nopea palaute muutoksista (Smeds et al.,
2015).
Jatkuvan integraation prosessi on seuraava: ohjelmistokehitta¨ja¨ vie versiohallintaan ha-
luamansa muutoksen, jolloin jatkuvaan integraatioon erikoistunut palvelin hakee muu-
tokset, ajaa valikoiman testeja¨, analyyseja¨ ja muita tyo¨kaluja, joiden lopputuloksena
syntyy raportteja seka¨ tieto siita¨, onnistuiko paketointi (engl. Build). Na¨in ollen ohjel-
mistokehitta¨ja¨ saa nopeasti tiedon siita¨, onko ha¨nen tekema¨nsa¨ muutos sellainen, etta¨
se voidaan vieda¨ tuotantoon asti ilman, etta¨ se rikkoo mita¨a¨n olemassa olevaa. (Meyer,
2014)
Erilaisia jatkuvan integraation palvelimia on useita ja nykya¨a¨n ne ovat useammin in-
tegroitu osaksi esim. versiohallinnan kokonaisuutta, kuten esimerkiksi Bitbucket Pipe-
lines, joka toimii osana Bitbucket versiohallintaa (Bitbucket Pipelines 2019).
Jatkuva integraatio pystyy muutosten verifioinnin lisa¨ksi ajamaan myo¨s paljon muita
tyo¨kaluja. Yksi esimerkki on dokumentaation generointi, jota ka¨yta¨mme myo¨hemmin




Jatkuvalla tuotantoonviennilla¨ (engl. Continuous Deployment, CD) tarkoitetaan ni-
men mukaisesti ohjelmiston jatkuvaa vientia¨ tuotantoon (tai muihin ympa¨risto¨ihin).
Jatkuva tuotantoonvienti ja jatkuva integraatio toimivat usein ka¨si ka¨dessa¨; heti sen
ja¨lkeen kun jatkuva integraatio on varmistanut, etta¨ kaikki muutokset ovat valideja
seka¨ suorittanut muut vaaditut toimenpiteet, jatkuva tuotantoonvienti vie muutokset
tuotantoympa¨risto¨o¨n (Leppa¨nen et al., 2015).
Jatkuva tuotantoonvienti tarkoittaa siis ohjelmiston automatisoitua asennusta tuotan-
non ympa¨risto¨o¨n. Ta¨ha¨n kuuluu useita osuuksia, joista yksi on itse ohjelmiston asen-
nus, mutta usein jatkuvalla tuotantoonviennilla¨ voidaan hallita myo¨s esimerkiksi infra-
struktuurin konfiguraatiota.
Ta¨rkeimpina¨ hyo¨tyina¨ jatkuvalle tuotantoonviennille, niin kuin koko DevOps:lle, on
nopea palaute loppuka¨ytta¨jilta¨, jotka itse tuotetta ka¨ytta¨va¨t (Leppa¨nen et al., 2015).
Ta¨ma¨n lisa¨ksi ohjelmistokehitystsiimi voi itse hallita suoraan, milloin he vieva¨t asioita
tuotantoon tai ottavat niita¨ pois tuotannosta.
Jatkuva tuotantoonvienti ei tarkoita samaa asiaa kuin automaattinen tuotantoonvien-
ti. Automaattinen tuotantoonvienti jokaisesta onnistuneesta muutoksesta on triviaalia
toteuttaa jatkuvan tuotantoonviennin kyvykkyyksien rakentamisen ja¨lkeen (Leppa¨nen
et al., 2015).
3.3 Johdanto DevOps:iin
DevOps:n tarkoitus on ensisijaisesti pienenta¨a¨ eroa kehityksen ja tuotannon va¨lilla¨,
na¨in ollen nimikin on muodostunut kahdesta osasta: Dev (englannin kielen sana De-
velopment, jolla viitataan kehitykseen) ja Ops (englannin kielen sana Operations, jolla
viitataan tuotantoon) (Smeds et al., 2015). Smeds et al. ma¨a¨rittelee DevOps:n olevan
valikoima tietotekniikan prosessin kyvykkyyksia¨, joita tuetaan tietyilla¨ kulttuurisilla ja
teknologisilla mahdollistajilla. Ta¨ssa¨ tyo¨ssa¨ keskitymme erityisesti teknologisiin mah-
dollistajiin, joihin lasketaan jatkuva integraation ja jatkuva tuotantoonvienti. Emme
syvenny kulturaalisiin vaikutuksiin ja vaatimuksiin organisaatiossa tyo¨n tutkimusky-
symysten rajauksen vuoksi.
DevOps-prosessin vaiheita ovat ma¨a¨rittely, kehitys, testaus ja julkai-
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su/tuotantoonvienti (Smeds et al., 2015). Ta¨rkea¨a¨ on kytkea¨ na¨ma¨ aktiviteetit
toimimaan jatkuvasti niin, etta¨ palaute pa¨a¨tyy nopeasti prosessin lopusta takaisin
alkuun. Ta¨ma¨ vaatii sen, etta¨ prosessin sykli on nopea, eika¨ katkoksia synny eri
vaiheiden va¨lilla¨.
Prosessin nopean syklin saavuttaminen vaatii usein tuekseen teknisia¨ kyvykkyyksia¨,
joita ovat jatkuva suunnittelu, osallistava ja jatkuva kehitys, jatkuva integraatio ja
testaus, katkuva julkaisu ja tuotantoonvienti, jatkuva infrastruktuurin monitorointi ja
optimointi, jatkuva ka¨ytta¨jien toiminnan monitorointi ja palautteensaanti seka¨ va¨lito¨n
virheista¨ toipuminen ilman viiveita¨ (Smeds et al., 2015). Na¨ista¨ keskitymme erityi-
sesti jatkuvaan integraatioon ja tuotantoonvientiin, jonka ympa¨rille myo¨s muut osat
teknisista¨ kyvykkyyksista¨ osittain kytkeytyva¨t. Teknologisia mahdollistajia jatkuvalle
integraatiolle ja julkaisulle ovat automaattinen testaus, paketointi (engl. Build), tuo-
tantoonvienti seka¨ infrastruktuurin hallinta (Smeds et al., 2015).
Ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehityksessa¨, kuten muidenkin regu-
loitujen ohjelmistokehitysprosessien, on usein totuttu vesiputousmalliseen kehitykseen,
jolloin koko kehitys on ka¨yta¨nno¨ssa¨ yksi sykli, jossa vaihe vaiheelta siirryta¨a¨n eteenpa¨in.
Vaiheet voivat olla merkitta¨va¨nkin pitkia¨, ja niita¨ ei toisteta va¨ltta¨ma¨tta¨ kuin kerran.
Na¨in ollen automaatiolle ei ole niin kovaa tarvetta. DevOps-malliin kuuluu oleelli-
sesti se, etta¨ prosessin vaiheet toistuvat useita kertoja syklisesti, kuitenkin niin etta¨
ka¨yta¨nno¨ssa¨ samat vaiheet kuin vesiputousmallisessa kehityksessa¨ tulevat ka¨ytya¨ la¨pi
(Laukkarinen et al., 2017).
3.4 DevOps ja V-malli yhdessa¨
V-malli on ohjelmiston kehitysmalli, joka toimii lineaarisesti. Se on piirrettyna¨ proses-
sina nimensa¨ mukaisesti V:n muotoinen – vasemmassa yla¨kulmassa tehdyt ma¨a¨rittelyt
verifioidaan oikeassa yla¨kulmassa. Prosessi la¨htee yla¨tason ma¨a¨rittelyista¨, jonka ja¨lkeen
ma¨a¨rittelyita¨ tarkennetaan. Lopulta pa¨a¨dyta¨a¨n toteutukseen ja ta¨ma¨n ja¨lkeen jokaista
ma¨a¨rittelyvaihetta vasten tehda¨a¨n verifiointi siita¨, etta¨ vastaako lopputulos aiemmin
ma¨a¨ritettya¨ (Balaji ja Murugaiyan, 2012). Kuva 3.1 havainnollistaa viela¨ prosessin kul-
kua, seka¨ verifioinnin ja ma¨a¨rittelyn suhdetta toisiinsa eri tasoilla.
DevOps- ja V-mallinen ohjelmistokehitys eiva¨t ole toistensa vastakohtia, vaan V-malli
voidaan sijoittaa osaksi DevOps-tyylista¨ toimintatapaa, kuten kuva 3.2 osoittaa. Na¨in
ollen saamme luotua iteratiivisen V-mallin kaltaisen ohjelmistokehitysmallin, jossa oh-
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Kuva 3.1: V-malli
jelmistokehityksen eri aktiviteetteja tehda¨a¨n syklissa¨ pera¨kka¨in.
V-mallinen ohjelmistokehitysprosessi ei ota laisinkaan kantaa siihen, miten tuotanto
tai ohjelmiston vienti tuotantoon ja¨rjesteta¨a¨n, mika¨ ka¨yta¨nno¨ssa¨ tarkoittaa DevOpsin
Ops puolta. Dev puoli voidaan toteuttaa V-mallilla, kunhan sykli on vain tarpeeksi
nopea. Ta¨ma¨ tarkoittaa, etta¨ V-mallin osuuteen ei voida vieda¨ isoja muutoksia, vaan
isot muutokset pita¨a¨ palastella niin, etta¨ ne voidaan suorittaa nopealla kehityssyklilla¨
la¨pi DevOps-prosessin.
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Ka¨ymme ta¨ssa¨ luvussa la¨pi mitka¨ kaikki tekija¨t, kuten regulaatio ja standardit, vai-
kuttavat la¨a¨kinna¨llisten laitteiden kehitykseen. Ka¨sittelemme erityisesti ISO 13485- ja
IEC 62304-standardeja, jotka ovat ta¨ma¨n tutkielman kannalta merkityksellisimma¨t.
Ka¨ymme myo¨s la¨pi yleisella¨ tasolla muut standardit, jotka la¨a¨kinna¨llisen laitteen ke-
hityksessa¨ on otettava huomioon.
4.1 Johdanto la¨a¨kinna¨llisten laitteiden laatuun
La¨a¨kinna¨llisten laitteiden kehitta¨minen, oli sitten kyseessa¨ ohjelmistopohjainen tai lait-
teistopohjainen la¨a¨kinna¨llinen laite, vaatii aina erilaisia laatuprosesseja ympa¨rilleen
(Medical Device Regulation, European Union, 2017). Na¨ita¨ laatuprosesseja on kuvattu
useissa monikansallisissa standardeissa, jotka keskittyva¨t nimenomaan la¨a¨kinna¨llisten
laitteiden standardisointiin. Ta¨ma¨n lisa¨ksi on olemassa kansallista ja EU tasoista regu-
laatiota seka¨ ohjeistusta, jotka tulee kehityksessa¨ ottaa huomioon (IEC 62304, 2015).
Na¨ista¨ eniten huomioon otettavat ovat standardit ja lainsa¨a¨da¨nno¨t ovat ISO 13485,
IEC 62304, ISO 14971, IEC 62366-1 ja EU:n Medical Device Regulation (MDR).
Vaikka standardit kuten IEC 62304 eiva¨t ota kantaa ka¨ytetta¨va¨a¨n ohelmistokehitysme-
todiin, on suurin osa aktiviteeteista kuvattu kuitenkin niin, etta¨ niiden toteuttaminen
on helpointa vesiputousmallisessa kehityksessa¨ (IEC 62304, 2015) (Laukkarinen et al.,
2017). IEC 62304-standardissa esitelty esimerkkiohjelmistokehitysprosessi nojaa vah-
vasti malliin, jossa ohjelmisto ensin suunnitellaan huolellisesti, jonka ja¨lkeen tehda¨a¨n
toteutus ja lopuksi verifiointi sen suhteen, saatiinko sita¨ mita¨ haluttiin. Jatkuva inte-
graatio (Continous Integration) ja jatkuva tuotantoonvienti (Continous Delivery) eiva¨t
itsessa¨a¨n viela¨ suoraan tarkoita ohjelmistokehitysmallia, mutta niiden hyo¨dyt tulevat
siita¨, mita¨ tihea¨mma¨lla¨ kierrolla ohjelmistoa kehiteta¨a¨n ja vieda¨a¨n tuotantoon. On siis
mahdollista toteuttaa CI- ja CD-automaatio myo¨s vesiputousmalliseen kehitykseen ja
ka¨ytta¨a¨ niita¨ hyvin harvoin. Ta¨llo¨in hyo¨ty automaatiosta suhteessa siihen ka¨ytettyihin
resursseihin ja¨a¨ pienemma¨ksi. Kettera¨ ohjelmistokehitys, CI ja CD toimivat suhteessa
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Kuva 4.1: Standardien suhde toisiinsa (IEC 62304, 2015)
panostuksiin eritta¨in hyvin. Ta¨lla¨ ta¨hda¨ta¨a¨n siihen, etta¨ tihea¨ssa¨ inkrementaalissa kehi-
tyksessa¨ tapahtuvat manuaaliset toimenpiteet saadaan automatisoitua ta¨ysin. Ta¨llo¨in
prosessi keskittyy vain uuden arvon tuottamiseen ja manuaaliset askeleet ovat ta¨ysin
automatisoituja (Laukkarinen et al., 2017).
4.2 Laatuja¨rjestelma¨ ja riskienhallinta reguloidussa
kehityksessa¨ (ISO 13485)
ISO 13485-standardi ma¨a¨ritta¨a¨ laatuja¨rjestelma¨n, joka pyrkii takaamaan laadukkai-
den la¨a¨kinna¨llisten laitteiden kehityksen. Se ei teknisella¨ tasolla ota kantaa siihen,
miten esimerkiksi ohjelmistoja tulisi kehitta¨a¨. Se kattaa la¨a¨kinna¨lliset laitteet vaik-
ka niissa¨ ei sovelluskomponenttia edes olisi, kuten stetoskoopin. Standardi keskittyy
la¨a¨kinna¨llisten laitteiden suunnittelun, kehityksen, ostamisen, tuotantoonviennin, mo-
nitoroinnin ja parannusten ympa¨rilla¨ toimiviin prosesseihin. Se ei suoraan ota kantaa,
miten laatuprosessit tulisi implementoida. Standardi ottaa kantaa myo¨s sellaisiin asioi-
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hin, joilla ei ta¨ma¨n tutkielman kannalta ole merkitysta¨, kuten yritysjohdon sitoutumi-
seen la¨a¨kinna¨llisten laitteiden kehitykseen (ISO 13485, 2016).
4.3 La¨a¨kinna¨llisten laitteiden ohjelmiston elinkaa-
ren prosessit (IEC 62304)
IEC 62304-standardi ma¨a¨ritta¨a¨ la¨a¨kinna¨llisten laitteiden ohjelmistoihin liittyva¨t elin-
kaaren prosessit alkaen suunnittelusta ja jatkuen julkaisun ja¨lkeen ylla¨pitoon. Stan-
dardia ei ole kirjoitettu ohjelmistopohjaisille la¨a¨kinna¨llisille laitteille, vaan se ottaa
kantaa yleisesti la¨a¨kinna¨llisissa¨ laitteissa ka¨ytetta¨va¨n ohjelmiston prosesseihin. Ta¨ma¨
usein tarkoittaa sita¨, etta¨ ohjelmisto on suunniteltu ka¨ytetta¨va¨ksi yhdessa¨ jonkin fyy-
sisen laitteen kanssa, jossa ohjelmisto on yhdessa¨ osassa. La¨a¨kinna¨llisen laitteen olles-
sa ta¨ysin ohjelmistopohjainen on siihen helpompi soveltaa CI- ja CD-automaatioita,
silla¨ sulautettujen ja¨rjestelmien tuotantoonviennin automaatioon liittyy merkitta¨va¨sti
enemma¨n haasteita (Lwakatare et al., 2016). Standardin pa¨a¨kohdat ovat ohjelmistoke-
hityksen ja -ylla¨pidon prosessien vaatimusten ma¨a¨rittelyssa¨, riskienhallinnassa, konfi-
guraation hallinnassa, seka¨ ongelmienratkaisussa (IEC 62304, 2015).
4.4 Muut relevantit standardit la¨a¨kinna¨llisten lait-
teiden kehityksessa¨
Ka¨sittelemme ta¨ssa¨ alaluvussa standardeja, jotka vaikuttavat ohjelmistopohjaisten
la¨a¨kinna¨llisten laitteiden kehitta¨miseen, mutta joihin ei ta¨ssa¨ tutkielmassa syvennyta¨
sen enempa¨a¨.
Riskinhallinnan soveltaminen ohjelmistopohjaisten la¨a¨kinna¨llisten laittei-
den kehitykseen (ISO 14971) ISO 14971-standardi painottuu nimensa¨ mukaisesti
erityisesti siihen, miten riskinhallintaa sovelletaan la¨a¨kinna¨llisiin laitteisiin. Se ottaa
kantaa erityisesti riskin kahteen pa¨a¨osa-alueeseen eli ilmenemistodenna¨ko¨isyyteen ja
seurausten vakavuuteen (ISO 14971, 2009). Emme ta¨ssa¨ tutkielmassa ka¨y ta¨ma¨n tar-
kemmin la¨pi, mita¨ vaatimuksia esimerkiksi suunnitteluun ISO 14971 tuo.
Suunnittelun laatuvaatimukset (IEC 62366) IEC 62366-standardi kuvaa ta-
van, miten ka¨ytetta¨vyys otetaan huomioon kehitetta¨essa¨ la¨a¨kinna¨llisia¨ laitteita (IEC
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62366, 2015). Se auttaa la¨a¨kinna¨llisten laitteiden kehitta¨jia¨ saavuttamaan korkean
ka¨ytetta¨vyyden tason laitteissa ja na¨in va¨henta¨ma¨a¨n riskeja¨, jotka aiheutuvat mm.
va¨a¨ra¨n tyylisesta¨ ka¨ytto¨tavasta la¨a¨kinna¨lliselle laitteelle (IEC 62366, 2015).
4.5 Ja¨ljitetta¨vyys
La¨a¨kinna¨llisten laitteiden kehityksessa¨ erityisesti ja¨ljitetta¨vyys on ta¨rkea¨a¨ (ISO 13485,
2016). Kaikkien muutosten tulee olla ja¨ljitetta¨vissa¨ ka¨yta¨nno¨ssa¨ alkaen siita¨ hetkesta¨,
kun niista¨ ensimma¨isen kerran puhutaan. Eri standardit tarkentavat omalta osaltaan,
mita¨ asioita pita¨a¨ pystya¨ ja¨ljitta¨ma¨a¨n. Esimerkiksi IEC 62304-standardi ottaa kantaa,
miten ohjelmiston eri muutosten tulee olla ja¨ljitetta¨via¨ muutospyynno¨sta¨ tuotantoon
asti. Ja¨ljitetta¨vyydella¨ tarkoitetaan kykya¨ yhdista¨a¨ prosessin eri vaiheita yhteen (kuten
ma¨a¨rittely, toteutus, verifiointi ja tuotantoonvienti) (IEC 62304, 2015).
4.6 SOUP - Software Of Unknown Provenance ja
sen ongelmatiikka
SOUP (engl. Software of Unknown Provenance, myo¨s Software of Unknown Pedigree)
tarkoittaa ohjelmistokappaletta, jota ei alunperin ole kehitetty la¨a¨kinna¨llisen lait-
teen vaatimien kriteereiden mukaisesti. IEC 62304 mukaisen riskiluokittelun mukai-
sesti SOUP ohjelmistokappaleiden ka¨ytto¨ edellytta¨a¨ erityisia¨ hallintakeinoja, mika¨li
la¨a¨kinna¨llisen laitteen riskiluokka on B tai C (A riskiluokan la¨a¨kinna¨lliset laitteet voivat
ka¨ytta¨a¨ SOUP ohjelmistokappaleita IEC 62304 na¨ko¨kulmasta suoraviivaisemmin). Jot-
ta SOUP ohjelmistokappaleita voidaan ottaa ka¨ytto¨o¨n la¨a¨kinna¨lliseen laitteeseen, tulee
valmistajan varmistua niiden ka¨ytto¨kelpoisuudesta ja kantaa vastuu niidenkin aiheut-
tamista mahdollisista ha¨irio¨ista¨. Ka¨yta¨nno¨ssa¨ ta¨ma¨ tarkoittaa, etta¨ jokainen SOUP
ohjelmistokappale tulee ka¨yda¨ la¨pi, testata ja sille tulee tehda¨ riskiarvio ja harkinta
voidaanko sita¨ ka¨ytta¨a¨ (IEC 62304, 2015).
Nykyaikaisessa JavaScript-pohjaisessa sovelluksessa, jossa on ka¨yto¨ssa¨ npm (Node
Package Manager), SOUP-ohjelmistokappaleiden ma¨a¨ra¨ voi olla tuhansia jo yksin-
kertaisellekin SPA (Single Page App) sovellukselle. Alaluvussa 5.4 esitelta¨va¨ssa¨ esi-
merkkisovelluksessa ka¨ytetty React Framework toi riippuvuuksien kautta 998 SOUP-
ohjelmistokappaletta (React-asennus tehty 9.11.2019 versiolla 16.11.0). Ka¨yta¨nno¨ssa¨
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ta¨llaisen ohjelmistokappalema¨a¨ra¨n hallinta ja automaattitestaus on mahdotonta tai
va¨hinta¨a¨nkin niin hidasta, etta¨ silla¨ rampautetaan ohjelmistokehityksen julkaisusyklin
nopeus.
Era¨a¨ssa¨ tutkimuksessa, joka keskittyy nimenomaan turvallisuuskriittisiin ja¨rjestelmiin,
on esitetty riskienarviointikehysta¨, jonka puitteissa SOUP ohjelmistokappaleita voi-
taisi arvioida helpommin ja ta¨ta¨ kautta perustella SOUP ohjelmistokappaleiden
ka¨ytto¨a¨ turvallisuuskriittisissa¨ ja¨rjestelmissa¨ – kuten la¨a¨kinna¨llisissa¨ laitteissa (Cook
et al., 2015). Ta¨ma¨ mahdollistaisi esimerkiksi React Frameworkin kaikkien SOUP-
ohjelmistokappaleiden hallinnan yhdessa¨, jolla on merkitta¨va¨ vaikutus JavaScript maa-
ilman la¨a¨kinna¨llisten laitteiden ohjelmistokehityksen ketteryyteen.
Muita mahdollisuuksia voivat olla mm. suuren SOUP-komponenttima¨a¨ra¨n
ka¨sitteleminen kokonaisuutena, na¨in voitaisi toimia esimerkiksi npm-pakettien
kanssa, missa¨ riippuvuuksien kautta tulevien pakettien ma¨a¨ra¨ on usein suuri. Ta¨llo¨in
IEC 62304:n osassa SOUP vaatimuksia toiminnalliset- ja performanssivaatimuk-
set tehta¨isiin kokonaisuudelle, eika¨ jokaiselle SOUP-komponentille erikseen. Ta¨ma¨
nopeuttaa tyo¨ta¨ huomattavasti.

5 Jatkuva integraatio ja toimittami-
nen ohjelmistopohjaisten luokan
2a la¨a¨kinna¨llisten laitteiden kans-
sa
Ta¨ssa¨ luvussa ka¨ymme la¨pi, miten jatkuva integraatio ja toimittaminen ohjelmisto-
pohjaisten la¨a¨kinna¨llisten laitteiden kanssa voidaan toteuttaa. Ka¨sittelemme ta¨ssa¨ lu-
vussa teknisen kontribuution kautta RQ3 ”Voidaanko luokan 2a ohjelmistopohjaisen
la¨a¨kinna¨llisen laitteen jatkuva integraatio ja tuotantoonvienti automatisoida ja mi-
ten?”.
Ta¨ma¨ luku alkaa korkeammalta abstraktiotasolta ka¨sitellen ohjelmistokehitykseen tu-
levia vaatimuksia regulaatiosta, mutta sukeltaa loppua kohden syva¨lle yksityiskohtiin
ja esimerkkeihin siita¨, miten automaatio voi auttaa ja nopeuttaa kehitysprosessia, jo-
hon kohdistuu regulatoorisia vaatimuksia.
5.1 Johdanto la¨a¨kinna¨llisten laitteden jatkuvaan
integraatioon ja toimittamiseen
Kuten jo aiemmin todettu, on la¨a¨kinna¨llisten laitteiden kehitysmallit suunniteltu vesi-
putousmaisesksi, jossa kehityksen seuraavaan askeleeseen siirryta¨a¨n edellisen valmistut-
tua. Ta¨ma¨ selvia¨a¨ jo katsomalla standardeja, joissa ohjelmistokehitysprosessi kuvataan
(IEC 62304). Nykya¨a¨n kuitenkin ei-reguloitu ohjelmistokehitys, joka kattaa valtaosan
ohjelmistokehityksesta¨, on adoptoinut kettera¨t menetelma¨t (Agile Adoption Rate Sur-
vey Results: February 2008 2008). Kettera¨ ohjelmistokehitys pyrkii vastaamaan asiak-
kaan tarpeisiin mahdollisimman nopeasti saamalla ohjelmiston ulos jakeluun niin no-
peasti kuin mahdollista (Beck et al., 2013). Ta¨lla¨ saavutetaan mm. se, etta¨ ohjelmisto
ei kerkea¨ liiketoiminnallisessa mielessa¨ vanhentua ennen kuin se pa¨a¨tyy markkinoille.
Jotta nopeaan kehityssykliin pa¨a¨sta¨a¨n, tarvitaan kehityksen ympa¨rille prosessi ja au-
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tomaatiota, jotta kyvykkyys julkaista uusi versio esimerkiksi pa¨ivitta¨in sa¨ilyy. Ta¨ma¨
tarkoittaa, etta¨ verifointiprosessin ta¨ytyy olla ka¨yta¨nno¨ssa¨ la¨hes automaattinen.
IEC 62304-standardi ei suoraan sano, mita¨ ohjelmistokehitysmallia tulisi ka¨ytta¨a¨, vaan
asettaa pelka¨sta¨a¨n vaatimuksia, jotka tulee ottaa huomioon. Se sisa¨lta¨a¨ myo¨s eksplisiit-
tisen toteamuksen ”This standard does not prescribe a specific life cycle model”, joka
tarkoittaa, etta¨ standardi ei ota laisinkaan kantaa siihen, tulisiko ka¨ytta¨a¨ vesiputous-
mallista kehitysta¨ vai ketteria¨ metodologioita (IEC 62304, 2015). Standardi kuitenkin
esittelee vaatimukset vesiputoustyylisen V-mallin kautta (IEC 62304, 2015), mika¨ indi-
koi vesiputoustyylisen V-mallin olevan va¨hinta¨a¨n yksi suosituimmista tavoista ka¨ytta¨a¨
standardia. Tutkielman tavoitteena on osoittaa, etta¨ yksi ohjelmistokehityksen proses-
sin iteraatio on mahdollista puristaa ajallisesti niin pieneksi automaation avulla, etta¨
ohjelmistokehitys tapahtuu kettera¨sti. Ta¨ma¨ tapahtuu sallimalla V-mallissa paluu ai-
empiin kohtiin, eli rikkomalla lineaarinen ja¨rjestys ja nopeuttamalla yhden iteraation
la¨pimenoaikaa. Era¨a¨ssa¨ tutkimuksessa on puolistruktutoidulla haastattelututkimuksel-
la osoitettu, etta¨ jo nyt osa la¨a¨ketieteellisia¨ laitteita kehitta¨vista¨ organisaatioista on
adaptoinut ta¨ma¨n tyyppisen tavan ka¨yta¨nto¨o¨n (McHugh et al., 2013). Ta¨ma¨ antaa
lisa¨osoitusta siita¨, etta¨ yhdista¨ma¨lla¨ V-mallinen kehitys kettera¨n kehityksen kanssa ja
automatisoimalla suuren osan iteraatiossa tapahtuvasta toistuvasta tyo¨sta¨, myo¨s oh-
jelmistopohjaisia la¨a¨kinna¨llisia¨ laitteita on mahdollista kehitta¨a¨ lyhyella¨ kehityssyklilla¨
.
Lainsa¨a¨da¨nno¨n kautta tulevat vaatimukset verifioinnista ovat yksi suurimmista tun-
nistetuista hukkaa aiheuttavista asioista la¨a¨ketieteellisia¨ ohjelmistopohjaisia laitteita
kehitta¨essa¨ (McHugh et al., 2013). Tutkimus, jossa kettera¨n kehityksen toimivuut-
ta la¨a¨kinna¨llisten laitteiden kehityksessa¨ tutkittiin puolistrukturoidulla haastattelulla,
toteaa myo¨s, etta¨ eniten hyo¨tya¨ ketterista¨ menetelmista¨ saadaan ja on mahdollista
hyo¨dynta¨a¨ nimenomaan V-mallin alapa¨a¨ssa¨ olevissa aktiviteeteissa. Na¨ita¨ ovat arkki-
tehtuurin suunnittelu, ohjelmiston suunnittelu ja toteutus, seka¨ na¨iden vaiheiden veri-
fiointi.
Ta¨ma¨n luvun fokus onkin nimenomaan tutkia, miten ta¨ma¨n osan syklinopeus ja ket-
teryys voidaan saada samalle tasolle, kuin reguloimattoman ohjelmiston kehitys au-
tomaation avulla. Emme siis keskity ta¨ta¨ enempa¨a¨ ketterien ohjelmistokehitysme-
netelmien soveltamiseen ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehitykseen,
vaan siirra¨mme fokuksen siihen, mita¨ aktiviteetteja jatkuvalla integraatiolla ja tuo-
tantoonviennilla¨ voidaan V-mallin alapa¨a¨ssa¨ automatisoida. Rajaamme myo¨s ta¨ssa¨
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tutkielmassa la¨a¨kinna¨llisten laitteiden V-mallin yla¨pa¨a¨n aktiviteetteja pois, kuten
ka¨ytetta¨vyystestauksen ja validoinnin, ja keskitymme IEC 62304 rajauksen mukaiseen
kehitysprosessiin.
5.2 Luokan 2a laatuvaatimusten kautta tulevien
aktiviteettien automaatio
Ka¨ymme ta¨ssa¨ alaluvussa la¨pi, mita¨ laatuvaatimuksia luokan 2a laitteille on, ja pe-
rustelemme, miten ne voidaan automatisoida, jos voidaan. Tunnistimme relevantteja
vaatimuksia IEC 62304-standardista 26 kpl, olemme numeroineet na¨ma¨ vaatimukset
V-1 - V-26. Alla olevissa laatuvaatimustaulukoissa ka¨ymme la¨pi, mika¨ vaatimus on,
mihin ylempa¨a¨n teemaan se liittyy, minka¨ tasoisille la¨a¨kinna¨llisille laitteille IEC 62304
standardin mukaan vaatimus kuuluu (A, B, C), mika¨ la¨hde vaatimukselle on, miten pe-
rustelemme sen automaation toteutuskelpoisuuden alla olevan luokittelun mukaisesti
(Kuva 5.1), ja mika¨ perustelu lopputulokselle on. Olemme lisa¨nneet myo¨s pohdinnan,
hyo¨dytta¨a¨ko¨ ta¨ma¨ vaatimus ja sen automaatio myo¨s ei-reguloitua ohjelmistokehitysta¨.
Taulukoiden rakenne
Kenta¨n nimi Kuvaus kenta¨sta¨
ID V-1
Vaatimus Sisa¨lta¨a¨ vaatimuksen, jota kyseisessa¨ taulukossa
ka¨sitella¨a¨n.
Teema Kuvaus mihin teemaan kyseinen vaatimus liittyy: Doku-
mentointi, Ohjelmistoprosessi, Ohjelmiston vaatimukset,
Ohjelmiston arkkitehtuuri, Ohjelmistosuunnittelu, Ohjel-
mistokehitys, Integraatio tai Julkaisu.
IEC 62304 luokka Missa¨ IEC 62304-standarin mukaisissa la¨a¨kinna¨llisissa¨ lait-
teissa ta¨ma¨ vaatimus tulee huomioida.
La¨hde Kuvaus la¨hteesta¨, josta vaatimus on noussut.








Pohdinta ta¨ma¨n vaatimuksen hyo¨dyista¨ myo¨s ei-
reguloituun ohjelmistokehitykseen.
Automaation perusteet ovat kirjoitettu vahvasti jatkuvan integraation seka¨ tuotantoon-
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viennin na¨ko¨kulmasta ja niiden toteutuminen vaatii IEC 62304-standardin tulkinnan,
niin ettei kaikkia aktiviteetteja tarvitse suorittaa lineaarisessa ja¨rjestyksessa¨, kuten
vesiputous- tai V-mallissa. Automaatio ja sen hyo¨dyt toteutuvat la¨hto¨kohtaisesti sil-
loin, kun kaikkia askeleita ei suoriteta lineaarisessa ja¨rjestyksessa¨, vaan varmistutaan
ennen tuotantoonvientia¨, etta¨ kaikki askeleet ovat suoritettu riippumatta niiden suori-
tusja¨rjestyksesta¨. Ta¨ta¨ tulkintaa havainnollistaa Kuva 5.2.
Kuva 5.1: Automaation perusteluiden luokittelu
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Kuva 5.2: V-mallin ohjelmistokehitys vs. kettera¨ ohjelmistokehitys
ID V-1
Vaatimus Dokumentoi ohjelmistokehitysprosessi: millaista kehitys-
mallia ka¨yteta¨a¨n, mitka¨ ovat lopputulokset prosessis-
ta (myo¨s dokumentaatio), kuvaus siita¨ miten vaati-
musma¨a¨rittely, testaus ja riskienhallintamenetelma¨t ovat
ja¨ljitetta¨vissa¨ la¨pi ohjelmistokehityksen kaaren, ohjelmis-
ton konfiguraation ja muutoshallinnan mallit seka¨ ongel-
manratkaisumalli, jolla ohjelmiston eri elinkaaren vaiheissa
ongelmia ratkaistaan.
Teema Dokumentointi
IEC 62304 luokka A, B, C




Ei automatisoitavissa, silla¨ kyseessa¨ on ensisijaisesti ker-
ran tehta¨va¨ dokumentaatio, jota tarvittaessa pa¨iviteta¨a¨n
myo¨hemmin, mika¨li prosessi muuttuu. Automatisoitu pro-
sessi tulisi kuvata osana ta¨ta¨ kohtaa ja sen kuvauksina voi-




Kylla¨ osittain, jokainen ohjelmistokehitystiimi ka¨yta¨nno¨ssa¨
ka¨ytta¨a¨ jotain ohjelmistokehityksen prosessia. Dokumen-




Vaatimus Ohjelmistolla tulee olla integraatiotestaussuunnitelma, joka
sisa¨lta¨a¨ myo¨s SOUP-komponenttien integraatiotestauksen.
Teema Dokumentointi
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.1.5





Ei, testaussuunnitelman laatiminen automaattisesti ei ole
mahdollista, silla¨ se voidaan rinnastaa osaksi itse ohjelmis-
ton vaatimusma¨a¨rittelya¨. Pa¨a¨sta¨-pa¨a¨ha¨n integraatiotestit
(end-to-end integration tests) ovat itsessa¨a¨n isompi aihe
ja itse testauksen automaatiota on mahdollista rakentaa,
johon palaamme tulevissa kohdissa. Integraatiotestauksel-
le on olemassa paljon tunnettuja tapoja ja niiden mukaan
ottaminen itse prosessiin tulee ta¨ma¨n vaatimuksen kautta
(Tsai et al., 2001).
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Kylla¨, testaussuunnitelma on oleellinen osa myo¨s ei-
reguloidun ohjelmiston kehitysta¨.
ID V-3
Vaatimus Ohjelmistolla tulee olla testaussuunnitelma, joka sisa¨lta¨a¨
mita¨ lopputuotoksia testataan, mita¨ verifiointiaktiviteet-
teja¨ suoritetaan elinkaaren eri vaiheissa, missa¨ kohtaa kehi-
tysta¨ verifiointi tehda¨a¨n, seka¨ hyva¨ksymiskriteeristo¨n lop-
putuloksille.
Teema Dokumentointi
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.1.6





Ei, kyseessa¨ on tiivis osa itse ohjelmiston vaati-
musma¨a¨rittelya¨, jonka automatisointi ei ole mahdollista,
silla¨ se ma¨a¨ritta¨a¨ itse ohjelmistoa ja sen toimintaa. Itse tes-
tausauotomaatiotakin varten testit on toteutettava manu-
aalisesti, mutta niiden ajo pystyta¨a¨n automatisoimaan jois-








Vaatimus Ohjelmistolla tulee olla riskienhallintasuunnitelma, joka
ka¨sittelee mita¨ aktiviteetteja riskien hallintaan tullaan te-
kema¨a¨n, sisa¨lta¨en myo¨s kolmannen osapuolen komponen-
teista tulevat riskit.
Teema Dokumentointi
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.1.7





Ei, itse riskienhallintausunnitelmaa ei voida automatisoida,
mutta osa riskienhallinnan aktiviteeteista¨ pystyta¨a¨n, kuten
esimerkiksi kolmannen osapuolen ohjelmistokomponenttien
haavoittuvuustarkastus (engl. Vulnerability check), johon
palaamme esimerkkitoteutuksessa luvussa 5.4.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Riskienhallintasuunnitelma ei ole edellytys ohjelmistokehi-
tykselle, mutta riskien huomioiminen kaikessa tekemisessa¨
parantaa laatua. Esimerkiksi EU tasoinen lainsa¨a¨da¨nto¨
GDPR (General Data Protection Regulation) vaatii hen-
kilo¨tietojen ka¨sittelyn osalta riskivaatimuksen, suuri osa
ohjelmistoista tekee henkilo¨tietojen ka¨sittelya¨, jolloin jon-




Vaatimus Ohjelmistolla tulee olla dokumentaatiosuunnitelma, jo-
ka kuvaa mita¨ dokumentaatiota tulee syntya¨ ohjel-
mistokehitysprosessin missa¨kin vaiheessa sisa¨lta¨en ni-
mea¨miska¨yta¨nno¨t, tarkoitukset seka¨ kehityksen vastuut
katselmoinnille.
Teema Dokumentointi
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.1.8





Ei, dokumentaatiosuunnitelmaa ei voida automatisoida.
Osana luvussa 5.4 esitelta¨va¨a¨ esimerkkiprosessia automa-
tisoimme kuitenkin osaksi jatkuvan integraation prosessia
tavan tarkistaa ohjelmistossa ka¨ytetta¨va¨n nimea¨misen seka¨
koodin laadun (Lint). Se ei kuitenkaan automatisoi vaati-




Dokumentaatiosuunnitelma ei itsessa¨a¨n va¨ltta¨ma¨tta¨ tuota
suurta arvoa ohjelmistokehitykseen DevOps ja lean periaat-
teiden mukaisesti, sen sijaan joitakin yhteisia¨ ka¨yta¨nto¨ja¨
ja dokumentaatioita on ta¨rkea¨a¨ kuvata kaikissa ohjelmisto-
kehityksen prosesseissa, jotta ohjelmiston jatkokehitys on
mahdollista (esimerkiksi arkkitehtuurin kuvaus).
ID V-6
Vaatimus Ohjelmistolla tulee olla konfiguraation hallintasuunnitelma.
Teema Dokumentointi
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.1.9





Ei, suunnitelmaa ei voida automatisoida.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Konfiguraationhallintaa tehda¨a¨n ka¨yta¨nno¨ssa¨ jollain tasol-
la la¨hes kaikissa ohjelmistokehityshankkeissa, joten jonkin




Vaatimus Dokumentoi ohjelmistokehitystyo¨kalut ja niiden versiot
(mm. ka¨a¨nta¨ja¨n versiot ja makefile-tiedostot).
Teema Dokumentointi
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.1.10





Kylla¨ osittain, ohjelmistokehityksessa¨ ka¨ytetta¨va¨t tyo¨kalut
voidaan kuvata mm. erilaisissa konfiguraatiotiedostoissa,
joita sa¨ilyteta¨a¨n osana versiohallintaa. Muutokset na¨ihin
tyo¨kaluihin kulkevat siis osana kehitysprosessia ja niiden
ja¨ljitetta¨vyys ja verifoiminen onnistuu na¨in normaalin pro-
sessin mukaisesti. On kuitenkin olemassa osia, joiden do-
kumentaatio automaattisesti ja/tai osana kehitysprosessia
ei ole mahdollista. Yhtena¨ esimerkkina¨ ta¨llaisesta voidaan
pita¨a¨ esimerkiksi ajoalustaa, jolla sovellus ajetaan.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Ei, la¨hto¨kohtaisesti agile-tiimeissa¨ ka¨ytetta¨vien ohjelmis-
tokehityskomponenttien dokumentointi ei itsessa¨a¨n tuota
lisa¨arvoa, joka lean periaatteen mukaan on ta¨llo¨in turhaa.
ID V-8
Vaatimus Muutoskohteiden pita¨a¨ olla versiohallinnassa jo ennen ve-
rifiointia
Teema Ohjelmistoprosessi
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.1.11





Kylla¨, verifiointi voidaan rakentaa CI putkeen, joka perus-
tuu versiohallinnan pa¨a¨lle. Na¨in ei ole mahdollista, etta¨ ve-
rifiointi ajettaisiin ennen muutoskohteiden olemista versio-
hallinnassa, silla¨ vain versiohallinnassa oleville kohteille aje-
taan verifiointi. Ta¨ma¨ vaatimus ta¨yttyy ka¨yta¨nno¨ssa¨ au-




Kylla¨, ka¨yta¨nno¨ssa¨ jatkuva integraatio vaatii ta¨ta¨ ja sen




Vaatimus Ohjelmistolla tulee olla tunnettujen heikkouksien tunnis-
tamisen suunnitelma, joka ottaa valittujen teknologioiden
heikkoudet huomioon.
Teema Dokumentointi/Ohjelmistoprosessi
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.1.12





Dokumentaation automatisointi ei ole mahdollista
ta¨ssa¨ka¨a¨n kohtaa, mutta valittujen teknologioiden au-
tomaattinen heikkouksien tunnistaminen osana automa-
tioitua jatkuvaa integraatiota on mahdollista (Wang et al.,
2010). On siis olemassa erilaisia automatisoituja tyo¨kaluja
na¨iden heikkouksien tunnistamiseen, mutta ta¨ma¨n lisa¨ksi
valituilla teknologioilla on ns. tunnettuja heikkouksia,
joiden dokumentaatio tulee tehda¨ manuaalisesti. Yhtena¨
esimerkkina¨ voidaan nostaa yleisesti javascript kehityk-
sessa¨ ka¨ytetty npm (Node Package Manager), jossa usealla
paketilla on riippuvuuksia hyvin paljon, mika¨ itsessa¨a¨n




Yleiseen tietoturvalliseen ohjelmistokehitykseen kuuluu
heikkouksien tunnistaminen (mm. OWASP top 10), joten




Vaatimus Ohjelmistolla tulee olla kuvaus ja¨rjestelma¨vaatimuksista,
joka sisa¨lta¨a¨ funktionaaliset vaatimukset, datamal-
lit, ohjelmiston ja laitteiston va¨liset vaatimukset,
ajonaikaiset ha¨lytykset, turvallisuusvaatimukset,
ka¨ytto¨liittyma¨vaatimukset, tietokantavaatimukset,
ka¨yto¨n vaatimukset, verkkovaatimukset ja ka¨ytta¨jien
ylla¨pitovaatimukset.
Teema Ohjelmiston vaatimukset
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.2.1 ja 5.2.2





Osittain, suuri osa na¨ista¨ vaatimuksista on automatisoita-
vissa niin, etta¨ itse kuvaus syntyy osana ohjelmistokehitysta¨
ja se voidaan generoida dokumentaatioksi automaattisesti,
mika¨li na¨in halutaan. Itse kuvaukset kuitenkin ela¨va¨t osa-
na prosessia ja versiohallintaa, ja niiden muutokset ka¨yva¨t
saman prosessin la¨pi kuin kaikki muutkin muutokset so-
vellukseen. Tulemme esimerkkiprosessissa ja -sovelluksessa
kuvaamaan miten mm. suorituskykyvaatimusten yhteen-
vetodokumentaation generointi automatisoidaan ja miten
ohjelmiston seka¨ laitteiden va¨liset vaatimukset kuvataan.
Ta¨ssa¨kin kohdassa on kuitenki kohtia, joita ei ta¨ysin voida
automatisoida. Esimerkiksi kuvaus auditointilokista tulee
kuvata erikseen, silla¨ kyse on enemma¨n ohjelmiston vaati-
musma¨a¨rittelysta¨, kuin itse teknisesta¨ toteutuksesta.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Mika¨li ei-reguloidussa ohjelmistokehityksessa¨ ka¨yteta¨a¨n
myo¨s samoja tyo¨kaluja (esim. Docker ja Terraform), syn-
tyva¨t samat vaatimukset/kuvaukset infrastruktuurille ta¨ta¨
kautta. Na¨iden vaatimusten generointi esimerkiksi osaksi




Vaatimus Ohjelmistolla tulee olla kuvaus vaatimusten verifioinnista.
Teema Ohjelmiston vaatimukset
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.2.6





Ei, ta¨lla¨ vaatimuksella tarkoitetaan dokumentaation veri-
fiointia, eli etta¨ dokumentaatio ei ole ristiriidassa itsensa¨
kanssa, riskienhallinta on otettu huomioon jne.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Mika¨li ohjelmistolla on ja¨rkeva¨ vaatimustenhallintapro-
sessi, ta¨ma¨ hyo¨dytta¨a¨ ristiriitojen ratkaisua myo¨s ei-
reguloidussa ohjelmistokehityksessa¨.
ID V-12
Vaatimus Muunna ohjelmiston vaatimukset arkkitehtuurikuvauksek-
si.
Teema Ohjelmiston arkkitehtuuri
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.3.1





Ei, kyseessa¨ on arkkitehtuurikuvauksen rakentaminen ot-
taen ohjelmiston vaatimukset huomioon. Ta¨ma¨ ma¨a¨ritta¨a¨




Arkkitehtuurikuvaus on olennainen osa ohjelmistokehi-




Vaatimus Kuvaa rajapintojen arkkitehtuuri ja dokumentoi ne.
Teema Ohjelmiston arkkitehtuuri
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.3.2





Kylla¨ osittain, osoitamme osana esimerkkiohjelmistoa ja
sen jatkuvaa integraatiota, miten ohjelmiston annotaatiois-
ta generoidaan openAPI-kuvauksen mukainen rajapintado-
kumentaatio. Ta¨ma¨n lisa¨ksi arkkitehtuurikuvauksessa tu-
lee ottaa kantaa yla¨tasolla eri ohjelmistokomponenttien
va¨lisesta¨ suhteesta, ta¨ma¨n automaatiota ei suositella, silla¨
kyseessa¨ on enemma¨nkin vaatimusma¨a¨rittely ohjelmistolle
kuin sen lopputuloksena syntyva¨ dokumentaatio. Ta¨ssa¨ esi-
merkissa¨ esita¨mme yhden tavan kuvata seka¨ dokumentoida
rajapinnat niin, etta¨ se ela¨a¨ jatkuvasti ohjelmiston mukana.
Ta¨ma¨ mekanismi on kuitenkin teknologiakohtainen.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Kylla¨, yleisesti rajapinnat kuvataan ja dokumentoidaan,
esimerkiksi openAPI kuvaukset ovat laajasti ka¨yto¨ssa¨ myo¨s
ei-reguloidussa ohjelmistokehityksessa¨.
ID V-14
Vaatimus Kuvaa SOUP-komponenttien vaatimukset.
Teema Ohjelmiston arkkitehtuuri
IEC 62304 luokka B, C
La¨hde IEC62304 kohdat 5.3.3 ja 5.3.4





Kylla¨ osittain, itse vaatimuksia ei voida automatisoida,
mutta niiden verifiointi pystyta¨a¨n osittain verifioimaan osa-
na jatkuvaa integraatiota. Ka¨vimme ta¨ha¨n liittyva¨a¨ ongel-








Vaatimus Verifioi ohjelmiston arkkitehtuuri.
Teema Ohjelmiston arkkitehtuuri
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.3.6





Ei, ta¨lla¨ vaatimuksella haetaan ohjelmiston arkkitehtuurin
la¨pika¨yntia¨ ja verifiointia, etta¨ se ottaa huomioon mm. oh-




Jonkin tasoista verifiointia arkkitehtuurista tehda¨a¨n myo¨s
ei-reguloidussa ohjelmistokehityksessa¨, varsinaista auto-
maatiota ta¨lle ei voida tehda¨ kummallakaan puolella.
ID V-16
Vaatimus Jaa ohjelmisto moduuleihin.
Teema Ohjelmistosuunnittelu
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.4.1





Ei, kyseessa¨ on vaatimus ohjelmistosuunnitteluun, jolla
suositetaan ison ohjelmiston jakamista moduuleihin. Ta¨ma¨
on ja¨rkeva¨a¨ myo¨s MDR:n na¨ko¨kulmasta, silla¨ na¨in eri mo-
duuleille voidaan ma¨a¨ritta¨a¨ eri la¨a¨kinna¨llisen laitteen luo-
kat ja osa moduuleista voidaan vapauttaa la¨a¨kinna¨llisen
laitteen statuksesta, jolloin standardin ja lainsa¨a¨da¨nno¨n
vaatimukset eiva¨t koske sita¨. On kuitenkin ja¨rkeva¨a¨ ottaa
samat riskienvaatimusma¨a¨rittelyt ka¨ytto¨o¨n na¨illekin kom-
ponenteille, jotta ne ovat yhteensopivampia muiden moduu-
leiden kanssa (ISO 14971, 2009).
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Ohjelmistokehitysta¨ tehda¨a¨n yleisesti modulaarisesti esi-
merkiksi mikropalveluarkkitehtuurissa, joten ajatusmaail-
mallisesti ta¨ma¨ ei eroa ei-reguloidun ja reguloidun ohjel-




Vaatimus Tee ohjelmistomoduuleiden verifiointi testaamalla.
Teema Ohjelmistokehitys
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.5.2





Kylla¨, esittelemme esimerkkiprosessissa tavan tehda¨ auto-
maatiotestausta osana jatkuvaa integraatiota, jossa jokais-
ta muutosta vastaan ajetaan tarvittavat testit seka¨ doku-
mentoidaan niiden lopputulokset. Ta¨lla¨ pystymme auto-




Kylla¨, testauksen automaatiosta on hyo¨tya¨ myo¨s ei-
reguloidussa ohjelmistokehityksessa¨. Ohjelmistoja myo¨s
la¨hto¨kohtaisesti testataan ei-reguloidussakin kehityksessa¨.
ID V-18
Vaatimus Ma¨a¨rita¨ vaatimukset ohjelmistomoduulin hyva¨ksynna¨lle.
Teema Ohjelmistokehitys
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.5.3 ja 5.5.5





Kylla¨, ta¨ma¨ vaatimus liittyy vahvasti ylla¨olevaan vaati-
mukseen (Tee ohjelmistomoduulien verifiointi testaamalla).
Na¨ma¨ vaatimukset ma¨a¨riteta¨a¨n osana ohjelmistokehitysta¨
eri tyylisiksi automaatiotestitapauksiksi, jotka verifioidaan




Kylla¨, sama perustelu kuin vaatimuksessa V-17.
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ID V-19
Vaatimus Yhdista¨ / paketoi ohjelmistokomponentit -moduuleiksi,
seka¨ varmista integraation onnistuminen ja aja testit.
Teema Integraatio
IEC 62304 luokka B, C
La¨hde IEC62304 kohdat 5.6.1-4





Kylla¨, osana esimerkkiprosessia toteutamme jatkuvan inte-
graatioprosessin, jossa ohjelmistokomponentit paketoidaan,




Kylla¨, sama perustelu kuin vaatimuksessa V-17.
ID V-20
Vaatimus Suorita regressiotestaus ohjelmistokomponenttien integraa-
tion ja¨lkeen, joka sisa¨lta¨a¨ testitulokset.
Teema Integraatio
IEC 62304 luokka B, C
La¨hde IEC62304 kohta 5.6.6





Kylla¨, osana jatkuvaa integraatioprosessia voidaan ajaa laa-
ja automaatiotestaus paketoituun ohjelmistoon, joka var-
mistaa sen ettei regressiota ole pa¨a¨ssyt syntyma¨a¨n ohjel-
mistoon. Ka¨ymme ta¨ma¨n la¨pi osana esimerkkiprosessia, jo-




Kylla¨, sama perustelu kuin vaatimuksessa V-17.
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ID V-21
Vaatimus Suorita koko ohjelmistoja¨rjestelma¨n testaus
hyva¨ksymiskriteereita¨ vasten aina muutosten ja¨lkeen.
Anomaliat tulee ka¨sitella¨ virheenkorjausprosessin mukai-
sesti.
Teema Integraatio
IEC 62304 luokka B, C
La¨hde IEC62304 kohdat 5.6.8 ja 5.7.1-3





Kylla¨ osittain, voimme automatisoida erilaisten virhetilan-
teiden generoinnin virheenhallintaprosessin mukaisesti, jot-
ka liittyva¨t alkupera¨iseen muutospyynto¨o¨n, jonka verifioin-
nin yhteydessa¨ anomalia on noussut esille.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Kylla¨, sama perustelu kuin vaatimuksessa V-17.
ID V-22
Vaatimus Varmista etta¨ verifiointi on suoritettu.
Teema Julkaisu
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.8.1





Kylla¨, voimme rakentaa prosessin niin, etta¨ tuotantoon-
vienti (jatkuva tuotantoonvienti) on mahdollista vain
mika¨li jatkuva integraatioprosessi on mennyt la¨pi ta¨ysin il-
man ongelmia ja kaikki katselmoinnit seka¨ verifioinnit on
suoritettu. Na¨in voimme taata, etta¨ tuotantoon / jakeluun
ei pa¨a¨dy ohjelmistopaketteja, joita ei ole verifioitu.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Kylla¨, mika¨li verifiointi on osa prosessia. Ta¨llo¨in on ta¨rkea¨
varmistua, etta¨ verifiointi on suoritettu.
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ID V-23
Vaatimus Dokumentoi ja arvio tiedetyt poikkeamat.
Teema Julkaisu
IEC 62304 luokka Kaikki, B,C
La¨hde IEC62304 kohdat 5.8.2 ja 5.8.3





Ei, mika¨li kehitys- tai verifiointivaiheessa tulee esille, etta¨
sovelluksessa on jokin poikkeama (mm. SOUP:hin liittyva¨),
tulee se dokumentoida osaksi ohjelmistoa. Ta¨ma¨n auto-
matisointi ei ole mahdollista, silla¨ se vaatii tuoteomista-









IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.8.4





Kylla¨, jatkuva integraatio tuottaa versionumerot, seka¨
yhdista¨a¨ kaiken relevantin dokumentaation siihen, jotta
ja¨ljitetta¨vyys sa¨ilyy la¨pi muutoksen. Kaikki dokumentaa-
tio yhdisteta¨a¨n kyseiseen versioon, jota esimerkkiprosessis-
sa pideta¨a¨n versiohallinnan yhteydessa¨.
Hyo¨dytta¨a¨ ei-reguloidun ohjel-
miston kehitysta¨
Kylla¨ mika¨li versiointia tehda¨a¨n, automaatio sopii sellaise-
naan myo¨s ei-reguloituun ohjelmistokehitykseen.
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ID V-25
Vaatimus Arkistoi ohjelmisto, sisa¨lta¨en dokumentaation.
Teema Julkaisu
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.8.7





Kylla¨, jatkuva tuontatoonvientiprosessi voi tallentaa loppu-
tuloksena syntyneen artifaktin seka¨ kaiken siihen liittyva¨n
dokumentaation arkistoon, jolloin kaikkiin aiempiin ohjel-




Kylla¨, mika¨li ohjelmiston artifakteja arkistoidaan (na¨in
tehda¨a¨n usein, jos jatkuva tuontantoonvienti on ka¨yto¨ssa¨).
ID V-26
Vaatimus Varmista, etta¨ tuotantoon viety ohjelmisto ei ole korrup-
toitunut.
Teema Julkaisu
IEC 62304 luokka Kaikki
La¨hde IEC62304 kohta 5.8.8





Kylla¨, jatkuvan tuotantoonvientiprosessin tulee lopuksi
varmistaa, etta¨ tuotantoon viety versio on identtinen sen
kanssa, mita¨ vasten verifioinnit on tehty. Yksi mahdolli-
suus toteuttaa ta¨ma¨ on tiivisteen laskeminen ohjelmisto-
kokonaisuudesta ja na¨iden vertaaminen tuotantoonviennin




Kylla¨, myo¨s ei-reguloidun ohjelmiston tuotannon tulee olla
korruptoitumaton.
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V-1 Ei Mahdollisesti A
V-2 Ei Kylla¨ A
V-3 Ei Kylla¨ A
V-4 Ei Mahdollisesti A
V-5 Ei Mahdollisesti A
V-6 Ei Mahdollisesti A
V-7 Osittain Ei A ja B
V-8 Kylla¨ Kylla¨ B
V-9 Osittain Kylla¨ A ja B
V-10 Osittain Mahdollisesti A ja B
V-11 Ei Kylla¨ A
V-12 Ei Kylla¨ A
V-13 Osittain Kylla¨ A ja B
V-14 Osittain Ei A ja B
V-15 Ei Mahdollisesti D
V-16 Ei Kylla¨ D
V-17 Kylla¨ Kylla¨ B
V-18 Kylla¨ Kylla¨ B
V-19 Kylla¨ Kylla¨ B
V-20 Kylla¨ Kylla¨ B
V-21 Kylla¨ Kylla¨ B
V-22 Kylla¨ Kylla¨ B
V-23 Ei Mahdollisesti D
V-24 Kylla¨ Mahdollisesti B
V-25 Kylla¨ Mahdollisesti B
V-26 Kylla¨ Kylla¨ B
Taulukko 5.1: Standardin vaatimukset ja niiden automaatio
Kuva 5.3: Standardin vaatimukset ja niiden automaatio
Kuten voimme taulukosta 5.1 ja kuvasta 5.3 na¨hda¨, CI/CD-automaatio voi auttaa
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merkitta¨va¨a¨ osaa tunnistetuista vaatimuksista. Tunnistimme samalla, etta¨ ei-reguloitu
ohjelmistokehitys hyo¨tyy suuresta osasta vaatimuksia ja todenna¨ko¨isesti on adoptoi-
nutkin kyseisia¨ vaatimuksia usein ka¨ytto¨o¨nsa¨. Kun reguloidun ohjelmistokehityksen
automaatiota verrataan potentiaalisiin hyo¨tyihin reguloimattomassa ohjelmistokehi-
tyksessa¨, voidaan huomata, etta¨ erityisesti automatisoitavissa olevat kohdat ovat yh-
tena¨isia¨ – ka¨yta¨nno¨ssa¨ kaikki tunnistetut vaatimukset, jotka olivat automatisoitavissa
hyo¨dytta¨va¨t tai mahdollisesti hyo¨dytta¨va¨t myo¨s reguloimatonta ohjelmistokehitysta¨.
5.3 Luokan 2a ohjelmistopohjaisen la¨a¨kinna¨llisen
laitteen kehitysprosesin esimerkki
Esittelemme ta¨ssa¨ alaluvussa esimerkinomaisesti ohjelmistopohjaisen la¨a¨kinna¨llisen
laitteen mahdollisen kehitysprosessin, jossa on yhdistetty V-mallin, iteratiivisen V-
mallin ja kettera¨n kehityksen piirteita¨. Esimerkkiprosessi on rakennettu ohjelmistoke-
hityksen na¨ko¨kulmasta, eika¨ na¨in ollen sisa¨lla¨ kaikki aktiviteetteja, joita itse ohjelmis-
tokehityksen ulkopuolelle la¨a¨kinna¨lliselle laitteelle mahdollisesti kuuluu (esimerkiksi
ka¨ytetta¨vyystestaus, riskiarvioinnit, validointi, kokonaisarkkitehtuurisuunnittelu jne).
Prosessi on rakennettu pita¨en ja¨ljitetta¨vyytta¨ silma¨lla¨, silla¨ yksi la¨a¨kinna¨llisen laitteen
ta¨rkeimpia¨ asioita on ja¨ljitetta¨vyyden sa¨ilytta¨minen la¨pi muutosten aina ensimma¨isesta¨
ilmaantumishetkesta¨ laitteen elinkaaren loppuun asti. Ka¨sittelemme ta¨ssa¨ alaluvussa
myo¨s ja¨ljitetta¨vyyden integriteetin la¨pi esimerkkiprosessin.
Esimerkkiprosessi koostuu nelja¨sta¨ pa¨a¨vaiheesta: ma¨a¨rittelysta¨, toteutuksesta, veri-
fioinnista ja julkaisusta. Jokainen pa¨a¨vaihe jakaantuu aktiviteetteihin, jotka on kuvat-
tu prosessissa. Ka¨sittelemme ta¨ssa¨ nyt jokaisen pa¨a¨vaiheen erikseen, jotta tarvittava
informaatio mm. ja¨ljitetta¨vyydesta¨ saadaan perusteltua.
Prosessi na¨ytta¨a¨ pa¨a¨llisin puolin hyvin lineaariselta, mutta siina¨ on mahdollistettu pa-
laaminen aiempiin askeliin tai prosessin vaiheisiin aina tarvittaessa, na¨in ollen kyseessa¨






Ennen ma¨a¨rittelyvaihetta vaatimus on syntynyt ja sen la¨hteita¨ voi olla usei-
ta, esimerkiksi asiakastarve. Jokainen vaatimus tuottaa va¨hinta¨a¨n yhden vaati-
musma¨a¨rittelyn, joka esimerkkiprosessissa tallennetaan tikettiin. Ta¨llo¨in vaatimuksen
tuottamat ma¨a¨rittelyt saavat uniikin tunnisteen, joka on ja¨ljitetta¨vissa¨.
Vaatimusma¨a¨rittelyn ja¨lkeen vaatimukset puretaan muutospyynno¨iksi/tehta¨viksi, jo-
kainen muutos dokumentoidaan tiketiksi, joka linkiteta¨a¨n vaatimukseen. Na¨in link-
ki vaatimuksen ja tehta¨va¨n va¨lilla¨ sa¨ilyy. Ta¨ma¨n ja¨lkeen tehta¨via¨ aletaan kuljettaa
la¨pi prosessin – jokaista tehta¨va¨a¨ vasten luodaan versiohallinnan haara, joka nimeta¨a¨n
muutospyynno¨n ID-numeron mukaisesti (esim. CBA-123-change-info-text). Ta¨ha¨n ver-
siohallinnan haaraan kera¨ta¨a¨n kaikki muutokset, mita¨ prosessin ma¨a¨rittely- ja toteu-
tusvaihessa syntyy, kuten hyva¨ksymistestitapaukset, ohjelmistoarkkitehtuurisuunnitel-
mat, ohjelmistosuunnittelut ja dokumentaatio.
Ma¨a¨rittelyn vaiheet on prosessissa piirretty lineaarisiksi, mutta niita¨ voidaan suorittaa
epa¨lineaarisessa ja¨rjestyksessa¨. A¨a¨rimma¨isen ta¨rkea¨a¨ on kuitenkin, etta¨ kaikki muutok-
set tallentuvat versiohallinnan haaraan, joka on nimetty muutospyynno¨n ID:n mukai-
sesti. Na¨in kaikki ma¨a¨rittely, dokumenaatio ja verifiointitapaukset ovat yhdistetta¨vissa¨
alkupera¨iseen muutospyynto¨o¨n ja sita¨ kautta vaatimukseen.
5.3.2 Toteutus
Toteutusvaihe keskittyy erityisesti muutospyynno¨n, vaatimuksen, tehdyn
ohjelmistoarkkitehtuuri- ja ohjelmistosuunnittelun mukaisesti toteuttamaan muutok-
sen ja¨rjestelma¨a¨n.
Ta¨ssa¨ vaiheessa jokainen ohjelmistoyksikko¨ toteutetaan, seka¨ varmistetaan, etta¨ ohjel-
mistoyksiko¨lle on olemassa tarvittavat testit verifioimaan toteutus. Mika¨li ohjelmisto-
yksiko¨n toteutus vaikuttaa rajapintakuvauksiin, SOUP-dokumentaatioon tai muuhun
dokumentaatioon tehda¨a¨n tarvittavat muutokset na¨ihin kohtiin, jotta varmistetaan
ohjelmiston ja dokumentaation eheys. Na¨in ollen ta¨ssa¨ yhteydessa¨ toteutetaan myo¨s
tarvittavat testit ka¨ytto¨o¨notettaville SOUP-komponenteille.
Ja¨ljitetta¨vyys on taattu versiohallinnan haaran kautta, jokainen muutoksen on koh-
distuttava tiettyyn haaraan, joka liittyy tiettyyn muutospyynto¨o¨n. Yhta¨a¨n muutosta
ei voi na¨in ollen tapahtua ilman, etta¨ se linkittyisi johonkin tiettyyn muutospyynto¨o¨n
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tai vaatimukseen sita¨ kautta.
5.3.3 Verifiointi
Kaksi edellista¨ pa¨a¨vaihetta, ma¨a¨rittely ja toteutus, olivat pitka¨lti dokumentointia ja to-
teutusta, jossa ta¨ma¨n tyo¨n tarkoittamaa automaatiota ei erityisemmin pystytty viela¨
hyo¨dynta¨ma¨a¨n tai ta¨ta¨ kautta kehitysprosessia nopeutettua ei-reguloidun ohjelmis-
to kehitykseen verrattuna. Verifiointivaiheessa kuitenkin automaatio tuottaa jo sel-
keita¨ hyo¨tyja¨, joilla ohjelmistopohjaisen la¨a¨kinna¨llisen laitteen kehitysta¨ saadaan ket-
tero¨itettya¨ la¨helle ei-reguloidun ohjelmisto kehitysta¨.
Verifiointivaihe alkaa liitospyynno¨n luonnilla (engl. Pull Request), joka tarkoittaa etta¨
versiohallinnan haara, johon kaikki ma¨a¨rittely- ja toteutuspa¨a¨vaiheen muutokset on
kera¨tty yhteen, pyydeta¨a¨n liitetta¨va¨n ohjelmiston pa¨a¨haaraan, eli esimerkiksi ottamaan
mukaan tuotannon seuraavaan versioon.
Jatkuvan integraation automaatio huomaa va¨litto¨ma¨sti ta¨ma¨n pyynno¨n ja aloittaa
automaation suorituksen, ta¨ma¨ alkaa ohjelmiston rakentamisella (eng. Build), joka
tuottaa lopputuloksena aiempien versioiden ja nyt pyydettyjen muutosten mukaisen
ohjelmiston. Ta¨ta¨ ohjelmistoversioita vasten ajetaan yksikko¨testit, integraatiotestit,
staattiset analyysit seka¨ suorituskykytestit. Ta¨ssa¨ yhteydessa¨ suoritetaan ka¨yta¨nno¨ssa¨
myo¨s alaluvussa 5.4 kuvatut apuskriptit, jotka mm. voivat tuottaa dokumentaatiota
yms.
Mika¨li automaatio huomaa, etta¨ kaikki testit tai muut integraation aktiviteetit eiva¨t
onnistuneet automaattisesti, palautetaan ta¨sta¨ tieto kehitta¨ja¨lle, jolloin palataan
ma¨a¨rittely- tai toteutuspa¨a¨vaiheeseen. Ta¨ma¨n mahdollistaa iteraatio, jota voidaan suo-
rittaa DevOps periaatteen mukaisesti.
Jatkuvan integraation seuraaviin vaiheisiin kuuluu viela¨ kokonaissysteemin testaus koo-
di ja arkkitehtuurikatselmoinnin ja¨lkeen. Kaikki na¨ma¨ tulokset tallennetaan osaksi ver-
siohallinnan haaraa seka¨ liitospyynno¨n dokumentaatiota. Na¨in ollen kaikki muutokset
ovat ja¨ljitetta¨vissa¨ aina muutospyynto¨o¨n ja sita¨ kautta vaatimukseen.
Jatkuvan integraation prosessi voi viela¨ varmistaa versiohallinnan integriteetin, eli
tehda¨ tarkistuksen, ettei yksika¨a¨n muutos ole tullut versiohallintaan ilman muutos-
hallinnan tikettinumeroa tai tunnistetta.
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5.3.4 Julkaisu
Kun verifiointivaihe on onnistuneesti mennyt la¨pi, tieda¨mme etta¨ ohjelmisto ta¨ytta¨a¨ ne
tekniset vaatimukset mita¨ sille on asetettu (huom! ta¨ma¨ ei tarkoita, etta¨ ohjelmisto olisi
hyva¨ksytty la¨a¨kinna¨llinen laite, ta¨ha¨n prosessiin liittyy viela¨ ta¨ma¨n tukielman ja esi-
merkin ulkopuolisia aktiviteettja, ta¨ssa¨ otetaan kantaa la¨hinna¨ IEC 62304-standardin
mukaisiin aktiviteetteihin).
Julkaisuvaihe alkaa rakennetun ohjelmiston artifaktin arkistoinnilla. Jatkuvan in-
tegraation tuottama artifakti siis tallennetaan arkistointika¨ytto¨a¨ varten pysyva¨sti.
Ta¨ma¨n ja¨lkeen generoidaan tekninen tiedosto la¨a¨kinna¨llisesta¨ laitteesta, todellisuudes-
sa ta¨ha¨n vaiheeseen kuuluu myo¨s muiden osa-alueiden dokumentaation generointeja ja
useita alavaiheita, mutta emme ta¨ssa¨ esimerkissa¨ tai tutkielmassa ota niihin kantaa.
Ta¨ma¨n ja¨lkeen tekninen tiedosto hyva¨ksyta¨a¨n, jonka yhteydessa¨ jatkuva tuotantoon-
vienti ja sen automaatio voi vieda¨ ohjelmistopohjaisen la¨a¨kinna¨llisen laitteen tuotan-
toon. Jatkuvan tuotantoonviennin viimeinen tehta¨va¨ on verifioida tuotantoon tehty
asennus, etta¨ se on toteutunut kuten tarkoitettu, esimerkiksi ta¨ma¨ voi tarkoittaa etta¨
artifakti on sa¨ilynyt ehea¨na¨, tai jollain infrastuktuurinkuvauskielella¨ toteutettu kuvaus
on implementoitunut infrastruktuuriksi oikein.
Todellisuudessa julkaisuja tehta¨isiin useaan otteeseen eri ympa¨sto¨ihin, ja to-
denna¨ko¨isesti myo¨s julkaisu testiympa¨risto¨o¨n tehta¨isiin esim. ka¨ytetta¨vyystestausta
varten jo ennen teknisen tiedoston luontia tai hyva¨ksynta¨a¨. Ta¨ma¨ ka¨yta¨nno¨ssa¨ tarkoit-
taa, etta¨ verifioinnin ja¨lkeen tulee aktiviteetteja, joita on suoritettava ennen julkaisua -
ta¨ma¨ on yksi tekijo¨ista¨, joka esta¨a¨ reguloidun ohjelmistokehityksen automaattisen jul-
kaisun suoraan onnistuneen integraation ja¨lkeen, mika¨ olisi mahdollista ei-reguloidussa
ohjelmistokehityksessa¨.
Kaikki artifaktiin ja tekniseen tiedostoon pa¨a¨tyva¨t muutokset ovat ja¨ljitetta¨vissa¨ ver-
siohallinnan haaran yhdistymishetken (engl. Merge Commit) kautta muutospyynto¨o¨n
ja siita¨ edelleen vaatimukseen. Na¨in ollen pystymme identifioimaan aina tuotantoon
asti jokaisen muutoksen, joka prosessin la¨pi on mennyt.
5.4 Esimerkkitoteutus
Ta¨ssa¨ alaluvussa esittelemme alaluvun 5.3 kuvaaman prosessin ka¨yta¨nno¨n toteutuksen.
Paneudumme ta¨ssa¨ alaluvussa viela¨ tarkemmin siihen, minka¨ edun jatkuva integraatio
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ja tuotantoonvienti tuovat esimerkkiprosessiin.
Valitsimme esimerkkitoteutukseen yleisesti ka¨yto¨ssa¨ olevat tyo¨kalut, joita on ka¨ytetty
myo¨s aiemmin reguloidun ohjelmiston kehitykseen eri kontekstissa (Filion et al., 2017).






– Versionhallinta, pohjalla Bitbucket ka¨ytta¨a¨ Git-versiohallintaa
– Jatkuvan integraation automaatio (CI-putki)
– Jatkuvan tuotantoonviennin automaatio (CD-putki)
– Liitospyynto¨jen hallinta (eng. Pull Request management)
Emme ka¨y ta¨ssa¨ tyo¨ssa¨ la¨pi sen luonteen vuoksi na¨iden ohjelmistojen asennusta tai
niiden va¨lista¨ integraatiota, vaan keskitymme prosessin ja automaation rakentamiseen
na¨iden tuotteiden pa¨a¨lle.
5.4.1 Muutosten ja vaatimusten hallinta
IEC 62304-standardi seka¨ aiemmassa luvussa kuvattu esimerkkiprosessi antavat meil-
le hyva¨n pohjan prosessille, jonka olemme ka¨yta¨nno¨ssa¨ implementoineet JIRA-
tuotteeseen. Esimerkkiprosessissa toteutimme Kanban metodiikalla taulun, jossa jo-
kaisella muutospyynno¨lla¨ on oma tiketti (engl. Ticket), jonka etenemista¨ seurataan
taululla vasemmalta oikealle. Suurimmat motivaatiot Kanban-metodin ka¨ytto¨o¨n ta¨ssa¨
tyo¨ssa¨ ovat samat kun kanbanin ka¨yto¨ssa¨ yleisesti – yksinkertaistaa prosessia ja tuoda
tyo¨ ta¨ysin na¨kyva¨ksi. Kanban on yleisesti ka¨yto¨ssa¨ vastaavan tyylisissa¨ ohjelmistoke-
hitysprosesseissa (Ahmad et al., 2013).
IEC 62304-standardin, seka¨ kuvan 5.4 mukaisesti tarvitsemme kanban-tauluun tilat
(IEC 62304, 2015):







Toteutus-kohdassa olemme yhdista¨neet IEC 62304-standardin kohdat 5.3-5.5 kettera¨n
kehityksen mukaisesti (kattaa ka¨yta¨nno¨ssa¨ vaatimukset V-12 - V-18), silla¨ na¨ma¨ kaikki
askeleet voidaan toteuttaa yhdessa¨, ta¨rkeinta¨ on varmistua, etta¨ kaikki askeleet ovat
toteutettu ennenkuin muutospyynto¨ julkaistaan (IEC 62304, 2015). Esimerkkitoteu-
tuksessa huolehdimme varmistamisesta kohdassa Verifiointi.
Muutoshallintaja¨rjestelma¨t, kuten JIRA eiva¨t vakiona sisa¨lla¨ kaikkia la¨a¨kinna¨llisten
laitteiden kehitykseen tarvittavia tietokenttia¨ dokumentointia ja ja¨ljitetta¨vyytta¨ var-
ten, ta¨sta¨ syysta¨ on ta¨rkea¨a¨ lisa¨ta¨ kaikki tarvittavat kenta¨t niin, etta¨ jokaiselle muu-
tospyynno¨lle on olemassa seuraavat tietokenta¨t:
• Muutoksen yksilo¨iva¨ tunniste, ka¨yta¨mme ta¨sta¨ jatkossa termia¨ tikettinumero
• Vaatimusma¨a¨rittely
• Muutoksen otsikko
• Muutoksen kuvaus (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n)
• Muutoksen perustelu (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n)
• Versionumero, jossa muutos on julkaistu (voidaan ta¨ytta¨a¨ joko etuka¨teen, eli
suunnitella versio, tai ja¨lkika¨teen kun muutos liiteta¨a¨n johonkin versioon julkai-
sua varten)
• Kliininen arviointi (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n)
• Riskien arviointi (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n)
• Toteutuksesta vastaava henkilo¨




– Virheenkorjaus (eng. Bug fix)
• Muutoksen tyo¨estimaatti (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n)
• Muutoksen hyva¨ksyja¨ (ta¨ssa¨ tyo¨ssa¨ ei keskityta¨ ta¨ha¨n, mutta automatisoidaan
ta¨ma¨n tiedon ta¨ytto¨ osana CI/CD prosessia)
• Muutoksen ilmoittaja / kirjaaja
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• Testausmekanismi ja -ohje
Olemme nyt ma¨a¨ritta¨neet tilat joissa tiketit voivat olla, seka¨ tietokenta¨t mita¨ tikettei-
hin tulee olla kirjattuna. Ka¨yta¨nno¨n ela¨ma¨n helpottamiseksi ja virheiden minimoin-
niksi JIRA implementaatiossa tulisi viela¨ ma¨a¨ritta¨a¨ transitiot, joita tiketeilla¨ voi olla
ja missa¨ kohtaa mihinkin tietokentta¨a¨n on va¨ltta¨ma¨to¨nta¨ ottaa kantaa ennenkuin seu-
raavaan vaiheeseen voi siirtya¨. Emme kuitenkaan ta¨ssa¨ esimerkkitoteutuksessa ka¨y la¨pi
na¨ita¨ kohtia, silla¨ ne eiva¨t ole relevantteja itse aiheelle.
Ylla¨ olevassa esimerkkikonfiguraatiossa vaatimusma¨a¨rittelyt, seka¨ testaustapaukset
(engl. Test Cases) ovat laitettu samaan tikettiin itse muutoksen kanssa, hyvin pie-
nissa¨ tuotteissa ta¨ma¨ voi olla ja¨rkeva¨a¨, mutta heti kun tuote alkaa kasvaa, on vaati-
musma¨a¨rittelyt ja testitapaukset syyta¨ erottaa omiksi tiketeiksi ja kuvata niiden suhde
itse muutostiketteihin (IEC 62304, 2015). Ta¨ma¨ ja¨rjestely helpottaa jokaisessa ver-
siossa tehta¨va¨a¨ testausta, silla¨ jokainen testitapaus tulee suorittaa jokaisen version
yhteydessa¨, jos kaikki testitapaukset on kuvattu vain osana muutoksia voi kaikkien
testitapausten hahmottaminen ja suorittaminen olla haasteellista.
5.4.2 Versiohallinta osana prosessia ja sovelluksen rakenne
Kun muutostenhallintaan on luotu tiketti edella¨ kuvatun tiedon ja prosessin mukaisesti
voimme siirtya¨ itse teknisen ma¨a¨rittelyn ja toteutuksen vaiheeseen prosessissa, jota
tukee versiohallinta seka¨ sen sisa¨lla¨ oleva kansiorakenne.
Kuva 5.5 havainnollistaa versiohallinnan kansiorakenteen, joka avaa struktuuria jos-
sa ohjelmistomme ja sen tarvitsemat tukirakenteet sa¨ilyteta¨a¨n. Ja¨ljitetta¨vyyden ol-
lessa ta¨rkea¨a¨ la¨a¨kinna¨llisen laitteen jokaisessa kehitysvaiheessa, tarjoaa versiohallin-
ta (kuten Bitbucket/Git) meille loistavan pohjatyo¨kalun ja¨ljitetta¨vyyden ylla¨pitoon.
Ka¨yta¨nno¨ssa¨ jokainen muutos (eng. Commit) versiohallintaan on ja¨ljitetta¨vissa¨ muu-
tosviestissa¨ (eng. Commit message) olevan tikettinumeron kautta varsinaiseen muu-
tospyynto¨o¨n – eli JIRA:ssa olevaan tikettiin. Versiohallinta pita¨a¨ huolen siita¨, etta¨
jokainen muutos tiedostoihin, olivatpa ne sitten dokumentaatiota, ohjelmistoa tai jat-
kuvan integraation tyo¨kaluja, tulee ja¨ljitettya¨ ja silla¨ on yhteneva¨inen muutospyynto¨
olemassa.
Tulevissa alaluvuissa ka¨ymme tarkemmin mm. la¨pi mita¨ tyo¨kaluja CITools sisa¨lta¨a¨,
jotta automaation taso ohjelmistopohjaisen la¨a¨kinna¨llisen laitteen kehityksessa¨ voidaan
saada tarvittavalle tasolle.
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Kuva 5.5: Kansiorakenne versiohallinnassa
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Kuva 5.6: Versiohallinan prosessi ja sen kytkeytyminen kokonaisprosessiin
JIRA voidaan ajatella olemaan kattoja¨rjestelma¨ kaikille muutoksille, joita
la¨a¨kinna¨lliseen laitteeseen tehda¨a¨n. Bitbucket on taas ja¨rjestelma¨, jossa halli-
taan kaikki tekninen dokumentaatio, itse ohjelmiston kehitys ja kaikki tyo¨kalut, joita
tarvitaan kehityksen onnistumisessa, ta¨ma¨n roolin kokonaisuutta avataan kuvassa 5.6.
5.4.3 Jatkuvan integraation prosessi
Kaksi aiempaa alakohtaa ovat kuvanneet vaatimusten, tehta¨vien ja versiohallinnan pro-
sessit, ta¨ssa¨ kappaleessa kuvaamme millaisen CI-automaation olemme toteuttaneet esi-
merkkia¨ varten Atlassian Bitbucket Pipelines pa¨a¨lle. Pipelines on CI/CD-automaation
ajoalusta, se tarjoaa valmiita integraatioita useisiin palveluihin seka¨ mahdollistaa
omien CI/CD-komentojen ja ajojen ma¨a¨rittelyn. Se siis orkestroi koko CI- ja CD-
putkien toiminnan alusta loppuun. Ka¨yta¨mme ta¨ssa¨ esimerkissa¨ Atlassian Bitbucket
Pipeline-tuotetta sen helpon integroituvuuden vuoksi Bitbucket- ja JIRA-tuotteisiin
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(Bitbucket Pipelines 2019). CI/CD-automaation prosessin voisi yhta¨ hyvin toteuttaa
muillakin tuotteilla, eika¨ standardit tai ka¨yta¨nno¨t ota kantaa mita¨ ajoalustaa tulisi
ka¨ytta¨a¨ (IEC 62304, 2015).
Kuten kuvan 5.6 prosessista voi huomata olemme automatisoimassa kohtia integraatio
(CI), lint (CI), integraatiotestaus (CI), yksikko¨-, systeemi, ja regressiotestaus (CI),
artifaktin julkaisu (CD) ja tuotantoonvienti (CD). Tavoitetila automaatiolla on poistaa
manuaalisia askeleita regulaation vaatimassa ohjelmistokehitysprosessissa. Olemme jo
taulukossa 5.1 listanneet aktiviteetit, jotka pystyta¨a¨n automatisoimaan CI prosessissa.
Ta¨ssa¨ alaluvussa osoitamme nyt, miten automaatio voidaan totetuttaa.
Vaikka Bitbucket Pipelines -tuote sisa¨lta¨a¨ valmiita integraatioita ei se itsessa¨a¨n tarjoa
tyo¨kaluja, joilla ohjelmistopohjaisen la¨a¨kinna¨llisen laitteen jatkuva integraatio voidaan
saavuttaa. Alla olemme kuvanneet tyo¨kaluja, joita olemme toteuttaneet teknisena¨ kont-
ribuutiona, jotta jatkuva integraatio voidaan saavuttaa. Jatkuvan integraation putki
(CI-putki) orkestroi na¨iden tyo¨kalujen suoritusta ja varmistaa niiden suorituksen auto-
maattisesti jokaisen liitospyynno¨n yhteydessa¨. Mika¨li putken jokin osa epa¨onnistuu tai
suorituksen aikana nousee esille virheita¨ toteutuksessa pita¨a¨ orekstroija huolen, etta¨
tieto palautuu kehitta¨ja¨lle. Kun kaikki tyo¨kalut ovat onnistuneesti suoritettu mahdol-
listaa integraation putki uuden version generoinnin ja mahdollisen tuotantoonviennin.
Tyo¨kalut eri vaatimusten automatisointiin ja kuvaus niiden toimintaperi-
aatteista:
metadata.json: tiedosto versiohallinnassa sisa¨lta¨a¨ informaation mika¨ on versionume-
ro, joka on kehityksen alla. Ta¨ma¨ tieto ohjaa CI ja CD prosessia vahvasti mm. doku-
mentaation versioinnissa.
document generator.js ja Vaatimukset V-7 ja V-24: muodostamme CI putkessa
automaattisesti dokumentaation artifaktia, arkistointia ja teknista¨ tiedostoa (engl. Tec-
hical File) varten Documentation-kansiosta, ta¨ha¨n ka¨yta¨mme md-to-pdf nimista¨ kir-
jastoa, jolla ka¨ymme la¨pi dokumentit, kera¨a¨mme ne yhteen ja muodostamme PDF:n,
joka tallennetaan Versions-kansioon metadata.json ma¨a¨ra¨a¨ma¨n versionumeron alle.
Vaatimus V-8: Voimme osoittaa ta¨ytta¨va¨mme vaatimuksen suoraan silla¨, etta¨ mika¨a¨n
CI putken osa ei voi suorittua ilman, etta¨ ohjelmisto on versiohallinnassa, silla¨ CI pe-
rustuu versiohallinnan pa¨a¨lle. Kaikki muutokset tuodaan na¨in osaksi versionhallintaan
ennen testausta kuten esimerkkiprosessi 5.3 osoittaa.
software audit.sh ja Vaatimus V-9: NPM teknologian ka¨ytto¨ mahdollistaa tunnet-
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tujen haavoittuvuuksien automaattisen listauksen npm audit komennolla, ta¨ma¨ on osa
vaatimuksen V-9 tarkoittamaa heikkouksien tunnistamiseta. software audit.sh tyo¨kalu
ajaa ta¨ssa¨ kontekstissa mm. npm audit komennot kaikille paketeille ja dokumentoi nii-
den lopputulokset Versions/<N.N.N>/Audit/ -kansioon, josta ja¨a¨ ja¨lki sen hetkisista¨
tunnetuista heikkouksista. Osana jatkuvan integraation putkea ajetaan myo¨s samat
komennot ja mika¨li tunnettuja heikkuksia lo¨ytyy ei ajoa pa¨a¨steta¨ la¨pi (ts. ne on kor-
jattava ennen tuotantoonvientia¨). Ta¨ma¨n lisa¨ksi tunnetuista heikkouksista, jotka ovat
mm. arkkitehtuurivaiheessa syntyneet tulee tehda¨ dokumentointi, ta¨ta¨ ei voida auto-
matisoida.
softare requirements assembler.js ja Vaatimus V-10: IEC 62304 vaatii ohjel-
miston vaatimusten kuvaamisen ja dokumentaation. Esimerkkiprosessin mukaisesti
ohjelmistosuunnittelu ja sita¨ kautta vaatimusma¨a¨rittelyt dokumentoidaan osaksi it-
se muutosta, jotta ja¨ljitetta¨vyys muutoksille voidaan taata. Lean henkisesti turhan
tyo¨n tekemista¨ tulee va¨ltta¨a¨, joten ajatusmalli ta¨ssa¨ on kuvata samat vaatimuk-
set itse sovellukselle teknisesti kuin teknista¨ tiedostoa (engl. Techival File) varten.
Ka¨yta¨nno¨ssa¨ ta¨ma¨ tarkoittaa, etta¨ software requirements assembler.js generoi mm.
Docker- seka¨ Terraform-tiedostoista osan V-10 vaatimista ma¨a¨rittelyt automaattisesti
kansioon Documentation/Software/. Kaikkia vaatimuksen V-10 dokumentointitarpeita
ei voida automaattisesti kera¨ta¨ ja na¨ita¨ ylla¨pideta¨a¨n manuaalisesti osana dokumentaa-
tiota.
api documentation generator.sh ja Vaatimus V-13: IEC 62304 vaatii, etta¨ raja-
pintojen arkkitehtuuri on olemassa ja rajapinta on dokumentoitu. Koko arkkitehtuu-
rin kuvausta ei voida automatisoida, mutta REST-rajapinnan teknisesta¨ kuvaukses-
ta on mahdollista generoida dokumentaatio automaattisesti. Toteuttamamme skripti
api documentation generator.sh ajaa openApi koodigeneroijan docker kontissa, joka
lukee ohjelmiston rajapintakuvauksen yaml tiedostosta ja generoi siita¨ ihmislukuisen
dokumentaation Documentation/API/ kansioon automaattisesti.
soup requirement handler.sh ja Vaatimus V-14: Vaatimus V-14 vaatii,
etta¨ SOUP-komponenteille tehda¨a¨n funktionaaliset- ja performassinvaatimuk-
set. soup requirement handler.sh auttaa osittain ta¨ssa¨ kokoamalla kaikkien
soup-komponenttien dokumentaatiot yhteen Versions/SOUPDocumentation-
kansion alle, seka¨ ajamalla SOUPTestit, joilla funktionaalisia- ja performassin-
vaatimuksia voidaan automatisoida. Na¨iden testien tulokset talletetaan myo¨s
Versions/<N.N.N>/SOUPDocumentation kansion alle.
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run unit tests.js ja Vaatimukset V-17 ja V-18: Vaatimukset V-17 ja V-
18 kuvaavat tarvetta tehda¨ verifiointi ohjelmistomoduuleille, jotka voidaan tes-
tiautomaatiolla kattaa. Osana kehitysprosessia tulee ma¨a¨ritta¨a¨ vaatimukset mo-
duulien hyva¨ksynna¨lle ja ka¨a¨nta¨a¨ na¨ma¨ vaatimukset testiautomaatiotapauksik-
si. run unit tests.js ajaa testiautomaatiot ja tuottaa niista¨ syntyneen raportin
Versions/<N.N.N>/ModuleTestResults/<Moduulin nimi>/ -kansion alle.
acceptance test.sh ja Vaatimukset V-19, V-20 V-21: osana CI putken loppua
ajamme kaikki hyva¨ksymistestit, jotka on kirjoitettu kehitysvaiheessa ja varmistamme
na¨iden la¨pimenon. Hyva¨ksymistestien raportit tallennetaan Versions-kansion versio-
numeron alle AcceptanceTestResults kansioon.
Vaatimus V-22: Jatkuvan tuotannon pipeline on rakennettu niin, ettei tuotantoon-
vientia¨ voi ka¨ynnista¨a¨, mika¨li jatkuvan integraation (CI) vaihe ei ole mennyt kokonai-
suudessaan la¨pi. Na¨in ollen automaatio varmistaa, etta¨ verifiointi on suoritettu ennen-
kuin tuotantoonvienti voidaan aloittaa.
Vaatimus V-25: Osana artifaktin generointia CI prosessissa arkistoimme artifaktin,
jolloin vaatimus arkistoinnista, joka sisa¨lta¨a¨ dokumentaation tulee ta¨ytettya¨.
Vaatimus V-26: Osana tuotantoonvientiprosessia varmistetaan, etta¨ artifakti joka on
viety tuotantoon on sama mika¨ paketoitiin osana jatkuvaa integraatiota. Ta¨ma¨ tehda¨a¨n
ajamalla sha1checksum artifaktipaketille arkistoinnin yhteydessa¨ ja tuotantoonsiirron
ja¨lkeen.
Arkistointi ja versiointi: Tekninen toteutus arkistoinnista toimii esimerkkisovelluk-
sessa kumuloimalla versiohallinnan Versions alle kaikki versiot ohjelmistosta CITools-
skriptien avulla. Ta¨ma¨ johtaa tuplatietoon, silla¨ samat tiedot ovat versiohallinnassa
muissa kansioissa – versiohallinnalla ei kuitenkaan ole tietoa julkaistuista versioista ja
IEC 62304 vaatii kaikkien julkaistujen versioiden ja niiden dokumentaation sa¨ilytyksen.
Ka¨yta¨nno¨ssa¨ CITools-skriptit siis kopioivat aina julkaistavaa versiota varten kaiken do-
kumentaation ja muut tarvittavat osat julkaisua varten Versions-kansion alle.

6 Johtopa¨a¨to¨kset
Olemme ta¨ssa¨ tutkielmassa ka¨sitelleet ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden
jatkuvaa integraatiota ja toimittamista reguloidussa ohjelmistotuotannossa. Motivaa-
tio ta¨ma¨n tutkielman kirjoittamiseen on ollut EU:n uusi lainsa¨a¨da¨nto¨, joka tiukentaa
erityisesti ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehitysta¨. EU:n Medical De-
vice Regulation (MDR) on tullut voimaan vuonna 2017, mutta sen siirtyma¨aika on
vuoden 2020 toukokuun loppupuolelle. Moni ohjelmistopohjaisia la¨a¨kinna¨llisia¨ laittei-
ta kehitta¨va¨ organisaatio pyrkii kettero¨itta¨ma¨a¨n omaa la¨a¨kinna¨llisen laitteen kehitys-
prosessia pita¨a¨kseen kehityksen relevanttina markkinoilla.
Ta¨ssa¨ tutkielmassa olemme esimerkin kautta ka¨yneet la¨pi ohjelmistopohjaisen
la¨a¨kinna¨llisen laitteen kehitysta¨, seka¨ tunnistaneet vaatimuksia mm. IEC 62304-
standardista, jotka vaikuttavat kehitykseen, seka¨ pyrkineet osoittamaan na¨ille auto-
maation mahdollisuuksia.
Tutkielman yhtena¨ la¨hto¨kohtana oli tutkia, mitka¨ ovat la¨a¨kinna¨llisten lait-
teiden EU:n mukaisen luokittelun luokan 1 ja 2a erot (RQ1). Luokitteluero
tulee siita¨, millaista riskia¨ potilaalle laite voi tuottaa. Riski on ka¨site, joka on ilmene-
mistodenna¨ko¨isyyden ja vahingon vakavuuden yhdistelma¨. Lainsa¨a¨da¨nto¨ mm. MDR:n
aikana kuvaa esimerkiksi ohjelmistopohjaisille la¨a¨kinna¨llisille laitteille suhteellisen tar-
kastikin sen, mihin luokkaan niiden tulee kuulua riskinsa¨ perusteella. Regulatooriset
vaatimukset luokan 1 ja 2a va¨lilla¨ eroavat merkitta¨va¨stikin; luokan 1 la¨a¨kinna¨llisille
laitteille riitta¨a¨ itseilmoitus, kun taas luokan 2a laitteet tulee auditoida ilmoitetun lai-
toksen toimesta. Lisa¨a¨ntynyt regulaatio hidastaa ohjelmistokehitysta¨. Na¨in ollen siir-
tyma¨ luokasta 1 luokkaan 2a ei ole ta¨ysin triviaalia tai tapahdu automaattisesti.
Miksi ohjelmistopohjaiset la¨a¨kinna¨lliset laitteet ovat EU:n uuden
lainsa¨a¨da¨nno¨n mukaisesti la¨hto¨kohtaisesti luokassa 2a eiva¨tka¨ luokassa 1
(RQ2)?. EU:n uuden lainsa¨a¨da¨nno¨n Medical Device Regulation:in (MDR:n) ja sen
luokittelusa¨a¨nno¨n mukaisesti yksika¨a¨n ohjelmistopohjainen la¨a¨kinna¨llinen laite ei voi
saada alempaa luokitusta kuin 2a, joten ka¨yta¨nno¨ssa¨ kaikki edellisen lainsa¨a¨da¨nno¨n
(Medical Device Directive) aikana merkityt luokan 1 la¨a¨kinna¨lliset laitteet nousevat
riskiluokassa ylo¨spa¨in va¨hinta¨a¨n luokkaan 2a. Ta¨ma¨ tuo mm. vaatimuksen ilmoitetun
laitoksen auditoinnista kaikille ohjelmistopohjaisille la¨a¨kinna¨llisille laitteille ja na¨in ol-
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len kasvattaa myo¨s regulaation ma¨a¨ra¨a¨.
Tutkielman pa¨a¨paino oli kuitenkin tutkia, voidaanko ohjelmistopohjaisten
la¨a¨kinna¨llisten laitteiden jatkuva integraatio ja tuotantoonvienti saavuttaa,
ja miten (RQ3)? Ta¨ta¨ aihealuetta rajattiin niin, etta¨ tutkielma painottuu IEC 62304-
standardin mukaisen ohjelmistokehityksen vaiheisiin. Emme siis ottaneet tutkielmassa
kantaa la¨a¨kinna¨llisiin laitteisiin liittyviin muihin aktiviteetteihin, jotka eiva¨t olleet IEC
62304 piirissa¨, ja na¨ma¨ aktiviteetit kattavat mm. ka¨ytetta¨vyystestauksen, validoinnin
ja riskienarvioinnin.
IEC 62304-standardi kuvaa ohjelmistokehityksen eri vaiheet ja niiden vaatimukset.
Ta¨ssa¨ tutkielmassa esitetty osuus koskeekin nimenomaan kyseisen standardin esit-
telema¨n kehityksen vaiheita ja automaatioita, johon itse ohjelmistomoduulien ja -
yksikko¨jen kehitys, integraatio ja testaus kuuluvat.
Pystyimme osoittamaan, etta¨ ta¨lla¨ rajauksella voidaan saavuttaa la¨hes sama ohjel-
mistokehityksen velositeetti reguloidussa ohjelmistokehityksessa¨ kuin reguloimatto-
massa ohjelmistokehityksessa¨. Suurimman eron na¨iden va¨lille tuo vaatimus automaa-
tion kehitta¨miselle seka¨ dokumentoinnille, jotka eiva¨t ole pakollisia vaatimuksia ei-
reguloidussa ohjelmistokehityksessa¨. Automaation, kuten automaatiotestien, rakenta-
minen ja dokumentointi kuitenkin hyo¨dytta¨a¨ myo¨s ei-reguloitua ohjelmistokehitysta¨
parantaen sen laatua.
Pystyimme osoittamaan, etta¨ jatkuvasta integraatiosta ja tuotantoonviennista¨ on
hyo¨tya¨ ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden kehityksessa¨, ja niiden auto-
maation avulla jatkuva kehitta¨minen on ylipa¨a¨ta¨a¨n mahdollista. Ta¨ma¨ mahdollistaa
DevOps-toimintatavan mukaisen iteratiivisen kehityksen ja sen ketteryyden.
Todellisuudessa ensimma¨isesta¨ ideasta tuotantoon asennukseen ohjelmistopohjaisen
la¨a¨kinna¨llisen laitteen kehitys on hitaampaa kuin ei-reguloidun ohjelmiston kehitys,
johtuen ta¨ma¨n tutkielman ulkopuolella olevista aktiviteeteista. Kun kuitenkin tar-
kastelu keskiteta¨a¨n ohjelmiston toteutus- ja verifiointivaiheeseen, on mah-
dollista saavuttaa sama la¨hes sama velositeetti kuin reguloimattomassa oh-
jelmistokehityksessa¨.
Tutkimuksen jatkaminen: Ta¨ssa¨ tyo¨ssa¨ esitettya¨ prosessia ei ole sertifioitu tai audi-
toitu ilmoitetun laitoksen toimesta, minka¨ vuoksi yksi ta¨rkeista¨ jatkotukimuksen koh-
teista olisi tuottaa todellisen maailman tutkimus, jossa vertailtaisiin useita toimijoita,
jotka tuottavat ohjelmistopohjaisia la¨a¨kinna¨llisia¨ laitteita EU:n Medical Device Regu-
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lationin mukaisesti. Toistaiseksi ta¨llaisia tutkimuksia ei ole tehty ja tutkimusten toteu-
tus tulee olemaan helpompaa arviolta vuonna 2021, kun ohjelmistopohjaisten 2a-luokan
la¨a¨kinna¨llisten laitteiden ma¨a¨ra¨ tulee kasvamaan luokittujen laitosten lisa¨a¨ntymisen ja
MDR:n siirtyma¨ajan loppumisen myo¨ta¨.
Tutkimuksella, jossa vertailtaisiin useita ohjelmistopohjaisten la¨a¨kinna¨llisten laitteiden
valmistajia ja teollisen mittakaavan omaavien ei-reguloitujen ohjelmistojen valmistajia,
voitaisiin osoittaa oikean maailman todisteiden valossa ohjelmistokehityksen velositee-
tin erot. Vertailuun ei ole mieleka¨sta¨ ottaa ei-ammattimaisesti toimivia ohjelmistoval-
mistajia, silla¨ teknisesti ohjelmistokehitysta¨ voi tehda¨ la¨hes ilman mita¨a¨n prosessia, esi-
merkiksi suoraan tuotantoon. Ta¨llainen malli on va¨a¨ja¨a¨ma¨tta¨ kettera¨mpi kuin mika¨a¨n
muu ohjelmistokehitysprosessi, mika¨li mittarina toimii tuotantoonvientonopeus.
Mieleka¨sta¨ olisi myo¨s tutkia la¨a¨kinna¨llisten laitteiden valmistamisen muita vaiheita,
joihin kuuluu myo¨s esimerkiksi validointi ja ka¨ytetta¨vyystestaus. On todenna¨ko¨ista¨,
etta¨ jatkuva integraatio ja tuotantoonvienti voisi nopeuttaa myo¨s na¨ita¨ vaiheita
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