Introduction
Software is a fundamental part of any computing system, and must be correctly configured. Managing software configuration is a siflcant challenge in today's distributed environments. In fact, the number of details in a large network of workstations and servers makes automation an essential tool for administrators. The practical problems of managing complex software motivate research questions about how to design systems that are easier to manage and that perform management tasks automatically. This paper introduces a framework for management automation designed to be very general yet practical. In this framework, administrators describe the correct state of the distributed system in a structured way. The declarative state description is used both to check for configuration errors in the system and to correct them, thereby performing setup. The paper presents a descriptive language specifically designed so that these operations can be simply and automatically performed in common cases, by algorithms that are independent of the nature of the system being managed. 
Existing solutions
Six different systems are briefly surveyed in this section. Most were created by practicing administrators out of necessity.
Moira
The Moira system [ 11, from the Athena project at MIT, is an attempt to automate maintenance of the many pieces of data which parameterize configurations of typical workstations. Data for various services is maintained in a central database. The Moira software is capable of generating the operational files required by the various services, in the correct formats, from the central database. The system also handles distribution of files to client machines.
Moira provides administrators with an abstract, structured way to manage all kinds of data in their systems. While it handles the distribution of data well, it is not designed to generalize to dealing with other details such as the configuration of arbitrary files or directories. It also lacks facilities for automatically verifying configurations and data consistency.
Depot
The Depot system [2] is designed to maintain third party and locally developed software in large, heterogeneous environments. The goal is integration of separately maintained packages into a commondirectory hierarchy without increasing dependence on central servers. Configurations may be specified in a number of ways:
1. By listing specific collections and paths to their location. 2. By providing search paths where the first instance of each collection within a path will be used. 3. By placing collections in a special directory.
Hobgoblin
The hobgoblin system [3] is a file and directory auditor. It automatically checks conformance of systems to abstract models. The abstract model is expressed by listing files and directories and their properties. Operators are provided to state that a particular file or directory must exist, may exist, or must not exist. In addition to existence, the language permits specification of properties like mode, owner, and group of files through "attribute checkers". An interpreter is capable of checking systems for conformance with hobgoblin specifications.
The hobgoblin system demonstrates a practical use of declarative descriptions for verification. Unfortunately, hobgoblin has twolimitations which prevent its use for general administration. First, the specification language only handles things of one kind (files). Second, the tool is designed only for checking conformance to specification. It cannot be used to set up a system. The designers have clearly considered removing the second limitation, as they mention a notion of "enforcers" which would modify files to achieve conformance to specification.
Doit
The doit solution [4] is a network software management tool designed to automate the management of software configurations on large numbers of machines. Unlike hobgoblin, doit is intended to set up machines, not to check them for correctness. The specification language is procedural. Three types of actions may be performed: addition of software, deletion of software, and execution of arbitrary commands. The system uses revision levels to keep track of what has been done on a particular machine. Each action has an associated revision level. Configurations in doit are assigned to groups of machines which are specified with set logic.
TANIS
A system called TANIS (Tagged Attribute Network Information Service) [5] was developed at the University of British Columbia to manage machines in the Computer Science department. TANIS is a lot like doit. A "service definition" can be composed of specifications in a few different forms, such as descriptions of directories to be created, descriptions of symbolic links to be created, and entries for a filesystem table. Note thatmost of the specification forms are actually declarative, although the TANIS software treats them as descriptions of actions, and does not support conformance checking.
2.6RCMS
The Raven Configuration Management System (RCMS) [6] is a research system developed at the University of British Columbia as part of an exploration of configuration management in general. RCMS supports management of collections of objects in the Raven object-oriented system. Specifications of correct configurations are given as assertions in the first-order predicate calculus. Since the descriptive language is so powerful, automatically determining what actions should be taken when the specifications axe violated is a large problem. A user of the RCMS must write short repair programs to accompany specifications. 14 collection of managed objects is monitored by RCMS, and a repair program is executed whenever the monitoring detects a violation of a specification.
While RCMS handles objects of all kinds, it does not directly address the problems of practical workstation management, and does not support automation of repair.
A general solution
The system presented in this paper is designed to be highly general and yet practical for real-world distributed systems such as those formed from large numbers of Unix workstations.
A few key hypotheses have influenced the approach taken in this work. The first is that generality is essential if a configuration management service is to be widely used. Generality is important in multiple dimensions. In applicability, a solution should not be limited to a narrow range of configuration problems, and therefore should not be limited to dealing with a few aspects of system state. In function, a solution should be general enough to encompass both automatic auditing and automatic setup, preferably using a single specification. In organization, a service should not impose any particular structure on the system being managed, even a structure that seems reasonable for most sites. Finally, a solution should not be limited to a particular operating system or hardware platfonn, so that heterogeneous (distributed systems can be managed.
A second premise is that descriptions of configuration states are more valuable for automated administration than algorithms for achieving those states, since the objective of management is to keep the system in an acceptable state. With an algorithm, the state achieved is often not obvious. Descriptions, on the other hand, can directly and simply express the important information. They can also be easily generated, analyzed, and combined by automated tools, and used to automatically verify a system. The final hypothesis is that structure in specifications is necessary, for some of the same reasons that modularity is valuable in programs: repetition is reduced and comprehensibility is enhanced. In configuration descriptions, one valuable use of structure is the separation of parameter values that may change regularly (such as names and ids of active accounts) from descriptions of rarely modified policy rules (such as the permissions that home directories should have).
Abstract imodel
In order to use configuration state descriptions for automated administration, without sacrificing generality, it must be possible to write such descriptions in abstract terms. The following definitions introduce the abstract model used in this paper.
First, a martaged system is defined as a collection of related entities whose configuration is managed by an automated system. The entities may be artifacts of hardware or software and are not restricted to a single computer. A managed system can therefore include a network, the machines on the network, and all of the software entities existing on all of the machines, both passive (such as files) and active (such as processes).
A component is any distinguishable piece of a managed system. For instance, files, directories, entries in tables, ports, sockets, network interfaces and processes are all components of a managed system containing machines running Unix. It is important to note that component in this model always refers to an actual part of a managed system, in contrast to the term object, which is defined next.
An object is an abstraction which represents or models a component. As an abstraction, an object presents certain features of the component it models, but not every feature. In particular, an object exposes the configuration state of a component. Various aspects of the configuration state are represented by values of attributes of the modeling object.
For instance, an object that models a file will have attributes for size, permissions, and so forth. The object will not model the operations that can be performed on the component Any configuration state of a managed system may be represented by the union of the states of a set of objects representing components in the system [6].
Specification based management
A powerful configuration management system can be built around structured, declarative descriptions of system states, written in terms of objects (as defined in the abstract model description above).
Given a declarative specification of object states, a managed system may be automatically checked for configuration errors in an operation called verification. Sequences of operations that will eliminate errors can be computed and executed automatically as well (an operation called repair).
The role of configuration management software under this framework is to process specifications and perform operations on objects exclusively through interfaces that are independent of the types of the objects.
Specifications in this paper have two parts. One part consists of a set of parameterized descriptions of object states, written in a simple logic language. The other part consists of a collection of data in a simple relational database. The database entries are referenced by the parameterized descriptions.
Administrators can write descriptions in the logic language to define the organizational structure and incorporate local rules and conventions.
The database part of a specification contains the data which varies between instances of things whose configuration is substantially similar. Generality is preserved by leaving the database schema open to definition by administrators.
Most of the remainder of this paper is devoted to the presentation of the logic language, algorithms, and experimental results that justify the claim that this framework can be used to build a practical system. By practical system, I mean a something which practicing administrators would be willing to use to manage a production system. Efficiency, ease of understanding, and predictability are therefore important. These considerations, along with the difficulty of formalizing the semantics of popular systems such as Unix, weigh against the use of formal logic and traditional reasoning techniques.
Managing configurations with the Prescription language
The Prescription language is designed for expressing descriptions of desired system states in abstract terms such that practical, automated verification and repair can be performed. The language provides constructs for the following purposes:
1. Definition of object classes to model the various types 2. Definition of tables to contain instance data (the data-3. Description of object states in a logic formalism of components in the managed system base schema)
Classes and Types
Every object is an instance of a particular object class, as in standard object-oriented practice. Each class defines the object abstraction for a particular kind of component. An associated implementation (written in some implementation language) must perform the mapping between the abstraction and the managed system. In the context of the Rescription language, a managed system is therefore defined by the set of object classes that are defined. Descriptive statements, and the processing algorithms, are entirely general.
The language supports single inheritance and class methods. Classes export standard methods which are invoked during processing to obtain information on the configuration state of a component, or to modify that state. For every class there is a type with the same name. Container classes are explicitly distinguished from non-container classes.
In addition to the types associated with object classes, there are also fundamental types, which do not have class definitions or implementations. The fundamental types are Integer, Real, String, and List.
Table definition
The database part of a configuration description consists of a set of tables which form a simple relational database. In language terms, tables serve as syntactic sugar for defining classes and instance objects to hold values used in state descriptions. An administrator can manage data in a convenient database form, while the data may be referenced in the state descriptions using the object syntax, just like configuration data about components in the managed system.
3 State descriptions
The majority of statements in the language are used to directly describe system states. Each descriptive statement has a truth value at any point in time, either True if the statement accurately describes an aspect of the managed system, or False if it does not. A verification algorithm computes the truth value of a statement, and there is such an algorithm for every kind of statement. A repair algorithm computes a sequence of simple operations which could be performed to change the state of the managed system so that the statement has the value True. For every kind of descriptive statement there is a simple repair algorithm that will work, at least for common cases.
Some statements may be written without sufficient information for the repair algorithm. Such statements are formally declared to be irrepairable by automated means, but are entirely legal because of their value for verification. There is also a way to specify that automated repair should not be attempted on a set of statements, even if they are not formally irrepairable. This disabling of repair is called narrowing, since it involves a narrowing of the scope of automated operation.
The syntax illustrated in this paper is derived from the syntax of Tcl, the implementation language for the prototype, and is not the desired ultimate syntax.
Prescriptions.
The basic unit of definition is the prescription. A prescription is a named block of statements, with a list of named formal parameters which are used in the block as local variables with call-by-value semantics. A prescription serves as a modular description of part of the configuration of a managed system. A prescription plays a role similar to that of a predicate in a logic programming language like Prolog. If the formal parameters are bound to particular objects, the predicate has a truth value. There is nof however, any facility for automatic selection of values for unbound variables, as is provided by Prolog. In operational terms, a prescription plays the role of a procedure in a language like Pascal. In recognition of the special nature of prescriptions, they are said to be activared, rather than called as procedures.
Prescriptions; may be activated in a fashion similar to traditional procedure call. In the following nonsensical but legal example, a prescription (Firs tone) is defined with two formal parameters (a and b) and contains a single statement whiclh is a recursive activation of the prescription. Spaces delimit arguments in this syntax. Blocks are themselves legal statements, and so may be nested inside each other. In the syntax used here, braces delimit blocks of all types, and block statements are introduced by a keyword that identifies the type. When the keyword is omitted (as in the body of prescriptions) the type is understood to be And.
The order of statements within a block is significant, and evaluation of a block, or a statement, terminates as soon as the truth value has been determined. The same rule govems the evaluation (of expressions in C. Here the rule enhances predictability of automated repair.
An And block represents the logical AND of the statements in the block, and so has the value True iff each contained statement has the value True. An Or block is similar, except it represents the logical OR of the statements in the block. An And block may be empty, in which case it has the value True.
During verification of an And or Or block, the truth values of statements in the block are evaluated in order until the truth value of the block itself is known. The repair algorithm functions similarly. Repair is attempted for each statement in order. For an Or block it is only necessary to find one statement for which repair actions can be computed, while for an And block, repair actions must be found for every statement.
A Narrow block is used to specify narrowing, and otherwise is identical to an And block. The following example block has the value False in all cases, but automated repair will never be attempted on any of the statements. 
The verification algorithm for the logical statement is straightforward, but repair is more complicated. The repair action is always to set the value of the attribute to some particular value, but a different algorithm is used to determine the particular value for each logical operator. The equality operator illustrated here is easy to deal with and common in practice. Other operators make determination of a suitable repair value more difficult. There may not even be a repair algorithm for every desirable operator. The prototype implementation supports operators for string and numeric equality and inequality, as well as collection membership and deep object equality. Both verification and repair algorithms for the forall statement proceed by successively binding the objects in the collection (here the machine process table referenced by $m.pt) to the specified variable (p). The optional constraint expression is used to select particular objects to which the statement applies, and could be used to retrieve an appropriate sub-collection in some cases. For each object admitted by the constraint, the body And block is processed. Note that the declared type of the variable (Process in the example) is implicitly part of the constraint. A collection may contain objects of different specific classes, although they are all instances of the same base class. The variable type is used to constrain the statement to objects of a particular subclass.
If statements.
The optional -closure flag specifies that the statement is about all objects in the closure of the collection under containment. Specification of the closure of a collection is useful for hierarchical structures such as Unix directory treeS.
4.3.6 Require statements. A require statement describes the configuration of an object which must exist in a collection. For example, the following statement describes a Unix file that must exist:
Note that a value is provided to uniquely identify a particular object from the collection as the one which the statement asserts must exist (/sub/ one in the example). In general, the nature of the identifying value is dependent on the collection. When the closure is specified, however, a path through the hierarchy must be given, as shown here. The identification value is optional, but essential for automated repair.
A require statement has the value True iff there is an object of the correct type in the collection (or its closure, if specified), identified by the id value (if supplied), for which the block has the value True. In the absence of an id value, there may be multiple objects for which the block has the value True.
The identification is important because it indicates precisely which object the statement is describing, and so enables automatic determination of the problem that is the cause of a False value. The two possible problems are:
1. The required object is absent from the collection. 2. The required object is present but is not correctly con-
In the case of the first problem, the repair action is to create the object in the collection with default values for attributes unrelated to identification. The situation then reduces to the second problem, which is handled by normal processing of the body block for repair, with the appropriate binding of the variable.
If the identification value is omitted from a require statement, the statement is irrepairable, but verification may still be performed, by iterating through objects in the figured. collection until one is found for which the block evaluates to True, or there are none left to try.
Disallow statements.
A disallow statement describes objects that must not exist in a collection. It is identical to forall in form, and the processing algorithms function in the same way. As with forall, a selection constraint may be supplied, in addition to the implicit constraint of the declared variable type. This example specifies that no Vooble of size 5 should exist in the collection identified by variable col:
For repair, the same difficulty arises with disallow as with require; a repair strategy must be selected. For disallow, however, the same strategy is always used. Offending objects (those for which the body has the value True) are always destroyed. In a situation where destruction would be inappropriate, the statement should be narrowed and offending objects should be handled manually.
The meaning of "destruction" in the above description is flexible, because it is dependent on the implementations of object classes. For instance, destruction might be equivalent to Unix unlink, which may destroy only a reference to an item, and not the item itself.
Repair notes
The repair algorithms defined for descriptive statements are all simple, predictable, and efficient in principle, for they never backtrack. It is certainly possible to write a description in the language for which these algorithms are incapable of producing a correct repair plan, but they are adequate for many practical situations. For more detail, please see [7] .
Processing prescriptions normally involves two phases. In the first phase, the repair actions to be performed are computed and recorded in a log. The actions are carried out during the second phase. An administrator can review the log before allowing the system to be modified, and, in theory, could edit the log manually if necessary. Determine whether the object is an instance of a specific class, when it is known to be an instance of a general class.
Test an object for equality with another object using class-specific evaluation.
Class implementations serve to provide a translation between the uniform object abstraction used by the processing algorithms and the concrete operations required to actually manipulate components. The processing code remains independent of the idiosyncrasies of particular components (and, indeed, of particular operating systems).
The processing algorithms function exclusively by invoking certain standard methods on objects. Any component of a managed system can be handled as long as the class for that type of component supports the methods which are used by the processing algorithms. These methods ~~ *tRef are invoked during both verification and repair processing, and are summaxized in Table 1 .
Produce human-readable version of object reference. Obtain the object which holds all instances of a class, for classes whose instances are all generally held in a single collection object.
Retrieve the next object in the iteration.
Locate an object by identifying value.
Prepare a new object for addition to a collection.
Actually create a new object (and component).

Destroy an existing object (and component).
Check for presence of an object in a collection.
I commit I Commit changes to object. I setAttribute method would be invoked. For log files, we might define a LogFile class as a subclass of File. We could define the s i z e attribute for class LogFile to be the number of lines in the file, then the setAttribute implementation could truncate or expand a file as necessary to reach any specified size.
Every attribute exposes some aspect of the configuration state of components modeled by the class with which the attribute is associated. A class implementer can define attributes in whatever way seems appropriate, and provide implementations to get and set attribute values We could model directories by defining a Directory class. Since directories contain files, the Directory class would be a container class for objects of class File. The collection methods would be implemented on class Directory to operate on files in the directory represented by a Directory object. For instance, the find method would take a file name as an identifying value, and search the directory for a file with that name. Upon finding a file with the right name, the method would create an object to represent that file, and retum the object.
Prototype implementation
A simple prototype implementation of the Rescription language has been produced for the SunOS 4 variant of Unix to permit experimentation. The implementation is written entirely in the interpreted language Tcl [8] , and relies on the features of the standard interpreter and the RPC facility of the DP extension [9]. Prototype classes were developed to model some of the components of Unix systems which are important for configuration. In particular, classes were produced to model files (including directories, symbolic links, and arbitrary file contents to a limited degree), and the Ietclfstab and letclprintcap tables.
The prototype implementation supports management of a distributed system. One machine serves as the master, hosting the database tables and the set of Prescriptions. All other machines are s h e s . The object that models any particular component resides on the same machine as that component and is accessed via remote method invocation.
Despite its crudeness and lack of efficiency, the prototype works well enough to validate the feasibility of the language, through experiments such as those presented in the next section. The performance problems are largely due to the use of Tcl, and are not fundamental. There are other implementation challenges which require more work, such as the distribution strategy.
Experiments
The realistic configuration problem chosen for experimentation was the configuration of machines on the network in the UBC Department of Computer Science.The department operates a large number of research machines which function as a sort of loose distributed system, sharing filesystems, printers, and users. In order for a machine to function properly in this environment, there are a lot of configuration details which must be correct.
As mentioned earlier, the TANIS system is currently used to manage the machines in the department. The TANIS database contains the essential configuration steps that must be performed on most of the department research machines. Some actions are associated with individual machines, while most are associated with groups organized in a hierarchy.
Experimental specification
The goal of the first experiment was to express all of the essential configuration information in the TANIS database using tables and prescriptions. The objective was not to describe precisely the same configuration, but rather to produce a superior description of a functionally equivalent configuration.
All essential aspects of the configuration of the distributed system, as described in the TANIS database, were successfully expressed with tables and prescriptions, after a period of thorough analysis. Some minor, obsolete, and erroneous details were ignored. The new specification differed significantly from the original, and it is worthwhile to compare the two.
First, the two specifications were close to the same size. Excluding machine and machine group information, the TANIS database contained 1200 useful records (about 55K total size), while the experimental specification contained a total of 934 useful records (about 38K) distributed among 13 tables and various definitions and prescriptions. The two specifications both included definitions of around 200 nonmachine names, slightly less for TANIS and slightly more with prescriptions.
The experimental specification was superior to the TANIS database in a few ways. Perhaps most important was the lack of repetition. TANIS requires that the complete text of each Ietclfstab entry, for example, be included in the database. Using prescriptions, it is possible to describe the features common to each filesystem once (in a prescription) while the variable data for each is supplied in a table. Prescriptions can be written to deal with regular exceptions (like file servers not mounting filesystems they export) without the need to state each exception explicitly, as is required with TANIS. Another advantage of using tables and prescriptions is that abstractions can be explicitly described.
For instance, consider the case of a group of filesystems that function as a single logical filesystem. Using prescriptions, it is possible to define tables to contain the definitions of various filesystem groups, and prescriptions that describe the effect of importing a group. With TANIS, all the details for all the filesystems must be described separately, and the abstraction of groups is only implicit. This example highlights another advantage of prescriptions, namely the fact that they permit many consistency constraints to be automatically maintained or checked. In the filesystem example, conventions such as the placement of mount points or their exact names can be embedded in rarely modified prescriptions. With a system like TANIS, every administrator must remember to follow the convention every time a filesystem is added, if consistency is to be maintained.
Other advantages of the experimental specification were improved comprehensibility through modularity, explicit relationships, support for intemd documentation, and independence from operating system idiosyncrasies like file formats.
The TANIS approach also bas noteworthy advantages. For one, TANIS has almost no concept of typing, so it is easy to define a single name which has filesystem, printer, and directory definitions associated with it. The prescription language approach does not permit such simple combinations of unlike things. TANIS always offers complete flexibility, and that makes it easy to accommodate new situations and special cases as they arise. The structured approach of prescriptions and tables aids understanding and consistency maintenance, but unforeseen variations may require awkward changes to the schema.
The final comparative point to note is that the Prescription approach offers the ability to express things that cannot be expressed with TANIS. For instance, Prescriptions may include irrepairable consistency constraints that will cause data entry errors to be flagged during processing. The Prescription solution also supports automated verification.
Experimental processing
The prototype implementation was used to process the experimental specification to test both verification and repair.
The first trial was a simulation of machine configuration from scratch, to test setup processing. To conduct this test, code for one class (the Machine class) was modified slightly to treat an test directory tree (/tmp/R) as the root directory of a machine. The experimental tree was populated with a few standard files, then the main prescription of the experimental specification was activated on a master machine distinct from the test slave. A repair log of 999 individual required actions was automatically computed. The execution phase then ran and carried out the repair (skipping operations which require privilege).
The second trial was a test of large scale verification. For this trial, two slave machines were verified against the experimental specification. Although the two machines had already been correctly configured by TAMS, the verification run identified a number of discrepancies due to various minor differences between the TANIS and experimental specifications.
Conclusions and future work
The experiment demonstrates that automation based on declarative spwifications can be usefully applied to practical administration problems. The Prescription language provides a very general way to express such specifications, yet supports simple algorithms for both automated verification and automated repair. The approach to automation presented here meets the objectives of generality, dependence on structured, declarative descriptions, and practicality.
Of course, there are many open problems and areas of uncertainty remaining. There are practical problems such as software installation and removal that require further exploration. There are issues of distribution structure and security that have not been addressed at all in this work. Finally, there are a variety of technical problems and areas of potential improvement, most of which are ignored in this paper. One issue that was mentioned is the problem of repair limitations, which might be alleviated by the introduction of a more general solver.
