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RESUMEN 
 
En la actualidad, la ingeniería de software con el paso del tiempo ha ido creciendo 
en cuanto a herramientas, métodos y técnicas para la implementación y desarrollo 
del software. Por lo tanto, las pruebas de software forman parte importante del 
desarrollo de software. Entre los diferentes tipos de pruebas de software, las pruebas 
estructurales se utilizan ampliamente. Es por ello que la siguiente investigación, 
permitirá un análisis del criterio prueba de flujo de datos de la técnica pruebas 
estructurales, mediante la implementación de un algoritmo heurístico. 
Principalmente el algoritmo AG (algoritmo genético), dado que en la actualidad se 
han encontrado diversos estudios sobre el criterio de prueba de flujo de datos 
utilizando GA como el algoritmo de elección para optimizar casos de prueba, dado 
que estos se aplican a diferentes tipos de problemas, principalmente problemas de 
búsqueda y optimización. Para poder implementar el algoritmo se estableció un 
escenario donde se va a realizar las pruebas correspondientes, para ello se seleccionó 
un sistemas con funcionalidades bien establecidas, una vez seleccionado el sistema, 
se procede con la implementación del criterio de prueba de flujo de datos donde 
finalmente se va a aplicar el algoritmo genético, en el cual tiene como objetivo 
generar soluciones (rutas) de acuerdo al diagrama de flujo de control de los casos de 
pruebas elaborados en el criterio de prueba de flujo de datos. Dicho de otra manera, 
dar a conocer cuan factible son los algoritmos heurísticos en pruebas de calidad de 
software. 
Palabras claves: Optimización, Pruebas de software, Pruebas Estructurales, 
Algoritmo Genético, Cobertura de Camino. 
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ABSTRACT 
 
 
Currently, software engineering has grown over time in terms of tools, methods and 
techniques for software implementation and development. Therefore, software 
testing is an important part of software development. Among the different types of 
software tests, structural tests are widely used. That is why the following research 
will allow an analysis of the data flow test criterion of the structural tests technique, 
through the implementation of a heuristic algorithm. Mainly the AG algorithm 
(genetic algorithm), since several studies have now been found on the data flow test 
criteria using GA as the algorithm of choice to optimize test cases, given that these 
apply to different types of data. problems, mainly search and optimization 
problems. In order to implement the algorithm, a scenario was set up where the 
corresponding tests were to be carried out, for which purpose a system with well-
established functionalities was selected, once the system was selected, the data flow 
test criterion was implemented where finally the genetic algorithm will be applied, 
in which it aims to generate solutions (routes) according to the flow diagram of 
control of the test cases elaborated in the data flow test criterion. In other words, to 
show how feasible the heuristic algorithms are in software quality tests. 
Keywords: Optimization, Software Testing, Testing Structural, Genetic 
Algorithm, Coverage Path. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 5 
 
 
ÍNDICE DE CONTENIDOS 
DEDICATORIA ........................................................................................................... 2 
AGRADECIMIENTO .................................................................................................. 2 
RESUMEN ................................................................................................................... 3 
ABSTRACT ................................................................................................................. 4 
I. INTRODUCCIÓN .......................................................................................... 12 
1.1 Realidad Problemática. ...................................................................................... 12 
1.2 Antecedentes del estudio.................................................................................... 16 
1.3 Teorías relacionadas al tema. ............................................................................. 21 
1.3.1 Ingeniería de software ................................................................................. 21 
1.3.2 Ciclo de vida del software ........................................................................... 22 
1.3.3 Calidad del software .................................................................................... 22 
1.3.4 Testing de software ..................................................................................... 23 
1.3.5 Casos de prueba .......................................................................................... 25 
1.3.6 Técnicas de pruebas de software .................................................................. 26 
1.3.7 Heurística .................................................................................................... 45 
1.4 Formulación del Problema. ................................................................................ 52 
1.5 Justificación e importancia del estudio. .............................................................. 52 
1.6 Hipótesis............................................................................................................ 53 
1.7 Objetivos. .......................................................................................................... 53 
1.7.1 Objetivo General ......................................................................................... 53 
1.7.2 Objetivo especifico...................................................................................... 53 
II. MATERIAL Y MÉTODO ............................................................................. 53 
2.1. Tipo y Diseño de Investigación ..................................................................... 53 
2.1.1. Tipo de Investigación ............................................................................. 53 
2.1.2. Diseño de Investigación ......................................................................... 53 
2.2. Población y Muestra ..................................................................................... 54 
 6 
 
2.2.1. Población ............................................................................................... 54 
2.2.2. Muestra.................................................................................................. 54 
2.3. Variables, Operacionalización. ...................................................................... 54 
2.3.1. Variable Independiente .......................................................................... 54 
2.3.2. Variable Dependiente............................................................................. 54 
2.3.3. Operacionalización ................................................................................ 55 
2.4. Técnicas e instrumentos de recolección de datos, validez y confiabilidad. ..... 55 
2.4.1. Técnicas de recolección de datos............................................................ 55 
2.4.2. Instrumentos de recolección de datos ..................................................... 56 
2.5. Procedimientos de análisis de datos............................................................... 56 
2.6. Criterios éticos. ............................................................................................. 57 
2.7. Criterios de Rigor científico .......................................................................... 57 
III.  RESULTADOS ............................................................................................... 58 
3.1. Discusión de los resultados ........................................................................... 58 
3.2. Aporte Practico ............................................................................................. 61 
IV. CONCLUSIONES Y RECOMENDACIONES ........................................... 111 
4.1. Conclusiones............................................................................................... 111 
4.2. Recomendaciones ....................................................................................... 112 
REFERENCIAS ...................................................................................................... 113 
ANEXOS ................................................................................................................. 118 
Anexo 1- Población y Muestra de algoritmos heurísticos ....................................... 118 
Anexo 2 - Ficha de Observación de los Casos de Prueba ....................................... 120 
Anexo 3 - Resultados de los Casos de Prueba en el Algoritmo Genético ................ 121 
 
 
 
 
  
 7 
 
 
ÍNDICE DE FIGURAS 
Figura 1. Costos de Testing de software (odelorenzi, 2009) ......................................... 24 
Figura 2. Bucle Simple (Gaviria, 2017) ....................................................................... 29 
Figura 3. Bucle Anidado (Gaviria, 2017) ..................................................................... 30 
Figura 4. Bucle Concatenado (Gaviria, 2017) .............................................................. 31 
Figura 5. Bucle no Estructurado (Gaviria, 2017) ......................................................... 32 
Figura 6. Ejemplo de prueba de rama (tutorialspoint, 2018) ........................................ 33 
Figura 7. Diagrama de flujo de prueba de rama (tutorialspoint, 2018) .......................... 33 
Figura 8. Gráfico de flujo de prueba de ruta base (tutorialspoint, 2018) ....................... 36 
Figura 9. Determinar número de caminos de prueba de ruta de base (tutorialspoint, 
2018) ................................................................................................................... 37 
Figura 10. Publicaciones de prueba de flujo de datos (Ting, Ke, Weikai, Geguang, & 
Jifeng, 2017) ........................................................................................................ 38 
Figura 11. Ejemplo de prueba de flujo estático (Janvi, Rohit, & Romit, 2006) ............. 41 
Figura 12. Diagrama de flujo de control de prueba de flujo de datos (Janvi, Rohit, & 
Romit, 2006) ........................................................................................................ 42 
Figura 13. Diagrama de flujo de control para el ejemplo “Bill” (Janvi, Rohit, & Romit, 
2006) ................................................................................................................... 43 
Figura 14. Diagrama de flujo de control para el ejemplo “Usage” (Janvi, Rohit, & 
Romit, 2006) ........................................................................................................ 44 
Figura 15. Diagrama de flujo para el algoritmo CS (Gkaidatzis, Doukas, Labridis, & 
Bouhouras, 2017) ................................................................................................. 46 
Figura 16. Diagrama de flujo para el algoritmo ABC (Gkaidatzis, Doukas, Labridis, & 
Bouhouras, 2017) ................................................................................................. 47 
Figura 17. Diagrama de flujo para Algoritmos PSO (Kachitvichyanukul, 2014) .......... 47 
Figura 18. Diagrama de flujos de Algoritmo Genético (Gkaidatzis, Doukas, Labridis, & 
Bouhouras, 2017) ................................................................................................. 48 
Figura 19. Diagrama de flujo de la Evolución Diferencial (Aboshosha, 2015) ............. 49 
Figura 20. Diagrama de flujo de NSGA-II (Wright, 2015) ........................................... 50 
Figura 21. Diagrama de flujo de MOALO (Tian Tian, Qi Guo, Li, & Yan, 2018) ........ 50 
Figura 22. Flujo de proceso genérico del algoritmo ACO (Biswas, 2015) .................... 51 
Figura 23. tiempo de ejecución de los casos de prueba ................................................ 58 
Figura 24. Complejidad Ciclomática de los casos de prueba ........................................ 59 
Figura 25. Soluciones encontradas en los casos de prueba ........................................... 60 
Figura 26. Cobertura de Camino de los casos de prueba .............................................. 60 
Figura 27. Enfoque propuesto ..................................................................................... 61 
Figura 28. Módulos del sistema ................................................................................... 67 
Figura 29. Módulos de Vendedor ................................................................................ 68 
Figura 30. Módulos de Administrador ......................................................................... 69 
Figura 31. Módulos de Gerente ................................................................................... 69 
 8 
 
Figura 32. Paradigma Modelo Vista Controlador......................................................... 74 
Figura 33. Capa modelo .............................................................................................. 75 
Figura 34. Capa Vista.................................................................................................. 75 
Figura 35. Capa Controlador ....................................................................................... 76 
Figura 36. Arquitectura del software ........................................................................... 77 
Figura 37. Carpeta testcase .......................................................................................... 87 
Figura 38. Diagrama del proceso del método desarrollado ........................................... 91 
Figura 39. Generando CFG del Caso de prueba 2 ........................................................ 93 
Figura 40. Diagrama de flujo de control del caso de prueba 2 ...................................... 94 
Figura 41. Nodos Encontrados en el Diagrama de flujo del caso de prueba 2 ............... 95 
Figura 42. Proceso del Algoritmo genético .................................................................. 96 
Figura 43. Proyecto AG en Netbeans ........................................................................ 104 
Figura 44. Matriz de adyacencia en proyecto java ..................................................... 105 
Figura 45. métodos del algoritmo genético ................................................................ 105 
Figura 46. Método de Selección por torneo ............................................................... 106 
Figura 47. Método de selección aleatoria................................................................... 106 
Figura 48. Método por selección uniforme ................................................................ 107 
Figura 49. Mutar gen ................................................................................................. 107 
Figura 50. Inicialización de la población inicial ......................................................... 108 
Figura 51. Métodos de operación del AG en java ...................................................... 108 
Figura 52. Población temporal después del cruce ...................................................... 109 
Figura 53. Operación de Mutación ............................................................................ 109 
Figura 54. Población temporal luego de mutación ..................................................... 109 
Figura 55. CFG función Actualizar almacén .............................................................. 121 
Figura 56. Resultado de actualizar almacen ............................................................... 122 
Figura 57. CFG Función Actualizar Categoría ........................................................... 123 
Figura 58. Resultado actualizar categoría .................................................................. 124 
Figura 59. CFG función actualizar Sub categoría ...................................................... 125 
Figura 60. Resultado actualizar subcategoría ............................................................. 126 
Figura 61. CFG función actualizar marca .................................................................. 127 
Figura 62. Resultado actualización marca.................................................................. 128 
Figura 63. CFG Función actualizar producto ............................................................. 129 
Figura 64. Resultado actualizar producto ................................................................... 130 
Figura 65. CFG Función actualizar persona. .............................................................. 131 
Figura 66. Resultado actualizar persona .................................................................... 132 
Figura 67. Función actualizar Stock .......................................................................... 133 
Figura 68. Resultado actualizar Stock........................................................................ 134 
Figura 69. CFG Función actualizar emails ................................................................. 135 
Figura 70. Resultado actualizar emails ...................................................................... 136 
Figura 71. CFG función registrar almacén ................................................................. 137 
Figura 72. Resultado registrar almacen ...................................................................... 138 
Figura 73. CFG Función Registrar Categoría............................................................. 139 
 9 
 
Figura 74. Resultado registrar categoría. ................................................................... 140 
Figura 75. CFG Función registrar subcategoría ......................................................... 141 
Figura 76. Resultado registrar subcategoría ............................................................... 142 
Figura 77. CFG función registrar marca .................................................................... 143 
Figura 78. Resultado registrar marca ......................................................................... 144 
Figura 79. CFG Función registrar producto ............................................................... 145 
Figura 80. Resultado registrar producto ..................................................................... 146 
Figura 81. CFG Función registrar compra ................................................................. 147 
Figura 82. Resultado registrar compra ....................................................................... 148 
Figura 83. CFG Función registrar venta .................................................................... 149 
Figura 84. Resultado registrar venta .......................................................................... 150 
Figura 85. CFG Función registrar Cotización ............................................................ 151 
Figura 86. Resultado registrar cotización ................................................................... 152 
Figura 87. CFG Función registrar persona ................................................................. 153 
Figura 88. Registrar persona...................................................................................... 154 
Figura 89. CFG Función registrar emails ................................................................... 155 
Figura 90. Resultado registrar emails ........................................................................ 156 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 10 
 
 
ÍNDICE DE TABLAS 
Tabla 1. Anomalías de la prueba de flujo de datos (badlaney, ghatol, & jadhwani, 
2006) ................................................................................................................... 40 
Tabla 2. Análisis para la variable bill (janvi, rohit, & romit, 2006) .............................. 43 
Tabla 3. Análisis para la variable “usage” (janvi, rohit, & romit, 2006) ....................... 44 
Tabla 4. Operacionalización (rijwan & mohd, 2017) ................................................... 55 
Tabla 5. Población de algoritmos heurísticos ............................................................... 62 
Tabla 6. Indicadores a evaluar ..................................................................................... 63 
Tabla 7. Top de algoritmos heurísticos de acuerdo a los indicadores ........................... 64 
Tabla 8. Algoritmos heurísticos seleccionados ............................................................ 66 
Tabla 9. Análisis del modulo compras ......................................................................... 70 
Tabla 10. Análisis del modulo ventas .......................................................................... 70 
Tabla 11. Análisis del modulo cotizaciones ................................................................. 71 
Tabla 12. Análisis del modulo catalogo ....................................................................... 71 
Tabla 13. Análisis del modulo stock ............................................................................ 72 
Tabla 14. Análisis del modulo operaciones.................................................................. 72 
Tabla 15. Análisis del modulo sistema ........................................................................ 72 
Tabla 16. Resultado del análisis de los modulos del software ...................................... 73 
Tabla 17. Proyecto testing ........................................................................................... 79 
Tabla 18. Casos de prueba ........................................................................................... 81 
Tabla 19. Tipo de datos - almacen ............................................................................... 85 
Tabla 20. Tipo de datos – categoria ............................................................................. 86 
Tabla 21. Tipo de datos – categoria ............................................................................. 87 
Tabla 22. Matriz de adyacencia del caso de prueba 2 ................................................... 95 
Tabla 23. Representación de la población inicial ......................................................... 98 
Tabla 24. Elementos reparados .................................................................................... 98 
Tabla 25. Población inicial con individuos reparados .................................................. 98 
Tabla 26. Valor de adyacencia .................................................................................... 99 
Tabla 27. Población inicial con fitness ........................................................................ 99 
Tabla 28. Individuos seleccionados por torneo .......................................................... 100 
Tabla 29. Individuo seleccionado al azar ................................................................... 100 
Tabla 30. Metodo de cruzamiento uniforme .............................................................. 101 
Tabla 31. Resultado del cruzamiento ......................................................................... 101 
Tabla 32. Población temporal .................................................................................... 101 
Tabla 33. Fitness de la población temporal ................................................................ 102 
Tabla 34. Mutación al individuo 3 ............................................................................. 102 
Tabla 35. Individuo 3 mutado ................................................................................... 102 
Tabla 36. Mutación del individuo 6 ........................................................................... 103 
Tabla 37. Individuo 6 mutado ................................................................................... 103 
Tabla 38. Población temporal con individuos mutados .............................................. 103 
 11 
 
Tabla 39. Arreglo de soluciones ................................................................................ 104 
Tabla 40 resultados finales de los casos de prueba ..................................................... 110 
Tabla 41 promedio total del resultado de los casos de prueba .................................... 111 
Tabla 42. Población de algoritmos heurísticos ........................................................... 118 
Tabla 43 fuentes de la población de algoritmos ......................................................... 119 
Tabla 44  función actualizar almacen ........................................................................ 122 
Tabla 45 función actualizar categoria. ....................................................................... 124 
Tabla 46 función actualizar subcategoria ................................................................... 126 
Tabla 47 función actualizar marca. ............................................................................ 128 
Tabla 48 función actualizar producto......................................................................... 130 
Tabla 49 función actualizar persona .......................................................................... 132 
Tabla 50 función actualizar stock .............................................................................. 134 
Tabla 51 función actualizar emails ............................................................................ 136 
Tabla 52 función registrar almacen ........................................................................... 138 
Tabla 53 función registrar categoria .......................................................................... 140 
Tabla 54 función registrar subcategoria. .................................................................... 142 
Tabla 55 función registrar marca ............................................................................... 144 
Tabla 56 función registrar producto ........................................................................... 146 
Tabla 57 funcion registrar compra ............................................................................. 148 
Tabla 58 funcion registrar venta ................................................................................ 150 
Tabla 59 funcion registrar cotizacion......................................................................... 152 
Tabla 60 función registrar persona ............................................................................ 154 
Tabla 61 función registrar emails .............................................................................. 156 
  
 12 
 
I. INTRODUCCIÓN 
 
1.1 Realidad Problemática.  
De acuerdo al Consejo Nacional de Competitividad Peruano, la economía peruana 
aumento notablemente en el transcurso de los años. El Producto Bruto Interno 
(PBI) durante el periodo 2001 y 2012 supero los 130 mil a 328 mil millones de 
dólares, en el transcurso de ese tiempo las exportaciones totales aumento de 16% 
a 25.5% del PBI. Dentro de estas cifras, la colaboración de las exportaciones de 
gran tecnología solo incremento de 4.3% a 6.3% (Páez, s.f.).  
Entonces conforme a Promperú, los importadores más importantes de servicios de 
software en el Perú son: Estados Unidos (46%), Chile (16%) y España con un 
(10%). En el periodo del 2016 las exportaciones a nivel nacional obtuvieron una 
cifra de 50 millones de dólares en los sectores de telecomunicaciones, eléctrico y 
financiero. En el año 2017, pese a los problemas políticos y económicos en el 
Perú, la industria del software continuó aumentando. Y para el periodo 2018 se 
estima que aumente a un 8.5%, como ha venido sucediendo estos últimos 10 años 
(gmcsoft, 2017). 
Por otra parte, una definición formal del software según la IEEE,  “Es el conjunto 
de los programas de cómputo, procedimientos, reglas, documentación y datos 
asociados, que forman parte de las operaciones de un sistema de computación”. 
Otra definición según El Diccionario de la Real Academia Española, afirma que 
software es un “Conjunto de programas, Instrucciones y reglas informáticas para 
ejecutar ciertas tareas en una computadora” (DRAE, 2018). 
Teniendo en cuenta las definiciones mencionadas, se puede decir que el software 
es fundamental para cualquier sistema informático, Dado que el software  efectúa 
las órdenes e indica que debe realizar cada ordenador con sus componentes. Cabe 
decir que un ordenador sin software solamente sería un grupo de cables, chips e 
interruptores totalmente ineficaz y sin ninguna función (Importancia, 2018).   
La importancia del Software para la sociedad, reside en como las personas lo 
utilicen, hablamos de potenciar los ingresos, mejorar las ganancias, optimizar 
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tiempos, e incluso nos facilitaría las tareas diarias, es decir hacer la vida más 
cómoda, podríamos usar la palabra fundamental o indispensable y no se habla 
solamente de los momentos libres, sino de toda la vida cotidiana, como la 
formación académica en las escuelas,  el trabajo, e incluso la comunicación, de tal 
manera que las personas hoy en día no podrían vivir sin el uso del software (Ok 
Hosting, 2018).  
Además, la calidad es uno de los factores principales que indica el éxito o el 
fracaso de un software, por no decir fundamental para el desarrollo del negocio de 
una empresa o institución. Los proyectos de desarrollo de software sufren 
principalmente problemas de calidad, Dado que la mayoría de los sistemas 
aumentan en tamaño y complejidad, garantizar una alta calidad del software es 
cada vez más desafiante y costoso. Una manera de incrementar la calidad en el 
software consiste en disminuir la mayoría de defectos (Quintana, 2014). 
Las pruebas de software son una de las etapas más importantes y más usadas. 
Porque con ellas se puede evitar y reducir los riesgos en el software, Los dos 
principales objetivos de las pruebas de software son asegurar que el sistema que 
se está desarrollando se ajuste a los requisitos del cliente y revelar errores (Khan, 
2011).  
Además, existen dos tipos principales de pruebas de software; las pruebas de Caja 
Negra (Pruebas Funcionales) y  las pruebas de Caja blanca (pruebas estructurales); 
En las pruebas funcionales, como su nombre lo indica se basa en la funcionalidad 
la cual se verifica sin tomar en cuenta la estructura interna del código, se enfocan 
únicamente en las entradas y salidas del sistema (Terrera, 2017). Por lo contrario, 
en las pruebas estructurales, se procura analizar la estructura interna del código, 
es decir que el objetivo fundamental de esta prueba es demostrar la lógica del 
programa. Cabe decir que las pruebas de caja blanca son unos de los principales 
métodos con los que se alcanza como resultado la reducción de un gran porcentaje 
en el número de errores existentes en el software, desarrollando varios casos de 
prueba que realicen la ejecución de cada posible ruta del programa o módulo, por 
lo tanto, se genera una mayor confiabilidad y calidad en la codificación (Martínez, 
2015). 
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Dentro de las pruebas de caja blanca se encuentra la prueba de flujo de datos, que 
es un criterio que se enfoca en comprobar todas las rutas de acceso y encontrar la 
cobertura de ruta para el software haciendo uso del grafico de flujo de control 
(CFG) (Rijwan & Mohd, 2017). 
Estas pruebas nos ayudan a identificar variables que se declaran, pero nunca se 
usan dentro del programa o variables que se definen varias veces antes de ser 
utilizadas, es decir nos ayuda con la probabilidad de encontrar errores asignados 
a los datos y la mayor cantidad de caminos que puede tener un programa. Además, 
apoyan principalmente con la optimización y limpieza del código. Cabe decir que 
estas pruebas no aseguran que no existan errores, dado a la gran cantidad de 
caminos que puede presentar un programa de gran tamaño (Tutorialspoint, 2018). 
Por otro lado, las limitaciones que puede presentar las pruebas de flujo de datos, 
se deben al código, es decir cuando este se torna más complicado y existen más 
variables que considerar. Esto provoca un proceso más lento al momento de 
reconocer rutas, y diseñar los casos de prueba. Cabe decir que uno de los 
problemas con las pruebas basadas en flujo de datos sucede cuando no se 
encuentran herramientas comerciales que proporcionen soporte . (Tello, 2012). 
Así mismo, algunos estudios demostraron que las pruebas de flujo de datos son 
particularmente adecuadas para el código orientado a objetos, dado que los 
métodos orientados a objetos son generalmente más cortos que los procedimientos 
funcionales. Pero, a pesar de ello, las pruebas de flujo de datos rara vez se utilizan 
en la práctica, y esto se debe a 2 razones de suma importancia, primero, los 
evaluadores tienen poco apoyo para medir la cobertura de flujo de datos y 
segundo, los evaluadores deben poner mayor esfuerzo en escribir casos de prueba 
que satisfagan las pruebas de flujo de datos. Además, como se mencionó 
anteriormente, se debe enfatizar la importancia de las herramientas de generación 
de pruebas automatizadas. Al mismo tiempo, gran parte de estas herramientas de 
generación de pruebas sistemáticas existentes se enfocan en la declaración o en la 
cobertura de sucursales (Vivanti, Mis, Gorla, & Fraser, 2013). 
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Como se ha dicho anteriormente, el criterio de prueba de flujo de datos no se ha 
utilizado muy a menudo, debido, a que es difícil escribir casos de prueba que le 
satisfagan, a diferencia del criterio de prueba de ruta, que es un criterio más 
utilizado y entendido, ya que incluye, la cobertura de sucursales, que a su vez 
incluye, la cobertura de declaración. Sin embargo, recientemente, se han 
encontrado más estudios sobre el criterio de prueba de flujo de datos utilizando 
GA como el algoritmo de elección para optimizar casos de prueba, dado que estos 
se aplican a diferentes tipos de problemas, principalmente problemas de búsqueda 
y optimización, o usando técnicas basada en búsquedas, que generan una solución 
óptima, Otros algoritmos evolutivos altamente adaptativos, como PSO 
(Optimización Parcial de Enjambre) y ACO (Algoritmo de la colonia de 
hormigas), se están aplicando para la generación de datos de prueba debido a la 
simplicidad y la convergencia más rápida (Varshney & Mehrotra, 2017). 
También se podría aplicar redes neuronales ya que se han usado para solucionar 
una gran variedad de problemas, o bien heurística, que se utiliza para resolver 
problemas de optimización que por su naturaleza son complejos, (santos, 2013). 
Teniendo en cuenta lo anterior, en el trabajo de investigación “Un esquema 
automático de prueba de generación de datos basado en criterios de flujo de datos 
y algoritmos genéticos”. Propuso la integración de un módulo de gráfico de flujo 
de datos y la utilización de un algoritmo genético especialmente diseñado para 
generar automáticamente casos de prueba basados en criterios de cobertura de 
flujo de datos, dando como resultado que en términos de rendimiento, es apto para 
crear casos de prueba para programas más complicados y más grandes que en 
otros estudios, sino que también logra una mejor cobertura de prueba en menos 
tiempo, aproximadamente entre 45 – 50 seg en tiempo de ejecución (Andreou, 
2007). 
Por otra parte, en el trabajo de investigación “Generación de prueba de flujo de 
datos basada en la búsqueda”. Presentaron una técnica basada en búsqueda para 
generar automáticamente pruebas unitarias para el criterio de prueba de flujo de 
datos, posterior a ello una implementación de esta técnica en la herramienta de 
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generación de pruebas Evosuite, para luego realizar un gran estudio empírico que 
aplica esta herramienta en proyectos de java de código abierto. Teniendo como 
resultado que las pruebas de flujo de datos producen más objetivos de cobertura, 
y dado el mismo presupuesto de búsqueda, más casos de prueba que criterios más 
simples, como por ejemplo la cobertura de sucursales. Cabe decir que aún hay 
limitaciones a su enfoque que deben abordarse en trabajos futuros, debido a que 
esos resultados se obtuvieron en una muestra representativa de software de código 
abierto (Vivanti, Mis, Gorla, & Fraser, 2013). 
1.2  Antecedentes del estudio 
En el trabajo de investigación “Enfoque evolutivo para generar datos de prueba 
para prueba de flujo de datos”. Nos dicen, que una de las tareas más difíciles para 
las pruebas de flujo de datos, es la generación automática de casos de prueba por 
diferentes criterios de adecuación de prueba. En los criterios de prueba de flujo de 
datos, la cobertura DUP (par de definición-uso) es menos efectiva que la cobertura 
de todos los caminos en la detección de defectos, pero este último es casi 
imposible de lograr debido a los muchos caminos durante la prueba, por lo tanto 
en este estudio, los autores presentan un nuevo enfoque basado en la evolución 
para generar datos de prueba para todas las coberturas de uso de definición, 
también investigan la cobertura y el tamaño de los casos de prueba de generación 
de datos de prueba aplicando el enfoque de los autores en 15 programas. Teniendo 
como resultado que el rango de ración de reducción sea del 19% al 63%. Es decir 
que el número de DUP se reduce en un 36% en promedio a través del algoritmo 
de reducción de DUPs, y el número de casos de prueba se reduce en un rango de 
20% al 64%, es decir que oscila en un promedio de 46% de reducción (Jiang, y 
otros, 2018). 
En el trabajo de investigación “Encuesta sobre prueba de flujo de datos”. Indican 
cómo se fue enfocando y desarrollando las técnicas de prueba de flujo de datos a 
lo largo de estas décadas, para ellos se realizó una encuesta donde nos muestra 
una visión general y detallada de las pruebas de flujo de datos, incluidos los 
desafíos, y enfoques para imponerla y automatizarla. Lo cual se hizo de la 
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siguiente manera, primero, se presenta las técnicas de análisis de flujo de datos 
que se utilizan para identificar los pares de def-use, luego se clasifica y analiza 
técnicas para la generación de datos de pruebas basadas en el flujo de datos, 
después se discute técnicas para rastrear la cobertura del flujo de datos, también 
presenta varias aplicaciones DFT y por último se resume los avances recientes. En 
conclusión, se han desarrollado varios enfoques y técnicas para realizar pruebas 
de flujo de datos eficientes y automatizadas, dada su capacidad para verificar las 
interacciones de los datos (Ting, Ke, Weikai, Geguang, & Jifeng, 2017). 
En el trabajo de investigación “Introducción a las pruebas de flujo de datos con 
algoritmos genéticos”. Indicaron que la prueba de flujo de datos, depende de todo 
el uso indebido de las variables, por lo tanto, seleccionar los casos de prueba para 
un diagrama de flujo de datos en particular no es una tarea fácil. En este artículo 
se propuso un método, el cual consiste en generar un gráfico de flujo de control 
(CFG) para el programa, después encontrar toda la definición de uso de las 
variables, generar casos de pruebas aleatoriamente y por último encontrar la 
cobertura del camino en el CFG. Pero los casos de prueba solo se cubren algunas 
rutas del programa y solo unos pocos casos de prueba son útiles. Así que se utilizó 
algoritmos genéticos para refinar los casos de prueba, El método propuesto y la 
configuración experimental demostraron que logró la máxima cobertura con los 
casos de prueba optimizados (Rijwan & Mohd, 2017). 
En el trabajo de investigación “Un enfoque basado en la evolución diferencial para 
generar datos de prueba para la cobertura del flujo de datos”. Nos indican, que el 
costo de las pruebas de software aumenta exponencialmente con el tamaño del 
espacio de búsqueda de entrada. A causa de ello, es deseable encontrar datos de 
prueba óptimos de acuerdo con un criterio de adecuación de prueba. Por lo tanto, 
el objetivo de este artículo es presentar un enfoque basado en DE (Evolución 
diferencial) para generar datos de prueba óptimos de acuerdo con el criterio de 
adecuación de prueba de flujo de datos. En conclusión, se recopilan y analizan 
medidas como el número promedio de generaciones y el porcentaje promedio de 
cobertura para evaluar el desempeño del enfoque propuesto y para la comparación 
con las técnicas de búsqueda aleatoria, GA y PSO en un conjunto de programas 
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de referencia. Los resultados obtenidos han demostrado que el enfoque basado en 
DE tiene un total de 150  N.º de generaciones y con una cobertura de porcentaje 
del 100%, lo cual indica que es competente y tiene un mejor desempeño que la 
búsqueda aleatoria, GA y PSO con respecto a la generación óptima de datos de 
prueba de acuerdo con el criterio de adecuación de la prueba de cobertura de flujo 
de datos (Varshney & Mehrotra, 2017). 
En el trabajo de investigación “Generación automática de datos de prueba basados 
en algoritmo de optimización de múltiples leones y objetivos”. Nos indican, que 
el desafío principal en las pruebas basadas en la cobertura de ruta, es generar los 
datos de prueba para cubrir la ruta completa desde el principio hasta el final. Así 
mismo, se requiere un nuevo método automatizado de generación de datos de 
prueba para el mismo. Por lo tanto, este artículo se enfocó en resolver la 
optimización multiobjetivo de los datos de prueba basados en la cobertura, al 
proponer el algoritmo de optimización multiobjetivo Ant Lion 
(MOALO). Teniendo como resultado que NSGA-II es mejor que el algoritmo 
genético para la cobertura de ruta en la generación de datos de prueba, pero el 
algoritmo propuesto MOALO proporciona mejores resultados en comparación 
con NSGA-II. Dando un total de 229 datos de prueba para MOALO,  y 345 datos 
de prueba a NSGA-II . de esta manera MOALO genera un número mínimo de 
datos de prueba para lograr una cobertura de ruta comparativamente alta (Singh, 
Srivastava, & Gaurav, 2017). 
Conforme al trabajo de investigación “Aplicación de la optimización de la colonia 
de hormigas en las pruebas de software para generar una ruta óptima priorizada y 
datos de prueba”. Nos dicen, que la generación de casos de prueba, la cobertura 
de ruta completa, la optimización de resultados de prueba, son técnicamente 
difíciles de mantener manualmente, y que muchas veces, el probador no puede 
encontrar la mayoría de los errores porque los requisitos de prueba no están 
incorporados con el proceso de generación de datos. Por lo tanto, en este artículo, 
el autor presenta el algoritmo “La optimización de la colonia de hormigas” (ACO) 
para generar rutas óptimas en el gráfico de flujo de control (CFG) y posterior a 
ello, generar una secuencia de datos de prueba que se usará como entradas para 
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ejecutar cada ruta generada anteriormente. En conclusión, el algoritmo propuesto 
demostró una cobertura de ruta completa a través del CFG (nodo, rama, bucle, 
condición), uso del algoritmo ACO para generar rutas y datos de prueba, dar 
prioridad a los caminos para asegurar pruebas efectivas y por último eliminar la 
redundancia (Biswas, 2015). 
En el trabajo de investigación “Combinación de ejecución simbólica y 
verificación de modelos para pruebas de flujo de datos”. Nos dicen que la prueba 
de flujo de datos (DFT) a pesar de su mayor capacidad de detección de fallas en 
comparación con otras técnicas de pruebas estructurales, la práctica en DFT sigue 
siendo un desafío importante, debido a que existen pocas herramientas de prueba 
de flujo de datos, además la complejidad de la identificación de datos de prueba 
basados en el flujo de datos sobrepasa a los probadores de software, también se 
requieren más esfuerzos para derivar un caso de prueba para cubrir una definición 
de variable y su uso correspondiente que solo cubrir una declaración o rama. Por 
lo tanto, en este articulo los autores abordan una introducción de un marco híbrido 
de DFT  basado en la ejecución simbólica dinámica (DSE). Teniendo como 
conclusión que el enfoque basado en DSE mejora el rendimiento de la DFT en un 
60 ~ 80% en términos de tiempo de prueba en comparación con las estrategias de 
búsqueda más avanzadas. mientras que la técnica combinada reduce aún más el 
tiempo de prueba del 40% y mejora la cobertura del flujo de datos en un 20% al 
eliminar los objetivos de prueba inviables (Su, Fu, & He, 2015). 
En el trabajo de investigación “Diferentes enfoques de la técnica de prueba de caja 
blanca para encontrar errores”. Nos indica que las pruebas de software son un 
conjunto de actividades realizadas con el propósito de hallar errores, pero muchas 
veces las pruebas de software son laboriosas, costosas y requieren de mucho 
tiempo, por lo que la elección de las pruebas debe basarse en el riesgo para el 
sistema. En este artículo se describe una de las principales técnicas de prueba de 
software, que son las pruebas de caja blanca. Lo cual se puede definir como una 
técnica de diseño de caso de prueba que utiliza una estructura de control del diseño 
de procedimiento para así derivar casos de prueba. También se describe el proceso 
de trabajo de los criterios más frecuentes que se utiliza en la técnica de prueba de 
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caja, como, la prueba de flujo de control, prueba de flujo de datos, prueba de rama, 
prueba de ruta de base y prueba de bucle. En conclusión, las técnicas de prueba 
de caja blanca descritas en este articulo pueden diseñar casos de prueba que 
ejerzan la estructura interna de los datos para garantizar su validez. también ejercer 
decisiones lógicas en su lado verdadero y falso, y por último ejercer rutas 
independientes dentro de un módulo (Khan, 2011). 
En el trabajo de investigación “Introducción a las pruebas de flujo de datos”. Nos 
Indican que la mayoría de veces se desconoce el concepto del criterio de pruebas 
de flujo de datos y las anomalías que esta presenta, por lo tanto, la finalidad de 
este trabajo de investigación es discutir el criterio de prueba de flujo de datos y 
aplicarlo a un ejemplo, de la siguiente manera. Primero se considera una 
aplicación de facturación y los gráficos de flujo de control correspondientes, luego 
se presentan y anotan para explicar el concepto de prueba de flujo de datos, 
después presenta los casos de prueba creados para esta aplicación. Y por último 
se resume los conceptos presentados. En conclusión, con la ayuda de una 
aplicación de facturación que factura a los clientes móviles según su uso, se dio a 
entender mejor el concepto de las pruebas de flujo de datos. Además de 
proporcionar los casos de prueba creados después de realizar pruebas de flujo de 
datos en la aplicación considerada (Badlaney, Ghatol, & Jadhwani, 2006). 
En el trabajo de investigación “técnicas heurísticas aplicadas al problema del 
cartero viajante (TSP)”. Nos indica que es un problema usualmente de 
optimización, para ello se muestran algunas técnicas heurísticas de optimización 
como algoritmos genéticos, algoritmo de colonia de hormigas, algoritmo de 
búsqueda tabú y grasp. Por lo tanto, para solucionar este problema se debe 
encontrar la ruta óptima para recorrer “n” ciudades sin tener que repetir, 
terminando en la ciudad inicial. Teniendo como conclusión que la mayoría de los 
métodos propuestos lograron alcanzar la solución óptima, sin embargo, estos 
métodos presentan inconvenientes si se implementan en su forma natural, por lo 
cual se tiene que usar operadores especializados, como es el caso de los AG, que 
necesitan operadores especializados tanto para el método de crossover como para 
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el de la mutación con el fin de evitar la generación de rutas infectables (Ricardo, 
Carlos, & Ramon, 2004). 
1.3 Teorías relacionadas al tema. 
1.3.1 Ingeniería de software 
El desarrollo de software es una de las principales disciplinas que en la actualidad 
continúa creciendo a grandes pasos, debido a que, en la sociedad, el consumo de 
productos software es cada vez mayor y la exigencia por brindar soluciones a 
problemas cotidianos con la tecnología se vuelve cada vez más indispensable. 
Queda entendido que en la sociedad no podemos vivir sin el software, debido a 
que nos soluciona la mayoría de nuestras tareas, optimiza tiempos y hace la vida 
más sencilla. Por lo tanto, muchos se pueden preguntar ¿cómo se hace el 
software?, es aquí en donde se menciona a la ingeniería de software, el cual 
contiene la mayoría de aspectos que tiene la producción del software (medium, 
s.f.). 
Entonces, software es un conjunto programas aplicativos y sistemas operativos 
que posibilitan a una computadora realizar tareas inteligentes, manejando el 
hardware con instrucciones y datos por medio de distintos tipos de programas 
(milenium, 2018). 
Así mismo, ingeniería es el “Conjunto de conocimientos orientados a la invención 
y utilización de técnicas para el aprovechamiento de los recursos naturales o para 
la actividad industrial” (Drae, 2018). 
Partiendo de dichas definiciones, se puede comprender que la Ingeniería de 
Software es una de las disciplinas que detalla técnicas y métodos mediante los 
cual aborda el desarrollo y mantenimiento del software (udima, 2018). Por tanto, 
cabe decir que la ingeniería de software es de gran importancia, dado que se puede 
diseñar, analizar, programar y hacer uso de un software de forma precisa y 
organizada, efectuando todas las especificaciones que puede presentar cliente y el 
usuario final.  
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1.3.2 Ciclo de vida del software 
El proceso de desarrollo de un software se le conoce formalmente como ciclo de 
vida del software, lo cual está conformado por cuatro etapas: concepción(donde 
se determinan los objetivos y se desarrolla el modelo de negocio), 
elaboración(donde se detalla las características del plan del proyecto), 
construcción(desarrollo del producto) y transición(es la transferencia del producto 
final a los usuarios) (definicionabc, 2018). 
Como bien sabemos la Ingeniería de Software es una de muchas disciplinas que 
ofrece diversas técnicas y métodos para desarrollar y mantener software de calidad 
que puedan solucionar cualquier tipo de problemas. 
Entonces, ¿Qué es la calidad de un producto software? 
1.3.3 Calidad del software 
Define la calidad como “la propiedad o conjunto de propiedades inherentes a algo 
que permite juzgarlo para determinar su valor” (Rubio, 2018). En otras palabras, 
se puede decir que, si el software comprende con los requerimientos funcionales 
y no funcionales, este posee calidad. El software puede mostrar una buena calidad 
a nivel general, pero a nivel de calidad interna es muy baja. Esto se debe que a 
pesar de que el código este mal escrito ya sea en estilo, elección de patrones o 
incluso en el uso de recursos, el software logra cumplir con su objetivo, mostrando 
así que el software puede presentar una apariencia de calidad buena pero solo 
externamente. 
a. Calidad Externa  
En cuanto a la calidad externa, se refiere al software y sus características 
desde una perspectiva externa, las cuales se evalúan cuando se ejecuta el 
producto, es decir al realizar pruebas en un ambiente simulado utilizando 
datos de prueba (ISO/IEC 9126, s.f.). 
b. Calidad Interna 
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Se entiende por calidad interna a las características del software internamente. 
Dichas características generalmente se encuentran durante todo el ciclo de 
vida del software, aunque éste sea rediseñado y programado nuevamente 
(ISO/IEC 9126, s.f.). 
Factores para determinar la Calidad Interna  
Existen diversos factores que nos ayudan a verificar si nuestro código muestra una 
buena calidad internamente. Se puede decir que un código presenta calidad 
cuando: es legible (fácil de entender), es intuitivo (sin necesidad de comentarios 
dado que es auto explicativo), es conciso (lenguaje breve y preciso), es eficiente 
(emplea mejor los recursos) (Rubio, 2018). 
1.3.4 Testing de software 
El testing de software es una disciplina de la ingeniería de software que permite 
tener herramientas que identifiquen muchos de los problemas que se encuentran 
en el software, además de tener procesos y métodos de trabajo donde alcanzan 
procesos de estabilidad. pero no solo es una función que se utiliza al final del 
desarrollo del software, sino que va en paralelo a este. Esto se menciona dado que 
se pensaba que el testing se realizaba al final, cuando ya el software estaba 
codificado, pero hoy en día el testing de software debe ir al inicio del proceso, 
permitiendo así que lo que se desarrolla, se ejecute de manera precisa de acuerdo 
a lo que se está requiriendo por el usuario final. De ahí radica su importancia en 
las pruebas de software, pues es una manera de prevenir e incluso arreglar posibles 
desviaciones del software antes de que sea ejecutable (pacifitic, 2014). 
Objetivos del Testing de software 
a. Calidad durante todo el proceso. 
b. Disminución de Costos. 
c. Reducción de Riesgos. 
d. Optimizar Recursos. 
e. Seguimiento de estándares. 
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Testing en distintos aspectos de un software 
Un software es aceptable si se comprueba su especificación, Es decir que en 
términos generales la especificación de un software incorpora o debería incorporar 
otros aspectos (Requerimientos no Funcionales) que se encuentran más allá de la 
funcionalidad. Por ejemplo, usualmente se especifica requisitos de usabilidad, 
requisitos en la seguridad o desempeño, entre otros; Por tanto, al mencionar que 
un software es correcto estamos incluyendo que su especificación contiene todos 
esos aspectos aparte de la funcionalidad (Cristian, 2009).  
En conclusión, al realizar pruebas a un software o programa se debe escoger casos 
de prueba con la finalidad de testear todos los aspectos antes mencionados y no 
solo tener en cuenta funcionalidad, Claramente todo es posible si el equipo de 
desarrollo tiene las especificaciones correspondientes. Cabe decir que el testing 
en algunos de los aspectos no funcionales se han especializado en algunas áreas 
más específicas con sus propias  técnicas, metodologías y herramientas (Cristian, 
2009). 
 
Figura 1. Costos de Testing de software (odelorenzi, 2009) 
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1.3.5 Casos de prueba 
En relación con ISTQB (International Software Testing Qualifications Board), un 
caso de prueba es “Un conjunto de valores de entrada, precondiciones de 
ejecución, resultados esperados y postcondiciones de ejecución, desarrollados 
para un objetivo particular de condición de prueba, tal como para ejercer una ruta 
de un programa en particular o para verificar el cumplimiento de un requisito 
específico.” 
A su vez,  los casos de prueba son sin duda uno de los componentes más 
fundamentales e importantes en cuanto a pruebas de software se refiere, dado que 
son un elemento que día a día le dan más valor al software, tanto así, que entre 
más casos y de mayor calidad se posean , el software va a adquirir más valor, 
adicionalmente cabe mencionar que un caso de prueba de ejecución manual bien 
elaborado es insumo clave en un  proceso de automatización de pruebas, también 
se vuelven un valor agregado que apoya a los procesos de formación dentro de un 
área de calidad al ser fuente de información explicita del negocio. Los indicadores 
de resultados y la forma en que se puede medir el desempeño de un equipo de 
pruebas de software se miden en base a casos de pruebas, es decir, casos de 
pruebas ejecutados vs casos de prueba fallidos, casos de pruebas manuales vs 
casos de pruebas automatizados, casos de pruebas ejecutados vs esfuerzo en 
pruebas (testingcolombia, 2016). 
Cabe mencionar que hay muchos formatos para realizar casos de prueba con 
diferentes tipos de datos, pero en realidad no existe un formato único para diseñar 
casos de prueba, dado que dependiendo el negocio o escenario será necesario 
personalizar los datos para ajustarlo a lo que se requiere probar, sin embargo hay 
campos mínimos que se deben contemplar en todos los casos, sin embargo es de 
tener en cuenta ser muy agiles y tener presente que el caso debe cumplir una regla 
de oro que es que el caso de prueba sea tan claro y entendible que sea sencillo para 
otra persona lograr reproducirlo sin mucho esfuerzo (testingcolombia, 2016). 
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Pasos para un buen caso de prueba 
1. Crear casos de prueba simples y sencillos. 
2. Que cumplan con todos los requerimientos. 
3. No repetir casos de prueba. 
4. Proporcione un nombre a la ID del caso de prueba para que pueda 
identificarse fácilmente. 
5. Una vez que haya realizado los casos de prueba, los evaluará un 
colega, puesto que este puede encontrar errores que se pasaron por 
alto. 
1.3.6  Técnicas de pruebas de software 
Existen diversas técnicas para ejecutar pruebas de software, una de las más 
importantes tenemos la técnica de caja negra y técnica de caja blanca. 
1.3.6.1 Técnicas Funcionales o de caja negra. 
Las técnicas de caja negra o conocidas también como pruebas funcionales, se 
centran en la especificación del software o componente a ser probado, para 
así elaborar casos de prueba. Dicho componente solo puede ser determinado 
analizando las entradas y salidas obtenidas. Pero, teniendo en cuenta que el 
estudio de todas las entradas y salidas posibles de un software sería imposible, 
para ello se escoge un grupo de entradas y salidas sobre las que trabajar; Cabe 
decir que en todo software existe un conjunto de entradas que provocan un 
comportamiento erróneo en nuestro sistema y como resultado generan una 
serie de salidas que revelan la existencia de errores. Entonces, debido que la 
prueba total es imposible, el propósito final es solo encontrar un conjunto de 
datos de entrada en la cual la posibilidad de pertenecer al grupo de entradas 
que provoca dicho comportamiento erróneo sea lo más elevado posible 
(Lenguajes y Sistemas informaticos, 2018). 
Para elaborar casos de prueba funcionales existen diversos criterios 
(Lenguajes y Sistemas informaticos, 2018). 
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Teniendo en cuenta algunos de ellos son:  
a. Particiones de Equivalencia: El cual fracciona el dominio de 
entrada de un software en clases de datos de los que se pueden 
encaminar casos de prueba. Así mismo, la partición equivalente 
apunta a una definición de casos de prueba que descubran clases 
de errores, disminuyendo así el número total de casos de prueba 
que se tienen que desarrollar. 
b. Análisis de Valores Límite: Es una técnica donde se prueba la 
habilidad del software para manejar datos que se ubican en los 
límites deseables. 
c. Métodos Basados en Grafos: Es una técnica que entiende los 
objetos que se van a modelar y las relaciones que conectan a estos. 
d. Pruebas de Comparación: Consta en ejecutar versiones en 
paralelo para hacer una comparación en tiempo real de los 
resultados. 
e. Análisis Causa-Efecto: Esta técnica genera una concisa 
representación de las condiciones lógicas y sus correspondientes 
acciones en los casos de prueba. 
1.3.6.2 Técnicas Estructurales o de caja blanca. 
La técnica de caja blanca es un método de prueba de software donde el 
probador entiende profundamente el funcionamiento interno del sistema o 
componente del sistema que se está probando. Es posible obtener una 
comprensión profunda del sistema o componente cuando el evaluador los 
comprende a nivel de programa o código. Por lo tanto, casi todo el tiempo, el 
evaluador debe entender o tener acceso al código fuente que conforma el 
sistema. Además, el probador podrá diseñar y ejecutar casos de prueba que 
cubran todos los escenarios posibles y las condiciones para las cuales el 
componente del sistema está diseñado (Eriksson, 2016). 
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Así mismo, se indica que la técnica de prueba de caja blanca es aplicable a 
los siguientes niveles de prueba de software (softwaretestingfundamentals, 
2018). 
1. Prueba de unidad : para probar rutas dentro de una unidad. 
2. Pruebas de integración : Para probar rutas entre unidades. 
3. Pruebas del sistema : para probar rutas entre subsistemas. 
Sin embargo, se aplica principalmente a Pruebas Unitarias. 
Ventajas de las pruebas estructurales 
a. Obliga al desarrollador analizar cuidadosamente sobre la 
implementación. 
b. Revela errores en el código 
c. La prueba es más completa, con la posibilidad de cubrir la mayoría de 
los caminos. 
Desventajas de la prueba de caja blanca: 
a. Dado que las pruebas pueden ser muy complejas, se requieren 
recursos altamente calificados, con un conocimiento profundo de la 
programación y la implementación. 
b. Dado que este método de prueba está estrechamente relacionado con 
la aplicación que se está probando, es posible que no haya 
herramientas disponibles para atender todo tipo de implementación. 
c. Cada posibilidad de que algunas líneas de código se pierdan 
accidentalmente. 
La finalidad de esta técnica es diseñar casos de prueba que se ejecuten por lo 
menos una vez en todas las sentencias y en todas las condiciones tanto en su 
vertiente verdadera como falsa en el software o programa. Como ya antes 
mencionado, puede ser imposible de realizar una prueba completa de todos 
los caminos de un software. Por ello se ha determinado diversos 
criterios/técnicas de caja blanca (Lenguajes y Sistemas informaticos, 2018). 
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Teniendo en cuenta dicha investigación (Khan, 2011), esos criterios son: 
a. Pruebas de flujo de control. 
b. Prueba de rama. 
c. Prueba de ruta de base. 
d. Prueba de bucle. 
e. Prueba de flujo de datos. 
Prueba de bucle 
La Cobertura de bucle es un criterio de prueba estructural, donde se tiene 
como finalidad comprobar los ciclos de un programa o software, Dichas 
técnicas se caracterizan por hacer uso grafos para detallar su funcionamiento. 
Estos grafos siempre están compuestos por nodos, aristas y regiones (Gaviria, 
2017). 
Existen 4 tipos de bucles que se debe de considerar al momento de analizarlos: 
a. Bucle Simple. 
b. Bucle Anidado. 
c. Bucle Concatenado. 
d. Bucle no Estructurado. 
A. Bucle Simple  
Por lo general este tipo de bucle son sencillos, puesto que solo tienen una 
condición 
 
 
Figura 2. Bucle Simple (Gaviria, 2017) 
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1. Pasar por alto el bucle. 
2. Pasar una sola vez. 
3. Pasar 2 veces por el bucle. 
4. Pasar “m” veces por el bucle, siendo m<n. 
5. Pasar n-1 
 
B. Bucle Anidado 
Este tipo de bucles son aquellos que presentan un ciclo internamente, en este 
caso el bucle finalizará cuando se cumpla la condición de que N sea igual a 
cero 
 
Figura 3. Bucle Anidado (Gaviria, 2017) 
Pasos:  
a. Hacer pruebas con el bucle más     interno y tratarlo como si fuera 
simple     y el externo mantener el número mínimo     de iteraciones. 
b. Pruebas hacia fuera, para los internos     mantener valores típicos y 
externos     valores mínimos.  
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C. Bucle Concatenado  
En los bucles concatenados como en el bucle anidado se tiene un ciclo en su 
interior, pero a diferencia del anterior, el bucle concatenado no regresa hasta 
el inicio del ciclo externo, sino hasta sí mismo. 
 
Figura 4. Bucle Concatenado (Gaviria, 2017) 
Cabe decir que en estos bucles se debe comprobar que forma de 
concatenación posee, puesto que si es concatenación independiente el bucle 
concatenado se prueba igual que los bucles simples, pero si es concatenación 
no independiente, se trata como bucles anidados. 
D. Bucle no estructurado 
Este tipo de bucles por lo general son aquellos que hacen uso de la 
programación no estructurada. Es decir que para estos bucles es 
recomendable no realizar pruebas y replantearlos, debido a que se considera 
una muy mala práctica de programación y seria altamente peligroso para el 
software. Por ejemplo, la siguiente imagen la cual se debe construir un grafo 
de flujo, correspondiente a la especificación del software en LDP.  
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Figura 5. Bucle no Estructurado (Gaviria, 2017) 
Prueba de Rama 
La prueba de rama también es conocido como prueba condicional o prueba 
de decisión, Es un criterio de prueba estructural, que se asegura de que cada 
resultado posible de la condición se prueba al menos una vez (Khan, 2011).  
Una rama es el resultado de una decisión, por lo que la cobertura de la rama 
simplemente mide qué resultados de las decisiones se han probado (tryqa, 
s.f.). 
Es decir, cada rama tomada en cada sentido, verdadera y falsa. Ayuda a 
validar todas las ramas en el código asegurándose de que ninguna rama 
conduce a un comportamiento anormal de la aplicación (tutorialpoint, 2018). 
Formula: 
Branch Testing = (Número de decisiones de los resultados probados / Número 
total de decisiones Resultados) x 100 %. 
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Ejemplo: 
 
Figura 6. Ejemplo de prueba de rama (tutorialspoint, 2018) 
Representar mediante diagrama de flujo: 
 
Figura 7. Diagrama de flujo de prueba de rama (tutorialspoint, 2018) 
Resultado 
Se puede determinar según el ejemplo, que existen 2 posibles rutas,  
 1A-2C-3D-E-4G-5H 
 1A-2B-E-4F 
Cabe mencionar además que para calcular la prueba de rama uno tiene que 
averiguar el número mínimo de rutas, Por lo tanto, la cobertura de la sucursal 
es 2 (tutorialpoint, 2018). 
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Prueba de flujo de control. 
Una técnica de prueba de caja blanca para encontrar errores es la prueba de 
flujo de control. Las pruebas de flujo de control se aplican a casi todo el 
software y son efectivas para la mayoría de los programas. Es una estrategia 
de prueba estructural que utiliza el flujo de control del programa como 
modelo. La prueba de flujo de control favorece rutas más sencillas que rutas 
complicadas, pero menos (Khan, 2011). 
Las investigaciones muestran que las pruebas de flujo de control detectan 
aproximadamente el 50% de todos los errores durante la prueba de unidad (la 
prueba de unidad está dominada por la prueba de flujo de control). Las 
pruebas de flujo de control son más efectivas para el código no estructurado 
que para el código estructurado. La mayoría de los errores pueden provocar 
errores en el flujo de control y, por lo tanto, un mal comportamiento que 
podría ser detectado por las pruebas de flujo de control. Los errores de flujo 
de control no son tan comunes como solían ser, ya que se minimizan debido 
a los lenguajes de programación estructurados (Khan, 2011).  
Algunas de las limitaciones de las pruebas de flujo de control son: 
a. Las pruebas de flujo de control no pueden detectar todos los errores 
de inicialización. 
b. Las pruebas de flujo de control no detectan los errores de 
especificación. 
c. Es poco probable encontrar caminos y características faltantes si el 
programa y el modelo en el que se basan las pruebas son realizados 
por la misma persona. 
La idoneidad de los casos de prueba medidos con una métrica llamada 
cobertura (la cobertura es una medida de la integridad del conjunto de casos 
de prueba). 
los métodos de cobertura para pruebas de flujo de control son (Gaviria, 2017): 
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a. Cobertura de Decisión: Se diseñan casos de prueba necesarios para que 
cada decisión dentro del software se ejecute una vez teniendo un resultado 
verdadero y otra en falso.  
b. Cobertura de Condiciones: En las cuales se escriben casos de prueba lo 
suficiente como para que cada condición simple en una decisión posea un 
resultado verdadero y otro falso.  
c. Cobertura Decisión/Condición: Al igual que en la anterior se escriben 
casos de prueba mediante el cual cada condición en una decisión obtenga 
todas las salidas posibles, al menos una vez, así como, cada decisión tome 
todas las posibles salidas, al menos una vez.   
d. Cobertura de Condición Múltiple: Se diseñan casos de prueba 
necesarios para que todas las posibles combinaciones de resultados de 
cada condición se llamen al menos una vez. 
Prueba de ruta de base. 
En las pruebas de software, hay muchas rutas entre la entrada y la salida de 
un programa de software. Por lo tanto, es difícil probar completamente todos 
los caminos de una unidad simple. Este es un reto cuando diseñamos casos de 
prueba. Necesitamos eliminar las pruebas redundantes proporcionando una 
cobertura de prueba adecuada para pruebas efectivas. Una de las formas de 
hacerlo, es mediante la aplicación de un método denominado prueba de ruta 
de base. La prueba de ruta de base o prueba estructurada es una técnica de 
prueba de caja blanca que se utiliza para diseñar casos de prueba destinados 
a examinar todas las rutas de ejecución posibles al menos una vez 
(tutorialspoint, 2018). 
Pasos para la prueba de ruta base: 
Primero, se debe escoger un pedazo de código y después realizar los 
siguientes pasos. 
1. Dibuja un gráfico de flujo de control. 
2. Determinar la complejidad ciclomática. 
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3. Encuentra un conjunto básico de caminos. 
4. Generar casos de prueba para cada ruta. 
Ejemplo. 
Se toma como ejemplo, un  pequeño código para la prueba de ruta base 
(tutorialspoint, 2018). 
      
Pasos de prueba de ruta base. 
1. Gráfico de flujo de control. 
 
Figura 8. Gráfico de flujo de prueba de ruta base (tutorialspoint, 2018) 
2. Determinar la complejidad Ciclomática. 
Una complejidad ciclomática es una métrica de software en la cual se 
obtiene una medida cuantitativa. Cuando se emplea en el contexto del 
método de prueba de ruta de base, esta define el número de rutas 
independientes (cualquier ruta a través del software que incluye un 
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nuevo conjunto de instrucciones de procesamiento o al menos una 
nueva condición) en el conjunto de bases del programa y proporciona 
un límite superior para número de pruebas requeridas para garantizar 
la cobertura de todas las declaraciones del programa. Podemos calcular 
la complejidad ciclomática para un gráfico de flujo en cualquiera de las 
formas dadas (Khan, 2011). 
V(G) = Número de regiones 
V(G) = Aristas - Nodos + 2 
V(G) = Número de nodos predicado + 1 
En este caso, para el ejemplo dado se usó la complejidad ciclomática 
“Aristas – Nodos + 2” 
Lo cual seria “9 – 7 + 2 = 4”   
3. Numero de Caminos 
El número de caminos son 4 
 
Figura 9. Determinar número de caminos de prueba de ruta de base (tutorialspoint, 
2018) 
4. Generar Casos de Prueba: Por último, se generan casos de 
Pruebas para probar cada camino. 
Prueba de Flujo de datos 
Las pruebas de flujo de datos es una prueba basadas en la selección de rutas 
mediante el flujo de control del software o programa para indagar secuencias 
de sucesos vinculados con el estado de variables u objetos de datos. La prueba 
de flujo de datos se centra en los puntos en los que las variables reciben 
valores y los puntos en los que se utilizan estos valores (tutorialspoint, 2018). 
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¿Porque es importante? 
Los diagramas de flujo de control son una piedra angular en la prueba de la 
estructura de los programas de software. Al examinar el flujo de control entre 
los diversos componentes, podemos diseñar y seleccionar casos de prueba. La 
prueba de flujo de datos es una técnica de prueba de flujo de control que 
también examina el ciclo de vida de las variables de datos. El uso de pruebas 
de flujo de datos conduce a un conjunto de pruebas más rico que se concentra 
en el uso incorrecto de los datos debido a errores de codificación (Janvi, 
Rohit, & Romit, 2006). 
También proporciona una forma más intensiva de seleccionar los casos de 
prueba, que se encuentra entre las labores más exhaustivas en mano de obra 
en su aplicación (esto también es válido para otros criterios de prueba 
estructurales) y tiene un fuerte impacto en su eficacia y eficiencia. 
 
Autor: 
Fue Herman quien introdujo la concepción original de prueba de flujo de 
datos (DTF) en 1976. Desde entonces, se han realizado varios estudios, tanto 
teóricos como empíricos, para analizar la complejidad y efectividad de la 
prueba de flujo de datos. En las últimas cuatro décadas, las pruebas de flujo 
de datos se han preocupado continuamente, y se proponen varios enfoques 
desde diferentes aspectos para realizar pruebas automáticas y eficientes de 
flujo de datos (Ting, Ke, Weikai, Geguang, & Jifeng, 2017). 
 
Figura 10. Publicaciones de prueba de flujo de datos (Ting, Ke, Weikai, Geguang, & Jifeng, 
2017) 
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La idea básica detrás de esta forma de prueba, es revelar los errores y errores 
de codificación, lo que puede resultar en una implementación y uso 
incorrectos de las variables de datos o valores de datos en el código de 
programación, es decir, anomalías de datos (professionalqa, 2016), como: 
a. Todas las variables de datos, presentes en el código de programación 
han sido inicializadas o no. 
b. Las variables de datos que se ponen en uso, se han inicializado 
previamente o no. 
c. Si las variables de datos inicializados, se han utilizado al menos una 
vez en el código de programación. 
Generalmente, los objetos de datos que ocurren en el ciclo de vida de la 
programación pasan por 3 fases. 
a. Definición: las variables de datos se definen, crean e inicializan, 
junto con la asignación de la memoria a ese objeto de datos en 
particular. 
b. Uso: Las variables de datos declaradas se pueden usar en el código 
de programación, en dos formas: C en la forma computacional y P 
como parte del predicado. 
c. Eliminación: la memoria asignada a las variables, se libera y se 
utiliza para otro uso. 
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Tabla 1  
Anomalías de la prueba de flujo de datos  
 
Fuente: (Badlaney, Ghatol, & Jadhwani, 2006) 
 Tipo de pruebas de flujo de datos 
El proceso de prueba de flujo de datos puede llevarse a cabo a través de dos 
enfoques o metodologías diferentes (professionalqa, 2016). 
a. Prueba de flujo estático: 
En las pruebas estáticas, el estudio y el análisis del código se realizan sin 
realizar la ejecución real del código fuente, como el uso incorrecto de los 
archivos de encabezado o los archivos de la biblioteca o error de sintaxis. 
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b. Prueba de flujo Dinámico: 
Implica la ejecución del código, para monitorear y observar los resultados 
intermedios. Básicamente, cuida la cobertura de las propiedades del flujo 
de datos.  
 Ejemplo en prueba de flujo estático 
En el análisis estático, el código fuente se analiza sin ejecutarlo. Consideremos 
un ejemplo de una aplicación para calcular la factura de un cliente de servicio 
celular dependiendo de su uso. Lo siguiente calcula "Factura" según "Uso" 
con las siguientes reglas aplicables. Si 'Bill' es más de $ 100, se otorga un 10% 
de descuento (Janvi, Rohit, & Romit, 2006). 
 
Figura 11. Ejemplo de prueba de flujo estático (Janvi, Rohit, & Romit, 2006) 
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Para la variable 'Usage', los patrones definir-use-kill son: 
a. ~ definir: caso normal 
b. definir-uso: caso normal 
c. uso-uso: caso normal 
d. usar-matar: caso normal 
Para la variable 'Bill', los patrones definir-use-kill son: 
 ~ definir: caso normal 
 definir-definir: sospechoso 
 definir-uso: caso normal 
 use-define: aceptable 
 uso-uso: caso normal 
 usar-matar: caso normal 
Diagrama de flujo de control del ejemplo dado 
 
Figura 12. Diagrama de flujo de control de prueba de flujo de datos (Janvi, Rohit, & 
Romit, 2006) 
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  Diagrama de flujo de control para “Bill” 
 
Figura 13. Diagrama de flujo de control para el ejemplo “Bill” (Janvi, Rohit, & Romit, 
2006) 
Análisis estático para la variable “Bill” 
Tabla 2 
Análisis para la variable bill  
 
Fuente: (Janvi, Rohit, & Romit, 2006) 
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Diagrama de flujo de control para “Usage” 
 
Figura 14. Diagrama de flujo de control para el ejemplo “Usage” (Janvi, Rohit, & 
Romit, 2006) 
 
Análisis estático para la variable “Usage” 
Tabla 3  
Análisis para la variable “usage”  
 
Fuente: (Janvi, Rohit, & Romit, 2006) 
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1.3.7 Heurística 
La Heurística “Es una técnica de búsqueda directa que utiliza reglas favorables 
para localizar soluciones mejoradas. Las técnicas Heurísticas se utilizan para 
resolver problemas de optimización que de por si son complejos de resolver con 
técnicas de optimización tradicionales” (Oriana, 2018). 
¿Cuándo se emplea Heurística?  
a. Cuando el número de soluciones es enorme 
b. El problema es tan complicado que se deben utilizar métodos 
complejos. 
c. Las soluciones posibles están altamente restringidas, lo cual dificulta 
la generación de una solución factible 
En muchas de las disciplinas científicas se suele utilizar la heurística con el fin de 
alcanzar un mejor resultado ante un problema en concreto. 
Algoritmos heurísticos 
Algoritmo CS (Cuckoo search) 
El Algoritmo Cuckoo search (CS) se le atribuye principalmente a Xin-she Yang y 
a Suash Deb en el 2009. Lo cual fue inspirado en la forma en como distintas 
especies de cuco depositan sus huevos en los nidos de las aves hospedantes (otras 
especies), para ser criados. Cada huevo en el nido representa una solución, y los 
huevos de cuco representan nuevas soluciones. El propósito es hacer uso de las 
soluciones nuevas y potencialmente mejores (cucos) para sustituir las soluciones 
menos adecuadas en los nidos. En cada iteración, un huevo de cuco se coloca al 
azar en un nido seleccionado; Los nidos con huevos de alta calidad se trasladarán 
a la generación de nidos; Luego, en los nidos menos adecuados restantes, se realiza 
una operación de descubrimiento por parte de las aves anfitrionas, recuperando 
aleatoriamente los huevos de cuco y descartándolos, por lo tanto, ignorándolos de 
otros cálculos. En la figura 15 se presenta un diagrama de flujo genérico 
(Gkaidatzis, Doukas, Labridis, & Bouhouras, 2017). 
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Figura 15. Diagrama de flujo para el algoritmo CS (Gkaidatzis, Doukas, Labridis, & Bouhouras, 
2017) 
Algoritmo ABC (Artificial Bee Colony) 
Nos dicen que el algoritmo ABC fue propuesto por Karaboga en el 2005. Fue 
inspirado por la forma inteligente en que los enjambres de abejas ubican y 
aprovechan su comida. El espacio de solución candidato en ese caso está 
representado por lugares de fuentes potenciales de alimentos. La colonia de 
abejas, dividida en abejas empleadas, curiosas y exploradoras, se extiende a través 
de ella. las abejas empleadas apuntan y explotan la posición potencial de los 
alimentos e informan a los espectadores de más sitios potenciales de alimentos. 
Las abejas empleadas intentan determinar el potencial alimentario de esas 
posiciones, es decir, si son las buenas soluciones adecuadas. Si la posición de una 
abeja empleada no representa una buena solución, entonces la abeja se convierte 
en exploradora y comienza a explorar el espacio de la solución. Se presenta un 
diagrama de flujo genérico en la siguiente figura (Gkaidatzis, Doukas, Labridis, 
& Bouhouras, 2017). 
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Figura 16. Diagrama de flujo para el algoritmo ABC (Gkaidatzis, Doukas, Labridis, & 
Bouhouras, 2017) 
Algoritmo PSO (Particle Swarm Optimization) 
Se les atribuye originalmente a los investigadores Kennedy y Eberhart en 1995. 
En el algoritmo PSO, una solución se representa como una partícula, y a la 
población de soluciones se le llama un enjambre de partículas. Cada partícula tiene 
dos propiedades principales: posición y velocidad. Y cada una de esta partícula se 
mueve a una nueva posición usando la velocidad. Una vez que se alcanza una 
nueva posición, la mejor posición de cada partícula y la mejor posición del 
enjambre se actualizan según sea necesario. La velocidad de cada partícula se 
ajusta según las experiencias de la partícula. El proceso se repite hasta que se 
cumple un criterio de parada (Kachitvichyanukul, 2014). 
 
Figura 17. Diagrama de flujo para Algoritmos PSO (Kachitvichyanukul, 2014) 
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Algoritmos GA (Genetic algorithms)  
Los algoritmos genéticos (GA) y sus conceptos básicos fueron desarrollados por 
John Holland en 1975. El algoritmo genético se aplica a diferentes tipos de 
problemas, principalmente problemas de búsqueda y optimización. Este algoritmo 
comprende los 3 procesos genéticos fundamentales, como selección, cruce y 
mutación. Como ejemplo estos autores aplicaron el esquema de selección de la 
ruleta, donde los padres se combinan aleatoriamente para criar descendientes que 
tienen combinaciones de sus cromosomas. Además, se lleva a cabo un proceso de 
mutación, en el que aleatoriamente se alteran varias partes de los cromosomas de 
la descendencia. Finalmente, los mejores entre ambos padres y descendientes se 
eligen para constituir la próxima generación de cromosomas, como se muestra a 
continuación (Gkaidatzis, Doukas, Labridis, & Bouhouras, 2017). 
 
Figura 18. Diagrama de flujos de Algoritmo Genético (Gkaidatzis, Doukas, Labridis, & 
Bouhouras, 2017) 
 
Algoritmo DE (Differential Evolution) 
La evolución diferencial (DE), es una rama de la programación evolutiva, es un 
algoritmo de optimización global basado en la población, que fue desarrollado por 
Rainer Storn y Kenneth Price en 1995. DE utiliza un operador diferencial 
evolutivo para convertir las soluciones aleatorias iniciales en soluciones óptimas. 
A diferencia de los algoritmos genéticos (GA). Cabe decir, que DE es uno de los 
mejores algoritmos de tipo genético para resolver problemas con cromosomas de 
valor real. Además, la evolución diferencial utiliza la mutación como un 
mecanismo de búsqueda y la selección para dirigir la búsqueda (Varshney & 
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Mehrotra, 2017). La mayor diferencia entre los algoritmos genéticos y la 
evolución diferencial, es que los algoritmos genéticos se basan en el crossover, un 
mecanismo de intercambio de información probabilístico y útil entre soluciones 
para encontrar mejores soluciones, mientras que la evolución diferencial utiliza la 
mutación como mecanismo principal de búsqueda (Arunachalam, 2008). 
 
 
Figura 19. Diagrama de flujo de la Evolución Diferencial (Aboshosha, 2015) 
 
Algoritmo NSGA-II (Elitist Non-Dominated Sorting Genetic Algorithm)  
El algoritmo NSGA-II fue planteado por Deb y sus estudiantes en el año 2000. Al 
iniciar este algoritmo se crea una población (puede ser aleatoria o con una técnica 
de inicialización). Esta población se ordena de acuerdo a los niveles de no 
dominancia, y a cada solución se le atribuye una función fitness basado en su nivel 
de no dominancia (el mayor nivel es 1) y se entiende que durante el proceso dicha 
función debe disminuir. Además la selección por torneo, cruzamiento y mutación 
son empleados para crear la población de descendientes (Carlos Adrián, Ricardo 
Andrés, & Alexander, 2008). 
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Figura 20. Diagrama de flujo de NSGA-II (Wright, 2015) 
Algoritmo MOALO (Multi-objective ant lion optimizer) 
Acerca del algoritmo MOALO fue propuesto por Mirjalili. El algoritmo ALO es 
un nuevo algoritmo de búsqueda estocástica desarrollado, que imita el proceso de 
caza de los leones en la naturaleza. En este nuevo enfoque, se propone que las 
hormigas y los hormigueros, como agentes de búsqueda, encuentren soluciones a 
pasos de cazar presas, que incluyen el paseo aleatorio de las hormigas, la 
construcción de trampas, el atrapamiento de hormigas en las trampas, la captura 
de presas y la reconstrucción de las trampas. Además, en el algoritmo ALO, las 
actualizaciones de posición de las hormigas dependen de las caminatas aleatorias 
alrededor de la hormiga seleccionada por la ruleta y la élite, y la mejor partícula 
se conserva al establecer la élite en el proceso de búsqueda. Esto hace que ALO 
tenga las ventajas de una velocidad de cálculo rápida, alta eficiencia y buena 
convergencia (Tian Tian, Qi Guo, Li, & Yan, 2018). 
 
Figura 21. Diagrama de flujo de MOALO (Tian Tian, Qi Guo, Li, & Yan, 2018) 
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Algoritmo ACO (Ant colony optimization) 
El algoritmo ACO fue propuesto por primera vez por Dorigo en 1992, lo cual fue 
inspirado en el comportamiento de forrajeo de las colonias de hormigas en la 
naturaleza. Las hormigas cuando buscan su comida dejan un nivel químico 
llamado feromona en los caminos recorridos para coordinar con las otras 
hormigas. Al detectar el nivel de feromonas, las hormigas seleccionan el camino 
cuando llegan a la bifurcación en el camino. Al inicio, las hormigas seleccionan 
caminos al azar con dirección hacia los alimentos. Después de algunos recorridos, 
el nivel de feromonas del camino más corto llega a ser más alto que los otros 
porque en los caminos más largos la evaporación de feromonas es mayor. Para 
aplicar el algoritmo ACO, tenemos que construir los problemas mediante un 
gráfico ponderado. después, un conjunto de hormigas artificiales empezara a 
encontrar una solución en el gráfico al evaluar la feromona, que es un conjunto de 
parámetros relacionados con el gráfico. Las hormigas construyen de forma 
iterativa la solución en un proceso estocástico a partir de la preferencia de las 
feromonas y el conocimiento heurístico sobre el camino. Cada vez que una 
hormiga recorre el camino, se actualiza la feromona y el valor heurístico (Biswas, 
2015). 
 
Figura 22. Flujo de proceso genérico del algoritmo ACO (Biswas, 2015) 
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1.4 Formulación del Problema. 
¿Qué algoritmo Heurístico optimizara los resultados del criterio prueba de flujo 
de datos de la técnica caja blanca? 
1.5 Justificación e importancia del estudio. 
Este proyecto pertenece a la línea de investigación de Ingeniería de software, 
aprobada dentro de la escuela de ingeniería de sistemas de la Universidad Señor 
de Sipán.  La ingeniería de software ha ido desarrollándose con el transcurso del 
tiempo en cuanto a herramientas, métodos y técnicas para la implementación y 
desarrollo del software. Por tal motivo, esta investigación, permitirá un análisis 
del criterio prueba de flujo de datos de la técnica pruebas estructurales, aplicando 
algoritmos heurísticos para optimizar los resultados.  
Este proyecto emerge debido a que hoy en día los proyectos de software son más 
complejos y costosos, además de ser muy solicitados por la sociedad, debido a eso 
las empresas de desarrollo de software necesitan agilizar sus procesos de negocio, 
al mismo tiempo se debe evitar el mayor número de errores al desarrollarlos, de 
esta manera no se pierde la credibilidad y confianza en los clientes, para ello 
existen técnicas de pruebas software, principalmente la técnica de pruebas 
estructurales o de caja blanca, ya que son consideradas una de las más importantes 
que se utilizan y aplican en los sistemas, y dentro de esta técnica se encuentra el 
criterio de prueba de flujo de datos que apoya con la optimización y limpieza del 
código fuente, pero no siempre los resultados satisfacen, es por eso, que se 
optimizarán con algoritmos heurísticos. 
En cuanto a la viabilidad del trabajo, en un principio para una organización o para 
un grupo de desarrollo puede resultar un poco complejo  realizar técnicas de 
pruebas estructurales y optimizar sus resultados con algoritmo heurísticos, puesto 
que depende mucho de la complejidad del software y la disponibilidad de 
herramientas, sin embargo, a largo tiempo es económicamente factible, dado que 
se va a lograr reducir los costos, reducir los tiempos, optimizar mejor los procesos 
de desarrollo y va a permitir que nuestro producto de desarrollo de software tenga 
una mejor calidad, mejores estándares, en el cual puede ayudar a que estos 
productos puedan ser exportados. 
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1.6 Hipótesis. 
Un algoritmo Heurístico optimizara el criterio de prueba de flujo de datos de la 
técnica de caja blanca. 
1.7 Objetivos. 
1.7.1 Objetivo General 
Optimizar el criterio Prueba de flujo de datos mediante un algoritmo heurístico. 
1.7.2 Objetivo especifico 
a. Determinar el algoritmo heurístico a utilizar como modelo de análisis. 
b. Establecer el escenario para realizar las pruebas. 
c. Implementar el criterio de prueba de flujo de datos. 
d. Aplicar el algoritmo heurístico seleccionado en el criterio de prueba 
de flujo de datos. 
e. Evaluar los resultados finales mediante la cobertura de camino. 
II. MATERIAL Y MÉTODO 
2.1. Tipo y Diseño de Investigación 
2.1.1. Tipo de Investigación 
En la investigación cuantitativa se tiene como significado que: “establecen 
hipótesis y determinan variables; se desarrolla un plan para probarlas (diseño); 
se miden las variables en un determinado contexto; se analizan las mediciones 
obtenidas (con frecuencia utilizando métodos estadísticos), y se establece una 
serie de conclusiones respecto de las hipótesis” (Sampieri, 2010). Por lo tanto, 
la presente investigación es de tipo Cuantitativa dado que se utilizan datos 
para realizar mediciones y comparaciones.  
2.1.2. Diseño de Investigación 
La investigación cuasi experimental estudia las relaciones de causa-efecto 
entre la variable independiente y dependiente, por lo cual la manipulación de 
la variable independiente afecta a la dependiente (Sabarwal, 2019); tomando 
como referencia la cita anterior, el diseño de investigación es cuasi 
experimental porque el algoritmo heurístico optimizará los resultados del 
criterio prueba de flujo de datos. 
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2.2. Población y Muestra 
 
2.2.1. Población 
La población está formada por 8 algoritmos heurísticos que se utilizan para 
optimizar el criterio de prueba de flujo de datos, estos algoritmos se presentan 
en una tabla ubicada en Anexo 1. 
2.2.2. Muestra 
Se ha determinado por conveniencia de acuerdo al análisis de investigación, 
escoger un algoritmo heurístico que tenga mayor porcentaje de cobertura 
alcanzado y con mejor eficiente en tiempo de ejecución (Rijwan & Mohd, 2017), 
(Konsaard, 2015) y (Tian Tian, Qi Guo, Li, & Yan, 2018). Los datos obtenidos 
de los algoritmos se presentan en una matriz ubicada en Anexo 1. 
 
2.3. Variables, Operacionalización. 
2.3.1. Variable Independiente 
      Algoritmos Heurísticos 
2.3.2. Variable Dependiente 
      Prueba de flujo de datos  
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2.3.3. Operacionalización 
Tabla 4 
Operacionalización  
 
 
 
Fuente: (Rijwan & Mohd, 2017) 
Nota. 𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎  = Tiempo de respuesta, 𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛 = Tiempo de 
identificación y 𝑇𝑖𝑛𝑖𝑐𝑖𝑜 = Tiempo de inicio 
NCC = Numero de Caminos Cubiertos. 
NCT = Total Numero de Caminos. 
 
2.4. Técnicas e instrumentos de recolección de datos, validez y confiabilidad.  
2.4.1. Técnicas de recolección de datos 
Observación: 
Se eligió aplicar esta técnica en todo el proceso de desarrollo de la propuesta 
de esta investigación, teniendo en cuenta los puntos más importantes como 
Variables Indicadores Formula Método/Técnica 
Variable 
Independiente 
Algoritmos 
heurísticos 
 
 
Tiempo 
Respuesta 
 
 
𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎  = 
𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛 - 𝑇𝑖𝑛𝑖𝑐𝑖𝑜 
 
 
Observación 
 
Variable 
Dependiente 
 
Prueba de flujo 
de datos 
 
Complejidad 
Ciclomática 
 
Cobertura de 
camino 
 
 
“E-N+2” 
Aristas - Nodos + 2 
 
(NCC/NCT)*100 
 
 
 
Observación 
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verificar los resultados del algoritmo heurístico en el criterio de prueba de flujo 
de datos. 
2.4.2. Instrumentos de recolección de datos 
Fichas de observación 
Para el desarrollo de la propuesta la ficha de observación permitió apuntar todos 
los acontecimientos observados en el algoritmo heurístico lo cual sirvió para el 
desarrollo de la propuesta de la presente investigación ya que la ficha de 
observación consiste en establecer una relación entre la hipótesis y los hechos 
reales. 
2.5. Procedimientos de análisis de datos 
a. Tiempo de Respuesta: Es cuanto se va demorar un algoritmo en darte un 
resultado, por lo cual se calcula utilizando la siguiente formula. 
 
              𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎=𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛-𝑇𝑖𝑛𝑖𝑐𝑖𝑜 
b. Complejidad Ciclomática: Es una métrica de software que proporciona una 
medida cuantitativa. Es decir, define el número de rutas independientes en 
un programa. 
     “E-N+2” 
   Aristas - Nodos + 2 
c. Cobertura de Camino: Ayuda a validar todos los caminos en el código, 
asegurándose de que ningún camino conduzca a un comportamiento anormal 
en el programa. 
(NCC/NCT) *100 
NCC = Numero de Caminos Cubiertos. 
NCT = Total Numero de Caminos. 
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2.6. Criterios éticos.  
 
a. Derechos de autor: Todo material usado para el proceso de desarrollo de 
tesis estará referenciado y citado con sus respectivos autores como 
participante del trabajo. 
 
b. Confidencialidad: Se asegurará la protección de identidad de sus fuentes, 
como también de las personas que participen como informantes de la 
investigación. Además, se utilizó el principio ético de honestidad e 
integridad, debido a que no se manipuló la información ni los resultados 
obtenidos. 
2.7. Criterios de Rigor científico 
a. Consistencia: Los datos recolectados para este trabajo son de carácter 
científico y formal. El análisis realizado a los datos está hecho con total 
profesionalidad aplicando habilidades, técnicas y conocimientos de la 
ingeniería y de la investigación para mantener la consistencia de los datos y 
resulte en información consistente y útil. 
b. Validez: Los datos obtenidos del algoritmo luego de su implementación será 
correctamente evaluadas y analizados para lograr dar un resultado válido que 
verifique la hipótesis. 
c. Fiabilidad: Las técnicas e instrumentos de medición utilizados para obtener 
los valores del algoritmo, siempre dan como resultado valores 
aproximadamente iguales en las mismas circunstancias y situaciones. 
d. Objetividad: Los datos que se obtendrán del algoritmo, así como los 
resultados del análisis de dichos datos están exentos de la influencia de la 
perspectiva de los investigadores. 
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III. RESULTADOS 
3.1. Discusión de los resultados 
El algoritmo Genético se ejecutó en todos los casos de pruebas seleccionados en 
el plan de prueba bajo un mismo escenario; para ejecutar el algoritmo, se le 
proporciono una matriz de adyacencia que se generó a partir de un diagrama de 
flujo de control de cada caso de prueba, lo cual se evidencia en él Anexo 3 del 
informe; además se utilizó un ordenador cuyas especificaciones se encuentran 
establecidas en el plan de pruebas del tercer objetivo.  
Los pasos para aplicar el algoritmo genético se encuentran reflejado en el cuarto 
objetivo y para la implementación del algoritmo, se utilizó el lenguaje Java que se 
evidencia al final del cuarto objetivo de esta investigación. 
En resumen; lo analizado de los datos obtenidos del algoritmo genético se detalla 
a continuación.  
A. Tiempo de ejecución de los casos de prueba 
 
 
Figura 23. tiempo de ejecución de los casos de prueba 
Fuente: Elaboración propia 
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Como se puede observar en el grafico del tiempo de ejecución, la cantidad que 
demora en cada ejecución de cada caso de prueba varia, esto se debe a que existen 
procesos principales con mayor transacción, lo cual equivale que los casos de 
prueba sean más extensos, esto quiere decir que demora más tiempo en encontrar 
la cobertura de camino deseada, de acuerdo a los resultados ubicados en el Anexo 
3, el promedio del tiempo de ejecución de los casos de prueba es de 4.6 seg, lo 
cual indica que es eficaz. 
B. Complejidad Ciclomática de los casos de prueba 
 
 
Figura 24. Complejidad Ciclomática de los casos de prueba 
Fuente: Elaboración Propia 
 
La complejidad ciclomática define el número de rutas independientes en un 
sistema. Por lo general se utiliza para encontrar el número de ruta que debería 
tener un sistema, puesto que este puede tener “n” rutas. Dicho esto, teniendo en 
cuenta los resultados obtenidos del Anexo 3, el promedio de rutas obtenidas en 
cada caso de prueba es de 4 a 5 rutas. Lo que indica que es factible en cada caso 
de prueba. Cabe decir que esto puede varias según el sistema. 
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C. Soluciones encontradas en los casos de prueba 
 
Figura 25. Soluciones encontradas en los casos de prueba 
Fuente: Elaboración propia 
En cuanto al análisis estadístico de las soluciones encontradas en cada caso de 
prueba del sistema, en promedio de acuerdo al Anexo 3, las soluciones 
encontradas con el algoritmo son de 4 a 5 soluciones, lo cual indica que si arroja 
los resultados deseados teniendo en cuenta los resultados de la complejidad 
ciclomática. 
D. Cobertura de Camino de los casos de prueba 
 
Figura 26. Cobertura de Camino de los casos de prueba 
Fuente: Elaboración propia 
 
Por último, en el análisis de la cobertura de camino nos indica de acuerdo al Anexo 
3, que el promedio de cobertura de los casos de prueba en el sistema equivale a un 
96 %, teniendo en cuenta el análisis realizado en la Tabla XL de la primera fase 
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del enfoque propuesto, el grado de cobertura alcanzado indica que es competente 
y tiene buen desempeño, es decir que el algoritmo genético es competitivo y 
rentable para optimizar casos de prueba. 
3.2. Aporte Practico 
 
 
Figura 27. Enfoque propuesto 
Fuente: Elaboración propia 
 
El método propuesto ha sido dividido en las siguientes fases. En la primera fase, se 
seleccionó los algoritmos heurísticos, en los cuales se revisó y analizo distintos artículos 
científico en base al tema, dando como resultado 7 algoritmos heurísticos: Algoritmo 
PSO, Algoritmo LPSO, Algoritmo UPSO, Algoritmo UPSO, Algoritmo Genético, 
Algoritmo ABC, Algoritmo CS y Algoritmo HS, de los cuales se determinó un 
algoritmo heurístico  para optimizar, como segunda fase, se estableció un escenario para 
realizar las pruebas correspondientes, para ello se eligió el sistema SOG (Sistema de 
Operaciones Gernyled). En la tercera fase se implementó el criterio de prueba de flujo 
de datos, en el cual se elaboró un plan de prueba, casos de prueba, ejecución de los casos 
de prueba y sus resultados, en la penúltima fase se aplicó el algoritmo genético en el 
criterio de prueba de flujo de datos, en el cual tuvo como objetivo generar posibles 
soluciones de acuerdo al CFG (diagrama de flujo de control), por último, se evaluó los 
resultados finales. 
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1. Determinar el algoritmo heurístico a utilizar como modelo de análisis.  
 
En esta etapa de la investigación se ha seleccionado los algoritmos de acuerdo al análisis 
investigativo de distintos artículos científicos ubicados en la pag 9, los cuales se pueden 
visualizar en la siguiente tabla:  
Tabla 5  
Población de algoritmos heurísticos 
 
  Fuente: Elaboración propia 
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Se debe agregar que dichos algoritmos heurísticos serán evaluados con los siguientes 
indicadores. 
Tabla 6  
Indicadores a evaluar 
INDICADORES DESCRIPCIÓN 
Cobertura de Camino 
(NCC/NCT) *100 
NCC = Numero de Caminos Cubiertos. 
NCT = Total Numero de Caminos. 
Ayuda a validar todos los caminos en el 
código, asegurándose de que ningún 
camino conduzca a un comportamiento 
anormal en el programa. 
Tiempo de Respuesta 
𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎=𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛-𝑇𝑖𝑛𝑖𝑐𝑖𝑜 
Equivale a cuanto se va demorar un 
algoritmo en darte un resultado, por lo 
cual se calcula utilizando la siguiente 
formula. 
Fuente: Elaboración propia 
Con lo anterior antes mencionado, se realizó un top de los algoritmos heurísticos 
teniendo en cuenta la cobertura de camino y tiempo de ejecución. 
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Tabla 7  
Top de algoritmos heurísticos de acuerdo a los indicadores 
 
 
ALGORITMOS HEURÍSTICOS 
 
Cobertura de 
Camino 
(NCC/NCT)*100 
Tiempo de 
respuesta 
𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎  =  
𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛 - 
𝑇𝑖𝑛𝑖𝑐𝑖𝑜 
1. PARTICLE SWARM 
OPTIMIZATION (PSO) 
 
99.00 % 
 
 
 
 
 
2. GENETIC ALGORITHMS (GA) 
  
24.06 s 94.00 % 
96.00 % 
100.00 %  
1.3 s 99.00 % 
 
 
3. DIFFERENTIAL EVOLUTION 
(DE) 
      
     100.00 % 
 
4. ELITIST NON-DOMINATED 
SORTING GENETIC 
ALGORITHM (NSGA-II) 
 
97.00 % 
 
19.07 s 
5. MULTI-OBJECTIVE ANT LION 
OPTIMIZER (MOALO) 
98.00 % 13.08 s 
6. ARTIFICIAL BEE COLONY 
(ABC) 
98.00 % 03.00 s 
 
100.00 % 
 
05.00 s 
7. ANT COLONY OPTIMIZATION 
(ACO) 
 
95.00 % 
 
10.00 s  
   Fuente: Elaboracion propia 
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Cabe decir que los datos obtenidos en cuanto a cobertura de camino y tiempo de 
ejecución de la Tabla 7 se encuentra ubicado en el Anexo 1, se determinó un algoritmo 
heurístico siguiendo los siguientes criterios: 
Con respecto al algoritmo propuesto DE logró una cobertura total de 100% para siete 
de los nueve programas de asignaturas, PSO también logro una cobertura total en siete 
de los nueve programas sin embargo el algoritmo PSO tuvo un número promedio menor 
de generaciones  en comparación con el algoritmo propuesto DE, en cuanto al algoritmo 
GA solo logro una cobertura total en la mitad de los programas de asignatura, por lo 
tanto podemos decir que el algoritmo DE es mejor que el algoritmo GA y comparable 
al algoritmo PSO en términos de cobertura (Varshney & Mehrotra, 2017). 
El algoritmo NSGA-II es mejor que el algoritmo genético (GA) para la cobertura de 
ruta en la generación de datos de prueba, pero el algoritmo propuesto muestra mejores 
resultados en comparación con NSGA-II, cabe decir que el algoritmo MOALO requiere 
menos tiempo de ejecución en comparación con el algoritmo NSGA-II y GA (Tian Tian, 
Qi Guo, Li, & Yan, 2018). 
De acuerdo al algoritmo ABC, este cubre en un 98 % el código mientras que el algoritmo 
genético en un en un 99 %. En cuanto a su tiempo de ejecución ABC tiene 03 seg en 
comparación al algoritmo GA que tiene 1.5 seg. Aunque ABC tenga una cobertura tan 
buena como la de AG, el tiempo de ejecución de AG es menor, eso muestra que AG es 
competitivo y rentable (Konsaard, 2015). 
Cuando se compara el algoritmo ABC con el algoritmo ACO, el algoritmo propuesto 
proporciona resultados más consistentes en cuanto a la cobertura, teniendo como 
resultado un 100 % de cobertura para el algoritmo ABC y un 95 % para el algoritmo 
ACO. y en cuanto al número de ejecuciones de prueba, el algoritmo ABC arroja como 
resultado 5 seg tiempo de ejecución en comparación a ACO que tiene 10 seg de 
ejecución (Mala & Nadu, 2009). 
Con base a los trabajos anteriores se propuso seleccionar el algoritmo genético, que en 
la mayoría de artículos científicos logra una cobertura total del 96% - 100 % lo cual 
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indica que es competente y tiene mejor desempeño en cobertura y además es practico 
en cuanto a tiempo de ejecución. 
Tabla 8  
Algoritmos heurísticos seleccionados 
ALGORITMOS HEURÍSTICOS Cobertura de Camino 
 
ALGORITMO GA (GENETIC 
ALGORITHMS) 
94.00 % 
100.00 % 
99.00 % 
96.00 % 
Fuente: Elaboración propia 
2. Escenario de pruebas  
Para la realización de este objetivo, se tuvo que seleccionar un sistema que cumpla con 
los siguientes criterios.  
Debe ser un sistema completo, principalmente un sistema de mediano a grande con 
muchas líneas de código. además, se debe tener acceso total al sistema para poder 
realizar las pruebas correspondientes, por último, el código fuente al cual se debe tener 
acceso debe describir funciones completas del programa que se va a testear. teniendo en 
cuenta lo anterior, se consideró elegir un sistema ERP de una empresa, pero no se optó 
por esta opción dado que es muy difícil que una organización brinde un sistema 
completo funcional con todos los procedimientos que se requieren. Además, estos 
sistemas presentan un enorme tamaño de líneas de código dado su complejidad. 
Por lo tanto, el software que se utilizó es el sistema de Operaciones Gernyled (SOG), 
un sistema web enfocado a la venta de productos electrónicos, facturaciones y 
cotizaciones. 
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Este sistema se encuentra estructurado de la siguiente manera: 
 
Figura 28. Módulos del sistema 
Fuente: Elaboración propia 
Como se puede observar, el sistema presenta una variedad de módulos, donde cada uno 
de ellos tiene una función establecida para su correcto funcionamiento. 
Funcionamiento de los Módulos: 
a. Modulo Compras: Es el módulo que se encarga de gestionar el abastecimiento 
de productos a los almacenes. 
b. Modulo Ventas: Es el módulo encargado de emitir comprobantes de pago para 
las ventas de productos a los clientes. 
c. Modulo Cotizaciones: Es el módulo donde se emiten cotizaciones de productos. 
d. Modulo Catalogo: Modulo encargado de gestionar la información de los 
productos, marcas, categorías y relacionados. 
e. Modulo Stock: Es el módulo que se encarga del control del stock de productos 
por almacén. 
f. Modulo Reporte: Modulo que genera diversos reportes requeridos por la 
gerencia. 
g. Módulo de Otras operaciones: Es el módulo que permite transferir productos 
entre almacenes. 
h. Módulo de Sistema: Modulo donde gestiona los permisos y usuarios del sistema. 
 
Así mismo, este sistema cuenta con 3 tipos de usuarios con privilegios y roles asignados. 
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a. Gerente: Patrocinador del proyecto encargado de verificar las labores del 
administrador, además de encargarse de contactar con los distintos proveedores. 
b. Administrador: Es la persona encargada de administrar los diferentes módulos 
del sistema, así como el responsable de verificar los reportes de las compras, las 
ventas, las cotizaciones, Además de actualizar y verificar los productos, las 
categorías, las subcategorías, los almacenes, las transferencias de productos entre 
almacenes, los stocks, ver los reportes y las cuentas por cobrar de las ventas. 
c. Vendedor: Es el encargado realizar las compras, ventas y cotizaciones. Además 
de verificar los stocks de los productos. 
Cabe mencionar, que cada usuario tiene módulos asignados que le corresponde de 
acuerdo a su rol. 
Módulos enfocados al vendedor. 
 
 
       Figura 29. Módulos de Vendedor 
Fuente: Elaboración propia 
 
a. Compra: Gestiona el ingreso de los productos a almacenes. 
b. Ventas: Encargado de emitir los comprobantes de pago. 
c. Cotizaciones: Encargado de la emisión de cotizaciones y envió de 
correos.  
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Módulos enfocados al Administrador. 
 
Figura 30. Módulos de Administrador 
Fuente: Elaboración propia 
En relación con el vendedor, el usuario administrador también tiene asignado 
módulos de compra, venta y cotizaciones, pero su labor, es la de supervisar a 
través de reportes. 
a. Catalogo: Gestiona los precios e información de productos, información 
de categorías, sub categorías, marcas y almacenes, además de los datos de 
contacto de los clientes, proveedores y trabajadores. 
b. Stock: Verifica el stock de los productos por almacén para luego preparar 
posibles compras a los proveedores, y ajustar el stock ante posibles 
incidentes. 
c. Reporte: Verifica las ventas establecidas en un rango de fecha.  
d. Otras operaciones: Gestiona la transferencia de productos entre 
almacenes. 
Módulos enfocados al Gerente. 
 
 
Figura 31. Módulos de Gerente 
Fuente: Elaboración propia 
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En cuanto al usuario gerente, es el que tiene acceso a todos los módulos del 
sistema, pero solo se va a encargar de supervisar las labores del usuario 
administrador. 
a. Sistemas: Se encarga de las configuraciones del sistema, ya sea el nombre 
de la empresa, el logo, el stock mínimo, el IGV, así como gestionar los 
pagos. 
 
Posterior a ello, se realizó un análisis de los módulos y sus funcionalidades, donde se 
evaluó el grado de transaccionalidad, Puesto que es donde se encuentra la mayor 
cantidad de procesos del código fuente. Esto con el fin de poder seleccionar las 
funcionalidades que ingresaran al plan de prueba. 
Análisis de módulos: 
Módulo Compra. 
Tabla 9  
Análisis del módulo compras 
 
Fuente: Elaboración propia 
 
Módulo Venta. 
Tabla 10  
Análisis del módulo ventas 
 
Fuente: Elaboración propia 
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Módulo Cotizaciones. 
Tabla 11  
Análisis del módulo cotizaciones 
 
Fuente: Elaboración propia 
 
Módulo Catalogo.  
Tabla 12  
Análisis del módulo catalogo 
 
Fuente: Elaboración propia 
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Módulo Stock. 
Tabla 13  
Análisis del módulo stock 
 
Fuente: Elaboración propia 
Modulo Otras Operaciones. 
Tabla 14  
Análisis del módulo operaciones 
 
Fuente: Elaboración propia 
 
Modulo Sistema. 
Tabla 15  
Análisis del módulo sistema 
 
Fuente: Elaboración propia 
Teniendo en cuenta el análisis, se categorizo de grado de transaccionalidad alta 
principalmente a las funcionalidades de registrar y actualizar. Esto se debe a que son 
procesos principales del negocio. Cabe decir que estas funcionalidades de los módulos 
son donde van a interactuar la mayor cantidad de personas, considerando que es un 
sistema de ventas. Dicho de otra manera, es donde ingresarán datos a la base de datos. 
Como resultado del análisis de módulos, se tiene la siguiente matriz. 
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Resultado del análisis de los módulos 
Tabla 16  
Resultado del análisis de los modulos del software 
 
Fuente: Elaboración propia 
Cabe señalar que los datos obtenidos de la matriz resultante del análisis de módulos 
servirán en los casos de prueba a realizar en el objetivo 3 del enfoque propuesto. 
 
A. Detalles del software 
El software fue desarrollado con algunas herramientas que permitieron que se llevara a 
cabo todas las tareas de una manera sencilla y eficaz, las cuales se detallan a 
continuación: 
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Lenguaje de programación 
- Lenguaje php – versión 7.2.11 
Herramientas de desarrollo 
- Se utilizó el IDE Visual Studio Code para el desarrollo del sistema – 
versión 1.33. 
- Se utilizó DataGrip como editor de consultas SQL. 
Manejador de Base de Datos 
- MariaDB – versión 10.1.36 
 
B. Paradigma de programación.  
B.1. Paradigma MVC 
Este software se encuentra enfocado en el paradigma modelo vista controlador 
(MVC), como se puede visualizar a continuación.  
 
Figura 32. Paradigma Modelo Vista Controlador 
Fuente: Elaboración propia 
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a. Modelo: Aquí se encuentra el conjunto de clases con las que trabaja el sistema y 
que se conectan con la base de datos. 
 
Figura 33. Capa modelo 
Fuente: Elaboración propia 
b. Vista: Aquí se encuentra la presentación de las páginas del sistema. 
 
Figura 34. Capa Vista 
Fuente: Elaboración propia 
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c. Controlador: Aquí es donde se interactúa con el modelo y la vista.  
 
Figura 35. Capa Controlador 
Fuente: Elaboración propia 
 
B.2. Paradigma Orientado a objetos 
El sistema que se utilizó como escenario de pruebas “Gernyled” se encuentra bajo 
el paradigma de la programación orientado a objeto. Cabe mencionar que la 
programación orientada a objetos encapsula el código fuente, lo cual permite al 
código ser reutilizable. 
Por lo tanto, es de gran ayuda al momento de implementar el criterio de prueba de 
flujo de datos de la tercera fase del método propuesto, debido a que la programación 
orientada a objetos se enfoca en realizar pruebas a un método en específico. 
Además de influir en gran medida en la fase 4 del método propuesto, en donde se 
va da una mejor explicación de cómo influye este paradigma en el análisis de esta 
investigación y en los resultados que se obtienen. 
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C. Arquitectura del software 
El software esta implementado bajo la arquitectura “cliente-servidor”, debido a que es 
un sistema web en el cual acceden muchos usuarios.  
 
   Figura 36. Arquitectura del software 
   Fuente: Elaboración propia 
Como se puede observar en la arquitectura, el cliente accede al sistema a través de su 
navegador web en donde la conexión es mediante el protocolo http. 
También se puede apreciar que en el mismo servidor se encuentra tanto el proyecto 
como la base de datos.  
En el Servidor de aplicaciones web se almacenan el frontend que son los archivos html, 
css, js y también el backend en php el cual establece la conexión con el motor de base 
de datos “mariadb”. Por último, cabe mencionar que en el sistema de aplicaciones web 
se encuentra la aplicación completa con el paradigma de programación MVC. 
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3. Implementación del criterio de prueba de flujo de datos. 
Para la implementación del criterio de prueba de flujo de datos se debe tener en cuenta 
que para sistemas de una complejidad considerable se debe simplificar la implementación 
y reducir costos. Para ello se crearon las siguientes fases: plan de prueba, casos de prueba, 
descripción de casos de prueba, ejecución de casos de prueba y resultados. 
A. Plan de prueba 
El plan de pruebas se detalla en la Tabla 17, el cual contiene los siguientes campos: 
1. Nombre del proyecto: Nombre del sistema en el cual se evaluará este plan 
de prueba. 
2. Persona Involucrada: Nombre de la persona que realizara las pruebas. 
3. Funcionalidades – módulos: Las funcionalidades que se seleccionaron 
para ingresar al plan de pruebas se encuentran detallados en el análisis de 
los modulo ubicado en la Tabla 17 donde se evaluó el grado de 
transaccionalidad como principal criterio. 
4. Lugar geográfico: Lugar donde se realizarán las pruebas 
correspondientes. 
5. Equipos y/o softwares: Equipos y/o softwares necesarios para realizar las 
pruebas. 
6. Cronograma: Inicialización y finalización de los casos de prueba 
7. Criterio para considerar una prueba finalizada: En este paso se 
describirá el criterio para culminar una prueba. 
8. Observación: incidencias presentadas en los casos de prueba. 
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Tabla 17  
Proyecto testing 
Plan de prueba 
Nombre del proyecto Pruebas al Sistema de Operaciones Gernyled 
(SOG). 
Persona involucrada Anthony Giuseppe Castro Alvites (Encargado de 
realizar las pruebas). 
 
 
 
Funcionalidades - 
Módulos 
a. Registrar Ventas – Módulo Ventas 
b. Registrar Compras – Módulo Compras 
c. Registrar Cotizaciones – Módulo 
d. Registrar y Actualizar de los 
mantenimientos: Almacén, Categoría, 
Sub Categoría, Marca, Producto y Persona 
del Módulo Catalogo. 
e. Actualizar Stock – Módulo Stock. 
f. Registrar Transferencia de almacén - 
Módulo Operaciones. 
g. Registrar y Actualizar envío e-mail – 
Modulo Sistema. 
 
 
 
 
Lugar de pruebas 
Debido a que no se tiene acceso al sistema en 
producción y por ser un trabajo de investigación, 
todas las pruebas se realizaron en un lugar 
geográfico: Perú - Chiclayo – Pimentel - 
Universidad Señor de Sipán, en un laboratorio de 
investigación donde se configuro un servidor 
local(localhost) y a través de una laptop con una 
copia del sistema, con los mismos requerimientos 
que se necesitan, se accedió al código fuente.  
 
 
 
El sistema debe funcionar en un sistema web de 
escritorio con acceso a través de navegadores 
web. 
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Fuente: Elaboración propia 
 
Al efectuarse el plan de pruebas, se procedió a realizar los casos de pruebas de acuerdo a 
la “funcionalidades de los Módulos” detallados en la tabla anterior. 
 
 
 
 
 
 
 
 
 
 
 
Equipos / softwares 
El equipo utilizado tiene las siguientes 
características 
Procesador: Intel Core i7-7700HQ CPU 2.80 GHz 
– 2.81GHz 
Memoria RAM: 16.0 GB 
Sistema Operativo: Windows 10 
Aplicaciones para ejecutar el sistema 
Laragon (versión 4.0.12), incluye apache, php 
7.2.11 y Mariadb. 
Navegador web Opera. 
Aplicaciones para verificar el código fuente 
HeidiSQL para manipular la base de datos y 
Vscode para manipular el código fuente. 
 
Cronograma Inicio: 02/05/2019 
Fin: 06/07/2019 
Criterio para considerar 
una prueba finalizada 
Una prueba será considerada como finalizada 
cuando el resultado en el documento de prueba de 
como resultado “success”. 
 
Observaciones 
Todos los incidentes y fallas encontradas serán 
comunicados al desarrollador del sistema. 
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B. Casos de Prueba 
Tabla 18 
Casos de prueba 
CASOS DE PRUEBA 
NOMBRE DEL PROYECTO: Sistema de Operaciones Gernyled (SOG) 
 
ID 
 
MODULO 
 
DESCRIPCIÓN 
 
PASOS 
 
RESULTADO 
ESPERADO 
 
RESULTADO 
OBTENIDO 
 
 
 
 
 
1 
 
 
 
 
Módulo 
Almacén 
 
 
 
 
Actualizar 
Almacén 
 
1. Crear un objeto 
de CtrAlmacen. 
2. Asignar atributo 
IdAlmacen. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
dirección 
5. Asignar Atributo 
acronimo 
 
 
 
Que el almacén 
actualice sus atributos 
de nombre, dirección y 
acrónimo. 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
2 
 
 
 
Modulo 
Categoría 
 
 
 
Actualizar 
Categoría 
1. Crear un objeto 
de CtrAlmacen. 
2. Asignar atributo 
IdCategoria. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
Descripción. 
 
 
 
 
Que categoría actualice 
sus atributos de 
nombre y descripción. 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
3 
 
 
 
Modulo Sub 
Categoría 
 
 
 
Actualizar 
Sub categoría 
1. Crear un objeto 
de 
CtrSubCategoria. 
2. Asignar atributo 
IdSubCategoria. 
3. Asignar 
IdCategoria. 
4. Asignar atributo 
nombre. 
5. Asignar Atributo 
descripción. 
 
 
 
Que Sub categoría 
actualice sus atributos 
de nombre y 
descripción 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
4 
 
 
 
Modulo  
Marca 
 
 
 
Actualizar 
Marca 
1. Crear un objeto 
de CtrMarca. 
2. Asignar atributo 
IdMarca. 
3. Asignar atributo 
Nombre. 
 
 
 
 
Que marca actualice 
sus atributos de 
nombre 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
 
5 
 
 
 
 
Modulo 
Producto 
 
 
 
 
Actualizar 
Producto 
1. Crear un objeto 
de CtrProducto. 
2. Asignar atributo 
IdProducto. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
Categoría 
5. Asignar atributo 
marca. 
6. Asignar atributo 
precio. 
 
 
 
 
Que producto actualice 
sus atributos de 
nombre, categoría, 
marca y precio 
 
 
 
 
 
"Ejecutado con éxito" 
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6 
 
 
 
 
Modulo  
Persona 
 
 
 
 
Actualizar 
Persona 
1. Crear un objeto 
de CtrPersona. 
2. Asignar atributo 
IdModulo. 
3. Asignar atributo 
Email. 
4. Asignar atributo 
tipo teléfono 
5. Asignar Atributo 
tipo persona 
 
 
 
 
Que persona actualice 
sus atributos de email, 
tipo teléfono y tipo 
persona 
 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
7 
 
 
 
Modulo 
Stock 
 
 
 
Actualizar 
Stock 
1. Crear un objeto 
de CtrStock. 
2. Asignar atributo 
IdStock. 
3. Asignar atributo 
de almacén. 
4. Asignar atributo 
de producto. 
 
 
 
 
Que stock ajuste sus 
atributos de almacenes 
y productos. 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
8 
 
 
 
 
Modulo 
Envió E-mails 
 
 
 
 
Actualizar  
E-mails 
1. Crear un objeto 
de CtrEmails. 
2. Asignar atributo 
IdEmail. 
3. Asignar atributo 
hostname. 
4. Asignar atributo 
nick 
5. Asignar Atributo 
contraseña 
6. Asignar atributo 
puerto 
 
 
 
 
 
Que E-mails actualice 
sus atributos de 
hostname, Nick, 
usuario, contraseña y 
puerto. 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
9 
 
 
 
 
Modulo 
Almacén 
 
 
 
 
Registrar 
Almacén 
1. Crear un objeto 
de CtrAlmacen. 
2. Asignar atributo 
IdAlmacen. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
dirección 
5. Asignar Atributo 
acronimo 
 
 
 
Que el almacén 
registre sus atributos 
de nombre, dirección y 
acrónimo. 
 
 
 
 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
10 
 
 
 
Modulo 
Categoría  
 
 
 
Registrar 
Categoría 
1. Crear un objeto 
de CtrAlmacen. 
2. Asignar atributo 
IdCategoria. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
Descripción. 
 
 
 
 
Que categoría registre 
sus atributos de 
nombre y descripción. 
 
 
 
 
 
 
 
 
"Ejecutado con éxito" 
 
  
 
 
 
11 
 
 
 
 
Modulo Sub 
Categoría 
 
 
 
 
Registrar Sub 
Categoría 
1. Crear un objeto 
de 
CtrSubCategoria. 
2. Asignar atributo 
IdSubCategoria. 
3. Asignar 
IdCategoria. 
 
 
 
 
Que Sub categoría 
registre sus atributos 
 
 
 
 
"Ejecutado con éxito" 
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4. Asignar atributo 
nombre. 
5. Asignar Atributo 
descripción. 
de nombre y 
descripción 
 
 
 
 
  
 
 
12 
 
 
 
Modulo Marca 
 
 
 
Registrar  
Marca 
1. Crear un objeto 
de CtrMarca. 
2. Asignar atributo 
IdMarca. 
3. Asignar atributo 
Nombre. 
 
 
 
 
Que marca registre sus 
atributos de nombre 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
 
 
13 
 
 
 
 
 
 
Modulo 
Producto 
 
 
 
 
 
Registrar 
Producto 
1. Crear un objeto 
de CtrProducto. 
2. Asignar atributo 
IdProducto. 
3. Asignar atributo 
Nombre. 
4. Asignar atributo 
Categoría 
5. Asignar atributo 
marca. 
6. Asignar atributo 
precio. 
 
 
 
Que producto registre 
sus atributos de 
nombre, categoría, 
marca y precio. 
 
 
 
 
 
 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
14 
 
 
 
 
Modulo 
Compras 
 
 
 
Registrar 
Compras 
1. Crear un objeto 
de CtrCompras. 
2. Asignar atributo 
IdCompra. 
3. Asignar atributo 
Nro 
comprobante. 
4. Asignar atributo 
proveedor 
5. Asignar Atributo 
empleado 
 
 
 
Que compra registre 
sus atributos de Nro 
comprobante, 
Proveedor, Empleado 
 
 
 
 
 
 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
15 
 
 
 
 
Modulo 
Ventas 
 
 
 
 
Registrar  
Ventas 
1. Crear un objeto 
de CtrVenta. 
2. Asignar atributo 
IdVenta. 
3. Asignar atributo 
Fecha. 
4. Asignar atributo 
Cliente. 
Asignar Atributo 
Empleado. 
 
 
 
 
Qué venta registre sus 
atributos de Fecha, 
Cliente, Empleado  
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
16 
 
 
 
 
Módulos 
Cotizaciones 
 
 
 
 
Registrar 
Cotizaciones 
1. Crear un objeto 
de 
CtrCotizaciones. 
2. Asignar atributo 
IdCotizacion. 
3. Asignar atributo 
Nro cotización. 
4. Asignar atributo 
Cliente 
5. Asignar Atributo 
Empleado 
 
 
 
 
Que cotización registre 
Nro cotización, 
Cliente, Empleado 
 
 
 
 
"Ejecutado con éxito" 
 
 
 
 
 
 
 
 
 
 
 
 
 
1. Crear un objeto 
de CtrPersona. 
2. Asignar atributo 
IdModulo. 
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Fuente: Elaboración Propia 
Como siguiente paso se procedió a describir los casos de pruebas, ejecución y resultados, 
pero dado que el proceso es repetitivo, se eligió a conveniencia propia dar un ejemplo de 
las siguientes fases en 3 casos de prueba.  
C. Descripción de los casos de prueba 
Caso de prueba 1:  
Modulo Almacén – Función actualizar almacén. 
El controlador del caso de prueba 1 recibe los siguientes parámetros POST: “txtNombre”, 
“txtAcronimo”, “txtDireccion”. Además, hace uso de la clase “CtrAlmacen” en el cual se 
implementa la lógica y las validaciones de cada operación.  
El código fuente del controlador del presente caso de prueba se muestra a continuación. 
Ruta: controller/almacén/ajax.php 
 
 
 
 
 
 
17 Modulo 
Persona 
Registrar 
Persona 
3. Asignar atributo 
Email. 
4. Asignar atributo 
tipo teléfono 
5. Asignar Atributo 
tipo persona 
Que persona registre 
sus atributos de email, 
tipo teléfono y tipo 
persona 
"Ejecutado con éxito" 
 
 
 
 
 
 
18 
 
 
 
 
 
Modulo Envió  
E-mails 
 
 
 
 
 
Registrar  
E-mails 
1. Crear un objeto 
de CtrEmails. 
2. Asignar atributo 
IdEmail. 
3. Asignar atributo 
hostname. 
4. Asignar atributo 
nick 
5. Asignar Atributo 
contraseña 
6. Asignar atributo 
puerto 
 
 
 
 
Que E-mails registre 
sus atributos de 
hostname, Nick, 
usuario, contraseña y 
puerto. 
 
 
 
 
 
"Ejecutado con éxito" 
 
 
 85 
 
CLASE CTRALMACEN  
 
 Tipos de datos requeridos para la clase CtrAlmacen. 
Tabla 19  
Tipo de datos - almacen 
Fuente: Elaboración propia 
 
Caso de prueba 2:  
Modulo Categoría – Función actualizar categoría. 
El controlador del caso de prueba 2 recibe los siguientes parámetros POST: “txtNombre”, 
“txtDescripcion”. Además, hace uso de la clase “CtrCategoria” en el cual se implementa 
la lógica y las validaciones de cada operación.  
El código fuente del controlador del caso de prueba 2, se presenta a continuación. 
Ruta: controller/categoría/ajax.php 
 
Atributo Tipo de atributo Descripción 
IdAlmacen Entero Requerido, entero 
Nombre Cadena Requerido, mayor o igual a 3 caracteres 
Acronimo Cadena Requerido, mayor o igual a 3 caracteres 
Direccion  Cadena (opcional) 
        case "actualizar": 
            $idalmacen = $_POST['txtIdAlmacen']; 
            $nombre = mb_strtoupper( trim($_POST['txtNombre'] )) ; 
            $acronimo = mb_strtoupper( trim($_POST['txtAcronimo'] )) ; 
            $direccion = mb_strtoupper( trim($_POST['txtDireccion'] )) ; 
           
            $ctrAlmacen = new CtrAlmacen(); 
            $ctrAlmacen->setIdAlmacen($idalmacen); 
            $ctrAlmacen->setNombre($nombre); 
            $ctrAlmacen->setAcronimo($acronimo); 
            $ctrAlmacen->setDireccion($direccion); 
            $rs = $ctrAlmacen->actualizar(); 
            echo json_encode($rs); 
        ;break; 
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CLASE CTRCATEGORIA 
 
 
 Tipos de datos requeridos para la clase CtrCategoria. 
 Tabla 20  
Tipo de datos – categoria 
 Fuente: Elaboración propia 
 
Caso de prueba 3:  
Modulo Categoría – Función buscar categoría 
El controlador del caso de prueba 2 recibe los siguientes parámetros POST: “txtNombre”. 
Además, hace uso de la clase “CtrCategoria” en el cual se implementa la lógica y las 
validaciones de cada operación.  
El código fuente del controlador del presente caso de prueba se observa a continuación. 
Ruta: controller/categoría/ajax.php 
 
 
Atributo Tipo de atributo Descripción 
IdCategoria Entero Requerido, entero 
Nombre Cadena Requerido, mayor o igual a 3 caracteres 
Descripción Cadena opcional 
        case "actualizar": 
            $idcategoria = $_POST['cat_txtIdCategoria']; 
            $nombre = mb_strtoupper( trim($_POST['cat_txtNombre'] )) ; 
            $descripcion = mb_strtoupper( trim($_POST['cat_txtDescripcion'] )) ; 
 
            $ctrCategoria = new CtrCategoria();           
            $ctrCategoria->setIdCategoria($idcategoria); 
            $ctrCategoria->setNombre($nombre); 
            $ctrCategoria->setDescripcion($descripción); 
            $rs =   $ctrCategoria->actualizar(); 
            echo json_encode($rs); 
        ;break; 
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CLASE CTRCATEGORIA  
   
Tipos de datos requeridos para la clase CtrCategoria 
Tabla 21  
Tipo de datos – categoria 
Fuente: Elaboración propia 
 
D. Ejecución de los casos de prueba. 
Se creó una carpeta “testcases” en el código fuente donde se encuentran todos los casos 
de pruebas a probar y un archivo “load.php” el cual incluye todas las clases que se 
necesitan en el proyecto. 
 
Figura 37. Carpeta testcase 
Fuente: Elaboración propia 
 
Caso de prueba 1:  
Se ha implementado el siguiente código con el nombre “Case1.php” en la carpeta 
Testcase con el cual se probará la funcionalidad actualizar almacén del módulo almacén. 
 
 
 
Atributo Tipo de atributo Descripción 
Nombre Cadena Requerido 
Estado Cadena 1 carácter ,(“”,0,1) 
        case "listar":  
            $nombre = mb_strtoupper( trim($_POST['nombre'] )) ; 
            $ctrCategoria = new CtrCategoria(); 
            $ctrCategoria->setNombre($nombre); 
            $ctrCategoria->setEstado(''); 
            $rs = $ctrCategoria->listar(); 
            echo json_encode($rs); 
        ;break; 
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CASO DE PRUEBA 1 -  MODULO ALMACEN 
 
 
Caso de prueba 2:  
Se ha implementado el siguiente código con el nombre “Case2.php” en la carpeta 
Testcase con el cual se probará la funcionalidad actualizar categoría del módulo categoría. 
CASO DE PRUEBA 2 – MODULO CATEGORIA 
 
 
 
 
 
<?php 
include 'load.php'; 
$ctrAlmacen = new CtrAlmacen(); 
$ctrAlmacen->setIdAlmacen(2); 
$ctrAlmacen->setNombre("BALTA"); 
$ctrAlmacen->setAcronimo(""); 
$ctrAlmacen->setDireccion(""); 
try{ 
    $rs = $ctrAlmacen->actualizar(); 
    echo json_encode($rs); } 
catch(Exception $ex){ 
    echo json_encode(['status'=>false, 'msg'=>$ex->getMessage()]);   } 
 
<?php 
 
include 'load.php'; 
$ctrCategoria = new CtrCategoria(); 
$ctrCategoria->setIdCategoria(4); 
$ctrCategoria->setNombre("EQUIPOS 2"); 
$ctrCategoria->setDescripcion("blt"); 
try{ 
    $rs = $ctrCategoria->actualizar(); 
    echo json_encode($rs); 
} 
catch(Exception $ex){ 
    echo json_encode(['status'=>false, 'msg'=>$ex-
>getMessage()]); 
} 
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Caso de prueba 3:  
Se ha implementado el siguiente código con el nombre “Case3.php” en la carpeta 
Testcase con el cual se probará la funcionalidad buscar categoría del módulo categoría. 
CASO DE PRUEBA 3 – MODULO CATEGORIA 
 
 
E. Resultados de los casos de prueba. 
Caso de prueba 1: 
 
 Si no se asigna el atributo de idalmacen muestra el siguiente error. 
 
 Si se le asigna una cadena de longitud menor a 3 al atributo acronimo caracteres 
muestra el siguiente error. 
 
 Cuando se cumple todas las condiciones de los atributos requeridos, el sistema 
muestra que la ejecución se realizó correctamente. 
Resultado: 
No se presentaron ninguna incidencia, la prueba se ejecutó con éxito. 
 
<?php 
//Añadir clases necesarias 
include 'load.php'; 
$ctrCategoria = new CtrCategoria(); 
$ctrCategoria->setNombre('CABLES'); 
$ctrCategoria->setEstado(''); 
try{ 
    $rs = $ctrCategoria->listar(); 
    echo json_encode($rs); 
} 
catch(Exception $ex){ 
    echo json_encode(['status'=>false, 'msg'=>$ex->getMessage()]); 
} 
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Caso de prueba 2: 
 
 Si no se asigna el atributo de idcategoria muestra el siguiente error. 
 Si no se asigna un dato de tipo entero al atributo idcategoria, muestra el siguiente 
error. 
 Si se le asigna una cadena de longitud menor a 3 al atributo acronimo caracteres 
muestra el siguiente error. 
 
 Cuando se cumple todas las condiciones de los atributos requeridos, el sistema 
muestra que la ejecución se realizó correctamente. 
Resultado: 
No se presentaron ninguna incidencia, la prueba se ejecutó con éxito. 
 
Caso de prueba 3: 
 Si no se le asigna una cadena al atributo nombre muestra el siguiente error. 
 
 Si el estado no está dentro de los valores requeridos o establecidos (“”,0,1), 
muestra el siguiente error. 
Resultado: 
No se presentaron ninguna incidencia, la prueba se ejecutó con éxito. 
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4. Aplicando el algoritmo heurístico en el criterio de prueba de flujo de datos. 
Para la elaboración del algoritmo en esta etapa de la investigación, el cual tiene como 
objetivo generar posibles soluciones de acuerdo al CFG (diagrama de flujo de control), 
se elaboró un proceso de todo el método desarrollado, el cual se puede visualizar en el 
siguiente diagrama. 
 
Figura 38. Diagrama del proceso del método desarrollado 
Fuente: Elaboración propia 
El método desarrollado que se plantea en esta investigación, inicia con la selección de 
casos de pruebas ( adquirido de las funcionalidades de los módulos que se encuentran en 
el plan de pruebas) posterior a ello, convertimos los casos de prueba en un diagrama de 
flujo de control, esto con el fin de encontrar el número total de nodos correspondientes 
en el diagrama, dado que es indispensable para poder realizar la matriz de adyacencia, 
esta matriz será utilizada en el código fuente para posteriormente aplicar el algoritmo 
genético (tomando en consideración el costo de los arcos que unen los vértices y el sentido 
de los caminos a través de una matriz de adyacencia), donde se va a tener en cuenta los 
distintos operadores genéticos del respectivo algoritmo, para seleccionar los operadores 
genéticos se hizo una revisión de la literatura de diversas investigaciones similares 
realizadas con anterioridad en los trabajos previos. Luego se realiza las pruebas sobre el 
algoritmo genético, verificando los resultados obtenidos en la lista del arreglo de 
soluciones donde finalmente se calcula la cobertura de camino, esto con el fin de obtener 
el porcentaje de optimización, dichos resultados podemos verlos en el Anexo 3. 
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4.1.Casos de prueba 
Se seleccionó el caso de prueba 2 de la Tabla 18 de los casos de prueba, para implementar 
el algoritmo genético. 
El código fuente que desarrolla el presente caso de prueba se muestra a continuación 
Caso de prueba 2: Modulo Categoría – Función actualizar categoría. 
CASO DE PRUEBA SELECCIONADO 
 
Como se puede observar en el caso de prueba seleccionado, las condiciones que se 
analizan se encuentra bajo el enfoque del paradigma orientado a objetos, teniendo en 
cuenta que POO encapsula los objetos, métodos y atributos. Entonces, para los casos de 
prueba influye positivamente al momento de hacer las ramificaciones, por lo cual, cuando 
se diseña el diagrama de flujo de control este puede reducirse en gran medida, por lo 
contrario si este casó de prueba se encontrara en programación estructurada se repetiría 
código por el hecho de no estar encapsulado los objetos, lo cual provocaría que las líneas 
de códigos sean demasiado extensas para los casos de prueba, por lo tanto sería más 
costoso diseñar diagramas de flujo, además de resultar complicado para aplicar el 
algoritmo genético y que este logre alcanzar la cobertura deseada, es decir, afectaría de 
gran manera en los resultados de esta investigación. 
 
   public function actualizar(){ 
        if(is_null($this->getIdCategoria())){ 
            throw new Exception('El IdCategoria es nulo'); 
            return null;  }     
if( !filter_var($this->getIdCategoria(), FILTER_VALIDATE_INT) === 0 || 
!filter_var($this->getIdCategoria(), FILTER_VALIDATE_INT)){ 
            throw new Exception('El IdCategoria no es entero'); 
            return null;  } 
        if(strlen($this->getNombre())<3){ 
            throw new Exception('El nombre de Categoría debe tener al menos 3 caracteres'); 
            return null;  } 
        $clsCategoria = new ClsCategoria(); $clsCategoria->idcategoria = $this->idcategoria; 
        $clsCategoria->nombre   = $this->nombre; 
        $clsCategoria->descripción= $this->descripción; 
        $rs =   $clsCategoria->actualizar(); 
        return $rs; } 
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4.2. Diseñar Diagrama de flujo de control 
En esta fase del método desarrollado se diseñó el diagrama de flujo de control de acuerdo 
al caso de prueba 2, como se muestra a continuación.  
 
Figura 39. Generando CFG del Caso de prueba 2 
Fuente: Elaboración propia 
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Diagrama de flujo de control del caso de prueba 2. 
 
Figura 40. Diagrama de flujo de control del caso de prueba 2 
Fuente: Elaboración propia 
 
Una vez establecido el diagrama de flujo de control del caso de prueba, lo siguiente es 
encontrar todos los nodos correspondientes, lo cual se usará para generar la matriz de 
adyacencia. 
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4.2.1. Obtener el número total de Nodos 
Nodos encontrados en el diagrama de flujo de control del caso de prueba 2 
 
Figura 41. Nodos Encontrados en el Diagrama de flujo del caso de prueba 2 
Fuente: Elaboración propia 
Teniendo el número total de nodos, se procede a generar la matriz de adyacencia lo cual 
se resume en un cuadrado | V | × | V | donde su elemento Aij es 1 cuando hay un borde 
desde el vértice i hasta j, y 0 cuando no hay borde. 
4.3.Matriz de adyacencia 
Tabla 22 
Matriz de adyacencia del caso de prueba 2 
Fuente: Elaboración propia 
N.º 
Nodos 
0 1 2 3 4 5 6 7 8 9 
0  1         
1   1 1       
2          1 
3     1 1     
4       1 1   
5          1 
6          1 
7         1  
8           
9           
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Una vez generada la matriz de adyacencia, esta será utilizada en el código fuente donde 
posteriormente se aplicará el algoritmo genético (tomando en consideración el costo de 
los arcos que unen los nodos y el sentido de los caminos a través de una matriz de 
adyacencia) para obtener los resultados. Además, cabe señalar que, hasta este punto del 
proceso del método desarrollado, se ha aplicado en todos los casos de prueba 
seleccionados del plan de pruebas, lo cual se puede visualizar en el Anexo 3.  
4.4. Aplicar el algoritmo genético  
Se ha utilizado GA (algoritmo genético) como el algoritmo de elección para optimizar 
casos de prueba, dado que estos se aplican a diferentes tipos de problemas, principalmente 
problemas de búsqueda y optimización.  
Características del algoritmo genético 
Las características del algoritmo genético propuesto se tomaron del análisis investigativo 
de los trabajos previos de esta investigación, ya que demostraron resultados óptimos en 
sus investigaciones de problemas con la cobertura de camino. Este proceso se divide en 
las siguientes etapas representada en la siguiente figura: 
 
Inicialización de la 
población
Función de 
reparación
Evaluar funcion 
aptitud
Repetir las siguintes 
operaciones
Selección de padres: 
Selección por torneo 
y seleccion aleatoria
Operacion de cruce 
de padres 
Operación de 
mutación
Reparación de 
individuos
Evaluar funcion 
aptitud
Repetir Hasta 
encontrar todas las 
soluciones o superar 
las generaciones 
maximas
Finalizacion del 
algoritmo
Figura 42. Proceso del Algoritmo genético 
Fuente: Elaboración Propia basado en (Niveth & Vipin, 2017) 
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Los parámetros del algoritmo genético serán los siguientes: 
a. Tamaño de población: 6 
b. Operación de selección: Selección por torneo 
c. Operador de Cruce: uniforme 
d. Taza de cruce: 0.80% 
e. Taza de mutación: 0.5% 
Los Nodos encontrados “0,1,2,3,4,5,6,7,8,9” del diagrama de flujo de control del 
caso de prueba 2 son codificados en un conjunto de individuos (Población). Cabe 
señalar que el número de nodos varía dependiendo del caso de prueba. 
Antes de realizar el proceso de las etapas del algoritmo genético, primero se 
calcula la complejidad ciclomática, que es una métrica de software que 
proporciona una medida cuantitativa. Es decir, define el número de rutas 
independientes en un programa. Y se puede calcular para un diagrama de flujo de 
control en cualquiera de las formas dadas. 
V(G) = Número de regiones 
V(G) = Aristas - Nodos + predicados 
V(G) = Número de nodos predicado + 1 
En este caso, se usó la siguiente fórmula de la complejidad ciclomática en el CFG 
del caso de prueba 2. 
Formula: “Aristas-Nodos+Predicados” 
Aplicando formula: 11-10+3 = 4  
Se obtuvo como resultado una complejidad ciclomática de: 4 
Inicialización de la población. 
Consiste en la creación de los individuos. Cada individuo de la población 
representa una posible ruta completa, desde el nodo 1 hasta el nodo final, la 
longitud de los individuos es variable. 
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Tabla 23  
Representación de la población inicial 
 
Fuente: Elaboración propia 
Función de reparación 
Consta de la reparación de bucles de los individuos, el cual consiste en eliminar 
cuyo adyacente se repita. En la población anterior solo se encontró un individuo 
con bucle. 
Tabla 24  
Elementos reparados 
             
Fuente: Elaboración propia 
Al aplicar la función de reparación en la población inicial, quedaría de la siguiente 
forma. 
Tabla 25  
Población inicial con individuos reparados 
 
Fuente: Elaboración propia 
Evaluar función de aptitud 
Se procede a evaluar la función de aptitud de la población inicial con la siguiente 
formula: 
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El valor de aptitud de cada cromosoma se calcula utilizando una matriz de 
adyacencia del CFG. Los elementos en el cromosoma se dividen en pares de nodos 
y comprueban si estos pares tienen un borde entre ellos. Por lo tanto, se puede 
calcular el número de nodos adyacentes. 
Por ejemplo, se utilizó el individuo 5 de la población inicial para calcular el 
fitness, el cual está representado de la siguiente manera: (1,3,5,2), lo siguiente 
consta en separar en pares y verificar el valor de adyacencia en la matriz.  
Tabla 26 
Valor de adyacencia 
 
Fuente: Elaboración Propia 
 
El individuo 5 está compuesto por 4 nodos, por lo tanto, el fitness del individuo 5 
aplicando la fórmula seria lo siguiente: 
ft (5) = (2 + 1) / 4 = 0.75 
Se utilizó el mismo procedimiento para los demás individuos, quedando de la 
siguiente manera: 
Tabla 27  
Población inicial con fitness 
 
Fuente: Elaboración propia 
 
Como se puede observar el individuo 3 es una solución por tener fitness de valor 
1 (solución 1), este individuo se agrega al arreglo de soluciones. 
Cabe señalar que, para cada iteración, se calcula la aptitud de cada cromosoma 
en la población actual.  
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Selección de padres 
En la selección de padres se utiliza la selección por torneo, dado que es el mejor 
al momento de obtener un apropiado nivel de eficiencia del algoritmo y selección 
aleatoria. 
Para la selección por torneo se escoge una cantidad de individuos aleatoriamente, 
y posterior a ello se selecciona el que tiene mayor fitness. 
Se seleccionó aleatoriamente los siguientes individuos: 
Tabla 28  
Individuos seleccionados por torneo 
 
Fuente: Elaboración propia 
  
Teniendo en cuenta los individuos seleccionados anteriormente, el individuo que 
gano por torneo, es el individuo 5 con un fitness 0.75, lo cual vendría a ser el 
primer padre. 
Luego se escoge un individuo al azar de la población, dando como resultado el 
individuo 2 como segundo padre. 
Tabla 29  
Individuo seleccionado al azar 
 
Fuente: Elaboración propia 
 
Operación de cruce de padres 
Teniendo en cuenta los padres seleccionados “5 y 2”, se procede a realizar la 
operación de cruzamiento de manera uniforme. 
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Tabla 30 
Método de cruzamiento uniforme 
 
Fuente: Elaboración propia 
Cabe decir, que, para realizar la operación de cruzamiento, se genera 
aleatoriamente una probabilidad de cruzar, esa probabilidad de cruzar tiene que 
ser menor a la probabilidad de cruce. 
Para los individuos 2 y 5 se obtuvo una probabilidad de cruzar de 0.3 la cual es 
menor a la probabilidad de cruce de los individuos, por lo tanto, se realiza la 
operación de cruzamiento de los individuos. 
Como resultado del cruzamiento uniforme, se obtuvo los siguientes hijos: 
Tabla 31  
Resultado del cruzamiento 
 
Fuente: Elaboración propia 
Como se puede ver el hijo número 2 es una solución (solución 2), por tener fitness 
de valor 1, Este individuo se agrega al arreglo de soluciones. Ambos hijos se 
agrega una población temporal, este proceso se realiza hasta completar la cantidad 
de individuos. 
Luego de realizar el cruzamiento obtenemos la siguiente Población Temporal.  
Tabla 32  
Población temporal 
 
Fuente: Elaboración propia 
Se calcula el fitness de la población temporal. 
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Tabla 33  
Fitness de la población temporal 
 
Fuente: Elaboración propia 
Operación de mutación  
Teniendo la población temporal, se procede a realizar la operación de mutación, 
el cual consta que por cada individuo de la población temporal se escoge una 
posición aleatoria y se inserta un nuevo valor adyacente siguiente a este individuo. 
Cabe decir que para realizar la operación de mutación se genera aleatoriamente 
una probabilidad de mutar, esa probabilidad de mutar tiene que ser menor a la 
probabilidad de mutación de 0.5. 
Para el individuo 3 se obtuvo una probabilidad de mutar de 0.4 la cual es menor a 
la probabilidad de mutación de 0.5, por lo tanto, este individuo se mutará de la 
siguiente manera. 
Tabla 34  
Mutación al individuo 3 
 
Fuente: Elaboración propia 
Se escogió aleatoriamente dando como resultado el gen 1 a mutar, se añadirá un 
gen adyacente siguiente al elemento, el gen adyacente siguiente es 2, el nuevo 
individuo mutado es: 
Tabla 35  
Individuo 3 mutado 
 
Fuente: Elaboración propia 
Este individuo tiene un fitness 1 por lo tanto es una solución (solución 3) y se 
agrega al arreglo de soluciones. 
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Otro Individuo que obtuvo una probabilidad de mutar menor a la probabilidad de 
mutación es el individuo 6: 
Tabla 36  
Mutación del individuo 6 
 
Fuente: Elaboración propia 
Nuevo individuo mutado: 
Tabla 37  
Individuo 6 mutado 
 
Fuente: Elaboración propia 
Este individuo mutado tiene un fitness 1 por lo tanto es una solución (solución 
4) y se agrega al arreglo de soluciones. 
Tabla 38  
Población temporal con individuos mutados 
 
Fuente: Elaboración propia 
Cabe mencionar que la tabla anterior no presentaba ningún bucle por tal motivo 
no se realizó la función de reparación, en cuanto a la función de aptitud cada 
individuo de la tabla anterior ya presentaba un fitness. 
Finalización del algoritmo 
Por último, el algoritmo culmina cuando la cantidad de soluciones encontradas es 
igual a la complejidad ciclomática, en caso contrario seguiría realizando las 
operaciones de selección, cruce y mutación hasta que se encuentre todas las 
soluciones o se supere la cantidad de generación establecidas, remplazando la 
población temporal por la población de la siguiente generación. 
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4.5. Lista de arreglo de soluciones 
Las soluciones encontradas son las siguientes. 
Tabla 39  
Arreglo de soluciones 
 
Fuente: Elaboración propia 
 
Implementando algoritmo genético en Java: 
Para ello se creó un proyecto en el cual se pueda implementar el algoritmo 
genético utilizando los operadores de selección, cruce y mutación para obtener los 
resultados de los casos de prueba. 
 
Figura 43. Proyecto AG en Netbeans 
Fuente: Elaboración propia 
 
Como prerrequisito para poder implementar el algoritmo genético, primero, se 
requiere de una matriz de adyacencia de los casos de pruebas.  
 
En este caso pasamos la matriz de adyacencia del caso de prueba 2 al código 
fuente. 
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Figura 44. Matriz de adyacencia en proyecto java 
Fuente: Elaboración propia 
 
Como se puede apreciar se van aplicar los métodos de selección, cruce y mutación. 
 
Figura 45. métodos del algoritmo genético 
Fuente: Elaboración propia 
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El método de selección para los individuos es dado por torneo y de manera 
aleatoria. 
 Selección por torneo: 
  
     Figura 46. Método de Selección por torneo 
     Fuente: Elaboración propia 
 
Selección aleatoria: 
   
   Figura 47. Método de selección aleatoria 
   Fuente: Elaboración propia  
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El método de cruzamiento para los individuos es de manera uniforme. 
  Cruce uniforme: 
 
Figura 48. Método por selección uniforme 
  Fuente: Elaboración propia 
 
El método de mutación para los individuos es el siguiente. 
  Mutar gen: 
  
Figura 49. Mutar gen 
Fuente: Elaboración propia. 
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Lo siguiente es Inicializar la población, reparar los individuos de esa población y 
sacar el fitness por cada individuo. 
   
Figura 50. Inicialización de la población inicial 
Fuente: Elaboración propia 
Luego aplicamos los métodos del algoritmo genético por cada generación. 
En la siguiente imagen se puede apreciar cómo se aplica el método de selección y 
cruzamiento. 
   
Figura 51. Métodos de operación del AG en java 
Fuente: Elaboración propia 
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El resultado de ese cruzamiento, es decir los hijos se agregan en una población 
temporal, este proceso se realiza hasta completar la cantidad de individuos. 
  
Figura 52. Población temporal después del cruce 
Fuente Elaboración propia 
 Teniendo la población temporal, se procede a realizar la operación de mutación. 
 
Figura 53. Operación de Mutación 
Fuente: Elaboración propia 
Población Temporal luego de mutación. 
  
Figura 54. Población temporal luego de mutación 
Fuente: Elaboración Propia 
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El algoritmo termina siempre y cuando la cantidad de soluciones encontradas 
es igual a la complejidad ciclomática, en caso contrario seguiría realizando las 
operaciones de selección, cruce y mutación hasta que se encuentre todas las 
soluciones o se supere la cantidad de generación establecidas, remplazando la 
población temporal por la población de la siguiente generación. 
5. EVALUANDO RESULTADOS FINALES 
Para la etapa final del enfoque propuesto, se realizó un análisis de la implementación 
del algoritmo genético en todos los casos de pruebas. Los resultados obtenidos se 
basaron en los indicadores establecidos en este informe. Cabe decir, que se tomó en 
consideración la guía obtenida en el Anexo 2 para realizar la siguiente matriz. 
Tabla 40  
Resultados finales de los casos de prueba 
 
Fuente: Elaboración propia 
Se debe agregar, que la explicación de los resultados acorde a los indicadores se 
encuentra detallados en el Análisis y discusión de resultados. 
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El promedio total de los resultados obtenidos por cada indicador es el siguiente. 
Tabla 41  
Promedio total del resultado de los casos de prueba 
 
Fuente: Elaboración propia 
Como se puede observar, el tiempo de ejecución tiene un promedio  de 4.6 seg, 
mostrando que es muy eficaz al momento de ejecutar los casos de pruebas en sistemas 
con considerables líneas de código, en cuanto a la complejidad ciclomática arroja un 
promedio de 4.5, teniendo en cuenta  dicho promedio y teniendo en cuenta el 
promedio total de soluciones de 4.3, esto indica que el grado de cobertura será 
considerablemente alto, tal y como se muestra en el promedio total obtenido en la 
cobertura de camino de 95.9%, lo que significa que es practico. 
IV. CONCLUSIONES Y RECOMENDACIONES 
4.1. Conclusiones 
 En la selección de los algoritmos heurísticos, el algoritmo genético tuvo 
resultados favorables en el criterio de prueba de flujo de datos, siendo este 
muy competente y teniendo mejor desempeño en cobertura de camino, además 
de ser practico en cuanto a tiempo de ejecución en la mayoría de los casos de 
prueba. 
 
 El sistema de operaciones Gernyled se logró realizar todas las pruebas 
correspondientes para los casos de prueba, debido que es un sistema completo 
con gran cantidad de líneas de código al cual se tiene acceso al código fuente. 
 
 La implementación del criterio de prueba de flujo de datos en el sistema 
Gernyled, tuvo como resultado el diseño de 18 casos de pruebas, esto teniendo 
en cuenta los modulos del sistema anteriormente seleccionado dado el grado 
de transaccionalidad que tiene cada módulo. 
 
 Para aplicar el algoritmo genético, se elaboró un proceso de todo el método 
desarrollado, el cual consistió en diseñar diagramas de flujo de control de los 
casos de prueba, mediante el cual en cada diagrama se obtiene el número total 
de nodos, que servirán para realizar una matriz de adyacencia, esta matriz se 
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emplea en un programa en java en el cual se aplicó el algoritmo genético, 
donde se obtuvo los resultados de acuerdo a los indicadores establecidos en 
esta investigación. 
 
 Para evaluar los resultados finales se realizó un análisis de la implementación 
del algoritmo genético en todos los casos de pruebas. Los resultados obtenidos 
se basaron en los indicadores establecidos en este informe. Teniendo esto en 
cuenta, el algoritmo genético en cuanto a cobertura de camino en promedio de 
todos los casos de prueba obtuvo un 95.9%, lo cual indica que el algoritmo 
tiene mejor desempeño en cobertura. 
 
4.2. Recomendaciones 
 Los resultados obtenidos del algoritmo genético en los casos de prueba pueden 
variar dependiendo del sistema que este bajo prueba, por tal motivo es 
recomendable seleccionar un sistema mediano a grande con muchas líneas de 
código teniendo en cuenta que el programa debe tener funciones completas y 
además tener acceso total al código fuente para realizar las pruebas.  
 
 De acuerdo a esta investigación el algoritmo genético arrojo bueno resultados 
en cuanto a la cobertura alcanzada y tiempo de ejecución, pero se recomienda 
hacer uso de otros algoritmos heurísticos que teóricamente también logran 
alcanzar un grado de cobertura de camino similar a la de algoritmos genéticos. 
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ANEXOS 
Anexo 1- Población y Muestra de algoritmos heurísticos 
Tabla 42  
Población de algoritmos heurísticos 
 
ALGORITMOS HEURÍSTICOS 
Cobertura de 
Camino 
(NCC/NCT)*100 
Tiempo de 
Respuesta 
𝑇𝑟𝑒𝑠𝑝𝑢𝑒𝑠𝑡𝑎  =  
  𝑇𝑖𝑑𝑒𝑛𝑡𝑖𝑓𝑖𝑐𝑎𝑐𝑖𝑜𝑛 - 
𝑇𝑖𝑛𝑖𝑐𝑖𝑜 
1. PARTICLE SWARM 
OPTIMIZATION (PSO) 
 
99.00 % 
 
 
 
 
 
2. GENETIC ALGORITHMS (GA) 
  
94.00 %  
24.06 s 96.00 % 
100.00 %  
99.00 % 1.3 s 
  
 
3. DIFFERENTIAL EVOLUTIO (DE) 
      
     100.00 % 
 
4. ELITIST NON-DOMINATED 
SORTING GENETIC 
ALGORITHM (NSGA-II) 
 
97.00 % 
 
19.07 s 
5. MULTI-OBJECTIVE ANT LION 
OPTIMIZER (MOALO) 
 
98.00 % 
 
13.08 s 
6. ARTIFICIAL BEE COLONY 
(ABC) 
98.00 % 03.00 s 
100.00 % 05.00 s 
 119 
 
7. ANT COLONY OPTIMIZATION 
(ACO) 
95.00 % 10.00 s  
Fuente: Elaboracion propia 
 
Recopilado de:  
Tabla 43 
Fuentes de la población de algoritmos 
A. “A differential evolution based approach to generate test data for data-flow 
coverage” (Varshney & Mehrotra, 2017) 
B. “Automatic Test Data Generation Based On Multi-Objective Ant Lion 
Optimization Algorithm” (Tian Tian, Qi Guo, Li, & Yan, 2018) 
C. “Introduction to Data Flow Testing with Genetic Algorithm” (Rijwan & Mohd, 
2017) 
D. “Applying Ant Colony Optimization in Software Testing to Generate Prioritized 
Optimal Path and Test Data” (Biswas, 2015) 
E. “Using Artificial Bee Colony for Code Coverage based Test Suite Prioritization” 
(Konsaard, 2015) 
F. “A Non-Pheromone based Intelligent Swarm Optimization Technique in 
Software Test Suite Optimization” (Mala & Nadu, 2009) 
Fuente: Elaboración propia 
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Anexo 2 - Ficha de Observación de los Casos de Prueba 
 
En el presente cuadro se obtendrán los resultados obtenidos del algoritmo genético, 
teniendo en cuenta el tiempo de ejecución, la complejidad ciclomática, soluciones y 
cobertura de camino. 
 
Formato de ficha de observación de los resultados del algoritmo genético en los 
casos de prueba 
 
 Fuente: Elaboracion propia 
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Anexo 3 - Resultados de los Casos de Prueba en el Algoritmo Genético 
 
Caso de prueba 1:  
Módulo Almacén – Función Actualizar Almacén 
 
Diagrama de flujo de control de actualizar almacén: 
 
Figura 55. CFG función Actualizar almacén 
Fuente: Elaboración propia 
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Matriz de adyacencia de actualizar almacen: 
Tabla 44   
Función actualizar almacen 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 
0  1           
1   1 1         
2            1 
3     1 1       
4       1 1     
5            1 
6            1 
7         1 1   
8            1 
9           1  
10             
11             
  Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar almacen mediante el algoritmo genético en 
JAVA: 
 
Figura 56. Resultado de actualizar almacen 
Fuente: Elaboracion propia 
 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 2:  
Módulo Categoria – Función Actualizar Categoria 
 
Diagrama de flujo de control de actualizar categoria: 
 
Figura 57. CFG Función Actualizar Categoría 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar categoria: 
Tabla 45  
Función actualizar categoria. 
Nº 0 1 2 3 4 5 6 7 8 9 
0  1         
1   1 1       
2          1 
3     1 1     
4       1 1   
5          1 
6          1 
7         1  
8           
9           
     Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar categoria mediante el algoritmo genético 
en JAVA: 
 
Figura 58. Resultado actualizar categoría 
Fuente: Elaboracion propia 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 3:  
Modulo Sub Categoria – Función Actualizar Sub Categoria 
 
Diagrama de flujo de control de actualizar sub categoria: 
 
Figura 59. CFG función actualizar Sub categoría 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar sub categoria: 
Tabla 46  
Función actualizar subcategoria 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 
0  1           
1   1 1         
2            1 
3     1 1       
4       1 1     
5            1 
6            1 
7         1 1   
8            1 
9           1  
10             
11             
  Fuente: Elaboración propia 
Resultado del caso de prueba actualizar sub categoria mediante el algoritmo 
genético en JAVA:  
 
Figura 60. Resultado actualizar subcategoría 
Fuente: Elaboracion propia 
 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 4:  
Modulo Marca – Función Actualizar Marca 
 
Diagrama de flujo de control de actualizar marca: 
 
Figura 61. CFG función actualizar marca 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar marca: 
Tabla 47  
Función actualizar marca. 
Nº 0 1 2 3 4 5 6 7 8 9 
0  1         
1   1 1       
2          1 
3     1 1     
4       1 1   
5          1 
6          1 
7         1  
8           
9           
         Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar marca mediante el algoritmo genético en 
JAVA:  
 
Figura 62. Resultado actualización marca 
Fuente: Elaboracion propia 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 5:  
Modulo Producto – Función Actualizar Producto 
 
Diagrama de flujo de control de actualizar producto: 
 
Figura 63. CFG Función actualizar producto 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar producto: 
Tabla 48  
Función actualizar producto 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 
0  1              
1   1 1            
2               1 
3     1 1          
4       1         
5       1         
6        1 1       
7          1      
8          1      
9           1 1    
10             1   
11             1   
12              1  
13                
14                
 Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar producto mediante el algoritmo genético 
en JAVA:  
 
Figura 64. Resultado actualizar producto 
Fuente: Elaboracion propia 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 6:  
Modulo Persona – Función Actualizar Persona 
 
Diagrama de flujo de control de actualizar persona: 
 
Figura 65. CFG Función actualizar persona. 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar persona: 
Tabla 49  
Función actualizar persona 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 
0  1            
1   1 1          
2             1 
3     1 1        
4      1        
5       1     1  
6        1      
7         1 1    
8           1   
9           1   
10            1  
11              
12              
          Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar persona mediante el algoritmo genético en 
JAVA:  
 
Figura 66. Resultado actualizar persona 
Fuente: Elaboracion propia 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 7:  
Modulo Stock – Función Actualizar Stock 
 
Diagrama de flujo de control de actualizar Stock: 
 
Figura 67. Función actualizar Stock 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar Stock: 
TABLA 50 FUNCIÓN ACTUALIZAR STOCK 
Nº 0 1 2 3 4 5 
0  1     
1   1    
2    1 1  
3      1 
4      1 
5       
    Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar Stock mediante el algoritmo genético en 
JAVA:  
 
 
Figura 68. Resultado actualizar Stock 
Fuente: Elaboracion propia 
 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 8:  
Modulo Envió E-mails – Función Actualizar E-mails 
 
Diagrama de flujo de control de actualizar E-mails: 
 
Figura 69. CFG Función actualizar emails 
Fuente: Elaboracion propia 
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Matriz de adyacencia de actualizar E-mails: 
Tabla 51  
Función actualizar emails 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 13 
0  1             
1   1 1           
2              1 
3     1 1         
4              1 
5       1 1       
6              1 
7         1 1     
8              1 
9           1 1   
10              1 
11             1  
12               
13               
      Fuente: Elaboracion propia 
Resultado del caso de prueba actualizar E-mails mediante el algoritmo genético en 
JAVA:  
 
Figura 70. Resultado actualizar emails 
Fuente: Elaboracion propia 
Tiempo de 
ejecución 
Complejidad 
Ciclomática 
Soluciones 
Encontrada
s 
Cobertura 
de Camino 
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Caso de prueba 9:  
Módulo Almacen – Función Registrar Almacen 
 
Diagrama de flujo de control de registrar Almacen: 
 
Figura 71. CFG función registrar almacén 
Fuente: Elaboracion propia 
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Matriz de adyacencia de registrar Almacen: 
Tabla 52  
Función registrar almacen 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 
0  1           
1   1 1         
2            1 
3     1 1       
4       1 1     
5            1 
6            1 
7         1 1   
8            1 
9           1  
10             
11             
  Fuente: Elaboracion propia 
Resultado del caso de prueba registrar Almacen mediante el algoritmo genético en 
JAVA:  
 
 
Figura 72. Resultado registrar almacen 
Fuente: Elaboracion propia 
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Caso de prueba 10:  
Módulo Categoria – Función Registrar Categoria 
 
Diagrama de flujo de control de registrar categoria: 
 
Figura 73. CFG Función Registrar Categoría 
Fuente: Elaboracion propia 
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Matriz de adyacencia de registrar categoria: 
Tabla 53  
Función registrar categoria 
Nº 0 1 2 3 4 5 6 7 8 9 
0  1         
1   1 1       
2          1 
3     1 1     
4       1 1   
5          1 
6          1 
7         1  
8           
9           
          Fuente: Elaboracion propia 
Resultado del caso de prueba registrar categoria mediante el algoritmo genético en 
JAVA:  
 
Figura 74. Resultado registrar categoría. 
Fuente: Elaboracion propia 
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Caso de prueba 11:  
Modulo Sub Categoria – Función Registrar Sub Categoria 
 
Diagrama de flujo de control de registrar Sub categoria: 
 
Figura 75. CFG Función registrar subcategoría 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar Sub categoria: 
Tabla 54  
Función registrar subcategoria. 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 
0  1           
1   1 1         
2            1 
3     1 1       
4       1 1     
5            1 
6            1 
7         1 1   
8            1 
9           1  
10             
11             
  Fuente: Elaboracion propia 
Resultado del caso de prueba registrar Sub categoria mediante el algoritmo 
genético en JAVA:  
 
 
Figura 76. Resultado registrar subcategoría 
Fuente: Elaboracion propia 
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Caso de prueba 12:  
Módulo Marca – Función Registrar Marca 
 
Diagrama de flujo de control de registrar marca: 
 
Figura 77. CFG función registrar marca 
Fuente: Elaboracion propia 
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Matriz de adyacencia de registrar marca: 
Tabla 55  
Función registrar marca 
Nº 0 1 2 3 4 5 6 7 8 9 
0  1         
1   1 1       
2          1 
3     1 1     
4       1 1   
5          1 
6          1 
7         1  
8           
9           
          Fuente: Elaboracion propia 
Resultado del caso de prueba registrar marca mediante el algoritmo genético en 
JAVA:  
 
 
Figura 78. Resultado registrar marca 
Fuente: Elaboracion propia 
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Caso de prueba 13:  
Modulo Producto – Función Registrar Producto 
 
Diagrama de flujo de control de registrar producto: 
 
Figura 79. CFG Función registrar producto 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar producto: 
Tabla 56  
Función registrar producto 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 
0  1              
1   1 1            
2               1 
3     1 1          
4       1         
5       1         
6        1 1       
7          1      
8          1      
9           1 1    
10             1   
11             1   
12              1  
13                
14                
 Fuente: Elaboracion propia 
Resultado del caso de prueba registrar producto mediante el algoritmo genético en 
JAVA:  
 
 
Figura 80. Resultado registrar producto 
Fuente: Elaboracion propia 
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Caso de prueba 14:  
Módulo Compras – Función Registrar Compras 
 
Diagrama de flujo de control de registrar compras: 
 
Figura 81. CFG Función registrar compra 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar compras: 
Tabla 57  
Función registrar compra 
Nº 0 1 2 3 4 5 6 7 8 
0  1        
1   1       
2    1 1     
3   1       
4      1    
5       1 1  
6         1 
7          
8      1    
   Fuente: Elaboracion propia 
Resultado del caso de prueba registrar compras mediante el algoritmo genético en 
JAVA:  
 
Figura 82. Resultado registrar compra 
Fuente: Elaboración propia 
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Caso de prueba 15:  
Módulo Ventas – Función Registrar Ventas 
 
Diagrama de flujo de control de registrar ventas: 
 
Figura 83. CFG Función registrar venta 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar ventas: 
Tabla 58  
Función registrar venta 
 
 
 
 
 
 
 
          Fuente: Elaboracion propia 
 
Resultado del caso de prueba registrar ventas mediante el algoritmo genético en 
JAVA:  
 
 
Figura 84. Resultado registrar venta 
Fuente: Elaboración propia 
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Caso de prueba 16:  
Módulo Cotizaciones – Función Registrar Cotizaciones 
 
Diagrama de flujo de control de registrar Cotizaciones: 
 
Figura 85. CFG Función registrar Cotización 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar cotizaciones: 
Tabla 59  
Función registrar cotización 
 
 
 
 
 
 
 
         Fuente: Elaboracion propia 
Resultado del caso de prueba registrar cotizaciones mediante el algoritmo genético 
en JAVA:  
 
 
Figura 86. Resultado registrar cotización 
Fuente: Elaboración propia 
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Caso de prueba 17:  
Módulo Persona – Función Registrar Persona 
 
Diagrama de flujo de control de registrar persona: 
 
Figura 87. CFG Función registrar persona 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar persona: 
Tabla 60  
Función registrar persona 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 
0  1            
1   1 1          
2             1 
3     1 1        
4      1        
5       1     1  
6        1      
7         1 1    
8           1   
9           1   
10            1  
11              
12              
          Fuente: Elaboracion propia 
Resultado del caso de prueba registrar persona mediante el algoritmo genético en 
JAVA:  
 
Figura 88. Registrar persona 
Fuente: Elaboración propia 
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Caso de prueba 18:  
Módulo Envió E-mails – Función Registrar E-mails 
 
Diagrama de flujo de control de registrar E-mails: 
 
Figura 89. CFG Función registrar emails 
Fuente: Elaboración propia 
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Matriz de adyacencia de registrar E-mails: 
Tabla 61  
Función registrar emails 
Nº 0 1 2 3 4 5 6 7 8 9 10 11 12 13 
0  1             
1   1 1           
2              1 
3     1 1         
4              1 
5       1 1       
6              1 
7         1 1     
8              1 
9           1 1   
10              1 
11             1  
12               
13               
      Fuente: Elaboracion propia 
Resultado del caso de prueba registrar E-mails mediante el algoritmo genético en 
JAVA:  
 
 
Figura 90. Resultado registrar emails 
Fuente: Elaboración propia 
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