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Cílem práce je poskytnout přehled nejčastěji se vyskytujících zranitelností webových apli-
kací a postupy, které se používají při jejich testování. Při každé zranitelnosti je uveden její
popis, názornej příklad a způsob zabezpečení aplikace proti ní. V práci jsou dále uvedeny
automatické nástroje, které se používají při testování zranitelností webových aplikací. Jako
součást práce byla implementována aplikace s vloženými zranitelnostmi, na které je možné
podrobit zkoušce teoretické postupy testování, spolu s automatickými nástroji určenými
k tomuhle účelu.
Abstract
Goal of the thesis is to provide an overview of most common vulnerabilities occurring in web-
based applications and methods, which are used for testing them. With each vulnerability
there is given a description, example and methods of securing the applications against
it. The thesis also introduces automatic tools, which are used for web-based application
vulnerability testing. As a part of thesis, there was implemented an web-based application
with embedded vulnerabilities. On this application it is possible to put to test the theoretical
methods of testing along with automated tools dedicated for this purpose.
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V súčasnej dobe, keď je internet rozšírený do väčšiny moderných domácností, sa pre veľké
množstvo firiem a spoločností stal prostriedkom ako komunikovať a poskytovať služby
zákazníkom. Pre tento účel začali vo veľkej miere vznikať webové aplikácie, ktoré sú už
dnes schopné vykonať skoro ľubovolnú funkciu, ktorú je možné implementovať online. Sú
to funkcie ako nakupovanie, spravovanie bankových účtov, pošta, vyhľadávanie informácií
a mnoho ďalších.
Na začiatku používania internetu, slúžila väčšina webových stránok iba na zobrazovanie
statického obsahu a neposkytovala žiadnu ďalšiu funkcionalitu. Väčšina webových stránok,
ktoré sú dostupné na internete dnes, sú v skutočnosti aplikácie, ktoré závisia na komunikácii
medzi serverom, na ktorom je aplikácia spustená a užívateľovým prehliadačom a poskytujú
užívateľovi bohatú funkcionalitu.
Spolu s veľkými výhodami, ktoré webové aplikácie priniesli, sa ale objavilo aj veľké
množstvo nových zraniteľností, na ktoré sú tieto aplikácie náchylné. Existuje množstvo
aplikácií obsahujúcich osobné informácie o svojich užívateľoch, ktoré môžu byť v rukách
útočníka zneužité rôznymi spôsobmi. Ak je aplikácia slabo zabezpečená a manipuluje
s finančnými prostriedkami svojich užívateľov môže sa stať, že útočník bude schopný tieto
finančné prostriedky odcudziť. Existuje veľa zraniteľností, ktoré je možné zneužiť na rôzne
účely, ktoré sú ohraničené len fantáziou a vynaliezavosťou útočníka.
Podľa štatistík firiem, ktoré sa zaoberajú bezpečnosťou v informačných technológiách
Context Information Security[1] a Cenzic[2], bola v roku 2013 až v 96% testovaných aplikácií
objavená istá zraniteľnosť. Priemerne bolo v každej z testovaných aplikácií objavených až
14 zraniteľností.
Táto práca sa bude zaoberať niektorými častými zraniteľnosťami, ktorými webové
aplikácie v dnešnej dobe trpia, ďalej bude opísané ako je možné aplikáciu proti týmto
zraniteľnostiam ochrániť a ako otestovať že sa ju ochrániť podarilo. Tieto zraniteľnosti
budú demonštrované na vytvorenej aplikácií, v ktorej bude opísaný postup ako ich
otestovať. Ďalej bude analyzovaný zdrojový kód, ktorý túto zraniteľnosť obsahuje.
Kapitola 2 je venovaná popisu a teoretickému rozboru vybraných útokov. Ďalej je v nej
popísané, kedy a kde sa dané útoky vyskytujú a akým spôsobom sa aplikácie proti týmto
útokom zabezpečujú. Pri každom z útokov bude nakoniec uvedený reálny príklad zdrojového
kódu aplikácie ktorá je na daný útok zraniteľná.
Kapitola 3 obsahuje postupy testovania, ktoré sa používajú pri odhaľovaní zraniteľností
webových aplikácií. Popísané sú spôsoby testovania na zraniteľnosti, ktoré je možné zneužiť
útokmi popísanými v kapitole 2. Pomocou postupov, uvedených v tejto kapitole bude neskôr
testovaná demonštračná aplikácia.
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Kapitola 4 sa zaoberá samotnou demonštračnou aplikáciu. V tejto kapitole je uvedený
návrh a implementácia tejto aplikácie a nástroje použité pri jej implementácií.
V kapitole 5 sú demonštrované zraniteľnosti, ktoré boli vložené do implementovanej
aplikácie spolu so zdrojovým kódom, ktorý tieto zraniteľnosti umožňuje a konkrétnymi
príkladmi, ako je možné v tejto aplikácií dané zraniteľnosti zneužiť. Ďalej sa pri každej




Popis vybraných útokov na webové
aplikácie
Existuje mnoho druhov útokov proti webovým aplikáciam. Môžu byť zamerané na samotnú
aplikáciu alebo aj na konkrétneho užívateľa, ktorý aplikáciu používa. Útočník po objavení
zraniteľnosti webovej aplikácie môže túto aplikáciu napadnúť a spôsobiť tak väčšie či menšie
škody. Môže preniknúť do databáze aplikácie a získať citlivé údaje, alebo prinútiť užívateľa
aby nevedome vykonal nejakú akciu. Možností je veľa a v tejto kapitole budú popísané
najčastejšie útoky, na ktoré sú webové aplikácie zraniteľné a zároveň spôsob, ako proti nim
webovú aplikáciu zabezpečiť.
Graf 2.1 zobrazuje pomer zraniteľností, ktoré sa v najväčšej miere vyskytujú vo
webových aplikáciách. Všetky z týchto zraniteľností, okrem zraniteľností z oblasti úniku















Obrázek 2.1: Pomery zraniteľností vo webových aplikáciách
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2.1 Cross-site scripting
Cross-site scripting (XSS) [3] je útok smerovaný proti užívateľovi webovej stránky.
Útočník sa snaží do kódu HTML vygenerovaného serverom vložiť skript, ktorý sa potom
v prehliadači užívateľa vykoná pri načítaní stránky. Je viacero možností akými môže
útočník vložiť svoj skript do kódu HTML. Môže ho vložiť na dlhšiu dobu do databáze
aplikácie (perzistentné XSS) alebo ho použiť len jednorázovo napríklad pri načítaní
aplikácie (reflektované XSS).
2.1.1 Perzistentné XSS
Pri tomto type útoku sa útočník snaží vložiť skript do dátového úložiska danej aplikácie,
z ktorého potom aplikácia tento útočný skript načíta a prehliadač ho potom vykoná pri
načítaní stránky. Dátovým úložiskom aplikácie je vo väčšine prípadov relačná databáza,
ktorá sa môže používať aj na ukladanie vstupov od užívateľov. Ak sa tieto vstupy
následne z databáze zobrazujú neošetrené v kóde HTML, je to vhodné miesto pre
zneužitie pomocou perzistentného XSS. Typickým príkladom je použitie v diskusných
fórach alebo komentároch k článku.
Príklad: Majme zraniteľnú stránku, do ktorej majú možnosť užívatelia pridávať




$message = $_POST[’message ’];
$query = "INSERT INTO komentare (comment) VALUES (’$message ’);";




<? echo $result; ?>
...
Obrázek 2.2: Zraniteľnosť na perzistentné XSS
Metódou POST môže byť v tomto prípade v parametri message predaný útočný skript.
Je uložený do databázy a následne prevedený webovým prehliadačom každého užívateľa,
ktorý si túto stránku prezerá.
2.1.2 Reflektované XSS
Reflektované XSS sa objavuje častejšie ako perzistentné [3]. Skript sa nevkladá do
dátového úložiska aplikácie, ale predáva sa jednorázovo s príchodom požiadavku napríklad
na načítanie stránky, ktorý prišiel od užívateľa pre webový server. Toto sa deje podľa
toho, akou metódou sú parametre požiadavku posielané na server. Môže to byť metódou
GET alebo metódou POST.
V prípade použitia metódy GET sú parametre a hodnoty, ktoré aplikácia používa
obsiahnuté priamo v URL. V URL sú parametre predávané za znakom „?” a oddelené sú
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medzi sebou znakom „&”. V tomto prípade je útočník schopný skonštruovať odkaz, ktorý
v hodnote parametru predávaného webovej aplikácií obsahuje útočný skript. Ak užívateľ
tento odkaz nasleduje, prejde na napadnutú stránku a zároveň jej predá útočníkom
pripravený skript. Pokiaľ webová aplikácia zobrazuje niekde vo vyžiadanom dokumente
obsah predaného parametra bez ošetrenia, je zraniteľná na reflektované XSS. Na strane
užívateľa je dokument zobrazený prehliadačom, ktorý zároveň prevedie aj útočný skript.
Príklad: Majme zraniteľnú stránku, ktorá prijíma parameter dotaz pomocou metódy
GET a následne jeho hodnotu zobrazí vo svojom obsahu.
<? $dotaz = $_GET[’dotaz’]; ?>
...
<p><? echo $dotaz; ?></p>
...
Obrázek 2.3: Reflektované XSS metódou GET
Webovú aplikáciu môžeme otestovať na reflektované XSS napríklad využitím metódy
alert v JavaScripte. Odkaz so skriptom potom môže byť v tvare:
http://www.zranitelna.cz/hladat.php?dotaz=<script >alert(/XSS/);</script >
Užívateľov prehliadač po načítaní tohto odkazu prevedie skript, ktorý je predaný ako
hodnota parametru dotaz.
Pri použití metódy POST sa parametre a ich hodnoty nepredávajú priamo v URL, ale
sú zakomponované v tele požiadavku HTTP. Z toho vyplýva, že útočník nieje schopný
priamo vytvoriť odkaz s útočným skriptom a predať ho užívateľovi. Miesto toho sa
používa postup, ktorý pozostáva z niekoľkých častí. Najprv si útočník musí pripraviť
webovú stránku, ktorá bude odosielať dopredu pripravené dáta vrátane útočného skriptu
do napádanej webovej aplikácie. Ďalej musí útočník predať odkaz na takto skonštruovanú
stánku užívateľovi, ktorý tento odkaz nasleduje a je z útočníkovej stánky presmerovaný na
napádanú webovú aplikáciu. Pritom sa tejto aplikácií predajú metódou POST parametre
z útočníkovej stránky spolu s útočným skriptom. Nakoniec napadnutý webový server vráti
užívateľovi dokument HTML spolu s útočným skriptom, ktorý užívateľov prehliadač
vykoná.
Príklad: Zraniteľná stránka prijíma parameter dotaz pomocou metódy POST a následne
ho zobrazí vo svojom obsahu. Pre vytvorenie odkazu ktorý predá parametre spolu
s útočným skriptom tejto stránke musíme vytvoriť druhú stránku ktorá nás tam
presmeruje. Táto stránka môže obsahovať kód 2.4.
...
<form name="form" method="post" action="http :// www.example.cz/search.php">
<input type="hidden" name="dotaz" value="<script >alert(/XSS/);</script >">
</form>
<script >form.submit ();</script >
...
Obrázek 2.4: Reflektované XSS metódou POST
Pre pole formulára, do ktorého zadávame vstup, je nastavený atribút hidden, vďaka
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ktorému sa načítaný formulár nezobrazí užívateľovi. Ďalej je použitá metóda submit
formulára v JavaScripte, ktorá zabezpečí vykonanie akcie, ktorú formulár definuje
v atribúte action. Ak presvedčíme užívateľa, aby nasledoval odkaz na takto vytvorenú
stránku, tá ho presmeruje na napadnutú webovú aplikáciu, ktorej predá útočný skript.
Tento skript je následne prevedený webovým prehliadačom užívateľa.
2.1.3 HTML injection
Ak útočník nechce vkladať práve skript, ale meniť obsah dokumentu na webovej stránke,
môže použiť tzv. HTML injection [4]. HTML injection sa riadi podobnými postupmi ako
XSS a preto sa tiež zaraďuje do tejto kategórie útokov. Narozdiel od XSS, kde útočník
vkladá do HTML dokumentu skripty, pri HTML injection útočník vkladá do dokumentu
text alebo iné bežné značky HTML, čo môže viesť k zavádzaniu užívateľa, ktorý potom
tento text číta.
Príklad: Môžme použiť príklad uvedený pri perzistentnom XSS v podkapitole 2.1.1.
Rozdiel bude v tom, že miesto skriptu vložíme ako komentár do databáze kód HTML,
ktorý bude napríklad v tvare zobrazenom na obrázku 2.5
<form method="POST" action="http :// www.utocnikovastranka.cz/login.php">
Meno: <input type="text" name="username" /><br />
Heslo: <input type="password" name="password" /><br />
<input type="submit" value="Login" /></form><!--
Obrázek 2.5: Formulár pre HTML injection
Po otvorení tohto komentáru sa užívateľovi zobrazí prihlasovací formulár, ktorý po
vyplnení odošle informácie na útočníkovu stránku.
2.1.4 Zabezpečenie proti XSS
Pri zabezpečovaní webovej aplikácie proti zraniteľnostiam na útok XSS platia pravidlá [4],
ktoré je vhodné dodržiavať. Je nutné nedôveryhodné dáta vkladať iba na povolených
miestach. Escapovať nedôveryhodné dáta pred ich vložením do obsahu elementu HTML,
prípadne atribútu. Escapovať nedôveryhodné dáta vkladané do dátových hodnôt
JavaScriptu, nakoľko je toto jediné bezpečné miesto v JavaScriptovom kóde pre vkladanie
nedôveryhodného obsahu, pretože v iných častiach kódu je možné veľmi ľahko vložiť
kontext, ktorý sa vykoná ako príkaz. Escapovať CSS a striktne kontrolovať pred vložením
nedôveryhodných dát do hodnôt štýlu HTML. Ak sú parametre predávané v URL, je
potrebné escapovať hodnoty týchto parametrov.
Dodržiavaním uvedených pravidiel je možné značne znížiť pravdepodobnosť výskytu
zraniteľností proti útoku XSS.
2.2 Cross-site request forgery
Cross site request forgery (CSRF) [3] je útok, pri ktorom útočník prinúti užívateľa
vykonať nejakú akciu bez jeho vedomia. Toto je možné dosiahnuť napríklad ak útočník
odošle obeti HTML email s odkazom, ktorý modifikuje správanie inej webovej aplikácie,
do ktorej je napadnutý užívateľ prihlásený. Ďalšou možnosťou ako užívateľa prinútiť
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k nevedomému vykonaniu útočníkom požadovanej akcie je tzv. clickjacking. Samotný útok
CSRF je prosté odoslanie požiadavku HTTP z jednej webovej aplikácie do inej, a to
všetko pod identitou napadnutej obete.
Príklad: Majme stránku http://www.zranitelna.cz/adduser.php na ktorú môže
pristupovať iba administrátor a slúži na pridanie užívateľa do aplikácie. Predpokladajme,
že máme k dispozícií požiadavok HTTP, ktorý sa používa pre túto operáciu. Meno a heslo
užívateľa je predávané metódou POST v atribútoch name a pass. Ak je aplikácia
zraniteľná na CSRF, môže útočník administrátorovi podstrčiť odkaz, ktorým
administrátor nevedome pridá užívateľa do aplikácie. Podmienkou je, že administrátor
v čase zobrazenia útočníkovho odkazu musí byť do aplikácie prihlásený.
Keďže je v aplikácií použitá metóda POST, môžme vytvoriť novú stránku, ktorá pri
zobrazení presmeruje užívateľa na napadnutú webovú aplikáciu spolu s predaním
parametrov. V našom prípade bude obsahovať kód z obrázku 2.6.
...
<form name="form" action="http :// www.zranitelna.cz/adduser.php"
method="post">
<input type="hidden" name="name" value="CSRF">
<input type="hidden" name="pass" value="CSRF">
</form>
<script > form.submit () </script >
...
Obrázek 2.6: Formulár pre útok CSRF
Pokiaľ predáme odkaz na takto vytvorenú stránku administrátorovi, ktorý je prihlásený
do napadnutej webovej aplikácie, pridá tak do aplikácie útočníkom vytvoreného užívateľa.
2.2.1 Zabezpečenie proti CSRF
Pre zabezpečenie aplikácie proti útoku CSRF je treba kontrolovať hodnoty v poli hlavičky
HTTP Referer. Z tejto hodnoty je možné zistiť, z akej stránky bol požiadavok odoslaný
a teda je možné určiť, či je tento požiadavok legitímny alebo podvrhnutý. Ďalej je vhodné
požadovať dodatočné overenie užívateľa napríklad pomocou tzv. kódu CAPTCHA1 alebo
re-autentifikácie. Najúčinnejší [3, 4] spôsob zabezpečenia je využitie tokenov. Pomocou
nich aplikácia overuje oprávnenia jednotlivých užívateľov a rozhoduje, či môžu prevádzať
požadované akcie. Aplikácia generuje každému užívateľovi spolu s formulárom aj tokeny,
ktoré si ukladá do databáze spolu s priradeným užívateľom. Tento token sa predá naspäť
užívateľovi napríklad v skrytom poli. Keď užívateľ pošle požiadavok naspäť na server,
spolu s ním pošle aj token, ktorý je aplikácia schopná porovnať s tokenom uloženým
v databáze a podľa toho dokáže overiť oprávnenia užívateľa.
2.3 Útoky na správu sedení
Z dôvodu, že protokol HTTP je z jeho podstaty bezstavový, bolo nutné implementovať
mechanizmus, ktorý by bol schopný kontinuálne komunikovať a rozlíšiť jednotlivých
1Ako CAPTCHA sa označuje kód, ktorý je pri overovaní užívateľa potrebné odpísať z priloženého obrázku
aby bolo možné určiť, že obsah nieje vyplňovaný automaticky robotom.
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užívateľov na základe ich prihlasovacích údajov. Dnes sa na tento účel používa správa
sedení, ktorá zabezpečuje, že sa každému užívateľovi pri prihlásení vygeneruje jedinečná
identifikácia, podľa ktorej s týmto užívateľom webová aplikácia komunikuje. Táto
identifikácia je označovaná ako identifikácia sedenia (SID) a používajú sa tri metódy
akými sa ukladá a predáva. Prvým spôsobom je vloženie SID priamo do adresy URL pri
pristupovaní do webovej aplikácie. Ďalší spôsob je predanie SID v skrytom poli pomocou
metódy POST v protokole HTTP a posledný spôsob je uloženie SID do súborov cookies2.
Útoky zamerané na zraniteľnosti v správe sedení využívajú nedostatky v aplikácií, ktoré
umožňujú útočníkovi odcudziť alebo podstrčiť SID a základe toho sa prihlásiť do aplikácie
ako autentifikovaný používateľ, pričom takto disponuje všetkými jeho oprávneniami.
2.3.1 Session hijacking
Pri útoku session hijacking [4] je útočníkovým cieľom zistiť SID, pod ktorým je iný
užívateľ prihlásený a použiť ho na autentifikáciu do webovej aplikácie pričom sa na
základe tohto SID vydáva za napadnutého užívateľa a disponuje všetkými jeho právami
v aplikácii.
Príklad: Ak aplikácia ukladá SID v súboroch cookies prehliadača je možné pomocou
JavaScriptu zobraziť tento súbor, a tým zistiť SID autentifikovaného užívateľa.
<script >alert(document.cookie );</script >
Útočník môže použiť útok XSS aby ukradol užívateľovi SID. Útočník podstrčí užívateľovi
odkaz so skriptom, ktorý po vykonaní odošle útočníkovi SID napadnutého užívateľa.
2.3.2 Session fixation
Session fixation [5] je ďalším útokom, ktorý je možné zneužiť vo webových aplikáciách,
ktoré obsahujú zraniteľností v správe sedení. Narozdiel od krádeže sedenia ale používa iný
spôsob akým umožňuje preniknúť útočníkovi do aplikácie pod identitou iného užívateľa.
Pri realizácií tohto útoku nejde o zistenie SID užívateľa, ale priamo o podstrčenie
útočníkom skonštruovaného SID užívateľovi, ktorý sa pod týmto SID prihlási. Ak
aplikácia obsahuje túto zraniteľnosť útočník má hneď k dispozícií autentifikované SID,
s ktorým môže vykonávať všetky akcie prístupné napadnutému užívateľovi.
Príklad: Ak je SID uchovávané v súboroch cookies, je možné tento súbor modifikovať
v užívateľovom prehliadači pomocou útoku XSS. Postupy útokov XSS sú popísané
v kapitole 2.1. Útočník potrebuje poznať názov cookie súboru, v našom príklade to bude
cookie s názvom PHPSESSID a ďalej je už do tohto názvu predaná hodnota, ktorou
útočník pristúpi do aplikácie. Vložený skript, ktorým sa prevedie injektáž SID do súboru
cookie bude v tvare:
<script >document.cookie="PHPSESSID =123";</script >
Ak užívateľov prehliadač prevedie vytvorený skript a užívateľ sa následne autentifikuje
do aplikácie, útočník má k dispozícií prístup k SID tohto užívateľa a tým pádom aj prístup
do aplikácie pod jeho identitou.
2Cookies sú súbory, ktoré si webový server ukladá do prehliadaču užívateľa a je takto schopný uchovávať
stav aplikácie.
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2.3.3 Zabezpečenie proti útokom na správu sedení
Ako opatrenia proti útokom na správu sedení, ktoré boli uvedené by malo patriť vytvorenie
nového SID pre užívateľa v tej chvíli, keď sa prihlási do aplikácie a prejde tak z anonymného
stavu do stavu identifikovaného užívateľa. Ako ďalšie, hlbšie opatrenie, ktoré býva používané
v aplikáciách so zvýšenou potrebou úrovne zabezpečenia, zvyknú byť použité identifikátory
pre každú pristúpenú stránku, ktoré doplňujú hlavé SID.
Aplikácia by ďalej nemala prijímať ľubovolné SID, ktoré sama nevygenerovala. Ako
ďalšie z opatrení by malo byť použité automatické odhlásenie po určitej dobe nečinnosti.
To znamená že SID po určitej dobe stratí platnosť.
Útoky smerované na správu sedení môžu byť uskutočnené rôznymi spôsobmi ako
napríklad pomocou XSS alebo CSRF. Ak má teda byť zabezpečená správa sedení
aplikácie, mala by byť aplikácia odolná aj voči týmto formám útokov.
2.4 SQL injection
Zraniteľnosť na SQL injection [6, 7] je možné objaviť vo webových aplikáciach, ktoré
používajú databázu na ukladanie interných dát. Niektoré z týchto dát väčšinou niesu
prístupné všetkým užívateľom, ktorí na stránku pristupujú, pretože môžu obsahovať
osobné citlivé informácie ako napríklad v bankových systémoch. Pre interakciu s dátami
uloženými v databáze užívateľ môže využívať napríklad formulár HTML. Zo vstupu ktorý
je získaný z týchto formulárov je zostrojený SQL dotaz, ktorým sa pristupuje do databázy.
Princíp útoku SQL injection je v zadaní takého vstupu útočníkom, z ktorého je vytvorený
SQL dotaz, s akým autor aplikácie nepočítal a na základe ktorého potom môže útočník
pristupovať k dátam, ku ktorým by nemal mať prístup. Naviac je tiež možné vytvárať
dotazy, ktorými je útočník schopný čítať, zapisovať, vymazať a rôznymi spôsobmi
modifikovať databázu aplikácie.
Útoky SQL injection môžu byť rozdelené na tri kategórie [4]:
• Získané dáta sú zobrazené priamo v aplikácií, v ktorej bol zadaný vstup.
• Získané dáta sú extrahované iným spôsobom napríklad zaslaním emailu, ktorý
obsahuje výsledok dotazu do databázy.
• Žiadne dáta získané niesu, ale testovateľ je schopný ich zrekonštruovať na základe
odpovedí databázového serveru (Blind SQL injection).
Príklad: Majme aplikáciu, ktorá pracuje s databázou a na jednom mieste používa vstup
od užívateľa na konštrukciu SQL dotazu viď obrázok 2.7.
<?php
$vstup = _GET[’uzivatelov_vstup ’];
$dotaz = "SELECT * FROM tabulka WHERE polozka = ’" . $vstup . "’";
?>
Obrázek 2.7: Zraniteľnosť na SQL injection
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V tomto prípade vidieť, že na zostrojenie dotazu sa používa vstup užívateľa bez
akéhokoľvek ošetrenia. Tým pádom môže útočník modifikovať SQL dotaz a zmeniť tak
očakávané správanie aplikácie. Ak útočník zadá do parametru URL uzivatelov vstup
reťazec a’ OR ’a’=’a vznikne SQL dotaz v tvare:
SELECT * FROM tabulka WHERE polozka = ’a’ OR ’a’=’a’
Podmienka v tomto dotaze bude vždy pravdivá a výsledok ktorý sa zobrazí útočníkovi
budú všetky záznamy z tabuľky, to znamená aj tie, ku ktorým by prístup mať nemal.
V tomto prípade má útočník možnosť nielen čítať dáta z databázy ale taktiež ich
odstrániť. Napríklad ak do hodnoty parametru uzivatelov vstup vloží reťazec:
a’; DELETE FROM tabulka;--
Týmto vymaže všetky záznamy v tabuľke tabulka. Znaky „- -” za dotazom znamenajú,
že sa zvyšok tohto dotazu bude brať ako komentár, tým pádom nevznikne chyba v dôsledku
toho, že sa na konci dotazu v kóde nachádza uzatvárací apostrof. Týmto spôsobom útočník
vytvoril dva dotazy, ktoré vyzerajú takto:
SELECT * FROM tabulka WHERE polozka = ’a’; DELETE FROM tabulka;--
2.4.1 Blind SQL injection
Blind SQL injection [4] je druh SQL injection, ktorý je použiteľný v prípade, keď aplikácia
odpovedá na dotazy vo všeobecnosti spôsobom áno/nie. Napríklad ak je dotaz nesprávny
aplikácia vypíše chybový výstup a pri správnom dotaze nie. Pokiaľ poznáme odpoveď
aplikácie na správny a nesprávny dotaz, môžme postupne strategicky testovať vstupy,
ktoré aplikácia vyhodnotí ako správne alebo nesprávne. Blind SQL injection sa používa,
ak aplikácia nevypisuje na výstup dáta ako je to pri klasickom SQL injection.
Príklad: Ako príklad bude použitý útok Blind SQL injection, ktorý je demonštrovaný
v projekte WebGoat[8].
Aplikácia pri zadaní čísla účtu vypíše na výstup, či je číslo účtu správne alebo nie.
Útočník chce zistiť meno užívateľa uložené v položke first name z tabuľky user data,
ktorému patrí identifikačné číslo userid 15613.
Útočník zistil, že aplikácia je zraniteľná na SQL injection. Ďalej vie, že číslo účtu „101” je
správne. V tom prípade ostáva vytvoriť dotaz, ktorým bude postupne na základe odpovedí
webovej aplikácie zisťovať meno požadovaného užívateľa. Tento dotaz môže byť v tvare
zobrazenom na obrázku 2.8
101 AND (SELECT ASCII(SUBSTR(first_name ,1,1))
FROM user_data WHERE userid =15613)=65 --
Obrázek 2.8: Blind SQL injection
Skonštruovaný dotaz vyberie prvé písmeno z položky first name z tabuľky user data
užívateľa s userid 15613. Toto prvé písmeno vyjadrené pomocou číselnej ASCII hodnoty
porovná s číslom 65, ktoré reprezentuje malé „a”. Ak aplikácia odpovie, že je dotaz
správny tak vieme, že prvé písmeno mena hľadaného užívateľa je malé „a”. Ak aplikácia
odpovie negatívne, opakujeme tento postup pričom prvé písmeno hľadaného mena
porovnáme s písmenom malé „b”. Tento postup sa potom opakuje pre každé písmeno
v mene.
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Manuálne by bol tento spôsob časovo veľmi náročný ale existujú automatizované
nástroje ako napríklad sqlmap[9] alebo jHijack[10], ktoré dokážu tento postup značne
urýchliť.
2.4.2 Zabezpečenie proti SQL injection
Dotazy, ktoré pristupujú k dátam v databáze môžu byť vytvorené zo vstupu, ktorý zadá
užívateľ do webovej aplikácie. Môže to byť napríklad pri vyhľadávaní, vytváraní dát
a podobne. Tým pádom je nutné tento vstup považovať za nedôveryhodný.
Ako primárne spôsoby zabezpečenia sa používajú pripravené výroky (parametrizované
dotazy), uložené procedúry a escapovanie všetkých vstupov od užívateľa.
Ďalšia možnosť zabezpečenia je validácia vstupov pomocou tzv. White listu. To
znamená, že autor aplikácie presne určí, ktoré vstupy sú povolené a všetko ostatné je
automaticky zakázané. Väčšinou môžu byť tieto vstupy definované pomocou regulárneho
výrazu [4].
2.5 Path traversal
Útok path traversal [11, 12] tiež známy ako Directory Traversal, Directory Climbing,
Backtracking je zraniteľnosť, ktorá ak nieje ošetrená, umožňuje útočníkovi pohybovať sa
v adresároch súborového systému serveru, na ktorom aplikácia beží. Môže sa pomocou
sekvencie znakov ”../”(resp ”..\”vo Windows) dostať až do koreňového adresára
a pristupovať k súborom na disku. Ak sa aplikácia nachádza v prostredí operačného
systému Windows, tak útočník môže pomocou útoku path traversal pristupovať iba
k partícií, na ktorej je aplikácia uložená. V Unixovom operačnom systéme môže
pristupovať k celému disku.
Príklad: Majme stránku http://www.zranitelna.cz/path.php, ktorá prijíma parameter
subor, ktorého hodnota určuje súbor nachádzajúci sa na disku odkiaľ je aplikácia
spúšťaná. Ak táto zraniteľnosť nieje ošetrená, môže útočník ako hodnotu parametru
použiť sekvencie znakov pre navigáciu v súborovom systéme na ktorom beží webový
server. Napríklad:
http :// www.zranitelna.cz/path.php?subor =../../../ adresar/adresar/subor
Ak útočník nepozná presnú cestu k súboru, ku ktorému chce pristúpiť, musí manuálne
skúšať prechádzať súborový systém.
2.5.1 Zabezpečenie proti path traversal
Pri zabezpečovaní aplikácie proti útoku path traversal je potrebné uprednostňovať prácu bez
užívateľských vstupov pri práci s volaniami do systému súborov. Je nutné snažiť sa vyhnúť
používaniu častí názvov súborov a zaistiť, že užívateľ nemôže zadať celú cestu k súboru.
Nakoniec je vhodné obmedziť miesta, z ktorých môžu byť súbory získavané, alebo kam
môžu byť ukladané pomocou operácií ako chroot (obmedzenie adresárového stromu).
2.6 Slabé heslá
Zraniteľnosť spočíva v tom, že užívatelia si väčšinou ako heslo vyberajú predvídateľné slová,
alebo heslá, ktoré sú ľahko zapamätateľné napríklad bežne jedno slovo, ktoré sa nachádza
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v slovníku. Ide o zraniteľnosť, za ktorú autor webovej aplikácie nieje zodpovedný v plnej
miere a je na užívateľovi, či bude opatrný a vyvaruje sa jej. Útočník je schopný pomocou
špeciálneho softwaru skúšať heslá, aby sa dostal dovnútra webovej aplikácie. Tieto heslá
môžu byť vybrané z dopredu špecifikovaného slovníku.
Ak heslo nieje týmto spôsobom nájdené, je možné použiť takzvaný útok bruteforce.
Software, ktorý prevádza tento útok, skúša postupne všetky kombinácie znakov aby zistil
heslo napadnutého užívateľa. Tento útok môže byť efektívny, ak je hľadané heslo krátke
a neobsahuje špeciálne znaky. Pri hesle s dĺžkou 4 znaky zloženého iba z písmen je počet
kombinácií 23 751. Pri dĺžke hesla 7 znakov je to už 3 365 856. Ak sa prirátajú číslice
a špeciálne znaky, a heslo je dostatočne dlhé, útok bruteforce by mohol trvať aj niekoľko
rokov podľa počtu testovaných hesiel za sekundu.
Najčastejšie[13] používanými heslami v roku 2013 boli napríklad 123456, password,
12345678, qwerty a ďalšie. Tieto heslá sú jednoducho odhalitelné pomocou
automatizovaných nástrojov v aplikácií, ktorá nemá obmedzené pokusy o prihlásenie.
2.6.1 Zabezpečenie
Pri zabezpečovaní aplikácie proti útokom na slabé heslá je možné úspešnosť týchto útokov
zredukovať pomocou viacerých spôsobov. Je možné obmedziť počet pokusov o prihlásenie
alebo medzi pokusy o prihlásenie vložiť časový interval počas ktorého nieje možné sa
prihlásiť. Ďalšia možnosť je explicitne stanoviť tvar hesla. Teda napríklad, že musí
obsahovať číslicu alebo malé a veľké písmená. Môžu sa používať jednorázové heslá, ktoré
sú validné len počas jedného sedenia.
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Kapitola 3
Princípy a postupy testovania
zraniteľností
Z dôvodu aby sme vedeli posúdiť nakoľko je webová aplikácia zabezpečená, je nutné ju
testovať na zraniteľnosti. V tejto kapitole bude popísané, ako vybrané zraniteľnosti testovať
a odhaľovať. Spôsoby testovania zraniteľností sa môžu líšiť v závislosti od toho, do akej miery
máme webovú aplikáciu k dispozícií. Podľa toho rozdeľujeme typy testovania:
Testovanie White Box : Testovateľ má kompletný prístup k aplikácií, t.j. zdrojový kód,
databáza atď. Ide o manuálnu revíziu zdrojového kódu so zameraním sa na problémy
v bezpečnosti. Táto metóda je presná a efektívna ale vyžaduje si veľkú prax v oblasti
bezpečnosti.
Testovanie Black Box : Testovateľ nemá poskytnuté žiadne informácie o štruktúre
aplikácie a komponentoch. Tiež je nazývané aj ako penetračné testovanie. Typicky
má testovateľ prístup k aplikácií ako keby bol obyčajný užívateľ. Táto metóda je
pomerne rýchla a nevyžaduje si príliš veľkú prax zato je ale menej komplexná ako
v prípade testovania White box.
Testovanie Grey Box : Testovateľ má k dispozícií čiastočné informácie o štruktúre
aplikácie (platforma, algoritmus pre generovanie sessionID atď.). Je strednou cestou
medzi testovaním White box a Black box pričom spája rýchlosť a efektivitu týchto
metód.








Obrázek 3.1: Pomer používaných metód testovania zraniteľností
V tejto kapitole bude venovaná pozornosť testovaniu Black box a Gray box keďže sa
tieto metódy dajú opísať všeobecnejšie a pri metóde White box a revízií zdrojového kódu
by bolo nutné uviesť konkrétnu aplikáciu. Všeobecné princípy, ktoré treba sledovať pri
metóde White box boli pre každú z vybraných zraniteľností popísané v kapitole 2 v častiach
o zabezpečení.
3.1 Metodológia
Pre penetračné testovanie webových aplikácií sa väčšinou používa postup, ktorý sa dá
rozdeliť na štyri fázy [14, 15]:
Prieskum : Obsahuje oboznámenie sa z aplikáciou, vytváranie zoznamu pre možné ciele
útoku, zoznamu vstupných vektorov a podobne.
Mapovanie : Zisťovanie úloh ktoré server a aplikácia majú, pochopenie modelu použitému
pri programovaní aplikácie (napr. MVC1) mapovanie súborov a adresárov v aplikácií.
Objavenie : Zisťovanie, akým spôsobom sa dá využiť funkcionalita aplikácie, ktorá je
prístupná a hľadanie bežných zraniteľností.
Exploitácia : Overenie identifikovaných zraniteľností ich využitím.
V nasledujúcich sekciách sú popísané postupy testovania vybraných zraniteľností, ktoré




Postupy testovania zraniteľnosti XSS budú rozdelené podľa toho či ide o reflektované alebo
perzistentné XSS. V zásade sa na seba postupy testovania podobajú ale nachádzajú sa tu
rozdiely v spôsobe uloženia resp. jednorázového použitia útočného skriptu.
3.2.1 Reflektované XSS
Pri testovaní aplikácie na reflektované XSS je testovanie Gray Box podobné testovaniu
Black box s tým rozdielom, že niektoré kroky sú pri testovaní Gray Box uľahčené, pretože
testovateľ, má k dispozícií informácie o aplikácií, a vie preto napríklad o vstupných
vektoroch aplikácie, ktoré je nutné identifikovať.
Testovanie Black Box
Pri odhaľovaní zraniteľností na reflektované XSS je potrebné určiť miesta, do ktorých
môže užívateľ vkladať svoj vstup a zároveň určiť premenné, ktoré sú definované užívateľom.
Sem patria aj vstupy predávané ako parametre HTTP pomocou metódy POST aj GET.
Tak isto sem patria hodnoty skrytých polí, preddefinované hodnoty rádio tlačítok atď.
Ďalšou úlohou je analyzovať tieto vstupné vektory a zamerať sa pritom na
vyhľadávanie potenciálnych zraniteľností. Pre toto vyhľadávanie sa typicky používa vstup,
ktorý je neškodný, ale iniciuje odpoveď od webového prehliadača, čo dokazuje
zraniteľnosť. Typickým príkladom je metóda alert v JavaScripte, ktorá po vyvolaní
zobrazí výstrahu so zadaným textom v novom okne.
Následne je potrebné analyzovať výsledky, ktoré testovateľ získal z testovacích vstupov
a na ich základe určiť, či tento výsledok odhaľuje zraniteľnosť, ktorá by reálne ovplyvnila
bezpečnosť webovej aplikácie. Vo výslednom kóde HTML je potom možné nájsť testovací
vstup a určiť špeciálne znaky, ktoré neboli vhodne zakódované, nahradené alebo
odfiltrované.
3.2.2 Perzistentné XSS
Proces identifikovania zraniteľností na perzistentné XSS útoky je podobný procesu,
opísanému pri reflektovanom XSS v časti 3.2.1. Je potrebné identifikovať všetky body, kde
je užívateľov vstup ukladaný a následne aplikáciou zobrazovaný. Ak je možné do webovej
aplikácie nahrať súbor, je potrebné zistiť, či môže tento súbor obsahovať kód HTML. Ak
je teda povolené vkladanie súborov HTML alebo TXT, môže sa útok XSS viesť priamo
z tohto súboru.
3.3 Testovanie CSRF
Pri testovaní zraniteľnosti CSRF sa metódy testovania Black box a Gray box značne
odlišujú. Pri testovaní metódou Gray box je jednoduchšie odhaliť túto zraniteľnosť,
nakoľko nieje nutné pri testovaní používať prístup cez ďalšieho užívateľa.
Testovanie Black Box
Ak k aplikácii nemáme prístup, ani prihlasovacie údaje, je testovanie možné previesť
cez užívateľa, ktorý je do aplikácie prihlásený. Je potrebné dopredu vytvoriť stránku
obsahujúcu presmerovanie na testovanú webovú aplikáciu, pričom je treba špecifikovať
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všetky relevantné parametre predávané metódou GET resp. POST, ktoré majú za úlohu
modifikovať správanie testovanej aplikácie, v ktorej je užívateľ prihlásený. Ak užívateľ
zobrazí takto skonštruovanú stránku, odošle pritom požiadavok pre testovanú aplikáciu,
ktorá vykoná nami požadovanú akciu. Následne sa sledujú výsledky čo znamená, že sa
sleduje či webový server vykonal požiadavok a či je tým pádom zraniteľný na útok CSRF.
Testovanie Gray Box
Pri kontrole webovej aplikácie na zraniteľnosť CSRF je potrebné skontrolovať, akým
spôsobom je vyriešená správa sedení. Ak závisí len na hodnotách z klientskej strany, to
znamená súbory cookies2 alebo autentifikácia pomocou HTTP, tak je aplikácia zraniteľná.
Aby aplikácia zraniteľná nebola, musí obsahovať informácie o sedení v URL, a tieto musia
byť neidentifikovateľné alebo nepredvídateľné užívateľom.
Tak ako sú zraniteľné prostriedky dostupné cez požiadavok GET, sú zraniteľné, aj keď
obtiažnejšie, aj požiadavky posielané metódou POST. Použitie samotnej POST metódy
teda nieje dostatočné na zabránenie útoku CSRF.
3.4 Testovanie útokov na správu sedení
Ak aplikácia neobnovuje po autentifikácií užívateľa jeho identifikáciu sedenia (SID), je
možné, že bude obsahovať zraniteľnosť na útok session fixation. Pomocou tohto útoku je
možné užívateľa donútiť použiť útočníkom vytvorené SID, ktoré napadnutý užívateľ
autentifikuje. Toto SID je potom prístupné útočníkovi, ktorý s ním môže pristupovať do
aplikácie.
Testovanie Black Box
Testovanie správy sedení metódou Black box spočíva v sledovaní HTTP hlavičiek pri
požiadavkách smerovaných na aplikáciu pri prihlasovaní. Ako prvé si všimneme hlavičku
odpovede, ktorá sa vracia od serveru pri načítaní adresy webovej aplikácie prípadne o pokuse
o prihlásenie. Zameriavame sa pritom na riadok, v ktorom sa nastavujú cookies pretože
je pomocou nich často implementovaná správa sedenia. V hlavičke HTTP odpovede teda
môžme väčšinou nájsť riadok podobný nasledovnému:
Set-Cookie: PHPSESSID=ftg3h5mstbj4va51orflrlf3u4; path=/
Z tohto riadku je možné vyčítať, že server nastavil súbor cookie s menom PHPSESSID
a hodnotou ftg3h5mstbj4va51orflrlf3u4. V tomto momente užívateľ ale ešte do aplikácie
nieje prihlásený.
Po prihlásení do aplikácie znova sledujeme hlavičku odpovede protokolu HTTP,
pričom skúmame, či aplikácia po prihlasovaní vygenerovala novú hodnotu SID alebo
ponechala starú, ktorá bola uložená v prehliadači a autentifikovala ju. Ak v hlavičke
odpovede nenájdeme riadok, ktorý by zadával nové SID po prihlásení, tak je aplikácia
zraniteľná na útok session fixation.
Testovanie Gray Box
Pri testovaní Gray Box záleží, aké informácie má testovateľ k dispozícií. Ak je možný
kontakt s vývojármi aplikácie, je možné od nich zistiť, či bola implementovaná funkčnosť,
2Cookies sú súbory, ktoré webový server ukladá do prehliadaču užívateľa a používajú sa na uchovávanie
stavu webovej aplikácie.
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ktorá generuje nové SID po prihlásení do aplikácie na základe čoho je možné rozhodnúť,
či je zraniteľná na útok session fixation. V opačnom prípade je nutné postupovať ako pri
testovaní Black Box.
Krádež sedenia môže byť prevedená spôsobmi ako je napríklad útok XSS alebo CSRF.
Pokial teda máme testovať aplikáciu na krádež sedenia, musíme v niektorých prípadoch
postupovať rovnako ako v prípade testovania aplikácie na tieto útoky.
3.5 Testovanie SQL injection
Pri testovaní SQL injection sa metódy testovania Black box a Gray box neodlišujú preto
bude uvedená len jedna z nich.
Testovanie Black Box
Pri testovaní aplikácie na SQL injection je treba pochopiť, kedy aplikácia komunikuje
s databázou a určiť miesta, ktoré slúžia pri zostrojovaní SQL dotazu, pomocou ktorého sa
k dátam v databáze pristupuje. Typické prípady keď aplikácia komunikuje s databázou sú
napríklad pre autentifikácií užívateľa, pri používaní vyhľadávacích mechanizmov, alebo pri
zobrazovaní viacerých produktov z ponuky napríklad na stránke internetového obchodu.
Pri testovaní je potrebné zhotoviť zoznam vstupných polí, ktoré sa môžu podieľať na
vytváraní SQL dotazu. Sem patria aj skryté polia a POST požiadavky. Tieto vstupné
vektory je nutné oddelene testovať a pokúšať sa zasiahnuť do dotazu tak, aby sa
vygenerovala chyba.
3.6 Testovanie Path traversal
Testovanie zraniteľnosti Path traversal pomocou metódy Blac box je obtiažnejšie, keďže
nepoznáme súborový systém ani kód testovanej aplikácie a nieje možné zaručiť odhalenie
všetkých chýb.
Testovanie Black box
Aby bolo možné určiť, ktorá časť aplikácie je zraniteľná na obídenie validácie vstupov,
testovateľ potrebuje vedieť o všetkých častiach aplikácie, ktoré prijímajú vstup od užívateľa.
Treba sa zamerať napríklad na parametre HTTP predávané pomocou GET aj POST alebo
možnosti ako nahranie súborov.
Ďalším krokom testovania je analýza funkcií v aplikácií, ktoré zabezpečujú validáciu
vstupov. Testovateľ môže napríklad vložiť podobný reťazec ako „../../../../etc/passwd”
(podľa toho kde v systéme je webová aplikácia uložená) na zobrazenie súboru passwd3
v Unixovom systéme. Pre úspešné testovanie tejto chyby, testovateľ potrebuje poznať
testovaný systém a umiestnenie súborov ktoré požaduje.
Testovanie Gray box
Pri testovaní Gray box je možné odhaliť zraniteľnosti, ktoré je počas testovania Black
box je ťažšie prípadne nemožné nájsť. Je možné jednoduchšie a presnejšie vyhľadať
vstupné vektory. Ďalšie testovanie prebieha rovnakým spôsobom ako pri testovaní Black
box. Testovateľ vkladá reťazce, ktorými sa snaží pristúpiť k súborom, ku ktorým by nemal
prístup mať.
3Súbor passwd obsahuje informácie o užívateľských kontách v systéme.
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3.7 Testovanie Slabých hesiel
Existuje mnoho automatizovaných nástrojov, ktoré môžu viesť slovníkový útok alebo útok
bruteforce. Počet testovaných reťazcov je možné zúžiť zistením, aké znaky môže heslo
obsahovať, minimálnu a maximálnu dĺžku hesla, ako často je potrebné heslo v aplikácií
meniť atď.
Testovanie Gray box a Black box
Pri testovaní metódou Gray box ako aj metódou Black box je treba zistiť, či aplikácia
implementuje kontrolu hesiel a umožňuje vytvárať len silné heslá, alebo sa v nej táto
funkcionalita nevyskytuje. Pri testovaní Gray box je možné zistiť tento fakt podľa toho
k akým prostriedkom má testovatel prístup, takže napríklad konzultáciou s vývojármi
aplikácie a pri testovaní Black box hľadaním informácií o formáte hesla priamo na stránke
alebo pokusom o vytvorenie slabého hesla. Po prevedení uvedených krokov je testovanie
vedené pomocou automatických nástrojov.
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Kapitola 4
Aplikácia na testovanie vybraných
zraniteľností
Pre testovanie zraniteľností, uvedených v teoretickej časti práce, bude v tejto kapitole
popísaný návrh a implementácia vlastnej webovej aplikácie, ktorá tieto zraniteľnosti
obsahuje a tiež budú popísané prostriedky, ktorými bola táto aplikácia implementovaná.
Účelom tejto časti práce bude vytvoriť webovú aplikáciu, ktorá demonštruje niektoré
z najčastejších zraniteľností zneužívaných v dnešnej dobe a taktiež prostriedok, v ktorom
sa s týmito zraniteľnosťami môže experimentovať. Zároveň v nej bude možné vyskúšať
jednoduché penetračné testovanie v praxi a bližšie sa zoznámiť s postupmi a prostriedkami,
ktoré sa pri tomto testovaní používajú.
4.1 Návrh aplikácie
Návrh a implementácia aplikácie, ktorá je použitá ako základ pre tento projekt, bol
realizovaný vrámci viacerých predmetov na Fakulte informačných technológií VUT
v Brne. Prvý z predmetov bol Úvod do softwarového inžinierstva, vrámci ktorého bol
vytvorený ER diagram použitý na vytvorenie databázy systému a Use-case diagram. Ďalej
to bol predmet Databázové systémy v ktorom bola implementovaná databáza aplikácie
a užívateľské rozhranie v prostredí Oracle Forms. Posledný z predmetov bol predmet
Informačné systémy, v ktorom už bola implementovaná webová aplikácia pomocou PHP
a MySQL. V rámci týchto predmetov boli projekty vytvárané vo dvojici pričom so
súhlasom Jakuba Vojvodu, ktorý spolu so mnou projekty vytváral, bola táto aplikácia
použitá a modifikovaná aby spĺňala potreby tejto práce.
Webová aplikácia bola vytvorená ako informačný systém pre evidenciu výpočetnej
techniky. Systém je schopný evidovať rôzne druhy techniky, pričom o každom uchováva
základné informácie ako názov, typ, identifikačné číslo a výrobcu. Informačný systém
ďalej uchováva informácie o užívateľoch s ich osobnými údajmi, oddelenie a prípadne
miestnosť v ktorej sa nachádzajú. Užívateľ môže zastupovať jednu z troch funkcií a to
administrátor, technik alebo užívateľ. Aplikácia disponuje viacúrovňovými oprávneniami
v databáze podľa funkcie, ktorú užívateľ zastupuje.
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Obrázek 4.1: ER diagram
Na obrázku 4.1 je načrtnutý zjednodušený ER diagram, ktorý ukazuje väzby medzi
tabuľkami v databáze. Podrobnejší ER diagram, v ktorom sú zobrazené aj atribúty
jednotlivých tabuliek sa nachádza v prílohe A.
Po prihlásení do aplikácie pomocou užívateľovho emailu a hesla, sa prihlásenému
užívateľovi zobrazuje ponuka akcií, ktoré korešpondujú s jeho úrovňou oprávnení. Ak je
užívateľ prihlásený do aplikácie v roli užívateľa, môže vyhľadávať jednotlivé položky
v databáze a nahlasovať nefunkčnú techniku. V roli technika je pridaná ponuka akcií
spojená so správou techniky ako napríklad editovanie prípadne vymazanie uloženej
techniky alebo pridanie novej techniky. Ak je užívateľ prihlásený v roli administrátora, má
naviac možnosť spravovať užívateľov zaregistrovaných v aplikácií. To znamená, že môže
pridať nových užívateľov, zmazať registrovaných užívateľov alebo zmeniť detaily
u registrovaných užívateľov. Administrátor má taktiež právo pridávať a odoberať nové
miestnosti, učebne a oddelenia. Táto funkcionalita je graficky znázornená na Use-case
diagrame v prílohe B.
4.2 Nástroje použité pri implementácií
V prvej fáze návrhu aplikácie, bolo potrebné vybrať vhodné nástroje a prostriedky pre
implementáciu, ktoré by umožňovali plnú demonštráciu vybraných zraniteľností. Z tohto
dôvodu boli ako implementačné prostriedky vylúčené rôzne frameworky1 na vytáranie
webových aplikácií. Väčšina moderných frameworkov sama implementuje rôzne
prostriedky slúžiace ako prevencia pred niektorými základnými zraniteľnosťami. Ako
príklad môže byť spomenutý framework Ruby on Rails a jeho zabudovaný filter pre
špeciálne SQL znaky, ktorý escapuje znaky ako napríklad apostrof a úvodzovky alebo
konce riadkov. Táto funkčnosť slúži ako prevencia proti množstvu SQL injection útokov.
Bez použitia frameworku existuje množstvo jazykov, ktorými by sa dalo dosiahnuť
požadovaného výsledku, z ktorých môžme spomenúť PHP, Ruby, Python alebo Java.
Pre demonštrovanie niektorých zraniteľností, ktoré budú v aplikácií obsiahnuté, je
potrebné implementovať databázový systém. Tento databázový systém bude zodpovedný
za správu a riadenie perzistentných dát, ktoré budú do aplikácie ukladané. Podobne ako
1Framework je softwarová štruktúra, ktorá slúži na zjednodušenie programovania tým, že programátorovi
poskytuje rôzne dopredu pripravené prostriedky.
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pri výbere implementačného jazyka, aj pri výbere databázového systému existuje viacero
možností. Zo známejších spomeniem napríklad MySQL, PostgreSQL, SQLite alebo Oracle.
Na základe dostupnosti na väčšine serverov bolo ako implementačný jazyk zvolené
klasické PHP bez použitia frameworkov. Ako databázový systém bola vybraná
z rovnakého dôvodu databáza MySQL, ktorá je v spojení s jazykom PHP
najpoužívanejšia. Na doplnenie ďalšej funkčnosti aplikácie je v menšej miere použitý
skriptovací jazyk JavaScript.
Samozrejmosťou pri vytváraní webových aplikácií je použitie značkovacieho jazyka
HTML, ktorý sa používa pre zobrazovanie informácií koncovému užívateľovi a jazyka CSS,
ktorý zabezpečuje vizuálny aspekt webovej stránky. Pre jednoduchšie vytváranie
užívateľsky prívetivejšieho vzhľadu aplikácie, je použitý framework jazyku CSS s názvom
Bootstrap, ktorý okrem vzhľadu neovplyvňuje ďalšiu funkčnosť aplikácie.
4.3 Implementácia aplikácie
Základná stránka, otvorená po načítaní aplikácie sa nachádza v súbore index.php. Táto časť
obsahuje prihlasovací formulár a stránku, do ktorej je možné pridávať komentáre. Ďalej sa
stará a vytvorenie nového sedenia, ak sú zadané POST parametre email a pass správne,
pričom potom užívateľa presmeruje na stránku logged.php.
Stránka prihláseného užívateľa logged.php, zobrazuje ponuku akcií, podľa úrovne
oprávnenia užívateľa. Je rozdelená na dve časti. Časť logged navbar.php obsahuje horný
navigačný panel zobrazený na obrázku 4.2, ktorý poskytuje užívateľom akcie, ktoré môžu
prevádzať. Druhá časť je logged tabs content.php, ktorá má v sebe zakomponovaný obsah
jednotlivých akcií, ktoré poskytuje horný navigačný panel. To zahrňuje formuláre pre
pridávanie a upravovanie techniky a užívateľov alebo vyhľadávanie v jednotlivých
tabuľkách databázy.
Obrázek 4.2: Vrchná navigácia
Súbor db init.php obsahuje kód pomocou ktorého sa aplikácia pripája na databázu.
V projekte sa ďalej nachádzajú súbory item add.php, item edit.php, item find.php, ktoré sú
používané pre pridávanie, upravovanie a vyhľadávanie jednotlivých záznamov v tabuľkách.
Sú vyvolávané pomocou parametrov GET, podľa ktorých aplikácia rozhoduje, akú akciu
má vykonať.
Súbor vulnerabilities.php obsahuje stručnejší popis vybraných zraniteľností, pričom pri
každej z nich sa nachádza odkaz na miesto v aplikácií, kde sa táto zraniteľnosť nachádza. Na
tomto mieste je potom možné nájsť tlačítko „HINT”, po ktorého rozkliknutí je zobrazený
popis využitia danej zraniteľnosti.
Bočná navigácia je implementovaná pomocou CSS šablóny Simple Sidebar v súboroch
sidebar.php a sidebar alt.php. Súbory header.html a footer.html obsahujú hlavičku a zápätie
aplikácie, ktoré sa zobrazuje na každej zo stránok aplikácie. V súbore functions.php sa
nachádzajú funkcie používané aplikáciou pri práci s databázovým systémom a väčšinou
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obsahujú SQL dotazy. V súbore form.php sa nachádza funkcia, ktorá vytvára formulár
HTML pre pridávanie alebo upravovanie užívateľov alebo techniky. Súbor tabs.php obsahuje
funkciu, ktorá vytvára tabuľky zobrazované pri vyhľadávaní položiek z databázy v aplikácií.
Je schopná vytvárať tabuľky pre užívateľov, techniku, miestnosti, učebne a oddelenia.
4.3.1 Modifikácie oproti pôvodnému projektu
Oproti pôvodnej aplikácií, ktorá slúžila čisto ako informačný systém pre evidenciu
výpočetnej techniky, bolo pre účely tejto práce nutné prispôsobiť niektoré časti aplikácie
aby bolo demonštrovanie vybraných zraniteľností zrejmejšie a jednoduchšie na
predvedenie.
Do databázy bola pridaná tabuľka slúžiaca pre ukladanie komentárov od užívateľov,
uchovávajúca meno užívateľa, ktorý komentár zadal a text komentára. Takéto ukladanie
komentárov bude slúžiť na demonštrovanie perzistentného XSS útoku. Ostatné zraniteľnosti
bude možné predviesť na pôvodnej aplikácií bez väčších úprav.
Do aplikácie bola ďalej pridaná bočná navigácia obsahujúca odkazy na stránku, v ktorej
sú v krátkosti opísané jednotlivé zraniteľnosti. Tento doplnok bol pridaný do aplikácie
z dôvodu, aby mohla byť viac nezávislá od tohto dokumentu a mohla byť používaná na svoj
účel aj bez jeho dostupnosti. Táto stránka obsahuje popis zraniteľností, ktoré sa v aplikácií
nachádzajú spolu s odkazom na toto miesto.
Ďalej budú v aplikácií pridané tlačidlá s názvom „HINT” zobrazené na obrázku 4.3,
ktoré sa budú nachádzať v aplikácií na miestach, ktoré obsahujú nejakú zraniteľnosť. Po
kliknutí na tlačítko sa zobrazí okno, ktoré popisuje zraniteľnosť vyskytujúcu sa na tomto
mieste spolu s postupom, ako sa dá táto zraniteľnosť využiť.





V tejto kapitole budú postupne popísané vybrané zraniteľnosti v praxi na vytvorenej
webovej aplikácií, pričom bude okomentovaný zdrojový kód, ktorý túto zraniteľnosť
spôsobuje. Ďalej bude demonštrovaný postup, akým túto zraniteľnosť otestovať pomocou
techník opísaných v kapitole 3. Ďalej budú opísané niektoré z automatických nástrojov,
ktoré je možné použiť na testovanie a odhaľovanie týchto zraniteľností.
Tieto nástroje sú väčšinou súčasťou testovacích frameworkov, z ktorých budú opísané
Kali Linux [16] a Samurai Web testing framework [15] (ďalej Samurai WTF). Tieto
frameworky sú voľne šíriteľné vo forme virtuálnych diskov, prípadne ako obraz disku,
z ktorého je možné framework nainštalovať ako operačný systém virtuálny alebo reálny.
Samurai WTF je priamo určený na testovanie webových aplikácií a ponúka naviac
zraniteľné webové aplikácie (DVWA, dojo-basic, Webgoat), na ktorých je možné
prevádzať testovanie. Kali Linux, ktorý je nástupníkom distribúcií BackTrack [17],
obsahuje nástroje používané v rôznych oblastiach bezpečnosti informačných technológií,
z ktorých je na testovanie webových aplikácií vyčlenená istá časť. Existujú aj ďalšie
podobné frameworky, ktoré sa špecializujú na účel bezpečnosti informačných technológií
ako napríklad Blackbuntu alebo BlackHat, ale väčšina nástrojov, ktoré obsahujú na
testovanie zraniteľností webových aplikácií je veľmi podobná až rovnaká ako vo
frameworkoch Kali Linux a Samurai WTF, ktoré budú testované.
Posledný framework, ktorý bude využitý na testovanie implementovanej webovej
aplikácie je OWASP Mantra [18]. Odlišuje sa od ostatných uvedených frameworkov tým,
že to nieje operačný systém s dopredu nainštalovanými nástrojmi pre testovanie
bezpečnosti, ale je to webový prehliadač, ktorý obsahuje mnoho addonov a rozšírení
využívaných pre účely testovania zraniteľností webových aplikácií. Je multiplatformný
a tým pádom je možné ho použiť na akomkoľvek operačnom systéme.
5.1 Demonštrácia a nástroje na XSS
V aplikácií je vložených niekoľko zraniteľností typu XSS aby bolo možne demonštrovať
rozdielny prístup a zneužitie perzistentného a reflektovaného XSS útoku, prípadne útoku




Zraniteľnosť aplikácie voči perzistentnému XSS útoku sa nachádza na prihlasovacej stránke
v sekcií Kontakt, ktorá obsahuje formulár pre pridávanie komentárov. Po pridaní je tento
komentár uložený do databázy a zobrazovaný na tejto stránke. Komentáre sú ukladané
pomocou funkcie add comment, ktorú obsahuje súbor comment add.php. Táto funkcia je
zobrazená v kóde na obrázku 5.1.
function add_comment($Name ,$Text ){
$sql="INSERT INTO T_COMMENT(NAME , COMMENT_TEXT) VALUES
(’$Name ’, ’$Text ’)";
return mysql_query($sql);
}
Obrázek 5.1: Funkcia pre pridávanie komentárov - perzistentné XSS
Táto funkcia vkladá dáta zadané užívateľom bez akéhokoľvek ošetrenia priamo do
databázy. To znamená, že užívateľ môže pokojne vložiť do databázy skript, ktorý sa pri
zobrazení tohto záznamu prevedie ak nieje ani tento výstup ošetrený. Testovanie tejto
zraniteľnosti môžme previesť manuálne tak, že sa do databázy na miesto komentára
pokúsime vložiť JavaScriptový kód. Na demonštráciu, že sa tu zraniteľnosť XSS vyskytuje
použijeme skript:
<script >alert("XSS");</script >
Po uložení takto skonštruovaného komentára môžeme vidieť, že sa tu zraniteľnosť XSS
vyskytuje nakoľko sa nám po obnovení stránky zobrazilo kontextové okno obsahujúce
nami vložený text „XSS”. V zdrojovom kóde môžme túto zraniteľnosť odhaliť na mieste,
v ktorom aplikácia vkladá dáta z databázy bez ošetrenia priamo na výstup. Zároveň je tu
demonštrovaný aj spôsob, akým by dáta z databázy mohli byť ošetrené pomocou funkcie
jazyka PHP htmlentities() viď obrázok 5.2.
Ošetrený TEXT : <? echo htmlentities($line[’COMMENT_TEXT ’]) ?><br>
Neošetrený TEXT : <? echo $line[’COMMENT_TEXT ’] ?><br>
Obrázek 5.2: Ošetrený vs. neošetrený kód
Ak si v prehliadači zobrazíme zdrojový kód stránky, môžeme vidieť akým spôsobom je
text z databáze predaný na výstup užívateľovi.
Ošetrený TEXT : &lt;script&gt;alert (&quot;XSS&quot ;);&lt;/ script&gt;<br>
Neošetrený TEXT : <script >alert("XSS");</script ><br>
Obrázek 5.3: Ošetrený vs. neošetrený výstup HTML
V neošetrenom výstupe je vložený JavaScriptový kód priamo do dokumentu HTML,




Zraniteľnosť voči reflektovanému XSS útoku sa nachádza v aplikácií po prihlásení, kde
vo vrchnom navigačnom paneli po označení možnosti Hľadať a po vybraní ktorejkoľvek
z možností je užívateľovi prezentované pole, do ktorého je nutné zadať vyhľadávaný reťazec.
Na tomto mieste je možné zistiť, že pri zadaní reťazca, ktorý sa v danej tabuľke v databáze
nevyskytuje, napríklad „asd”, zobrazí aplikácia upozornenie „Žiadny výsledok pre asd”. Toto
správanie je jednou z indikácií, že aplikácia môže byť zraniteľná na reflektované XSS. Ak
aplikácia zadaný reťazec, ktorý nebol nájdený bez ošetrenia skopíruje do HTML dokumentu
s upozornením pre nenájdený výsledok, tak je zraniteľná voči tomuto útoku.
Túto zraniteľnosť môžme manuálne otestovať podobne ako pri perzistentnom XSS útoku
vložením skriptu
<script >alert("XSS");</script >
Po vložení takto skonštruovaného vyhľadávacieho reťazca, aplikácia zobrazí pri
znovunačítaní stránky aj kontextové okno obsahujúce vložený reťazec „XSS”. Toto
chovanie potvrdzuje, že aplikácia je zraniteľná voči reflektovanému XSS útoku.
Zdrojový kód, zodpovedný za túto zraniteľnosť sa nachádza v súbore item find.php a je
zobrazený na obrázku 5.4.
if (mysql_num_rows($result) == 0) {
echo "Žiadny výsledok pre " . $_POST[’item’];
}
Obrázek 5.4: Reflektované XSS
Parameter $ POST[’item’] je vyhľadávaný reťazec a parameter $result je výsledok
vyhľadávacej funkcie, ktorá vracia dáta uložené v databáze. Pre ošetrenie tejto
zraniteľnosti by bolo potrebné vstup, ktorý je zadaný užívateľom, zakódovať pomocou
entít HTML, čo je možné dosiahnuť napríklad funkciou jazyka PHP htmlentities()
5.1.3 HTML injection
Postup a princíp demonštrácie tohto útoku je veľmi podobný ako pri perzistentnom XSS
útoku. Tak isto sa tu vkladá neošetrený vstup od užívateľa do databázy a následne sa
zobrazuje na stránke. Táto zraniteľnosť sa taktiež nachádza v prihlasovacej stránke v časti
Kontakt. Rozdiel oproti perzistentému XSS útoku je, že pri HTML injection si môžme
skonštruovať napríklad prihlasovací formulár pomocou jazyka HTML a takto skonštruovaný
formulár potom vložiť do databázy. Formulár HTML môže vyzerať napríklad ako na obrázku
5.5.
<form role="form" action="test.php" method="post">
<label >Email address </label>
<input class="form -control" name="meno">
<label >Password </label>
<input type="password" class="form -control" name="heslo">
<input type="submit" value="Login" />
</form><!--
Obrázek 5.5: Formulár pre HTML injection
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Po obnovení stránky sa v mieste pre komentáre zobrazí takto skonštruovaný formulár,
čo vedie k zavádzaniu užívateľov, ktorý môžu tento formulár vyplniť a tak útočníkovi
poskytnúť dôverné informácie. Po vyplnení formulára nás tlačítko login prevedie na nami
skonštruovanú stránku test.php, ktorá zobrazí užívateľom zadané prihlasovacie údaje.
5.1.4 Automatizované testovanie XSS
V testovaných frameworkoch sa nachádzajú viaceré nástroje na identifikáciu a exploitáciu
zraniteľností voči útokom XSS. Pri testovaní týchto nástrojov na implementovanej
aplikácií skončil najlepšie nástroj OWASP ZAP. Tento nástroj sa nachádza vo frameworku
Kali Linux a Samurai WTF. OWASP ZAP odhalil zraniteľnosť voči perzistentnému XSS
útoku v komentároch, kde zároveň identifikoval aj zraniteľnosť voči HTML injection.
Taktiež odhalil vloženú zraniteľnosť voči reflektovanému XSS útoku vo vyhľadávaní po
prihlásení do aplikácie.
Vo frameworku Samurai WTF sa nachádza naviac multifunkčný nástroj w3af, ktorý
bol schopný odhaliť permanentné XSS v komentároch. Po objavení zraniteľnosti nástroj
zobrazí požiadavok HTTP, ktorým bol schopný identifikovať zraniteľnosť. Ďalšie informácie
o zraniteľnosti neposkytuje a prípadná exploitácia zraniteľnosti je ponechaná manuálne na
testovateľovi. Časť výstupu programu w3af je zobrazená na obrázku 5.6.
Obrázek 5.6: Výstup programu w3af
Ďalší z nástrojov, ktoré sú dostupné pri testovaní zraniteľností XSS je BeEF, ktorý
sa tak isto nachádza v Kali Linuxe aj vo frameworku Samurai WTF. Ponúka možnosť
identifikovania zraniteľností na XSS a množstvo postupov pre exploitáciu viacerých druhov
zraniteľností.
Vo frameworku Kali linux sa nachádza univerzálny nástroj na testovanie zraniteľností
s názvom Vega, ktorý by mal byť schopný odhaliť zraniteľnosti na útok XSS.
V implementovanej aplikácií odhalil perzistentné XSS na jednom z miest, v ktorých
aplikácia pri upravovaní záznamov vkladá informácie do databázy. Reflektované XSS, ani
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iné zo zraniteľností na perzistentné XSS (napríklad perzistentné XSS v komentároch)
odhalené neboli.
V prehliadači OWASP Mantra a v prehliadači Firefox nainštalovanom vo frameworku
Samurai WTF, sa nachádza nástroj XSS Me slúžiaci na identifikáciu zraniteľností na útoky
XSS. Tento nástroj bol schopný odhaliť zraniteľnosť na perzistenté XSS v implementovanej
aplikácií ale reflektované XSS vo vyhľadávaní neodhalil. Naviac ale zobrazil nebezpečné
znaky, ktoré pri výstupe niesu kódované a je možné ich použiť na vytváranie útočných
skriptov a ďalšie testovanie aplikácie.
Prehľad nástrojov, ktoré boli testované na identifikáciu zraniteľností XSS a zraniteľnosti,
ktoré odhalili sa nachádza v tabuľke 5.7.
Perzistentné XSS Reflektované XSS
OWASP ZAP X X
w3af X –
Vega čiastočne –
XSS Me X –
Obrázek 5.7: Nástroje na testovanie zraniteľnosti XSS
5.2 Demonštrácia a nástroje na CSRF
Ako demonštráciu zraniteľnosti na útok CSRF použijeme pridanie nového užívateľa cez
prihláseného administrátora aplikácie. Aby sme otestovali zraniteľnosť CSRF potrebujeme
poznať určité údaje z testovanej stránky. Vieme že pridanie nového užívateľa sa vykonáva
predaním GET parametru add user a povinné parametre pre vyplnenie predávané metódou
POST majú názvy Meno*, Priezvisko*, Funkcia*, Ulica*, Mesto*, Email*, Pass*.
So znalosťou týchto položiek môžme vytvoriť stránku, ktorá po načítaní vytvorí na
základe týchto parametrov formulár a odošle ho na testovanú stránku. Ak si túto stránku
otvorí administrátor testovanej aplikácie, tento formulár pridá do databázy nového
užívateľa. Príklad takto vytvorenej stránky je na obrázku 5.8.
<form name="formular" action="http :// localhost/logged.php?add_user"
method="post">
<input type="hidden" name="Meno*" value="CSRF">
<input type="hidden" name="Priezvisko*" value="CSRF">
<input type="hidden" name="Funkcia*" value="admin">
<input type="hidden" name="Ulica*" value="CSRF">
<input type="hidden" name="Mesto*" value="CSRF">
<input type="hidden" name="Email*" value="CSRF@csrf.cz">
<input type="hidden" name="Pass*" value="CSRF">
</form>
<script >formular.submit ();</script >
Obrázek 5.8: Formulár slúžiaci na útok CSRF
Takto vytvorená stránka je v súbore CSRF.php a ak sa užívateľ prihlási ako
administrátor a prejde na tento odkaz, môžme vidieť, že je do databázy pridaný nový
užívateľ s údajmi definovanými na tejto stránke. Z tohto správania vyplýva, že aplikácia
obsahuje zraniteľnosť na útok CSRF.
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5.2.1 Automatizované testovanie CSRF
Pri automatizovanom testovaní na zraniteľnosť CSRF bol najúčinnejším nástrojom w3af,
ktorý je obsiahnutý vo frameworku Samurai WTF. Ostatné z univerzálnych nástrojov na
testovanie zraniteľností ako napríklad OWASP ZAP, zraniteľnosť voči útoku CSRF
neodhalili, aj keď práve spomínaný OWASP ZAP ponúka možnosť manuálneho overenia
tejto zraniteľnosti. Je pomocou neho možné vytvoriť tzv. anti-CSRF testovací formulár,
ktorý obsahuje POST parametre a hodnoty, ktoré by boli použité pri CSRF útoku. Po
odoslaní takto vyhotoveného formulára užívateľom prihláseným do aplikácie je možné
overiť, či sa tu zraniteľnosť CSRF nachádza.
Nástroj w3af je schopný identifikovať zraniteľnosť v rôznych miestach aplikácie
automaticky v priebehu skenovania, ale neponúka pokročilejšie metódy testovania
a exploitácie tejto zraniteľnosti, ako napríklad anti-CSRF formulár, ktorý je možné
vyhotoviť nástrojom OWASP ZAP. Pomocou w3af je možné manuálne upravovať hlavičku
HTTP a posielať takto skonštruované požiadavky testovanej webovej aplikácií, čo môže
byť použité ako postup odhaľovania zraniteľnosti CSRF.
Z množstva nástrojov a addonov prehliadača OWASP Mantra žiadny neponúka
prostriedky na detekciu alebo exploitáciu zraniteľnosti CSRF.





Obrázek 5.9: Nástroje na testovanie zraniteľnosti CSRF
5.3 Demonštrácia a nástroje na zraniteľnosti v správe sedení
Implementovaná aplikácia je náchylná na zraniteľnosti v správe sedení, ktoré sú pre každú
aplikáciu spravujúcu dáta užívateľov kritické. Budú demonštrované dve z týchto
zraniteľností, pomocou ktorých je možné odcudziť alebo podstrčiť legitímnemu užívateľovi
aplikácie SID, podľa ktorého je aplikácia schopná ho identifikovať. V implementovanej
aplikácií je správa sedení implementovaná pomocou cookies, teda SID ukladá do súborov
cookies užívateľovho prehliadača.
5.3.1 Session Hijacking
Útok session hijacking, ktorý bude demonštrovaný, bude využívať viacero zraniteľností
v aplikácií a viacero druhov útokov na dosiahnutie cieľa.
Útok session hijacking môže byť vedený napríklad s pomocou útoku XSS. Útočník
podstrčí užívateľovi odkaz do aplikácie, v ktorej je užívateľ prihlásený. Tento odkaz
obsahuje škodlivý skript ktorý zneužíva zraniteľnosť aplikácie na XSS a ak užívateľ na
tento odkaz prejde, skript sa vykoná. Tento skript môže po vykonaní cez prihláseného
užívateľa pristúpiť k užívateľovmu SID a odoslať ho útočníkovi, ktorý je pomocou neho
schopný prihlásiť sa do aplikácie. Skript, ktorým sa dá pristúpiť k SID používateľa môže
mať tvar:
<script > alert(document.cookie );</script >
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Vytvorený skript môže byť v implementovanej aplikácií prevedený prihláseným
užívateľom napríklad v mieste vyhľadávania, kde je prítomná zraniteľnosť na reflektované
XSS.
Pomocou pokročilejších metód je možné takto získané SID užívateľa odoslať na
útočníkovu stránku, z ktorej je potom útočníkovi prístupné alebo je možné pristúpiť
k odcudzenému SID inými metódami, ktorých prevedenie prekračuje rámec tejto práce.
5.3.2 Session Fixation
Zraniteľnosť na session fixation bude v prípade implementovanej aplikácie podobne ako
pri session hijacking zneužitá pomocou útoku XSS. Namiesto ukradnutia SID prihláseného
užívateľa ale tomuto užívateľovi podstrčíme nami vytvorené SID, ktoré tento užívateľ potom
použije pri prihlásení do aplikácie a tým ho autentifikuje. Keďže sme mu toto SID podstrčili,
môžme sa s jeho pomocou následne do aplikácie prihlásiť.
Ak sa do aplikácie pokúsime prihlásiť aj s nesprávnymi údajmi, môžme vidieť, že sa na
tejto stránke vytvoril súbor cookie s názvom PHPSESSID, do ktorého bola predaná určitá
hodnota, ktorá predstavuje SID užívateľa. Vieme teda, že u užívateľa je potrebné zmeniť
takto nazvaný súbor cookie na nami vytvorenú hodnotu.
Skript, ktorý bude zodpovedný za podstrčenie SID do súboru cookie bude mať tvar:
<script >document.cookie="PHPSESSID =123";</script >
Takto vytvorený skript, je možné napríklad uložiť do databázy v mieste komentárov.
Každému užívateľovi, ktorý na takto napadnutú stránku prejde, bude nastavené
útočníkom podstrčené SID. Ak sa potom užívateľ autentifikuje do aplikácie, útočník má
prístup k tomuto sedeniu.
5.3.3 Automatizované testovanie zraniteľností v správe sedení
Pri odhaľovaní zraniteľností v správe sedení dosiahol z testovaných nástrojov najlepšie
výsledky OWASP ZAP, ktorý identifikoval zraniteľnosti voči útokom session hijacking
a session fixation. Ostatné univerzálne testovacie nástroje zraniteľnosti v správe sedení
neobjavili. OWASP ZAP identifikoval tieto zraniteľnosti v spojení s detekovanou
zraniteľnosťou na útok XSS a na základe toho odhalil, že SID uložené v súbore cookie je
dostupné pomocou Javascriptového kódu, ktorý môže byť vložený do aplikácie práve
pomocou XSS a takto môže byť SID odcudzené. Po detekovaní zraniteľností tento nástroj
poskytol popis zraniteľností a postup akým môžu byť zneužité, zároveň ponúka aj
riešenie, akým je možné tieto zraniteľnosti z aplikácie odstrániť.
OWASP Mantra a prehliadač Firefox vo frameworku Samurai WTF ponúkajú
nástroje, ktoré sú schopné manipulovať so súbormi cookies a tým umožňujú testovateľovi
sledovať alebo meniť ich obsah. Sú to napríklad nástroje Live Headers, Tamper Data,
Cookie Manager+. Tieto nástroje neponúkajú automatizované testovanie zraniteľností
z oblasti správy sedenia, ale skôr zjednodušujú manuálne prevádzané testovanie.
Session hijacking Session fixation
OWASP ZAP X X
OWASP Mantra manuálne manuálne
Obrázek 5.10: Nástroje na testovanie zraniteľností v správe sedení
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5.4 Demonštrácia a nástroje na SQL injection
Prvá zo zraniteľností na SQL injection sa nachádza priamo v úvodnej stránke
v prihlasovacom formulári. Ten odosiela metódou POST prihlasovacie údaje funkcií, ktorá
overí, že sa užívateľ so zadaným heslom vyskytuje v tabuľke užívateľov. Táto funkcia sa
nachádza v súbore functions.php a je jej kód na obrázku 5.11.
function isLoginValid($email , $passwd)
{
$sql =
"SELECT ID_USER , FUNC_USER
FROM T_USER
WHERE EMAIL_USER = ’$email ’ AND PASSWD_USER = ’$passwd ’";
...
}
Obrázek 5.11: SQL injection v prihlasovacom formulári
V tomto príklade je vidieť, že SQL dotaz je konštruovaný priamo zo vstupu, ktorý je
zadávaný užívateľom. Parametre $email a $passwd sa predajú do klauzule WHERE bez
akéhokoľvek ošetrenia, čo znamená, že užívateľ môže modifikovať SQL dotaz a tým
dosiahnuť zámer, ktorý nebol dotazom zamýšľaný. Ak teda do poľa pre email užívateľ
vloží reťazec 1’ OR ’1’ = ’1’ -- - vznikne tým dotaz do databázy v tvare:
SELECT ID_USER , FUNC_USER
FROM T_USER
WHERE EMAIL_USER = ’1’ OR ’1 ’= ’1’ -- - AND PASSWD_USER = ’’
Časť dotazu za znakom komentára „-- -” bude ignorovaná a dotaz bude validný. Takto
zostrojený dotaz bude vždy pravdivý, to znamená že funkcia isLoginValid vráti hodnotu
true, a povolí tým neautorizovanému užívateľovi prístup do aplikácie.
Ďalšia zraniteľnosť na útok SQL injection sa nachádza pri vyhľadávaní položiek
v tabuľke, ktoré je prístupne prihlásenému užívateľovi vo vrchnom navigačnom paneli.
Toto vyhľadávanie má za úlohu vyhľadať v tabuľke databázy položky, ktoré sa zhodujú so
zadaným reťazcom. V súbore functions.php sa nachádzajú funkcie, ktoré sa starajú
o vytváranie dotazu použitého na vyhľadávanie v tabuľkách databázy. Jedna z týchto





LEFT JOIN T_DEPARTMENT d ON u.ID_DEP = d.ID_DEP
LEFT JOIN T_ROOM r ON u.ID_ROOM = r.ID_ROOM
WHERE FIRSTNAME_USER LIKE ’%$expr%’ OR SURNAME_USER LIKE ’%$expr%’";
return mysql_query($sql);
}
Obrázek 5.12: SQL injection vo vyhľadávaní
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Tak ako v predchádzajúcom príklade, parameter $expr je neošetrený vstup zadaný
užívateľom. Môžme teda vytvoriť rovnaký reťazec ako v prvom príklade 1’ OR ’1’ = ’1’
-- - a vložiť ho do poľa pre vyhľadávanie. SQL dotaz bude mat v tom prípade tvar:
SELECT *
FROM T_USER u
LEFT JOIN T_DEPARTMENT d ON u.ID_DEP = d.ID_DEP
LEFT JOIN T_ROOM r ON u.ID_ROOM = r.ID_ROOM
WHERE FIRSTNAME_USER LIKE ’1’ OR ’1’ = ’1’ -- - OR SURNAME_USER ...
Tento dotaz do databázy je vždy vyhodnotený ako pravdivý a tým pádom funkcia
vypíše všetky položky, ktoré sa v danej tabuľke nachádzajú napriek tomu, že užívateľ by za
normálnych okolností prístup k týmto údajom mať nemal.
Na zabezpečenie voči tomuto typu zraniteľnosti je možné použiť napríklad funkciu
jazyka PHP pri práci s databázou MySQL mysqli::prepare, ktorá pripraví dotaz do
databázy a overí parametre vkladané do dotazu pred tým ako je vykonaný.
5.4.1 Automatizované testovanie SQL injection
Pre identifikáciu a exploitáciu zraniteľností SQL injection sa v testovaných frameworkoch
vyskytuje mnoho nástrojov, ktoré sú vhodné na použitie. Nástroj OWASP ZAP má
prepracované grafické užívateľské rozhranie, v ktorom sa dá jednoducho orientovať a bol
schopný odhaliť všetky vložené zraniteľnosti voči SQL injection bez komplikovanej
konfigurácie. Po identifikovaní zraniteľnosti nástroj poskytne jej stručný popis a dopad na
aplikáciu spolu s riešením, ktoré je vhodné použiť na prevenciu zraniteľnosti. Zraniteľnosti
automaticky usporadúva podľa úrovne rizika, ktoré predstavujú pre aplikáciu.
Pokročilým nástrojom na detekciu a exploitáciu zraniteľností na SQL injection je
konzolová aplikácia sqlmap. Pomocou krátkej konfigurácie a vhodného zvolenia
parametrov aplikácie bolo možné dosiahnuť kompletné zobrazenie všetkých tabuliek
a záznamov nachádzajúcich sa v databáze. To robí tento nástroj najúčinnejším spomedzi
testovaných nástrojov na exploitáciu zraniteľností voči útoku SQL injection. Táto
aplikácia sa nachádza v oboch testovaných frameworkoch.
Na obrázku 5.13 je zobrazená časť výstupu programu spolu s použitým príkazom, ktorý
bol použitý na zobrazenie všetkých tabuliek databázy.
Obrázek 5.13: Výstup programu sqlmap
Nástroj Vega, obsiahnutý vo frameworku Kali Linux odhalil len jednu zo zraniteľností
SQL injection v testovanej aplikácií a tieto výsledky neboli v tomto ohľade uspokojivé. Pri
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odhalenej zraniteľnosti taktiež ako OWASP ZAP ponúka popis a dopad zraniteľnosti na
aplikáciu a zároveň možné riešenia ktoré by mali zraniteľnosť odstrániť.
OWASP Mantra a Firefox vo frameworku Samurai WTF obsahujú nástroj SQL Inject
Me, ktorý ale v implementovanej aplikácií neidentifikoval žiadnu zraniteľnosť.





SQL Inject Me –
Obrázek 5.14: Nástroje na testovanie zraniteľnosti SQL injection
5.5 Demonštrácia a nástroje na Path traversal
Zraniteľnosť na útok Path traversal je v aplikácií vložená po prihlásení užívateľa
s oprávneniami administrátora. Po vybraní voľby LOGS vo vrchnom navigačnom paneli,
má užívateľ možnosť zobraziť si súbor logs.txt obsahujúci záznamy pokusov o prihlásenie
do aplikácie. Po zvolení možnosti SEE LOGS je možné si všimnúť v URL, že tento súbor
je načítaný na základe GET parametru log.
http :// localhost/logged.php?log=docs/logs.txt#logs
Takýto spôsob otvárania súboru uloženého na disku môže indikovať, že sa na tomto
mieste nachádza zraniteľnosť voči útoku Path traversal. Manuálne môžme otestovať
aplikáciu na túto zraniteľnosť vkladaním reťazcov, ktoré sa používajú na navigáciu
v súborovom systéme t.j. „../” alebo „..\”. Pri analýze webovej aplikácie môžme pomocou
rôznych nástrojov zistiť, na akej platforme aplikácia beží. Jedným z takých nástrojov je
napríklad doplnok pre prehliadač Firefox s názvom Wappalizer. Pomocou neho môžme
zistiť, že naša aplikácia beží na servery Apache pod operačným systémom Ubuntu. V tejto
konfigurácií je podľa predvolených nastavení aplikácia uložená na ceste /var/www/. Ak by
sme chceli pristúpiť k súboru /etc/passwd tak s touto znalosťou môžme vyskúšať
zraniteľnosť na útok Path traversal vložením reťazca ../../etc/passwd do parametru log
v URL. Odkaz by potom vyzeral nasledovne:
http :// localhost/logged.php?log =../../ etc/passwd#logs
Po vložení môžme vidieť, že sa nám miesto súboru docs/logs.txt zobrazil súbor /etc/passwd,
čo znamená, že aplikácia je zraniteľná na útok Path traversal.
5.5.1 Automatizované testovanie Path traversal
Zraniteľnosť path traversal objavil v Kali Linuxe nástroj Vega. Nástroj presne určil
miesto, kde sa zraniteľnosť nachádza, ponúkol možnosti akými je možné zraniteľnosť
zneužiť a dopad na aplikáciu a systém, ktorý takéto zneužitie môže obnášať. Taktiež boli
nástrojom ponúknuté riešenia, akými je možné zraniteľnosť odstrániť.
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Časť výstupu nástroja Vega je zobrazená na obrázku 5.15.
Obrázek 5.15: Výstup nástroja Vega
Načítavanie súboru zo súborového systému objavili aj nástroje OWASP ZAP a w3af, ako
zraniteľnosť však toto správanie identifikované nebolo, takže pri testovaní týmito nástrojmi
musí byť testovateľ pozorný a manuálne alebo iným nástrojom skontrolovať, či sa v týchto
miestach zraniteľnosť naozaj nevyskytuje.






Obrázek 5.16: Nástroje na testovanie zraniteľnosti Path traversal
5.6 Nástroje na zraniteľnosť slabých hesiel
Implementovaná aplikácia neobsahuje žiadne pravidlá pri vytváraní hesiel, čím umožňuje
užívateľovi vytvoriť nevhodné heslo, ktoré môže byť softwarovými prostriedkami jednoducho
zistiteľné. Manuálne by skúšanie všetkých hesiel nebolo efektívne, preto sa pri zisťovaní
hesiel používajú automatizované prostriedky.
5.6.1 Automatizované testovanie slabých hesiel
Frameworky Kali Linux aj Samurai WTF ponúkajú nástroje na testovanie hesiel pomocou
slovníkového útoku. Nástroj Hydra má grafické užívateľské rozhranie v ktorom sa dá
rýchlo zorientovať a pristúpiť k samotnému testovaniu hesiel v aplikácií. Nástroj medusa
je podobný nástroj ale narozdiel od Hydry má konzolové rozhranie. Obom nástrojom je
potrebné dodať textový súbor obsahujúci heslá ktoré sa budú testovať. Oba frameworky
majú pripravené základné slovníky, ktoré je možné na tento účel použiť. Samurai WTF
obsahuje naviac nástroj CeWL ktorý generuje takéto slovníkové súbory na základe slov
používaných vo webovej aplikácií.
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OWASP Mantra a Firefox vo frameworku Samurai WTF obsahujú nástroj Fireforce,
ktorý slúži pre testovanie hesiel pomocou slovníkového útoku alebo pomocou útoku
bruteforce, ktorý postupne skúša všetky kombinácie znakov zo zadaného rozsahu. Ak je
malý rozsah testovaných znakov a heslo je príliš krátke, tento nástroj je schopný ho
odhaliť v priebehu minút. Na obrázku 5.17 je zobrazený priebeh testovania týmto
nástrojom
Obrázek 5.17: Výstup programu fireforce
Výsledky testovania nástrojov pre identifikáciu zraniteľností zapríčinených slabými
heslami sú uvedené v tabuľke 5.18.








Cieľom tejto práce bolo analyzovať vybrané zraniteľnosti webových aplikácií, ktoré sa
v dnešnej dobe vyskytujú najčastejšie a majú tak značný vplyv na obor bezpečnosti vo
webových aplikáciách.
Ako prvý bod bolo kapitole 2 prezentovaný teoretický popis jednotlivých zraniteľností
spolu so všeobecnými príkladmi popisujúcimi možné miesta na ktorých zvyknú byť webové
aplikácie náchylné na tieto zraniteľnosti. Ďalej bol pri každom type zraniteľnosti opísaný
základný spôsob, akým jej predchádzať a chyby, ktorým sa treba pri implementácií webovej
aplikácie vyhnúť.
V kapitole 3 boli opísané metódy testovania zraniteľností webových aplikácií, ktoré sú
používané pri ich vývoji. Podľa postupov, ktoré sa v týchto metódach využívajú, bol ďalej
opísaný spôsob testovania vybraných zraniteľností. Pomocou informácií uvedených v tejto
kapitole je možné otestovať vytvorenú aplikáciu na triviálne a v niektorých prípadoch aj
komplexnejšie chyby, ktoré majú za následok zraniteľnosť voči daným typom útokov.
Ďalšou úlohou tejto práce bolo navrhnúť a implementovať webovú aplikáciu, ktorá
slúži na demonštráciu a testovanie vybraných typov zraniteľností, ktoré do nej boli
vložené. Na tejto aplikácií je možné otestovať manuálne postupy zisťovania zraniteľností
ako aj automatické nástroje, ktoré by vložené zraniteľnosti mali odhaliť. Niektoré z týchto
nástrojov, spolu s testovacími frameworkami boli opísané v kapitole 5. Táto aplikácia teda
môže slúžiť taktiež ako testovací prostriedok pre nástroje na odhaľovanie vybraných typov
zraniteľností webových aplikácií.
Táto práca môže poslúžiť ako pomôcka pri výučbe prípadne samostatnom štúdiu
testovania zraniteľností webových aplikácií, pričom zároveň poskytuje prostriedky na
ktorých je možné nadobudnuté informácie priamo otestovať. Zároveň môže pomôcť
vývojárom webových aplikácií, ktorí v tejto práci nájdu postupy testovania, ktoré na
svoju aplikáciu môžu aplikovať a tým predísť rôznym zraniteľnostiam ktoré sa v nej môžu
vyskytovať.
V budúcnosti by aplikácia mohla byť rozširovaná o ďalšie typy zraniteľností, na
ktorých by bolo možné otestovať nástroje na ich odhaľovanie, prípadne by mohli byť do
aplikácie pridané zložitejšie identifikovateľné zraniteľnosti už opísaných typov, čo by
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Obrázek B.1: Use-case diagram
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