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Tato bakalářská práce se zabývá bezestrojou definićı polynomiálńıch
funkćı. Hlavńım ćılem je čtenáře obeznámit nejen s touto definićı, ale
i s ostatńımi d̊uležitými pojmy této práce. Nejd̊uležitěǰśımi pojmy je
myšleno: základńı funkce, schéma skládáńı funkćı, rekuzivńı schémata
a polynomiálńı podmı́nky. Během práce bude čtenář mimo jiné svědkem
odvozeńı nejznáměǰśıch polynomiálně omezených funkćı, jako jsou násobeńı,
sč́ıtáńı, nebo jiné aritmetické funkce. Odvozeny však budou i zaj́ımavěǰśı
a netradičńı funkce, jako je funkce smash, nebo mocněńı v modulárńım
prostoru Zn.
Abstract
This thesis focuses on machine-free definition of polynomial functions.
The main goal is to not only make the readers familiar with this de-
finition, but also to introduce them to the other pivotal terms of this
thesis. The other pivotal terms are: basic functions, function composi-
tion, recursive schemes a polynomial conditions. Throughout the thesis
the readers will be introduced, among other things, to derivation of
the most used polynomially bounded functions, like multiplication, ad-
dition, or other arithmetic functions. Other interesting, less common
and non-traditional functions, such as the Smash function or power
function in modular space Zn will be showcased.
Prohlášeńı
Prohlašuji, že jsem svou bakalářskou práci vypracoval samostatně a použil
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Tato práce se bude věnovat definici polynomiálńıch funkćı beze strojové de-
finice. Práce bude postupovat souběžně s ”A. Cobham. The Intrinsic Com-
putational Difficulty of Functions,”, nicméně formálně se bude držet sṕı̌se
”Samuel R. Buss. Bounded Arithmetic”a bude lehce částečně inspirována
praćı ”P. Mach. Bezestrojová charakterizace funkćı počitatelných v poly-
nomiálńım čase”.
V druhé kapitole bude čtenář seznámen se základńımi strojovými defini-
cemi. Mezi tyto termı́ny patř́ı definice složitostńıch tř́ıd (konkrétně definici
tř́ıdy O(g) a tř́ıdy poly(g)), časové funkce stroje T a polynomomiálńıho
času.
Na strojové definice navazuje definice sedmi zakladńıch funkćı, na kterých
bude tato práce stavět. Mezi tyto funkce patř́ı konstantńı nulová funkce,
funkce projekce proměnných, funkce následńıka, dvě funkce pro bitové pro-
suny a dvě větv́ıćı funkce. Tyto funkce budou spolu se schématem pro
skládánáńı funkćı detailněji představeny pomoćı př́ıklad̊u odvozeńı několika
jednoduchých funkćı (včetně odvozeńı některých triviálńıch funkćı).
Ve čtvrté kapitole jsou definovány dvě rekurzivńı schémata. Konkrétněji
schéma pro délkovou rekurzi a schéma pro polynomiálńı rekurzi. Čtenáři bu-
dou opět představeny pomoćı odvozeńı několika jednoduchých funkćı. Tyto
funkce budou poté použity v d̊ukazu ekvivavelnce těchto schémat. Pomoćı
základńıch funkćı, schématu skládáńı funkćı a rekurzivńıch schémat defi-
nujeme pojem polynomiálně omezené funkce. Pomoćı pojmu polynomiálně
omezené funkce definujeme pojem polynomiálńı podmı́nky a polynomiálńı
množiny. U polynomiálńıch podmı́nek dokážeme uzavřenost na výrokové lo-
gické operace a na omezenou kvantifikaci. V šesté kapitole jsou vyjmenovány
nejznáměǰśı funkce, které poč́ıtaj́ı v polynomiálńım čase. O těchto funkćıch je
dokázáno, že jsou polynomiálně omezenými funkcemi. Mezi zmı́něné funkce
patř́ı např́ıklad sč́ıtáńı, násobeńı, nebo funkce modulo. Zmı́něny jsou ovšem i
zaj́ımavěǰśı funkce, jako je funkce smash, nebo funkce pro mocněńı v prostoru
Zn. Posledńı kapitola bude vedena v neformálńım duchu v zájmu vyhnut́ı se
zbytečnému formalizmu. Nejdř́ıve budou nast́ıněny možnosti kódováńı po-
sloupnost́ı pomoćı gödelova č́ısla pro posloupnost. Zmı́něny budou jednotlivé
funkce, které jsou třeba odvodit, aby bylo kódováńı použitelné.
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2 Počátečńı definice
V této kapitole definujme základńı strojové definice pro polynomiálně počitatelné
funkce. Mezi tyto pojmy patř́ı výpočetńı tř́ıdy O(g)apoly(g), časová funkce
stroje T , definice polynomiálńıho času. Definice jsou př́ımo přejaté z [6].
Definujme tř́ıdy funkćı na N takto:
Definition 2.1. Tř́ıdy funkćı na N
Necht’ g : N → N. Definujme tř́ıdy funkćı:
O(g) := {f : N → N : existuje přirozené č́ıslo k > 0 tak, že f(n) ≤ k · g(n)},
poly(g) := {f : N → N : existuje polynom p(n) tak, že f(n) ≤ p(g(n))}.
Dále definujme časovou funkci stroje T , za stoj berme pro jednodu-
chost jednosměrný jednopáskový turing̊uv stroj. Definici turingova stroje
lze nalézt např́ıklad zde[6].
Definition 2.2. Časová funkce stroje T
Definujme funkci f : N → N určenou k výpočtu časové složitosti stroje nad
vstupńım slovem y ∈ {1, 0}n.
f(n) = max{výpočetńı čas nad slovem y ∈ {1, 0}n}
Na závěr kapitoly definujme nejd̊uležitěǰśı z definic v této kapitole. De-
finici stroje pracuj́ıćıho v polynomiálńım čase.
Definition 2.3. Polynomiálńı čas
Řekneme, že stroj T pracuje v čase (nanejvýš) řádově g(n), jestliže jeho
časová funkce f(n) = O(g(n)). Řekněme, že stroj T pracuje v poly-
nomiálńım čase, je-li f(n) = poly(n).
3 Definičńı obory v této práci
Dř́ıve než začneme s bezestrojovými definicemi, tak definume definičńı obory
funkćı v této práci. V daľśım textu se omeźıme pouze na přirozená č́ısla. Po-
kud nebude řečeno, pak lze o každé funkce f s k proměnnými předpokládat,
že se jedná o funkci f : Nk → N.
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4 Množina základńıch funkćı
V této kapitole definujeme množinu elementárńıch funkćı inspirovanou převzatou
ze zdroj̊u [1], [3] a doplněnou funkci projekce z [4]. Dále definjeme schéma pro
skládáńı funkćı převzaté z [4]. Jednotlivé elementárńı funkce si představ́ıme
a pomoćı skládáńı funkćı odvod́ıme pro ukázku několik jednoduchých funkćı.
Definition 4.1. Definice základńıch funkćı Definujme 7 základńıch funkćı.
Seznam 6 základńıch funkćı je převzatý z praćı [1] a [3]. V rámci zachováńı
formalizmu doplněna 7. Funkce z knihy [4], která slouž́ı pro práci s parametry
funkce.
(1) z : x 7−→ 0 (Konstantńı nulová funkce)
(2) inj : x 7−→ xj (Projekce proměnných)
(3) s(x) : x 7−→ x+ 1 (Funkce následńıka)
(4) asr(x) : x 7−→ bx/2c (Bitový posun vpravo)
(5) asl(x) : x 7−→ x · 2 (Bitový posun vlevo)
(6) x ≤ y : x 7−→
{
1 if x ≤ y
0 if x > y
(Menš́ı rovno)
(7) Choice(x, y, z) : x 7−→
{
y if x > 0
z if x = 0
(Výběrová funkce)
Když máme definovány základńı funkce, definujme schéma pro jejich
skládáńı definované v [4]. Schéma skládáńı slouž́ı k složeńı funkce g s daľśımi
funkcemi. Každá z funkćı je nasycena pomoćı k proměnných. Tyto na nasy-
cené funkce jsou následně dosazeny do funkce g.
Definition 4.2. Skládáńı funkćı
Necht’ g je funkćı n proměnných a f1 . . . , fn jsou funkcemi k proměnných.
Pak pro odvozeńı funkce f (n proměnných) pomoćı složeńı funkćı g a f1, . . . , fn
(značme g ◦ [f1, . . . , fn] pro n > 1 a g ◦ f1 pro n = 1). Pro každé z a x plat́ı
f(x) = z
Právě tehdy když plat́ı:
g(f1(x), . . . , fn(x)) = z
6
4.1 Rozbor množiny základńıch funkćı
V této kapitole se detailněji pod́ıváme na základńı funkce z minulé ka-
pitoly. Jednotlivé funkce si představ́ıme detailněji a ukážeme si př́ıklady
použit́ı skládáńı funkćı. Mimo jiné si v této kapitole představ́ıme a odvod́ıme
některé z triviálńıch operaćı převzatých z [4]. V práci však nebudou odvo-
zeny všechny z primitivńıch operaćı vzhledem k tomu, že jejich odvozeńı
je sṕı̌se technickým d̊ukazem. Pokud by čtenář měl zájem, pak může naj́ıt
odvozeńı všech čtyř funkćı v [4]. Jako prvńı z primitivńıch operaćı odvod’me
operace přidáńı jalové proměnné(terminologie převzata ze zdroje). Tato ope-
race slouž́ı pro k odvozeńı funkce k+1 proměnných z funkce k proměnných.
4.1.1 Projekce proměnných
Projekce
Theorem 4.3. Schéma přidáńı jalové proměnné je odvoditelné pomoćı základńıch
funkćı a schématu pro skládáńı funkćı
Proof. Necht’ f je funkce Nn → N, kde n ≥ 0. Definujme funkci g :
Nn+1 → N, pro kterou plat́ı ∀x, y ∈ N : f(x) = g(x, y).
g(x1, . . . , xn+1) = f(i
n
1 , . . . , i
n
n)(x1, . . . , xk)
4.1.2 Funkce následńıka
Funkce následńıka je funkćı jedné proměnné, která přičte jedničku k č́ıslu x.
Odvod’me schéma pro odvozeńı libovolné konstantńı funkce. Funkce je
odvozeny pomoćı složeńı konstantńı funkce pro nulu, která je c-krát složena
s následnickou funkćı. Za zmı́nku stoj́ı, že funkce pro odvozeńı konstantńı
funkce neńı jedna, nicméně každá z konstantńıch funkćı muśı být odvozena
samostatně.
Theorem 4.4. Konstatńı funkce jsou odvoditelné pomoćı základńıch funkćı
a schématu pro skládáńı funkćı
Proof. Necht’ c ∈ N je libovolná konstanta. Odvod’me konstantńı funkci
f : N → N pro tuto konstantu následovně:
c(x) = (s ◦ · · · ◦ s
︸ ︷︷ ︸
c-krát použita funkce s
◦ z)(x)
Č́ımž dostaneme funkci generuj́ıćı konstantu c.
Podobným zp̊usobem, jako jsou odvozeny konstantńı funkce, lze odvodit
schéma pro přičteńı konstanty k č́ıslu. Funkce pro přičteńı konstanty je od-
vozena pomoćı c použit́ı následnické funkce na proměnnou x. Opět se jedná
o schéma a je tedy třeba pro každé c odvodit samostatnou funkci.
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Theorem 4.5. Funkce pro přičteńı konstanty(x+c) jsou odvoditelné pomoćı
základńıch funkćı a schématu pro skládáńı funkćı
Proof. Necht’ c je libovolná konstanta a necht’ x je vstupńı proměnná, pak
funkci f : N → N definujme takto:
f(x) = (s ◦ · · · ◦ s)
︸ ︷︷ ︸
c-krát použita funkce s
◦ i11)(x1, . . . , xk)
Druhou z primitivńıch operaćı je schéma pro dosazeńı konstanty do
funkce. Uvažujme funkci k proměných, kde k > 0. Pomoćı operace dosa-
zeńı konstanty do funkce vytvoř́ıme funkci k − 1 proměnných f1, jelikož
dosad́ıme konstantu c za jednu z proměných. Schéma je odvozené manipu-
laćı proměnných pomomoćı funkce projekce proměnných.
Theorem 4.6. Schéma pro dosazeńı konstanty do funkce je odvoditelná po-
moćı základńıch funkćı a schématu pro skládáńı funkćı
Proof. Necht’ f je funkce Nn → N, kde n>0. Definujme funkci g : Nn−1 →
N pro kterou plat́ı: ∀x1, . . . , xn ∈ N : f(x1, . . . , xj−1, c, xj+1, . . . , xn) =
g(x1, . . . , xn−1), kde c, j jsou předem zvolené konstanty.
g(x1, . . . , xj−1, xj+1, . . . , xn) = f(i
n




j+1, . . . , i
n
n)(x1, . . . , xk)
4.1.3 Bitové posuny
Bitové posuny jsou funkcemi dvou proměnných, které pracuj́ı s bitovou po-
dobou č́ısla. Bitový posun vpravo zkrát́ı č́ıslo o posledńı (nejméně významný
bit), zat́ımco bitový posun vlevo přidá k č́ıslu jeden nulový bit zprava (na
mı́sto nejméně významného bitu). Pokud použijeme na č́ıslo x bitový posun
vpravo a poté na výsledek bitový posun vlevo, pak dostaneme opět č́ıslo x.
Definume takovýmto zp̊usobem funkci identity.
Theorem 4.7. Funkce identity - (Id(x)) je odvoditelná pomoćı základńıch
funkćı a schématu pro skládáńı funkćı
Proof. Necht’ x je proměnná. Odvod’me funkci identity f : N → N
asr(asl(x))
Definici bitových posun̊u umožňuje bitový posun pouze o jeden bit. V
pozděǰśıch kapitolách této práce odvod́ıme bitové posuny vlevo a vpravo o
délku vstupńı proměnné. Nyńı odvod’me bitové posuny o konstatńı počet
bit̊u.
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Theorem 4.8. Konstantńı bitový posun vlevo (x×2c) a vpravo( x
2c ) o c bit̊u
jsou odvoditelné pomoćı základńıch funkćı a schématu pro skládáńı funkćı
Proof. Odvozeńı prob́ıhá pomoćı složeńı c funkćı stejně jako v sekci 4.1.2
4.1.4 Větv́ıćı funkce (funkce menš́ı rovno a funkce choice)
Posledńı dvě základńı funkce jsou funkcemi umožňuj́ıćı větveńı. Funkce bu-
dou použ́ıvány v daľśıch kapitolách a to primárně v kombinaci s délkovou
rekurźım, která pracuje s jednotlivými bity.
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5 Definice délkově rekurzivńıch funkćı
V této kapitole definujeme dvě rekurzivńı schémata. Kokrétněji schéma pro
délkovou rekurzi a schéma pro polynomiálńı rekurzi. Definice rekuzivnách
schémat jsou převzata ze zdroj̊u [1] a [3] Každé ze schémat následně po-
poṕı̌seme a uvedeme několik př́ıklad̊u použit́ı, aby se s nimi čtenář lépe
obeznámil. Následně s použit́ım odvozených funkćı dokážeme ekvivalenci
obou schémat. Prvńım rekurzivńım schématem je schéma délkové rekurze:
5.1 Definice rekuzivńıch funkćı
Definition 5.1. Délková rekurze Necht’ g je libovolná funkce g : Nk → N
pro k ≤ 0 a f je libovolná funkce f : Nk+2 → Npro k ≤ 0. Dále necht’ q
je libovolný vhodný polynom. Pak funkce f : Nk → N je odvozena omeze-
nou rekurźı z funkćı f ,g s časovým omezeńım |y| a prostorovým omezeńım
pomoćı polynomu q, jestliže pro libovolné |y| plat́ı následuj́ıćı:
 f(x) = τ(x, |y|)
 τ(x, 0) = g(x)
 τ(x, n+ 1) = h(x, n, τ(x, n))
A nav́ıc:
∀n ≤ |y|(|τ(x, n)| ≤ q(|x|, |y|))
Schéma délkové rekurze pracuje s množinou parametr̊u x a hloubkovou
proměnnou y. Rekuze v tomto schématu má celkovou hloubku |y|. Aktuálńı
hloubka rekurze je zachycena proměnnou n, která nabývá hodnot 0 až |y|
(kde 0 představuje nejhlubš́ı část rekurze). Pro n = 0 je hodnota funkce
definována, jako výsledek funkce g(x). Hodnota funkce pro n je definována,
jako hodnota fukce h, do které je dosazena aktuálńı hloubka n, hodnota
funkce v hloubce n− 1 a množina proměnných x. Pro funkci muśı existovat
polynom q takový, že pro libovolnou hloubku n muśı platit (|τ(x, n)| ≤
q(|x|, |y|))
Definition 5.2. Polynomiálńı rekurze
Necht’ g je libovolná funkce g : Nk → N pro k ≤ 0 a f je libovolná funkce
f : Nk+2 → N pro k ≤ 0. Dále necht’ p je libovolný vhodný polynom. Pak
funkce f : Nk → N je odvozena polynomiálńı rekurźı z funkćı f ,g s časovým
omezeńım pomoćı polynomu q, jestliže plat́ı následuj́ıćı:
 f(x, y) = h(x, y, f(x, by/2c))
 f(x, 0) = g(x)
A nav́ıc:
|f(x, y)| ≤ q(|x|, |y|)
Schéma polynomálńı rekurze pracuje s přidáńım jednoho bitu na konec
č́ısla. Celková hloubka rekurze je opět definována jako |y|. V nulté hloubce
je hodnota funkce f definována, opět pomoćı funkce g(x). pro y  0
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5.2 Pomocné funkce
V této podkapitole provedeme odvozeńı několika jednoduchých funkćı, které
budou použity v d̊ukazu ekvivalence rekurzivńıch schémat. Pokusme se od-
vodit funkci x1 << x2.
Excersise 5.3. Funkce x1 << x2 neńı odvoditelná pomoćı ze základńıch
funkćı a pomoćı schémat rekurze, skládáńı funkćı.
Uvažujme délkovou funkci, pomoćı které omeźıme délku funkce. Vzhledem
k tomu, že délka výsledné funkce je x × 2c , tak je jasné, že polynomiálńı
funkćı omezit nejde. Jedná se jednoznačně o funkci exponciálńı.
Funkce x1 << x2 je funkćı exponenciálńı a z tohoto d̊uvodu se nám j́ı ne-
podařilo odvodit. Uvažujme nyńı funkci x1 << |x2|, která již exponenciálńı
neńı. Funkce bude odvozena délkovou rekurźı podle délky proměnné |x2|. Za
každý bit č́ısla x2 bude na č́ıslo x1 použita funkce asl.
Theorem 5.4. Funkce f : N2 → N pro bitový posun vlevo o y bit̊u
(x1 << |x2|) je odvoditelná pomoćı ze základńıch funkćı a pomoćı schémat
rekurze, skládáńı funkćı.
Proof. pomoćı rekurze
 x = {x1, x2}
 y = x2
 g(x) = x
 h(x, n, τ(x, n)) = τ(x, n)<< 1
Opět zkusme rozdělit funkci na dvě funkce a obě omezit polynomem. p1 = x1
a p2 = |2
|x2|| = |x2|. Neboli q = |x1|+ |x2| = |x|
Stejným zp̊usobem můžeme odvodit funkci x1>>|x2|. Funkce bude odvozena
délkovou rekurźı podle délky proměnné |x2|. Za každý bit č́ısla x2 bude na
č́ıslo x1 použita funkce asr.
Theorem 5.5. Funkce f : N2 → N pro bitový posun vpravo o |y| bit̊u
(x1 >> |x2|) je funkce odvoditelná pomoćı ze základńıch funkćı a pomoćı
schémat rekurze, skládáńı funkćı.
Proof. Odvod’me pomoćı délkové rekurze.
 x = {x1, y}
 y = y
 g(x) = x
 h(x, n, τ(x, n)) = τ(x, n)>> 1
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Vzhledem k tomu, že délku č́ısla x1 zmenšujeme, tak můžeme omezit poly-
nomem q = (|x1|).
Odvod’me funkci pro podmı́něné odečteńı jedničky. Algoritmus pro odečteńı
č́ısla jedna spoč́ıvá v inverzi všech nulových bit̊u na konci č́ısla až po prvńı
nenulový bit(včetně tohot bitu). Odvozeńı prob́ıhá pomoćı délkové rekuze
prob́ıhá tak, že jsou umazány všechny nulové bity. Dále je invertován prvńı
nenulový bit a č́ıslo na č́ıslo je použ́ıváná funkce asl dokud asl(τ(x, n)) ≤ x
(dokud by použit́ım funkce asl nezniklo č́ıslo větš́ı než x) .
Theorem 5.6. Funkce f : N2 → N pro odečteńı jedničky (x . 1)
je funkce odvoditelná pomoćı ze základńıch funkćı a pomoćı schémat rekurze,
skládáńı funkćı.
Proof. Nejdř́ıve si připrav́ıme funkci f , která smaže všechny nuly na konci
č́ısla.
 x = {x}
 y = x
 g(x) = x
 h(x, n, τ(x, n)) =
{
asr(τ(x, n)) if τ(x, n)[0] = 0
τ(x, n) if Jinak
Vzhledem k tomu, že délku č́ısla x1 zmenšujeme, tak m̊užeme omezit poly-
nomem q = |x|
Dále si odvod́ıme funkci . 1, tak že jedničku na koci č́ısla přeṕı̌seme na nulu
a doplńıme adekvátńı počet nul pomoćı rekurze. Za zmı́nku stoj́ı fakt, že
takováto funkce nijak neovlivńı č́ıslo 0.
 x = {x}
 y = x
 g(x) = AddToEnd(asr(f(x)), 0)
 = h(x, n, τ(x, n)) =
{
asl(τ(x, n)) if asl(τ(x, n)) ≤ x
τ(x, n) if Jinak
Vzhledem k tomu, že délku č́ısla x1 zmenšujeme, tak m̊užeme omezit poly-
nomem q = |x|
V daľśı podkapitole budeme dokazovat rovnost polynomiálńı a délkové re-
kurze. Pro d̊ukaz této rovnosti bude potřeba odvodit funkci délkového odč́ıtáńı,
neboli rozd́ıl č́ısla x1 a délky č́ısla x2. Odvozeńı prob́ıhá pomoćı délkové re-
kurze, tak že je za každý bit č́ısla x2 od č́ısla x1 odečtena jednička.
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Theorem 5.7. Funkce f : N2 → N pro délkové odč́ıtáńı (x1−|x2|) je funkce
odvoditelná pomoćı ze základńıch funkćı a pomoćı schémat rekurze, skládáńı
funkćı.
.
 x = {x1, x2}
 y = x2
 g(x) = x1|
 h(x, n, τ(x, n)) =
{
τ(x, n)) . 1 if |n| ≤ x2
τ(x, n)) if Jinak
Vzhledem k tomu, že délku č́ısla |x1| zmenšujeme, tak m̊užeme omezit poly-
nomem q = (|x|).
6 Ekvivalence délkově rekurzivńıch funkćı
V této sekci ukážeme rovnost rekurzivńıch schémat. Při odvozováńı budeme
značit odvozované schéma a jeho proměnné s aspostrofy, aby se mohli ve
funkćıch vyznat.
Theorem 6.1. 5.1 7−→ 5.2
D̊ukaz.
Nejdř́ıve zvolme vhodně proměnné pro dosazeńı do funkce 5.1
 x′ = x,
 y′ = y (v nultém kroku rekurze)
 g′(x′) := g(i11)





Dokažme ekvivalenci na nulté hladině rekurze. Tato ekvivalence je triviálńı,
vzhledem k tomu že byla zvolena totožná funkce g a do ńı dosazena totožná
množina x.
f ′(x′, 0) = g′(x′) = g(i11) = g(x
′) = g(x) = τ(x, 0) = f(x, 0)
Dále si dokažme ekvivalenci f(x′, y′) = f(x, y)





′, |y′|, τ ′(x′, n′))
= h(x, n, τ(x, n)) = τ(x, n+ 1) = f(x, y)
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Funkce h′ na n-té hladině rekurze dosad́ı proměnné x, |y| a by′/2c) do
funkce h(do funkce h, která byla použita při odvozeńı pomoćı délkové re-
kurze). Vzhledem k tomu, že |y| je současnou hloubkou rekuze a, že by′/2c)
je výsledkem funkce f v hloubce n−1, tak jsme funkci h předali stejné para-
metry, jako funkce τ při odvozeńı pomoćı délkové rekurze. Z tohoto d̊uvodu
je jasné, že pro všechny x, n plat́ı f ′(x′, y′) = τ(x, n + 1), což jsme chtěli
dokázat.
(Jinými slovy jsme opět použili voláńı funkce h tentokrát z d̊ukazu po-
moćı polynomiálńı rekurze a této funkci jsme předali stejné parametry, jako
polynmiálńı rekurze. Dı́ky čemuž Dostaneme na každé úrovni rekurze stejný
výsledek, jako polynomiálńı rekurze.
Proof. f ′′′(x1, x2) zkrát́ı č́ıslo x na délku y lze odvodit pomoćı délkové
rekurze
D̊ukaz.
 x = {x1, x2}
 y = x1
 g(x) = x1
 h(x, n, τ(x, n)) =
{
asr(tau(x, n)) if tau(x, n) > x2
tau(x, n) if Jinak
Vzhledem k tomu, že délku č́ısla |x1| zmenšujeme, tak můžeme omezit po-
lynomem q = (|x|).
Theorem 6.2. 4.2 7−→ 4.1
D̊ukaz.
 x′ = x, y (kde se jedná o y v nultém kroku rekurze)
 y′ = y (v nultém kroku rekurze)
 g′(x, y) = g(i11)
 h′(x, y, y′, f ′(x′, by′/2c)) =
Dokažme ekvivalenci na nulté hladině rekurze. Tato ekvivalence je triviálńı,
vzhledem k tomu že byla zvolena stejná funkce g a do ńı dosazena stejná
množina x.
f ′(x′, 0) = τ ′(x′, 0) = g′(x′) = g′(x, y) = g(i11) = g(x) = f(x, 0)
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Rád bych neńı probral jednotlivé rovnosti v této ekvivalenci. Prvńı a druhá
rovnost plyne z definice délkové rekuze. Třet́ı rovnost plyne z toho, jak jsme
si definovali x. Čtvrtá rovnost plyne z toho, jak jsme si nastavili funkci g′.
Pátá rovnost plyne z definice projekce proměných. Šestá rovnost pak plyne
z definice funkce x′. Šestá rovnost plyne z definice délkové rekurze. T́ımto
jsme dokázali bázi indukce.






= h(x, f ′′′(y, n′), τ(x, n)) = h(x, y, f(x, by/2c)) = f(x, y)
Opět proberme rovnosti. Prvńı rovnost plyne z naš́ı definice x a definice
délkové rekurze. Druhá rovnost vyplývá z definice délkové rekurze. Třet́ı
z rovnost vyplývá z toho jak jsme si definovali funkci h. Čtvrtá rovnost
vyplývá z definice funkce projekce. Daľśı rovnost je složitěǰśı. Rovnost prvńıch
argument̊u je triviálńı. Druhé argumenty jsou výsledkem definice funkce
f ′′′. Rovnost třet́ıch argument̊u vyplývá z indukčńıho předpokladu. Posledńı
funkce vyplývá z definice plynomiálńı funkce. Rovnost délkových omezeńı je
triviálńı.
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7 Polynomiálně počitatelné funkce s polynomiálńı
podmı́nky
V této kapitole definujme pojmy polynomiálně počitatelné funkce, poly-
nomiálńı podmı́nky a pojem polynomiálńı množiny. Definice polynomiálńı
podmı́nky je inspirována knihou[4], definice polynomiálně počitatelné funkce
je převzata z [1]. Kapitola se bude zabývat předevš́ım rozborem polynomiálńıch
podmı́nek. Bude dokázaná uzavřenost polynomiálńıch podmı́nek na výrokové
operace a omezenenou kavantifikaci (které bude také definována v této ka-
pitole).
Definition 7.1. Polynomiálně počitatelné funkce
Definujme množinu polynomiálně počitatelných funkćı, jako množinu všech
funkćı, které jsou ze základńıch funkćı odvozeny pomoćı schémat skládáńı
funkćı, délkové rekurze a polynomiálńı rekurze. Následuj́ıćı definice charac-
teristické funkce je převzata z [6].
Definition 7.2. Charakteristická funkce
Charakteristickou funkćı množiny A je funkce(s definičńım oborem A)
χA : A → {0, 1} definovaná předpisem
χA(A) =
{
1 if x ∈ A
0 if Jinak
Definition 7.3. Polynomiálńı množina a polynomiálńı podmı́nka
Definujme polynomiálńı množinu, jako libovolnou množinu, jej́ıž charakte-
ristická funkce je polynomiálně počitatelnou funkćı. Takovouto charakteris-
tickou funkci budeme nazývat polynomiálńı podmı́nkou.
Uved’me d̊ukazy uzavřenosti polynomiálńıch podmı́nek na jednotlivé ope-
race. Samotné d̊ukazy nejsou nijak složité a jsou jednoduše pochopitelné.
Principem d̊ukaz̊u je fakt, že polynomiálńı podmı́nkou jsou zároveň poly-
nomiálně poč́ıtatelnými characterisctickými funkcemy a proto na ně můžeme
aplikovat schémata pro skládáńı funkćı a rekurzivńı schémata. Pokud bude
výsledná funkce f funkćı do množiny {0, 1}, pak je polynomiálńı podmı́nkou.
Theorem 7.4. Uzavřenost polynomiálńıch podmı́nek na negaci(¬ϕ)
Proof. Necht’ ϕ je polynomiálńı podmı́nkou. Pak polynomiálńı podmı́nku
ψ, jež reprezentuje jej́ı negaci, odvod́ıme takto:
ψ = ϕ ≤ 0
Theorem 7.5. Uzavřenost polynomiálńıch podmı́nek na konjunkci(ϕ ∧ ψ)
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Proof. Necht’ ϕ a ψ jsou polynomiálńı podmı́nky. Pak polynomiálńı podmı́nku
χ, jež reprezentuje jejich konjunkci, odvod́ıme takto:
χ = Choice(ϕ, ψ, 0)
Theorem 7.6. Uzavřenost polynomiálńıch podmı́nek na disjunkci(ϕ ∨ ψ)
Proof. k Necht’ ϕ a ψ jsou polynomiálńı podmı́nky. Pak polynomiálńı
podmı́nku χ, jež reprezentuje jejich disjunkci, odvod́ıme takto:
χ = ¬(¬ϕ ∧ ¬ψ)
Theorem 7.7. Uzavřenost polynomiálńıch podmı́nek na všechny výrokové
logické operace
Proof. V předchoźıch d̊ukazech bylo dokázána uzavřenost na negace, dis-
junkci a konjunkci. Vzhledem k tomu, že tyto tři operace tvoř́ı úplný systém
logických spojek, tak máme dokázáno.
Definition 7.8. Délkově omezená kvantifikace
Necht’ (ψ)(x) je polynomiálńı podmı́nkou a necht’ x, y ∈ x, pak definujme
délkově omezenou kvantifikaci jako jednu z formuĺı ve tvaru:
 ∀y ≤ |x|(ψ)(x)
 ∀y < |x|(ψ)(x)
 ∃y ≤ |x|(ψ)(x)
 ∃y < |x|(ψ)(x)
V následuj́ıćım odvozeńı bude z polynomiálńı podmı́nky (ψ)(x, y) odvozena
polynomiálńı podmı́nka ∀y ≤ |x|(ψ)(x, y). Odvozeńı proběhne odvozeńım
funkce (χ)(z, x) pomoćı polynomiálńı rekurze dle proměnné z. v každém
rekurzivńım kroku bude do funkce (ψ) dosazena hodnota proměnné z a
výsledek bude zkonjunktován s (χ)(bz/2c, x). Bude tedy platit:
(χ)(y, x) = (ψ)(x, 0) ∧ (ψ)(x, 1)∧, . . . ,∧(ψ)(x, y)
Definition 7.9. Polynomiálńı podmı́nky jsou uzavřeny na omezenou kvan-
tifikaci
Proof. Necht’ (ψ)(x, y) je polynomiálńı podmı́nkou. Odvod’me funkci
∀z ≤ |x|(ψ)(x)
(χ)(0, x) = 1
(χ)(2z, x) = (χ)(z, x) ∧ (ψ)(x), |2z|)
(χ)(2z + 1, x) = (χ)(z, x) ∧ (ψ)(x, |2z + 1|)
17
8 Odvozeńı funkćı s použit́ım rekurze
8.1 Př́ıpravné funkce
Před t́ım, než si odvod́ıme polynomálńı funkce je však třeba si odvodit
jednodušš́ı funkce, které nám pomohou k odvozeńı dáľśıch funkćı. Prvńı z
funkćı, které budeme odvozovat je funkce pro př́ıstup k n−tému bitu zprava,
s t́ım že se budeme držet programátorského kodexu a budeme č́ıslovat od
nuly.
Theorem 8.1. x[y]
Necht’ x je č́ıslo, ve kterém chceme znát velikost y-tého bitu. Dohodněme
se, že podle programátorské tradice budeme č́ıslovat bity od nultého bitu.
Nejdř́ıve odvod’me funkci g, která nám vrát́ı výsledek pro y ≤ |x|
g(x, y) :
{
0 if (x >> y) ≤ asl(x >> s(y))
1 if Jinak
Nyńı odvod́ıme funkci f , která bude fungovat pro libovolné č́ıslo.
f(x, y) :
{
0 if y > |x|
g(x, y) if Jinak
Omezme polynomem q = 1
Daľśı z funkćı, kterou budeme odvozovat, bude konkatečńı funkce. Tato
funkci provede konkatenaci č́ısla s bitem. Dalo by se tedy ř́ıci, že provede
konkatenaci libovolného č́ısla s č́ıslem jedna, nebo nula. Tuto funkci oceńıme
předevš́ım při kódováńı posloupnost́ı v daľśı kapitole.
Theorem 8.2. AddToEnd(x1, x2)
Odvod’me si funkci AddToEnd(x1, x2) která na konec binárńıho zápisu č́ısla
x1 doplńı č́ıslici x2, kde x2 je č́ıslice 1, nebo 0.
f(x, y) :
{
asl(x1) if x2 ≤ 0
s(asl(x1)) if Jinak
Omezme polynomem q = |x1|+ 1
Předposledńı z odvozovaných funkćı je funkce pro reverzi bit̊u. Tato funkce
provede reverzi bit̊u v č́ısle. Nicméně pro některá č́ısla by se některé bity
ztratily. Právě z tohoto d̊uvodu je tato funkce binárńı s t́ım, že jako druhý
argument je č́ıslo délky nula, neboli bit. Tato bit je funkćı umı́stěn na začátek
č́ısla a může tak zamezit ztrátě nul. Je třeba poznamenat, že zvoleńı nuly,
jako druhého argumentu nijak neuprav́ı výsledek.
Theorem 8.3. ReverseBits(x1, x2)
Definujeme funkci, která bude sloužit, jako reverze bit̊u č́ısla. Máme nav́ıc
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možnost přidat x2 před reverzi, což se nám hod́ı, pokud hroźı ztráta nulových
bit̊u na konci č́ısla.
 x = x;2
 y = |x|
 g(x) = x2
 h(x, y, f(x, by/2c)) = AddToEnd(f(x, by/2c), x1[y])
Omezme polynomem q = |x1 + x2|
Posledńı z pomocných funkćı je zbytek po děleńı dvěma. Tato funkce je
shodná s funkćı, jež přečte posledńı bit.
Theorem 8.4. x% 2
Odvod́ıme funkci pro modulo dvěma
x% 2 =
{
1 if x[0] = 1
0 if x[0] = 0
Omezme polynomem q = 1
8.2 Aritmetické funkce
Dále odvod́ıme aritmetické funkce, tedy ty polynoimálńı funkce, jež použ́ıváme
nejčastěji. Jmenovitě se jedná o funkce plus, mı́nus, krát, děleno a modulo.
Začneme s funćı sč́ıtáńı, která bude odvozena pomoćı délkové rekurze. Re-
kurze p̊ujde od nejv́ıce signifikantńıho bitu (zleva). Rekurze
Theorem 8.5. x1 + x2
r Odvodvod́ıme funkci pro sč́ıtáńı dvou č́ısel, pomoćı délkové rekurze. Funkce
f bude na hloubce n vracet součet horńıch n bit̊u z obou č́ısel (jsou poč́ıtány
i nuly v př́ıpadě r̊uzně louhých č́ısel).
 x = {x, y}
 y = y
 g(x) : 0
 h(x, y, f(x, by/2c)) :
{
AddToEnd(s(τ(x, n)), x[n] ∧ y[n]) if x[n] ∧ y[n]
AddToEnd(τ(x, n)), x[n] ∧ y[n]) if Jinak
Omezme polynomem q = |x1|+ |x2|
Funkce f bude však fungovat pouze v př́ıpadě, že y je větš́ı z obou č́ısel.
Uvažujme tedy funkci f1 : f1 :
{
f(x, y)y > x
f(y, x) if Jinak
Dále si odvod́ıme funkce, pro součet dvou č́ısel. Je třeba poznamenat, že s
pomoćı polynomiálńı rekurze a funkce pro sč́ıtáńı je odvozeńı násob́ıćı funkce
velice intuitivńı a jednuduché.
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Theorem 8.6. x1 ∗ x2
Odvod́ıme funkci pro násobeńı dvou č́ısel.
x1 ∗ 2(x2) = asr(x1 ∗ x2)
x1 ∗ (2x2 + 1) = asr(x1 ∗ x2) + x1
x1 ∗ 0 = 0
Omezme polynomem q = |x1 + x2|
Daľśı z aritmetických funkćı je funkce pro rod́ıl dvou č́ısel. Jej́ı odvozeńı
nebudu úvádět, jelikož školńı algoritmy pro sč́ıtáńı a odč́ıtáńı funguj́ı velice
podobně.
Theorem 8.7. x1 − x2
Odvozeńı mı́nusové funkce je velice podobné odvozeńı funkce pro sč́ıtáńı.
Nicméně se při odvozeńı použ́ıvá funkce . 1.
Jako předposledńı z aritmetických máme funkci pro zbytek při děleńı, neboli
funkce modulo. Odvozneńı funkce je velice prosté, jelikož výnásobeńı č́ısla
dvěma znamená i vynásobeńı zbytku dvěma. Stejně zvěťseńı č́ısla o jedna
znamená zvěťseńı zbytku o jedna.
Theorem 8.8. x1 %x2
Nejdř́ıve si odvod́ıme funkci g:
g(x1, x2) =
{
x1 if x1 < x2
x1 − x2 if Jinak
Nyńı odvod’me funkci modulo:
2x1 %x2 = g(asl(x1 %x2), x2)
(2x1 + 1)%x2 = g(s(asl(x1) + x2))
0%x2 = 0
Omezme polynomem q = |x2|
Posledńı z aritmetických funkćı je funkce pro děleńı dvou č́ısel. Odvozeńı
pracuje s t́ım, že pokud vynásob́ım č́ıslo dvěma, pak je vynésoben dvěma i
výsledek děleńı a zbytek po děleńı.
Theorem 8.9. x1/x2
Odvod́ıme si funkci pro děleńı:
(2x1 + 1)/x2 = 2(x/y) + ((2(x% y) + 1)% y)
(2x1)/x2 = 2(x/y) + ((2(x% y))% y)
0/x2 = 0
Omezme polynomem q = |x1|
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8.3 Zaj́ımavé funkce
V této sekci se pod́ıváme na funkce, kterě jsou zaj́ımavé t́ım, že obsahuj́ı
exponenciálńı funkci. To je zaj́ımavé z toho hlediska, že všechny problémy,
které jsou exponenciálně náročné nejsou zpravidla polynomiálńı. Nicméně,
všechny funkce které se nám povede odvodit pracuj́ı v polynomiálńım čase
i přesto, že obsahuj́ı ve svém předpisu funkci mocniny. Prvńı z takových to
funkćı bude x1 na délku x2.
Theorem 8.10. 2|x1|
 x = {x1}
 y = x1
 g(x) : 1
 h(x, y, f(x, by/2c)) : τ(x, n) ∗ 2
Omezme polynomem q = |x1 + 2|.
Daľśı ze zaj́ımavých funkćı je takzvaná funkce ”Smash”. Tato funkce dokonce
obsahuje násobeńı uvnitř exponenciálńı funkce a mohlo by se zdát, že se
jedná o funkci exponenciálńı. Jedná se však o funkci polynomiálńı.
Theorem 8.11. Smash(2|x1|∗|x2|)
 x = {x1, x2}
 y = x2
 g(x) : 1
 h(x, y, f(x, by/2c)) : τ(x, n) ∗ 2|x1|
Omezme polynomem q = (|x1|+ 2) ∗ (|x2|+ 2).
Daľśı z odvozovaných funkćı je několikrát zmı́něná exponenciálńı funkce. O
této funkci je jasné, že nepatř́ı do množiny polynomiálńıch funkćı a d̊ukaz
muśı tedy někde selhat. Odvozeńı ukazuje kde přesně d̊ukaz selže.
Excersise 8.12. xx21
Pokuśıme se odvodit mocninou funkci:
 x = {x1, x2}
 y = x2
 g(x) : 1
 h(x, y, f(x, by/2c)) =
{
(τ(x, n) ∗ τ(x, n)) if x2[n− 1] = 0
(τ(x, n) ∗ τ(x, n) ∗ x1) if Jinak
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Pokud se pod́ıváme na funkci, tak je jasné, že počet r̊ustu cifer je expo-
nenciálńı a nep̊ujde tedy omezit polynomem.
Posledńı ze zaj́ımavých funkćı je exponenciálńı funkce v prostoru modulo x3.
Fuknce se opět zdá exponenciálńı, nicméně nikdy nelze doj́ıt k mezivýsledku
vetš́ımu než x3. A proto p̊ujdě tato funkce pomoćı x3 omezit.
Theorem 8.13. xx21 mod x3
 x = {x1, x2, x3}
 y = x2
 g(x) : 1
 h(x, y, f(x, by/2c)) :
{
(τ(x, n) ∗ τ(x, n))%x3 if x2[n− 1] = 0
(τ(x, n) ∗ τ(x, n) ∗ x1)%x3 if Jinak
Stač́ı nám omezit polynomem q = |x3|
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9 Kódováńı posloupnost́ı
V této kapitole neformálně představ́ıme jeden z možných zp̊usob̊u kódováńı
posloupnost́ı. nejdř́ıve definujeme gödelovo č́ıslo pro posloupnost. Pro kódováńı
posloupnost́ı je potřeba definovat tř́ı základńı funkce. Těmi jsou funkce pro
odmáźıńı posledńıho členu posloupnosti, funkce pro přidáńı nového členu
posloupnosti a funkce pro výběr členu z posloupnosti. Všechny tři funkce
jsou velice jednoduše odvoditelné pomoćı délkové rekurze a jsou přenéchány
čtenáři. N8sleduj́ıćı definice Gödelova č́ısla je přejatá ze zdroje [3].
Definition 9.1. Gödelovo č́ıslo pro posloupnost
Necht’ M = {x0, . . . , xn} je množina proměnných, na které můžeme defi-
novat uspořádáńı pomoćı index̊u č́ısel. Gödelovo č́ıslo pro množinu M , na
které jsme si definovali upořádáńı pomoćı index̊u, dostaneme takto. Vez-
meme konkatenaci binarńıch reprezentaćı č́ısel x0 až xn s t́ım, že jednot-
livá č́ıla odděĺıme čárkami (č́ısla konkatenujeme pomoćı našeho uspořádáńı).
Výsledkem bude řetězec nul, čárek a jedniček. Vezměme reverzi tohoto řetězce
a prověd’me simultálńı substituci 10 za 0, 11 za 1 a 00 . Výsledek můžeme
přeč́ıst, jako binárńı č́ıslo. Toto č́ıslo prohlašme za Gödelovo č́ıslo pro po-




Práce se zabývala bezestrojovou definićı polynomiálně počitatelných funkćı
a byla silně inspirována pracemi [1] a [3]. Ve dvou úvodńıch kapitolách
jsme nast́ınili, jakým směrem se se bude práce ub́ırat a definovali jsme
základńı definice strojové definice ohledně polynomiálnosti. Dále jsme defi-
novali základńı funkci a schéma pro jejich skládáńı a dvě rekurzivńı schémata.
Čtenář byl se základńımi funkcemi obeznámen d́ıky odvozeńı několika funkćı
a d̊ukazu ekvivalence mezi rekurzivńımy schématy. Poté byly definovány
pojmy polynomiálně počitatelné funkce, polynomiálńı podmı́nky a poly-
nomiálńı množiny. U polynomiálńıch podmı́nek byla dokázána uzavřenost
na výrokové logické operace a omezenou kvantifikaci. Posledńı dvě kapitoly
této práce byly vedeny v neformálńım duchu. Na závěr práce byly nast́ıněny
možnosti pro definici kódováńı.
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