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Resumen
El refactoreo es un proceso que permite mejorar la estructura interna de un sistema sin modificar su compor-
tamiento. Su aplicacio´n sobre diagramas UML es actualmente campo de investigacio´n. Por otra parte, el slicing
constituye una te´cnica ampliamente usada en diversas a´reas de la ingenierı´a de software (como ser debugging,
testing, reuso, mantenimiento, etc.) y ma´s recientemente ha encontrado aplicacio´n en el campo de los mo-
delos UML. Sin embargo, la combinacio´n de ambos procedimientos en el dominio de lenguajes como UML
no ha sido objeto de indagacio´n hasta el momento. En este trabajo se presenta una aproximacio´n para su uso
combinado.
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1. INTRODUCCI ´ON
En el mundo real, la necesidad de evolucionar constituye una propiedad intrı´nseca del software.
´Este, con cierta frecuencia, se modifica y adapta a nuevos requerimientos del entorno. Ası´, se torna
fundamental disen˜ar y construir sistemas cuyo mantenimiento sea simple: con co´digo sencillo de
comprender, con una estructura capaz de ser alterada sin complicaciones, entre otras caracterı´sticas.
Adema´s, los me´todos de desarrollo modernos, como eXtreme Programming1 [3], se basan en
un proceso iterativo e incremental y buscan que cada paso no so´lo permita aumentar el nu´mero de
funcionalidades del producto sino tambie´n mejorar la calidad del mismo (por ejemplo, incrementar
su eficiencia, facilitar su reusabilidad y comprensio´n, etc.).
Al mismo tiempo, el coste y esfuerzo implicados en el desarrollo de software conduce inevitable-
mente al reuso y a la evolucio´n de los sistemas existentes. Por esa razo´n, el disen˜o debe enfocarse
*Este trabajo esta´ parcialmente financiado por la Unio´n Europea (FEDER - Fondo Europeo de Desarrollo Regional) y
el Ministerio de Educacio´n y Ciencia de Espan˜a (MEC) bajo la subvencio´n TIN2005-09207-C03-02.
1Metodologı´a lightweight para el desarrollo ra´pido de software.
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hacia la obtencio´n de componentes factibles de ser reutilizados. La programacio´n orientada a objetos
se distingue por promover la reutilizacio´n. Sin embargo, a menudo, es indispensable realizar cambios
en el software a fin de lograr que sus partes sean ma´s reusables. En ese sentido, Arnold [1] define la
reestructuracio´n (restructuring) como:
“[...] the modification of software to make the software easier to understand and to
change or less susceptible to error when future changes are made.”2
La reestructuracio´n tiene como motivacio´n principal entender y mejorar programas desestructura-
dos o pobremente estructurados.3 Esto implica reducir saltos incondicionales, eliminar co´digo muerto,
dividir el sistema en mo´dulos, mejorar el formato del co´digo (identacio´n), entre otras cuestiones.
Opdyke [18] sugiere el concepto de refactorizacio´n (refactoring) como una variante de la reestruc-
turacio´n aplicada a programas orientados a objetos. Fowler [7] propone la siguiente definicio´n de
refactoreo:
“The process of changing a [object-oriented] software system in such a way that it
does not alter the external behaviour of the code, yet improves its internal structure.”4
De esta forma, y por nombrar algunos casos, un programador podrı´a desear cambiar el nombre
de un me´todo por uno ma´s representativo, reemplazar co´digo duplicado por llamadas a funciones
que encapsulen esa tarea, cambiar la interfaz de una operacio´n para facilitar su reuso, etc.; estas
acciones dotarı´an al sistema de mayor calidad. Entonces, el refactoreo consiste en aplicar al sistema
una secuencia de pequen˜as transformaciones tendientes a conservar el comportamiento de e´ste, pero
mejorando su aspecto interno.
En general, el refactoreo se ha empleado principalmente sobre co´digo fuente. No obstante, su
utilizacio´n es posible a nivel de modelo, en este caso en diagramas de Unified Modeling Language
(UML).
Por otra parte, el slicing de programas es una te´cnica que permite extraer aquellas sentencias
que (potencialmente) afectan el valor de cierto conjunto de variables en un programa [25]. Entre los
mu´ltiples usos del slicing se encuentran algunas aplicaciones en relacio´n con la reestructuracio´n que
pretenden agrupar co´digo en funciones o procedimientos con el propo´sito de hacerlo reusable [12, 13].
La te´cnica tambie´n es aplicada en software orientado a objetos [14] y actualmente se ha investigado
su uso en diagramas de clases de UML [10]. En el presente trabajo se intenta bosquejar una primera
visio´n de co´mo podrı´a emplearse el slicing como parte del proceso de refactoreo de diagramas de
clase UML.
A continuacio´n se muestra un breve estado del arte sobre refactoreo en general y en particular
sobre su aplicacio´n en modelos. Luego, se describe la te´cnica de slicing y co´mo aplicarla junto con
refactoreo en diagramas de clases. Finalmente, se presentan las conclusiones y futuras actividades de
investigacio´n.
2
“[...] la modificacio´n de software para hacerlo ma´s fa´cil de entender y de modificar o menos susceptible de contener
errores cuando se realicen cambios en el futuro”. Traduccio´n de los autores.
3Este tipo de programas tambie´n se conoce como “spaghetti code”, te´rmino peyorativo empleado para indicar que
el programa fuente es complejo y dı´ficil de entender, generalmente, debido a las estructuras de control enrevesadas que
entorpecen su lectura.
4
“El proceso de cambiar un sistema de software [orientado a objetos] de tal modo que no se altere el comportamiento
externo del co´digo, mejorando su estructura interna.”. Traduccio´n de los autores.
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2. REFACTOREO
El concepto de refactoreo fue formalizado por Opdyke [18], Brant [20] y Roberts [21] y popula-
rizado por Beck [3] con su libro sobre eXtreme Programming.
En lı´neas generales, puede entenderse el refactoreo como el conjunto de te´cnicas o heurı´sticas
para mejorar la estructura interna del software preservando su comportamiento. El propo´sito de estos
cambios es hacer que un programa sea reutilizable, fa´cil de entender y modificar.
Si bien su aplicacio´n se limito´ principalemente al nivel de co´digo fuente (programas), reciente-
mente, surgieron desarrollos que permiten distinguir tres tipos de te´cnicas:
Refactoreo de programas: es un tipo especı´fico de transformacio´n de programas en el que se
aplican modificaciones al co´digo fuente con el objetivo de mejorar la calidad de e´ste, pero
conservando siempre su comportamiento.
Refactoreo de modelos es una clase especial de transformacio´n aplicada a disen˜os. Este tipo de
refactoreo se aborda con ma´s profundidad en el para´grafo 3.
Refactoreo de requerimientos, propuesto por Russo et al [22], se aplica a especificaciones de
sistemas realizadas en lenguaje natural con el fin de descomponer tales requisitos en puntos de
vista (view point). Cada punto de vista encapsula descripciones parciales de algu´n componente
del sistema. Las relaciones entre e´stos u´ltimos se identifican para detectar interdependencias
problema´ticas. El proceso de reestructuracio´n permite luego aumentar la comprensio´n, mante-
nimiento y evolucio´n mediante la deteccio´n de inconsistencias en las relaciones existentes entre
los puntos de vista.
2.1. Actividades relacionadas con el proceso de refactoreo
El proceso de refactoreo consiste en una serie de actividades que puede estructurarse de la si-
guiente manera:
1. Identificar do´nde debe realizarse el refactoreo. Esto comu´nmente se efectu´a empleando ciertos
“patrones” para reconocer a que´ parte del artefacto de software (programa, modelo o requeri-
miento) es posible aplicarle una refactorizacio´n. Tal accio´n se denomina usualmente “deteccio´n
del mal olor” (bad smell detection).
2. Determinar que´ reglas de refactoreo deben aplicarse a los puntos identificados.
3. Garantizar que el refactoreo preservara´ la sema´ntica del artefacto del software. La definicio´n de
refactoreo establece que debe preservarse el comportamiento del co´digo, pero no proporciona
una definicio´n suficientemente precisa de comportamiento lo que dificulta su verificacio´n.
Opdyke [18] sugiere que, para un mismo conjunto de valores de entrada, el conjunto de valores
de salida resultante de la ejecucio´n del software debe ser el mismo antes y despue´s de efectuar
el refactoreo. Sin embargo, esto suele ser insuficiente ya que existen otros aspectos que deben
considerarse como ser restricciones de tiempo, consumo de recursos, propiedades de seguridad,
etc.
Una forma pra´ctica de enfocar el problema es llevar a cabo una rigurosa disciplina de test-
ing. Con un conjunto amplio de pruebas serı´a posible efectuar las mismas sobre el software
refactoreado para comprobar si e´ste las supera. Otro enfoque posible es definir formalmente
las propiedades del software y luego del refactoreo verificar (por ejemplo, utilizando te´cnicas
como el chequeo de modelos [4]) que estas propiedades han sido preservadas.
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4. Aplicar el refactoreo.
5. Evaluar el efecto producido por el refactoreo en te´rminos de incremento de la calidad del soft-
ware. Una forma de valorar la calidad alcanzada luego de realizar refactoreo es medir o estimar
el impacto sobre ciertas caracterı´sticas internas tales como complejidad, acoplamiento o cohe-
sio´n y otras relativas a la performance del software.
6. Mantener la consistencia entre los componentes refactoreados y los dema´s artefactos del soft-
ware.
3. REFACTOREO DE MODELOS
En esta seccio´n describiremos co´mo el concepto de refactoreo fue ampliado para ser empleado en
modelos a trave´s de un conciso resumen de las principales actividades de investigacio´n en el a´rea de
refactoreo de UML.
3.1. Breve estado del arte
En [23] se describe un conjunto inicial de reglas de refactoreo, en lenguaje natural para el caso
de diagramas de clases y con pre y postcondiciones expresadas con Object Constraint Language
(OCL) para los diagramas de estados. El referido trabajo tambie´n aborda el problema que presenta la
aplicacio´n de transformaciones que impactan en diferentes vistas del modelo UML.
Astels [2] propone una aproximacio´n para realizar refactoreo en UML aplicando transformaciones
de mayor granularidad (por ejemplo, extraer una jerarquı´a de clases) y co´mo utilizar los diagramas
para identificar posibles aplicaciones de refactoreo.
Tanto en [8] como en [9] se expone una extensio´n del metamodelo UML que permite verificar pre
y postcondiciones, componer refactoreos y detectar “bad smells”.
Una consideracio´n importante a la hora de determinar el e´xito del refactoreo es evaluar que´ efec-
to provoca en el modelo. Tahvildari et al [24] definen un proceso de refactorizacio´n que analiza el
impacto que produce la aplicacio´n de ciertas transformaciones en un sistema. Para tal fin, compara
mediciones realizadas con me´tricas indicativas de la calidad antes y despue´s de efectuar el refac-
toreo. Adema´s, se propone un cata´logo de me´tricas que permiten detectar situaciones en las que una
transformacio´n particular puede ser aplicada para mejorar la calidad del sistema. En [5], los autores
muestran una coleccio´n de reglas de refactoreo y discuten acerca de co´mo pueden ser automatizadas.
Markovic [15] investiga co´mo chequear, reusar y componer reglas de refactoreo y presenta un algo-
ritmo que verifica la aplicabilidad de dichas transformaciones sobre un modelo dado. Recientemente,
Markovic y Baar [16] definen un conjunto de reglas para refactoreo de diagramas de clases de UML
basadas en el esta´ndar Query/View/Transformation de OMG.
3.2. Refactoreo de diagramas de clases
En general, para realizar refactoring se definen reglas que permiten transformar el modelo a una
forma que se considere o estime ma´s adecuada de acuerdo a cierto criterio de calidad y sin modificar
el comportamiento del sistema.
Tomando como punto de partida las operaciones definidas por Opdyke [18] y por Roberts [21],
es posible redefinir las mismas a fin de adaptarlas a los diagramas de clases UML. Estas son las
principales operaciones:5
5Para ma´s detalle se puede consultar [23].
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Renombrar elementos
Agregar, remover y mover atributos, me´todos y clases
Especializar y generalizar clases
Un modo interesante de representar e´stas reglas puede encontrarse en [16] donde las transforma-
ciones son descriptas mediante una grama´tica de grafos permitiendo que el refactoreo se realice a
trave´s de reescritura de grafos [19].
4. SLICING
En esta seccio´n se describen algunos conceptos ba´sicos sobre slicing y posteriormente se muestra
la aplicacio´n de la te´cnica sobre modelos.
4.1. Slicing de programas
Weiser [25] plantea que los programadores, durante la depuracio´n de un programa, dividen a e´ste
en piezas de co´digo coherentes y no necesariamente contiguas. Estas porciones de co´digo, denomi-
nadas slices, afectan potencialmente los valores calculados para algu´n punto de intere´s del programa,
al que se denomina criterio de slicing. En otros te´rminos, el slice de un programa P con respecto al
criterio de slicing (p, v), donde p es una posicio´n o sentencia determinada del programa y v la varia-
ble de intere´s, es un subprograma P’ tal que contiene aquellas sentencias que afectan al valor de v
calculado en p.
La aplicacio´n natural del slicing fue la de auxiliar a los programadores en las tareas de depuracio´n.
Sin embargo, una vez reconocida su utilidad, se percibio´ que su uso tambie´n podı´a resultar beneficiosa
en otras a´reas tales como testing, integracio´n, comprensio´n y mantenimiento de programas, paralelis-
mo, obtencio´n de me´tricas, reuso e ingenierı´a reversa entre otras. Dado que cada una de estas a´reas
requiere slices con ciertas caracterı´sticas o propiedades especiales, han surgido, acompan˜adas con sus
correspondientes me´todos de ca´lculo, varias nociones y definiciones de slice que difieren, en mayor o
menor grado, de la original.
4.2. Slicing como un problema de alcanzabilidad en grafos
La nocio´n esencial en el slicing es la de dependencia. Los valores calculados por la sentencia del
criterio so´lo pueden verse afectados por aquellos obtenidos por sentencias de las cuales la primera
depende. Las dependencias de datos y de control suelen ser los tipos de dependencia que se utilizan
para hacer slicing de programas. Es posible representar de manera explı´cita estas dependencias me-
diante el grafo de dependencia del programa (PDG por program dependence graph), Ferrante et al
[6], aprovechan esta propiedad del PDG y describen un algoritmo para extraer slices desde e´l. Ma´s
tarde, en [11], Lakhotia generaliza el problema del slicing de programas como un problema de alcan-
zabilidad en grafos proveyendo ası´ un marco comu´n en do´nde modelar distintos algoritmos de slicing
y estudiar sus caracterı´sticas.
5. SLICING DE DIAGRAMAS DE CLASES UML
Debido a la complejidad que representa manejar sistemas con gran cantidad de clases y relaciones
entre ellas, es necesario contar con herramientas que faciliten la extraccio´n de partes relevantes para
determinado intere´s de un diagrama de clases.
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Recientemente, Kagdi et al [10] introdujeron el concepto de slicing en diagramas de clases UML.
Las definiciones que se detallan a continuacio´n difieren de las dadas en [10] ya que so´lo se estudiara´n
los diagramas de clases.
Considerando que un diagrama de clases puede ser visto como un multigrafo dirigido M =
(C,R,Γ) donde:
C = {c1, c2, ..., cn} es un conjunto finito de clases del modelo,
R = {r1, r2, ..., rm} es un conjunto finito de relaciones entre las clases y
Γ : R 7→ C × C es una funcio´n que vincula las clases y relaciones.
El conjunto finito de relaciones R incluye las relaciones como asociacio´n, generalizacio´n, depen-
dencia, etc. Las clases y relaciones se vinculan mediante la funcio´n Γ.
El slice de un modelo M se define como una funcio´n S sobre el modelo para un determinado
criterio de slicing SC:
S(M,SC) =M ′ = (E ′, R′,Γ′) ⊆M
El criterio de slicing SC es un par SC = (I, A) donde
I ⊆ C es un conjunto de clases de intere´s,
A ⊆ R un conjunto con los tipos de relaciones que se recorrera´n en el ca´lculo del slice.
El slice se calcula recorriendo el multigrafo M desde cada punto de intere´s ij ∈ I y teniendo
en cuenta las relaciones ak ∈ A. Ası´ se obtienen todas aquellas clases que se relacionan con cada ij
empleando los tipos de relacio´n de A.
6. USO DEL SLICING EN EL PROCESO DE REFACTOREO DE DIAGRA-
MAS DE CLASES
Como ya mencionamos en 2.1, el proceso de refactoreo incluye, entre otras actividades, la iden-
tificacio´n de los componentes sobre los que se aplicara´ el refactoreo, la definicio´n de las reglas de
refactoreo a utilizar, la aplicacio´n de las reglas y la verificacio´n de que el proceso preservo´ la sema´nti-
ca del artefacto de software.
El slicing resulta de suma utilidad en estas actividades ya que permite una identificacio´n precisa
y posterior aislamiento de los componentes de intere´s y aquellos que sera´n potencialmente afectados
por el facoreo. El slice ofrece una vista ma´s clara del modelo y brinda la oportunidad de realizar las
modificaciones de forma independiente del resto del modelo y sin afectar al mismo. Trabajar sobre el
slice simplifica la tarea de la eleccio´n de las reglas de factoreo ya que el usuario debe concentrarse
so´lo en una parte del modelo y no en su totalidad. Las ventajas de trabajar sobre un slice son evidentes
en la tarea de verificar que el refactoreo preservo´ la sema´ntica del modelo. Como las operaciones so´lo
se aplican a una parte aislada del modelo, es posible determinar con ma´s facilidad la preservacio´n del
entorno. Por ejemplo, si esta verificacio´n se realiza a trave´s del testing, el universo de casos de prueba
necesarios para el slice sera´ generalmente ma´s acotado que el necesario para el modelo completo.
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Figura 1: Diagrama de clases sin refactoreo.
6.1. Ejemplos de combinacio´n de slicing y refactoreo
A continuacio´n se presentan dos ejemplos de uso combinado de las operaciones ba´sicas de refac-
toreo y el slicing de diagramas UML.
Ejemplo 6.1.1 En el diagrama de clases de la figura 1 puede observarse que la clase Cliente tiene un
atributo barrio. El disen˜o no es o´ptimo debido a que barrio seguramente repetira´ en distintas instan-
cias de Cliente. Por otra parte, Sucursal tambie´n tiene un atributo barrio. Esta duplicidad innecesaria
dificulta el mantenimiento de los datos referidos a barrio. Para solucionar este problema es oportuno
aplicar refactoreo.
Si se utiliza slicing de modelos para aislar los componentes sobre los que efectuaremos la refac-
torizacio´n deberemos definir el criterio de slicing SC = (I, A) donde:
I = {Cliente}
A = {Asociacion}
Tal como se observa sen˜alado con color en la figura 1, con este criterio, se obtiene el slice
S(M,SC) =M ′ = (E ′, R′,Γ′) donde:
E ′ = {Cliente, Ciudad, Provincia, Sucursal}
R′ = {Asociacion}
Γ′ : R′ 7→ E ′ × E ′ = {(Cliente, Ciudad), (Ciudad, Provincia), (Ciudad, Sucursal)}
Luego, es posible aplicar un refactoreo para extraer una nueva clase desde otra. En este caso, se
extrae la clase Barrio a partir de Cliente. Esa nueva clase Barrio se vincula tanto con Cliente como
con Ciudad a trave´s de una asociacio´n. Puede observarse en la figura 2 el resultado del refactoreo.
Sin embargo, luego del refactoreo anterior, en la clase Sucursal debe eliminarse el atributo barrio
y reemplazarlo por una asociacio´n. Ası´, se obtiene el modelo de la figura 3.
De este modo, luego de refactorear el modelo a trave´s de su slice, se obtiene uno equivalente pero
de mayor calidad.
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Figura 2: Extraccio´n de una nueva clase.
Figura 3: Eliminacio´n de una asociacio´n redundante.
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Figura 4: Metamodelo OLAP de OMG.
No´tese que si se elige como criterio de slicing SC = ({Sucursal}, {Asociacion}), el slice
obtenido serı´a ide´ntico al mostrado en la figura 1. Adema´s, si en lugar de iniciar el refactoreo a
partir de Cliente se iniciara desde Sucursal podrı´a conseguirse el resultado mostrado en la figura 2,
pero realizando un mayor nu´mero de pasos de refactoreo.
Si bien el ejemplo presentado es simple, sirve para mostrar el potencial de la combinacio´n del
refactoreo con el slicing y brinda una primera aproximacio´n sobre co´mo esta idea podrı´a ser aplica-
da con buenos resultados a diagramas mucho ma´s complejos como el que se utiliza en el ejemplo
siguiente.
Ejemplo 6.1.2 La figura 4 muestra una parte del metamodelo OLAP (On-Line Analytical Processing)
del esta´ndar Common Warehouse Metamodel (CWM) de OMG (Object Management Group) [17] al
que se le ha an˜adido algunos me´todos y propiedades.
En el diagrama de clases puede observarse que la clase Hierarchy se especializa en dos subclases
LevelBasedHierarchy y ValueBasedHierarchy. El disen˜o no es o´ptimo por dos motivos:
Ambas comparten un mismo atributo (name) y
Las subclases tienen dos me´todos que proporcionan ide´nticos resultados (getname()).
En este caso, si fuera necesario un mantenimiento de los me´todos, se deberı´an modificar dos
clases. Es posible mejorar esta situacio´n mediante una serie de refactoreos.
Se identifica la seccio´n del diagrama que es de intere´s empleando el criterio de slicing SC =
(I, A) donde:
I = {LevelBasedHierarchy, V alueBasedHierarchy}
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Figura 5: Refactoreo aplicado las clases LevelBasedHierarchy y ValueBasedHierarchy.
A = {Generalizacion, Composicion}
Con este criterio, se obtiene el slice S(M,SC) = M ′ = (E ′, R′,Γ′), como se muestra resaltado
con color en la figura 4, donde:
E ′ = {Schema,Dimension,Hierarchy, LevelBasedHierarchy, V alueBasedHierarchy}
R′ = {Generalizacion, Composicion}
Γ′ : R′ 7→ E ′ × E ′ = {(Schema,Dimension), (Dimension,Hierarchy),
(Hierarchy, LevelBasedHierarchy), (Hierarchy, V alueBasedHierarchy)}
Luego, es posible aplicar dos refactorizaciones sobre el slice:
Mover el atributo name a la superclase y
Mover el me´todo getname() a la superclase.
De esta forma se eliminan los atributos y un me´todos repetidos.
A pesar de que con el refactoreo aplicado el modelo es ma´s adecuado, puede observarse que la
clase Dimension contiene un me´todo que, por motivos de disen˜o, deberı´a encontrase en Hierarchy.
Por esa razo´n y como se ve en la figura 6, es conveniente transformar el diagrama de tal forma que
dicho me´todo pertenezca a la clase Hierarchy.
7. CONCLUSIONES Y DIRECCIONES FUTURAS
El artı´culo presenta un pantallazo del refactoreo aplicado a modelos y del slicing para diagramas
de clase UML como prea´mbulo de la introduccio´n de la idea de usar estas te´cnicas de manera combi-
nada. Como se indica, el slicing permite la identificacio´n precisa de los componentes que sera´n objeto
de refactoreo y sus relaciones. Es mediante esta delimitacio´n que se facilitan las tareas de seleccionar
el tipo de transformacio´n a aplicar y de identificar los componentes potencialmente afectados por la
misma.
Como puede observarse en los ejemplos aportados, la definicio´n del criterio de slicing requiere
que el usuario indique el conjunto de clases de intere´s y el tipo de relaciones entre componentes que
deben tenerse en cuenta. La identificacio´n de las clases de intere´s se realiza a partir del bad smell;
sin embargo,sin embargo, no queda claro todavı´a en base a que´ para´metros efectuar la seleccio´n de
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Figura 6: Refactoreo aplicado a la clase Dimension.
las relaciones del criterio de slicing. Es por esto que se presenta interesante la identificacio´n de los
factores que deben considerarse al definir el conjunto de relaciones del criterio de slicing.
Tambie´n puede resultar provechoso el estudio de la utilidad en el refactoreo de la combinacio´n de
slices (unio´n, interseccio´n, chopping).
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