Abstract
Introduction
Despite the fact that neglecting or not properly dealing with non-functional requirements (NFR) can jeopardize the success of your software [5] [2] , functionalities have been the main focus of the software development process. NFRs such as performance, safety, accuracy and usability have been systematically put aside. Among them, usability has been pointed out as being one of the most important factors in the acceptance of systems by end users. As a classic example, usability played an important role in the deactivation of the London Ambulance Service software [3] . Usability requirements can be considered to be requirements that capture the usability goals and associated measures for a system under development [7] , [9] . Usability goals may include a range of system aspects related to effectiveness, efficiency, learnability and understanding [7] .
As with other NFRs, usability can be rarely said to be satisfied by software. It may be said that we frequently satisfy usability within acceptable limits. Simon [10] coined the term "satisfice" referring to these situations. Currently, there are a diverse range of definitions and connotations to the term usability. Moreover even largely cited works from the usability domain such as [6] , [8] and [9] do not stress different alternatives to satisfice each usability requirement. Most of the solutions shown are presented in the style of guidelines instead of showing possible operationalizations to satisfice usability requirements.
Finally, these works fail to show software engineers looking for guidance on achieving usability how many of the alternatives can impact other NFRs. For example, using media-rich graphical user interfaces (GUIs), such as those available on desktop computers, may indeed contribute (help) to both attractiveness and effectiveness of a system [7] , however this may also be prejudicial (hurt) performance and raise cost concerns. It may also hurt portability concerns (in the sense of having the system available in as many places and times as possible) in contrast to the use of a PDA which helps portability by making the system available in most places and times. This would be even clearer if we consider that many PDAs currently have phone capability providing web access.
Therefore, there is the need for establishing reusable knowledge about possible alternatives to operationalize usability requirements. This knowledge could be used as a guide to requirements engineering when addressing usability requirements and as a consequence facilitate usability being efficiently dealt with from the early stages of software development.
This work presents a reusable knowledge base to guide requirements engineering on possible alternatives to operationalize usability requirements for information systems and indicate how many of these alternatives would impact other NFR such as security performance and availability. This knowledge base is expressed using the i* framework [11] to create a catalogue to store the knowledge.
Usability Catalogue
There are a number of works presenting guidelines for good usability [6] , [4] . In this work we address ergonomics aspects related to the actual user interface design and layout, as well as usefulness aspects related to how well a system allows a user to carry out a required task. A catalogue is used to capture knowledge about achieving usability in many different situations. The knowledge may come from various sources ranging from the many existing works in this area to specific knowledge accumulated by individuals.
In this catalogue, usability is interpreted by refining it into subgoals and subsubgoals, eventually linking them to implementable mechanisms. Various subgoals and mechanisms may contribute to usability to varying degrees. Each stakeholders' interpretation of usability may lead to different goal refinements and mechanisms. Various interpretations of usability were collected and organized into a catalogue for reference during requirements elicitation, analysis and design.
The catalogue was built using i* [11] constructs including: softgoals, goals, tasks, and beliefs. The softgoal concept is used in i* to express non-functional requirements. NFRs frequently interact with each other in complex ways. Qualitative reasoning can be carried out using contribution links among softgoals. The semantics of the links are based on the satisficing concept [10] introduced in section 1.
The entire catalogue can be seen at [1] together with an extended version of this paper for contextualizing the reader. Note that this catalogue should be considered as being partially complete. Although it represents a large set of existing knowledge on Usability Requirements we understand that it is not complete. In fact, we encourage others to enrich it with personal experiences or further knowledge that had been left aside.
Having access to the catalogue, a requirements engineer can reuse the existing knowledge for satisficing usability requirements. Typically, he/she would evaluate the environment where usability is being evaluated and choose one or more approaches and proceed top-down. For example, if the environment is characterized by a lack of expertise in using computers as for example the health care domain, the requirements engineer may opt to approach usability focusing on usefulness instead of ease of learning as the primary concern. Then, the requirements engineer may select a way of tackling usefulness from the catalogue which will best suit the user needs and proceed until operationalizations are found. In many cases more than one possible operationalization would be found and the requirements engineer would have to evaluate which would have less negative impacts with other NFRs to guide the choice.
Another way to use the catalogue is to check if some specific operationalization would hurt any other NFR. Suppose the requirements engineer arrives at the conclusion that it is necessary to use a PDA, he/she could use the catalogue to check how using a PDA would help or hurt other NFRs. Although sometimes these correlations may be clear, at other times they are not. Having a collection of knowledge on this matter available could be of great help to requirements engineering.
