Growing attention on component-based development has inspired the development of several normative methods for selection of software components. Despite these efforts, empirical studies show only minor adoption of such methods. To understand how research can contribute to improving the selection of components we interviewed developers from 16 Norwegian software companies which integrate Open Source Software (OSS) components into their systems. We find that the selection of OSS components has a situational nature where project specific properties significantly constrain the selection's outcome, and that developers employ a 'first fit' rather than 'best fit' approach when selecting OSS components. This could explain the limited adoption of normative selection approaches and general evaluation schemas. Moreover, it motivates a shift from developing such methods and schemas towards understanding the situational nature of software selection.
Introduction
With an increased attention on component-based development the past decades, companies have widely adopted open source software (OSS). With the view that using the right software is critical to project success [31] , software engineering researchers have focused their attention on developing normative methods for selecting OSS components [1, 20, 24, 27] . While successful applications of such methods have been reported, research shows that component selection in practice is ad hoc and developer dependent [16, 19, 22, 28] . Beyond sweeping statements about the prevalence of ad hoc and developer dependent selection methods, little is known about what software developers actually do when selecting OSS components.
To better understand if and in what ways researchers may contribute to improving how developers select OSS components in practice, we have conducted interviews with developers in 16 Norwegian software companies integrating OSS into their products. Based on these interviews we find that:
• Project specific constraints are much more decisive in the selection of OSS components than the general evaluation criteria suggested by existing evaluation schema. • Software developers employ the principle of 'first fit ' as the principle of evaluation, whereas existing research on evaluation and selection methods employs 'best fit'. Rather than identifying a set of components to evaluate, software developers evaluate individual OSS components sequentially. Knowledge gained in rejecting one component is fed back as new evaluation criteria in the evaluation of the next. As such, we contribute to existing research on OSS component evaluation in practice with an understanding of the situational and contingent nature of OSS selection. Our contribution motivates a shift in research from developing generalized schemas for OSS component evaluation, towards an appreciation of the situational and contingent nature of software evaluation.
Related Literature

Normative Selection Methods
Several initiatives have proposed a variety of normative approaches suggesting how selection of components-offthe-shelf (COTS) should be done. Most of these methods focus on identifying the requirements to the components, defining evaluation criteria based on these requirements, and comparing candidate components using weighted evaluation matrices. An overview of the eighteen most significant COTS selection methods aggregates these approaches into a five-step general COTS selection process [20] . This process has a few properties which are worth noticing; the requirements are expected to be defined and weighted up front, it is a 'best fit' formal or mathematical competition between several likely candidate components, and the identification of these components is basically ignored.
The availability of the Internet as a marketplace for components and the wide adoption of OSS have introduced new challenges for selection of software components. Source-Forge, other general and domain specific software repos- [4, 6, 7, 17, 27] . These normative approaches still emphasize defining and weighting a set of requirements before comparing two or more components using formal evaluation schemas consisting of extensive lists of reusable evaluation criteria. Only a limited 1 number of empirical studies on selection of OSS components have been performed [16] . However, both studies on COTS and OSS conclude that even though there are successful applications of normative selection methods for both COTS and OSS, such methods are rarely applied in practice [16, 19, 22, 28] . Moreover, these studies conclude that practitioners use ad hoc, manual, and developer dependent methods for selection of components. These ad hoc methods rarely take advantage of pre-defined selection processes and formal mathematical evaluations.
The literature presents various possible explanations for this, none of which are particularly satisfying. First, the literature mentions problems with the methods like missing operational descriptions on how to use them [17] , overlapping or missing evaluation criteria [7] , missing match between requirements and evaluation criteria [14] , and missing context sensitivity [7] . Second, it mentions that practitioners think it is impractical to perform complete evaluations in terms of time and cost [10] . Third, it mentions issues related to the situation in which the selection is performed. These are issues like missing information needed to satisfy complex evaluation criteria [3] , availability of only one or a few candidate components, influence of a strong relationship with one provider, and selection of components during all stages of a project rather than just a specific component-selection stage [16] . Cabano et al. acknowledge the need for methods which are sensitive to the context in which the selection is performed but address this with an approach similar to existing methods [4] .
Identification and Evaluation of OSS
The way developers identify components and develop evaluation criteria influences the outcome of a selection pro-cess. Empirical studies on selection of OSS are as mentioned generally missing and it is therefore a bit unclear what the manual selection methods comprise. Conferences, literature reviews, training, and communication with vendors are mentioned as common ways of identifying commercial components [13, 29] . This is relevant for OSS but much has changed with the availability of the Internet as a marketplace for components. Consequently, Internet searches are described as one of the most important methods for identifying OSS components [5, 22] . These searches are primarily executed through search engines but also through project hosting sites like SourceForge, code specific search engines like Google Code and to some extent social tagging sites like delicious [30] . Familiarity and previous experience is next to Internet searches mentioned as an important source of components [2, 15] .
The evaluation of OSS components and the development of evaluation criteria have also attracted limited attention in empirical studies. However, basic developer dependent rules of thumbs like assessing the vitality of community, listen to the experience of others, and search for information in mailing lists, forums and so on, are observed [19] . Respondents in another study said that wide adoption of an OSS component could be a substitute for run-time tests [18] .
Method
The setting of this study is the Norwegian software industry which consists of about 13000 active companies. Most of these are small, and only 1300 of them have more than five employees [26] . In 2005, this industry had about 36 500 employees and a turnover of more than e6 billion [26] . OSS is widely used and close to 50% of the Norwegian software industry integrate OSS components into their software products [12] .
The interviews included here were conducted in the context of two Masters Theses focusing on selection of OSS components [9] and the use of OSS in the software industry [11] . The interviewees were selected from consultancy companies, software houses, or internal software development departments in large organizations. Table 1 gives an overview of the respondents' employers. However, Greek letters are used to anonymize the company names. The first thesis contains 45 minutes long interviews with one developer from all of the 16 companies in Table 1 but Alpha and Lambda. The second thesis contains two hour long interviews with two developers in the following companies Alpha, Epsilon, and Kappa, and with one developer in Lambda. The short interviews were mainly conducted by phone while the longer ones were done face to face.
All but one of the interviews were recorded and transcribed. The data was extensively analyzed through listening to the recordings, reading through the transcriptions and 
Results
The Use of Normative Methods
The use of normative selection methods as defined by the research community like OpenBRR, QSOS and so on was totally absent in our sample. The development was ad hoc and informal developer dependent selection was the norm throughout all of the companies. As one developer respondent: "I have not read about any formal processes. It [selection] is done in an ad hoc manner" [Iota]. The informal selection was primarily based on previous experience, monitoring of the OSS community, Internet searches and recommendations from people in the developers' social and on-line networks.
We did, however, observe some use of company specific processes related to important components within some of the larger companies in the sample. These companies had formalized a few activities and evaluation criteria which should be followed and one developer said that "We have a formal process in [Xi] when integrating big components because we are developing software which can used in other parts of [Xi]" [Xi]. A few companies had created their own selection processes but these were in general quite informal and as put by another developer "We have a process for selection of OSS components but it is not a formal one with a specific name" [Upsilon].
Identification of OSS Components
The experience the project members have with components is perhaps the most important, decisive and commonly used source of OSS components. If a project member has experience with a suitable component, they often leapfrog the whole selection process and starts using the component right away. "It's usually a matter of using people's experience and knowledge about OSS components" [Beta].
Monitoring the OSS community is another way of pro-actively identifying components and many developers maintain an awareness of available components by keeping an eye on the OSS community. "We follow a lot of forums, news groups and stuff like that to monitor the areas of interest" [Upsilon]. In addition to forums and news groups they subscribe to mailing lists and news letters, and read OSS related news sites. The awareness created by monitoring the OSS community is useful when they need a component. The monitoring is often done as part of the developer's own interest but also as part of the company strategy. "A framework team actually does this job [selection of components]. They are Java developers that are up to date in the Java community and know what is available" [Tau].
Unstructured searches, primarily on the Internet, is probably the most common way of finding components if no one in the project has any experience with or knowledge of any components, one developer said that "We google what we need or we go to some repository" [Theta]. Components may be identified through search engines like Google, general software repositories like SourceForge and language or domain specific repositories and sites like CPAN, The-ServerSide and so on. Developers use such searches particularly when they have specific problems which need a particular kind of functionality.
Recommendations from a developer's social network is also an important source for identification of OSS components. Moreover, recommendations may also be found through the Internet as developers frequently read references and experience reports from developers with similar needs or particular experience with a component. One respondent said that "We select components people are talking about, by reading articles on certain web sites" [Beta]. It is also common to identify components through seeing them in use somewhere else, for instance in another commercial or OSS product. "A major project like JBOSS may be using for instance a database like Hypersonic ... so we know that it is a good recommendation" [Delta]. A developer may discover such components through monitoring the OSS community or by investigating which components specific software systems consist of.
Evaluation of OSS Components
The open nature of OSS communities allows simple evaluation of an OSS component's web site, documentation, license, release frequency, number of bugs, mailing lists, forums and so on. This can be done in a relatively short time and it educates the developer on the component and its capabilities but also on the problem domain in general.
Despite the fact that information on new components is easily available, previous experience is also the most prominent source of confidence in a component. It is also the first place developers look when they wants to evaluate a component. As one developer respondent, "If you have used the tool or the component before ... you know it works" [Gamma]. If developers have positive experience with a component they will easily select it again. No extensive selection process is needed, no training is necessary and no new technology has to be adopted. "If we have a component we try to stick to this one until we decide that this is not good enough anymore" [Tau].
The experience other people have with a specific type of components gives clear indications of the capabilities of the available components. Developers are therefore actively searching for and reviewing feedback from people in similar situations. The experience of other people can help identifying components and contributing to building confidence in a specific component. These references are often found on the Internet through general search engines, the communities of the specific OSS components, domain or technology specific sites, and technology blogs. By reading and listening to the experiences others have it is often quite easy to decide whether to reject a component, continue evaluating it, or even start using it. "If we can say, by looking at the Internet or the references that ...this is a component that is used in other places ... we do not need to have ... a very serious evaluation" [Tau]. However, most companies do not want to be the first one to try a new component. One developer said that "If there is very little information about this component if we cannot find it used anywhere else ... then we are quite skeptical that this is good for us in the long run" [Tau]. Companies prefer respected components with a proven track record and they select components which have been successfully applied in other commercial or OSS projects. "It is important for us that we find components that have a reputation" [Kappa].
The easiest way to gain experience with a component is of course to download it and create a small prototype. Prototyping is therefore the most common way to test and get acquainted with new components. "If we do not know the component beforehand we just try to make a prototype" [Beta] . A test integration can expose the component and enable the developer to assess whether the component provides the necessary functionality and performs as expected.
Discussion
The Situational Nature of Selection
The previous section describes how software developers identify OSS components by using their experience, monitoring the OSS community, reviewing recommendations, and performing Internet searches. It also describes how developers evaluate OSS components through using their experience, reviewing information available on the Internet, and developing prototypes. Based on these observations, we highlight two aspects of OSS selection which have a fundamental influence on the adoption of both normative selection methods and general evaluation schemas used in formal comparison of components; (1) the situated nature of OSS selection and (2) how developers employ 'first fit' rather than 'best fit' selection of OSS components.
The situational nature [25] of OSS selection is evident as selection of OSS components is always performed in a situation consiting of a developer and a customer, their strategies, technologies, infrastructures and more than anything their employees. These elements create a situation in which the selection is performed and they significantly constraints the outcome of the selection. Component selection was in most cases left up to the individual developers who searched for and evaluated components using their distinct experience, skills, and preferences. These developers work within companies which often focus on one or a few technologies, and with customers which have a certain infrastructure and personnel skilled to manage this infrastructure. Furthermore, there may be project specific properties like an existing architecture, budget constraints, and constraints on which OSS licenses which could be used. All these properties, which are specific to the situation in which the selection is performed, significantly restrict the solution space and thereby the number of possible OSS components.
The 'first fit' selection is seen when developers start searching for suitable components based on their experience, and social and online networks. When identifying an OSS component which could solve the problem it is very easy for them to download and test it through a prototype. If the component solves the developers' current problem they would normally not see any need to look for other components. The developers then select the first component which solves the problem in a satisfactory way making the selection a 'first fit' rather than a 'best fit'. If the first component does not solve the problem they sequentially broaden the search to identify new components. At the same time as the identification and evaluation of new components continues, the developers educate themselves on the problem they are trying to solve. Knowledge gained from the identification and evaluation of one component is fed into the development of evaluation criteria for the next component.
These two observations have implications for the use of normative selection methods and general evaluation schemas, we believe the situated nature of OSS selection and the 'first fit' rather than 'best fit' selection explains why such selection methods and evaluation schemas see only limited adoption. First, the properties specific to the situation of the individual development projects are far more important than the evaluation criteria proposed in general OSS evaluation schemas. The fact that a few project specific constraints are so much more decisive in the selection of OSS components, makes using general pre-defined evaluation schemas impractical at best. The need for greater sensitivity to the situation where the selection is taking place is also observed by others but not necessarily reflected in proposed evaluation methods [7] . Second, the identification and evaluation of components is actually done sequentially in short iterations. The criteria used to evaluate OSS components are gradually developed during the identification and evaluation of components, rather than before the selection starts. This implies that it is difficult to use normative methods because many of these methods suggest that the final evaluation criteria should be defined and weighted before the selection starts.
Similar observations about both the iterative nature of development of evaluation criteria [21] and the use of ad hoc selection processes [15, 19] have been made by others. It is therefore quite surprising that the research community has reflected so little over the influence this has on software selection and the use of normative selection methods and general evaluation schemas.
Limitations and Future Work
This research has mainly focused on small companies and the selection of components which should fit within a technological framework. Software companies may use other approaches when evaluating and selecting the fundamental technological platform(s) on which they want to base their business. While the selection of fundamental technology is important, companies select the components which should be integrated into this technology much more frequently. To aid software companies it is therefore valuable to understand the choices they frequently make and the rational behind these decisions.
We observed some signs of process formality related to important components in some of the companies. None of the software systems which were discussed in the interviews were life or mission critical systems. We could expect that the criticality of the requirements would increase in such situations and thus also the rigorousness of the process.
The interviews included in this study have been performed in different contexts with slightly different purposes and it is therefore difficult to discuss the validity of these results. Nevertheless, the observations reported here are in line with other empirical studies on the selection of OSS and COTS [5, 15, 16, 19, 30] . Even though this study focused on the selection of OSS the results may also be valid for COTS selection. However, this is input for future studies.
To verify the empirical results and to investigate some of the issues discussed above, we are performing further studies on how software developer identify and select OSS components, the resources they use while doing this, and the availability of relevant information in the Internet [2] .
While the respondents reported only minor problems with selection of OSS components, ad hoc selection has drawbacks. These drawback should be further explored in light of for instance decision making theory to better understand the trade-offs in ad hoc selection.
Conclusion
Normative selection methods and general evaluation schemas may be valuable to increasing practitioners' awareness of issues related to OSS components and their communities. However, neither have seen significant adoption. We suggest that this is caused by two key characteristics of how developers identify, evaluate and select components. First, component selection is always taking place in a situation where constraints specific to this sitation are much more important than the criteria proposed in general evaluation schemas. Second, software developers employ the principle of 'first fit' rather than 'best fit' which is proposed by most normative selection methods. Software developers evaluate individual OSS components sequentially rather than first identifying a set of components before evaluating them. New or refined evaluation criteria are added as knowledge gained in evaluating one component, is fed back into the evaluation.
Researchers should therefore focus on understanding the situated nature of the OSS selection and the development of evaluation criteria which are sensitive to the situation, rather than continue the development of normative selection methods and general evaluation schemas meant to fit any situation. To succeed at this it is important to understand how practitioners actually select OSS components.
OSS providers could make information about their components like feature lists, future plans, known issues and dependencies, documentation, tutorials, release cycle and so on easily available to help software developers in the selection of OSS components. Furthermore, OSS providers should encourage their users to share their experience, and facilitate this sharing. Simple measures like this would simplify the evaluation of their software and it would most likely contribute to increasing the adoption of OSS.
